**高性能并行计算第8次作业**

姓名：姚虎成 学号：2020317110033

**代码地址：**

MPI和OpenMP计算Pi混合编程的C语言程序路径：

/home2/2020317110033/mpi\_openmp\_8/mpi\_openmp\_pi.c

寻找最大数的C语言程序路径：

/home2/2020317110033/mpi\_openmp\_8/mat\_max\_serial.c

/home2/2020317110033/mpi\_openmp\_8/mat\_max\_mpi.c

/home2/2020317110033/mpi\_openmp\_8/mat\_max\_mpi\_omp.c

**实验结果：**

**1、MPI和OpenMP计算Pi混合编程**

利用MPI和OpenMP混合编程计算Pi，N=100000000，在OpenMP中设置线程数为2，在MPI编程时设置进程数分别为1，2，4，6，8，10时的计算时间，并计算了加速比和并行效率，计算并行效率的基准值时当进程数为1。结果如表1所示。

从图1可以直观看出，相比于计算Pi的串行时间1.670000s时，当线程数为2，进程数为1时的时间0.385151s，加速效率很高。随着后面进程数目的增多至8时，并行效率一直维持在100%，甚至超过了100%，加速比也一直呈线性变化。加速效果非常好。

**表1. MPI和OpenMP混合编程 计算Pi**

|  |  |  |  |
| --- | --- | --- | --- |
| 进程数目 | 时间（s） | 并行效率 | 加速比 |
| 1 | 0.385151 | 100.00% | 1.000000 |
| 2 | 0.191497 | 100.56% | 2.011264 |
| 4 | 0.095718 | 100.60% | 4.023810 |
| 6 | 0.064091 | 100.16% | 6.009440 |
| 8 | 0.047773 | 100.78% | 8.062106 |
| 10 | 0.044331 | 86.88% | 8.688074 |

**图1 不同进程数下计算Pi的运行时间和加速比**

但当进程数目增加到10时，加速比和并行效率开始下降，可能的原因是，当计算Pi的问题被分到8个进程时，每个进程可能已经不是满负荷了，所以当进程数目继续增加，每个进程的计算量继续减小，达不到单个进程的满负荷计算时，此时随着进程数目的增多，花在进程之间的通信开销也越来越大，所以出现了并行效率下降的现象。

**2、寻找数组最大最小数**

每个进程随机生成含N个浮点数的数组，使用串行、MPI并行、MPI+OpenMP混合编程并行，找出各进程的全局最大值和该值所在的进程号，以及该进程中最大值所在的数组位置。N为1000000000。

寻找数组最大值串行程序mat\_max\_serial计算结果如下：
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寻找数组最大值MPI并行程序mat\_max\_mpi计算结果如下：
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寻找数组最大值MPI+OpenMP并行程序mat\_max\_mpi\_omp计算结果如下：

![](data:image/png;base64,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)

由于每次生成数组都是随机的，所以寻找到的结果也不一样，但是可以比较这三者的运行时间，串行寻找的运行时间是3.260000s，MPI并行寻找的运行时间是1.317383s，MPI+OpenMP并行寻找的运行时间0.928666s。可以比较得出，使用MPI并行编程相对于串行来说可以提升不少，MPI+OpenMP混合编程加速相比仅使用MPI效果更明显。

**实验分析：**

**1、使用MPI+OpenMP混合编程计算Pi**

在使用MPI+OpenMP混合编程模型计算pi时，根据前几次作业的结果，N=100000000时，串行程序计算时间为1.6700000s。仅使用OpenMP开启两个线程时计算时间为0.840000s，所以横向和其他方法比较，使用MPI和OpenMP混合模型进行编程，当MPI为1个进程，OpenMP为两个线程，时间为0.385151s，可以判断，使用MPI+OpenMP混合编程，并行效果相比串行方法、以及仅使用OpneMP和仅使用MPI的都要好。

纵向的比较，我们发现随着MPI进程数目的增加，加速比一直线性增加到8，随后开始下降。并行效率最开始也是一直维持在100%，最后开始下降。造成这种现象的原因可能有两个。首先是随着进程数的增多，问题规模没有变化，每个进程分摊的任务相对来说越来越少，可能到10个进程时，每个进程分配的任务并没有达到其计算能力的峰值。导致每个进程计算能力还有富余。往后继续增加进程数，并行效率便开始下降，线性比也不再呈线性变化。其次，随着进程数目的增加，进程之间的通信开销愈来愈大，这也是导致并行效率下降的原因之一。

**2、寻找数组最大数**

使用串行程序寻找一个包含10亿元素的一维数组中的最大值。我们发现使用MPI+OpenMP和MPI编程并行寻找的效率要比串行高，同时，用MPI+OpenMP混合并行编程要比仅仅使用MPI的效率更高。

**附录：**

1. MPI和OpenMP计算Pi混合编程的C语言代码

#include "mpi.h"

#include "omp.h"

#include <math.h>

#include <stdio.h>

#define N 100000000

int main( int argc, char \*argv[] ){

int rank, nproc;

int i,low,up;

double local = 0.0, pi, w, temp,start,end;

MPI\_Status status;

MPI\_Init( &argc, &argv );

MPI\_Comm\_size( MPI\_COMM\_WORLD, &nproc );

MPI\_Comm\_rank( MPI\_COMM\_WORLD, &rank );

start=MPI\_Wtime();

w = 1.0/N; low = rank\*(N / nproc); up = low + N/nproc - 1;

#pragma omp parallel for reduction(+:local) private(temp,i)

for (i=low;i<up; i++){ temp = (i+0.5)\*w;

local = local + 4.0/(1.0+temp\*temp); }

MPI\_Reduce(&local, &pi, 1, MPI\_DOUBLE, MPI\_SUM, 0,MPI\_COMM\_WORLD);

if(rank==0) printf("pi = %.20f\t",pi\*w);

end=MPI\_Wtime();

if(rank==0) printf("the program using MPI and openMP running for %.6f\n",end-start);

MPI\_Finalize();

}

1. 寻找最大数的C语言程序
2. 串行计算寻找1000000000维数组中最大数

#include <stdio.h>

#include <stdlib.h>

#include <time.h>

long N= 1000000000;

void serial\_find(double \*rand\_mat){

clock\_t begin, end;

begin = clock();

long index; double max=0.0;

for (long i=0; i<N; i++)

if (rand\_mat[i] > max)

{

max = rand\_mat[i];

index = i;

}

end = clock();

printf("This is a serial program!\n");

printf(" max index: %lld\t max value: %.20f\t running time:%.6fs\n",

index, max, (double)(end - begin)/CLOCKS\_PER\_SEC);

}

int main()

{

double \*rand\_mat;

rand\_mat = (double \*)malloc(N \* sizeof (double));

srand(time(0));

for (int i=0; i<N; i++)

{

rand\_mat[i] = rand() \* (1.0/ RAND\_MAX);

}

serial\_find(rand\_mat);

return 0;

}

1. MPI并行计算寻找1000000000维度数组最大数

#include <stdio.h>

#include <stdlib.h>

#include <time.h>

#include "mpi.h"

#include "omp.h"

#define NUM\_THREADS 4

long N = 1000000000;

int main(int argc, char \*argv[])

{

typedef struct {double value; int index;} bingo;

bingo in, out;

omp\_set\_num\_threads(NUM\_THREADS);

double t\_start, t\_end;

MPI\_Init(&argc, &argv);

int np, rank;

MPI\_Comm\_rank(MPI\_COMM\_WORLD, &rank);

MPI\_Comm\_size(MPI\_COMM\_WORLD, &np);

if (N % np != 0)

{

printf("array length should be divisible by num process");

MPI\_Abort(MPI\_COMM\_WORLD, 1);

}

int length = N/np;

double \*A;

A = (double \*)malloc(length \* sizeof(double));

srand(time(0));

for (int i=0; i<length; i++)

{

A[i] = rand() \* (1.0/ RAND\_MAX);

}

t\_start = MPI\_Wtime();

double max = 0.0;

int thread\_len = length / NUM\_THREADS;

int t\_index[NUM\_THREADS];

double t\_value[NUM\_THREADS];

int id = omp\_get\_thread\_num();

#pragma omp parallel

{

for (int i=id\*length; i<(id+1) \* length; i++)

{

if(A[i] > max)

{

max = A[i];

t\_index[id] = i;

t\_value[id] = max;

}

}

}

int all\_index = 0; max=0.0;

for(int i=0; i<NUM\_THREADS; i++)

{

if (t\_value[i] > max)

{

max = t\_value[i];

in.value = max;

in.index = (rank + 1) \*length + t\_index[i];

}

}

MPI\_Reduce(&in, &out, 1, MPI\_DOUBLE\_INT, MPI\_MAXLOC, 0, MPI\_COMM\_WORLD);

t\_end = MPI\_Wtime();

if (rank == 0)

{

printf(" max process: %d\t max index: %d\t max value:%.11f\t time:%.11fs\n",

out.index/length, out.index%length, out.value, t\_end-t\_start);

}

free(A);

MPI\_Finalize();

return 0;

}

1. MPI+OpenMP混合编程寻找1000000000维数组最大数

#include <stdio.h>

#include <stdlib.h>

#include <time.h>

#include "mpi.h"

#include "omp.h"

#define NUM\_THREADS 4

long N = 1000000000;

int main(int argc, char \*argv[])

{

// structure

typedef struct {double value; int index;} bingo;

bingo in, out;

omp\_set\_num\_threads(NUM\_THREADS);

double t\_start, t\_end;

MPI\_Init(&argc, &argv);

int np, rank;

MPI\_Comm\_rank(MPI\_COMM\_WORLD, &rank);

MPI\_Comm\_size(MPI\_COMM\_WORLD, &np);

if (N % np != 0)

{

printf("array length should be divisible by num process");

MPI\_Abort(MPI\_COMM\_WORLD, 1);

}

int length = N/np;

double \*A;

A = (double \*)malloc(length \* sizeof(double));

srand(time(0));

for (int i=0; i<length; i++)

{

A[i] = rand() \* (1.0/ RAND\_MAX); // [0,1]

}

t\_start = MPI\_Wtime();

double max = 0.0;

int thread\_len = length / NUM\_THREADS;

int t\_index[NUM\_THREADS];

double t\_value[NUM\_THREADS];

int id = omp\_get\_thread\_num();

#pragma omp parallel

{

for (int i=id\*length; i<(id+1) \* length; i++)

{

if(A[i] > max)

{

max = A[i];

t\_index[id] = i;

t\_value[id] = max;

}

}

}

int all\_index = 0; max=0.0;

for(int i=0; i<NUM\_THREADS; i++)

{

if (t\_value[i] > max)

{

max = t\_value[i];

in.value = max;

in.index = (rank + 1) \*length + t\_index[i];

}

}

MPI\_Reduce(&in, &out, 1, MPI\_DOUBLE\_INT, MPI\_MAXLOC, 0, MPI\_COMM\_WORLD);

t\_end = MPI\_Wtime();

if (rank == 0)

{

printf("max process: %d\t max index: %d\t max value:%.11f\t time:%.11fs\n",

out.index/length, out.index%length, out.value, t\_end-t\_start);

}

free(A);

MPI\_Finalize();

return 0;

}

3、批量运行的shell脚本  
#!/bin/bash

#this script running mpirun for different processors parameter

list="1 2 4 6 8 10 16 32 "

cd /home2/2020317110033/mpi\_openmp\_8

for num\_processor in $list

do

echo "num\_processor:$num\_processor"

export OMP\_NUM\_THREADS=2

mpirun --bind-to core -np $num\_processor ./mpi\_openmp\_pi

done