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一.CSS概述

1.什么是 CSS

Cascading Style Sheets

层叠样式表，级联样式表，简称样式表

2.作用

设置HTML网页中的元素样式

3.CSS和HTML的关系

HTML：负责网页结构的搭建，内容的展示

CSS：负责网页的修饰

4.CSS与HTML的属性

W3C建议我们尽量使用css的方式来取代html

css样式

1.样式代码高度的重用

2.提高可维护性

二.CSS的语法规范

1.使用CSS的方法

常用的css属性

color：设置文本的颜色

取值：合法的颜色值(颜色的英文，#a-f\*3 #abc)

font-size：设置字体大小

background：设置背景颜色

1.内联样式

将CSS的样式定义在HTML标签的style属性中

<any style = "样式声明;样式声明"></any>

样式声明 样式属性:值 组成

多个样式声明用分号隔开

内联样式使用的非常少(禁止使用)

内联样式不能重用

内联样式优先级最高

项目中一般很少使用内联样式，只在学习和测试的时候使用

2.内部样式

在<head></head>标签中，添加<style></style>标签，在其内部定义样式规则

<style>

样式规则

</style>

样式规则：有选择器和样式声明组成

选择器{

样式声明;

样式声明;

}

内部样式在本页面可以重用，但是在其他页面不能重用。项目中使用不多，但是学习和测试中大量使用

3.外部样式

独立创建一个新文件\*.css

可以在任何网页中引用

<head>

<link rel="stylesheet" href="./my.css">

</head>

外部样式是项目中必须使用的样式写法

2.CSS样式的特性

1.继承性

大部分的CSS效果是可以直接被子元素继承的

必须是层级结构

2.层叠性

可以为一个元素定义多个样式规则

规则中属性不冲突(不重复)，可以同时作用到当前元素上

3.优先级

如果样式声明冲突时，按照样式规则优先级去应用

默认的优先级，从高到低

1.内联样式(行内样式)优先级最高

2.内部样式、外部样式，遵循就近原则

3.浏览器默认样式最低

4.调整优先级

p{

color: blue !important;

font-size: 24px

}

放在属性值之后，与值之间用空格隔开

作用是调整优先级，让没有important属性不能覆盖他

三.基础选择器

1.选择器的作用

规范了页面中那些元素能够使用定义好的样式，为了匹配元素

2.基础选择器详解

1.通用选择器

\*{样式声明}

\*效率极低，尽量少用

\*{margin:0;padding:0}外边距、内边距清零

2.元素选择器(标签选择器)

设置页面中一类元素的默认样式

标签名称(样式声明)

p{color:red}

3.类选择器

定义页面上某类元素的公共样式，谁想用我，就引用我的class名

元素通过class属性来引用该样式

.类名{样式的声明}

<any class="类名"></any>

注意："."不能省略

类名不能以数字开头

类名不能包含特殊字符(\_可以)

类选择器的特殊用法

1.多类选择器

让一个元素引用多个类选择器

<p class="font\_blue font\_size">烤生蚝</p>

2.分类选择器

将元素选择器和类选择器联合使用

元素选择器.类选择器{}

可以匹配到，指向了某个类的，具体某个元素

span.font\_blue{

background: #afa

}

<span class="font\_blue">水煮牛肉</span>

作用

1.指向更精确

2.优先级变高

4.id选择器

设置指定元素的样式，专属定制

为元素设置id值，使用#id值作为选择器，编写专属样式

5.群组选择器

将多个选择器放在一起，一块定义某公共样式

选择器1，选择器2，选择器3...{公共样式声明}

#content,p.mycolor,span{color: red}

6.后代选择器

通过元素的后代关系匹配元素

后代：一层或多层的嵌套关系

语法：选择器1 选择器2 选择器3{样式声明}

7.子代选择器

通过元素的子代关系匹配元素(一层嵌套)

选择器1>选择器2>选择器3

8.伪类选择器

匹配元素的不同状态下的样式

1.链接伪类

:link 元素尚未访问时的状态样式

:visited 元素访问过后的状态样式

#a1:link{color: red}

#a1:visited{color: yellow}

2.动态伪类

:active 匹配元素被激活是的状态

#btn:active{color:pink}

:focus 匹配元素获取焦点时的状态

#txt:focus{background: #aff}

:hover 鼠标悬停在元素时的状态

.img:hover{width: 500px}

9.选择器的权值

权值：标识当前选择器的重要程度，权值越大优先级越高

!important >1000

内联样式 1000

id选择器 100

类和伪类选择器 10

元素选择器 1

\*选择器 0

继承的样式无权值 无

总结：

当一个选择器中含有多个选择器时，需要将所有的选择器的权值进行相加，然后再进行比较，权值高的优先显示

注意：

1.选择器的权值计算不会超过其最大的数量级

2.群组选择器的权值，单独计算，不会相加

3.样式后面加!important该样式会获取最高优先级

内联样式不能添加!important

4.如果权值相同，使用就近原则

四.尺寸和边框

1.尺寸属性

改变元素的宽高

width

最大宽度max-width

最小宽度min-width

height

最大高度max-height

最小高度min-height

总结：页面中可以设置尺寸的元素

1.所有的块级元素都允许设置尺寸

2.所有的行内块元素都允许设置 表单元素(除了单选按钮和复选框)

3.本身具备width、height属性的元素

大部分的行内元素不允许修改尺寸

附加知识点：单位

1.尺寸单位

px像素

in英寸 1in=2.54cm

pt磅值，多数表示字体大小 1pt=1/72in

cm mm 厘米，毫米

em相对单位，相对父元素的倍数

rem相对单位，相对根元素的倍数

%相对单位，相对父元素的百分之多少

2.颜色单位

1.颜色的英文单词

2.#rrggbb RGB光学三原色 6个16进制

3.#aabbcc ---> #abc

4.rgb(r,g,b)

5.rgb(r%,g%,b%) 此变现形式使用极少

6.rgba(r,g,b,alpha) alpha透明度
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一.尺寸和边框

1尺寸属性

2.溢出处理

overflow overflow-x overflow-y

当内容多，元素区域小的时候，就会产生溢出效果

默认是纵向溢出

取值

1.visible 可见的，默认值，溢出可见

2.hidden 隐藏的，溢出的内容不可见

3.scroll 显示滚动条，不管是否溢出，都添加横向和纵向滚动条

4.auto 溢出的部分，显示滚动条，并可用

3.边框属性

border:width style color

width 边框的宽度

style 边框的样式

取值：solid 实线

dotted 虚线(点点)

dashed 虚线(短线)

double 双实线

color 边框的颜色，合法的颜色值(transparent 透明色)

这种写法，同时设置4个边框，是一种简写方式

取消边框 border:none/0

单边设置

border-top: 2px solid orange;

border-right: 4px dashed #f00;

border-bottom: 5px dotted #0ff;

border-left: 3px double #f0f;

单属性设置

border-color: #000;

单边单属性设置

border-left: 3px double #f0f;

border-top-style: double;

border-top-color: #44f

边框的倒角(圆角)

将直角倒成圆角

取值：以px为单位的数字

% 设置圆形(50%)

单角设置

使用两条边去确认一个叫，先写上下后写左右

border-top-left: 左上

border-top-right: 右上

border-bottom-left: 左下

border-bottom-right: 右下

边框阴影

box-shadow: h-shadow v-shadow blur spread color inset

h-shadow 水平方向阴影偏移，必须值

v-shadow 垂直方向偏移量，必须值

以下是可选参数

blur 阴影的模糊距离，可选值，越大模糊距离越明显

spread 阴影的尺寸，指定要在基础阴影上扩出的大小

color 阴影颜色

inset 把默认的外部阴影设置为内部阴影

轮廓

轮廓指的是边框的边框，绘制于边框外边的线条

outline: width style color;

二.框模型(盒子模型)

页面元素皆为框(盒子)

定义了元素框处理元素内容，内边距，外边距以及边框的一种计算模式

定义了一个元素占地大小的计算方式

盒子模型默认的计算方式：

![C:\Users\web\AppData\Local\Temp\1544425239(1).png](data:image/png;base64,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)

元素实际占地宽度=左外边距+左边框的宽度+左内边距+内容区域的宽度+右内边距+右边框的宽度+右外边距

元素实际占地高度=上外+上边框+上内+内容区域高度+下内+下边框+下外

内边距：元素边框与内容之间的空白间距

外边距：围绕在元素边框外的空白区域(元素与元素之间的距离)

1.外边距

margin: 定义四个方向的外边距

margin-top/right/bottom/left: 定义某一个方向的外边距

1.取值

1.以px为单位的数字

为正数 top，元素往下移动

left，元素往右移动

为负数 top，元素往上移动

left，元素往左移动

margin的效果，改变元素在页面上的位置，多用于微调

2.取值为%，相对于父元素尺寸的百分比

3.auto，自动计算块级元素的外边距，控制块级元素在水平方向居中对齐

2.简写方式

margin:value; 设置四个方向的外边距

margin:v1 v2; v1：上下外边距 v2：左右外边距

margin: 0 auto; 标准的块级元素在水平方向居中对齐

margin:v1 v2 v3; v1：上外边距 v2：左右外边距 v3：下外边距

margin:v1 v2 v3 v4; v1：上外边距 v2：右外边距 v3：下外边距 v4：左外边距

3.自带外边距的元素有哪些

h1~h6,p,body,ol,ul,dl,pre

通常要清除这些元素的自带外边距\*{margin:0;padding:0}

4.外边距的特殊效果

1.外边距的合并

当两个垂直外边距相遇时，他们将合并成一个外边距

最终的取值，取决于两个外边距中距离大的值

2.行内元素以及行内块元素的外边距

行内元素垂直外边距无效(img除外)，水平外边距相遇两个值为相加

行内块，设置垂直外边距，整行元素跟着发生变化

3.外边距溢出

在特殊条件下，给子元素设置的上外边距，会作用到父元素上

特殊条件：1.父元素没有上边框。2.只有第一个子元素设置上边框时

解决方案：

1.为父元素增加上边框，弊端：元素实际占地高度变大

2.为父元素添加上内边距，弊端：元素实际占地高度变大

3.在父元素的第一个子元素位置添加一个空的<table></table>

2.内边距

不会影响其他元素，但是会改变元素自己的占地尺寸，会变大

padding:value; 设置四个方向的内边距

padding-top/right/bottom/left 定义单方向的内边距

取值

以px为单位的数字

%

简写方式

padding:value; 设置四个方向的内边距

padding:v1 v2; v1;上下 v2左右 padding没有auto

padding:v1 v2 v3; v1上 v2左右 v3下

padding:v1 v2 v3 v4; 上 右 下 左

3.box-sizing属性

设置盒子模型的计算方式

默认计算方式

元素实际占地宽度=左外+左边框+左内+内容区域宽度+右内+右边框+右外

元素实际占地高度=上外+上边框+上内+内容区域高度+下内+下边框+下外

box-sizing取值

content-box默认值，会采用默认计算方式

border-box元素的尺寸(定义的宽高)，包含border,padding和内容区域宽高

元素实际占地宽度=左右外边距+设置的宽度width

元素实际占地高度=上下外边距+设置的高度height

块级元素，行内元素，行内块

块级元素：独立成行，可以设置宽高，margin上下有效

行内元素：与其他的行内元素和行内块共用一行，宽高无效，margin上下无效

行内块：与其他的行内元素和行内块共用一行，可以设置宽高，margin上下有效，一行行内元素，其中一个设置了上下margin，整行都跟着移动
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一.背景

1.背景颜色

background-color

取值

合法的颜色值

transparent 透明

注意：背景色的填充，默认从边框位置处开始

2.背景图片

background-image: url("资源路径")

3.背景图片的平铺

background-repeat:

取值

1.repeat 默认值，平铺

2.repeat-x 水平方向平铺

3.repeat-y 垂直方向平铺

4.no-repeat 不平铺，只显示一张

4.背景图的定位

background-position: x y;

取值

1.以px为单位的数字

指的是，图片在水平和垂直方向的偏移量

2.x% y%

0% 0% 左上

100% 100% 右下

3.关键字

x: left/center/right

y: top/center/bottom

5.背景图的尺寸

background-size: width height

取值

1.以px为单位的数字

2.%

3.cover 填满容器，图片宽高比是不变的，铺满整个容器的宽高，图片溢出的部分会被裁剪掉；将背景图同比缩放，知道背景图完整覆盖容器，不留一丝空白，图片溢出的部分会被裁剪掉；图片可能会显示不完整，但是内容完全被背景图充满

4.contain 图片自身宽高比不变，但是，要缩放到图片能够完全展示出来，所以会有空白区域

6.背景图的固定

background-attachment:

将背景图固定在网页某个位置，一直在可是的区域中显示，不会随着网页滚动条改变位置

取值：

1.scroll 默认值，会随着网页滚动条改变位置

2.fixed 固定，不会随着网页滚动条改变位置

7.背景的简写方式

在一个属性中，指定背景多个值

属性：background:

取值：color url repeat attachment position

二.渐变gradient

1.什么是渐变

多钟颜色平缓变化的一种显示效果

2.渐变的主要因素---色标

色标，一种颜色以及他出现的位置

一个渐变至少有两个色标

3.渐变的分类

1.线性渐变，以直线的方向来填充渐变色

2.径向渐变，以圆形的方式实现渐变色

3.重复渐变，将线性渐变，或径向渐变，重复几次

4.线性渐变

background-image:

取值

新版本：linear-gradient(方向,色标1,色标2...)

色标的写法：颜色的合法值 位置的百分比

方向取值：to top/right/bottom/left

角度 按顺时针计算

0deg to top

90deg to right

180deg to bottom

270deg to left

旧版本写法：-浏览器内核-linear-gradient(方向,色标1，色标2...)

方向 top/right/bottom/left

5.径向渐变

background-image: radial-gradient(半径at 圆心,色标1,色标2...)

半径：以px为单位的数字

圆心：x y，以px为单位的具体数值

x% y%，元素的宽高占比

关键字 x:left/center/right

y:top/center/bottom

6.重复线性渐变

repeating-linear-gradient(to right,#faa 0px,#ffa 50px)

注意在重复渐变中，色标的位置，要给绝对值数字，不要用%

7.重复径向渐变

repeating-radial-gradient(100px at center center,#060606 0px,#af8bd8 20px,#292727 35px)

8.浏览器兼容性

各个浏览器新版本都支持渐变

对于不支持的旧版本，可以添加浏览器内核前缀的方式，做兼容，让浏览器支持

Chrome&Safari：-webkit-

Firefox：-moz-

IE：-ms-

Opera：-o-

三.文本格式化

1.字体属性

1.指定字体的类型

font-family:"类型1","类型2"...

2.字体大小

font-size

以px、pt为单位的数字

em rem

3.字体加粗

font-weight:

bold/normal/lighter/bolder

无单位的数字 100-1000整百数 常用400-900

4.字体样式

font-style

normal

italic

5.小型大写字母

font-variant:

normal

small-caps

6.字体属性的简写方式

font:style variant weight size family

font: italic small-caps bold 30px "mv boli"

简写方式最少要有size和family

2.文本格式化

1.文本颜色

color:合法的颜色值

2.文本的水平对齐方式

text-align

left/center/right/justify(两端对齐)

3.行高

定义一行数据的高度

如果行高大于字体本身的大小，该行文本在行高内呈垂直居中的显示效果

line-height:

以px为单位的数字，一般与容器的高相同

无单位数字，line-height:2; 是字体大小的倍数

4.线条的修饰

text-decoration

1.none 没有线条，去掉a标签的下划线

2.overline 上划线

3.underline 下划线

4.line-through 删除线

5.首行缩进

text-indent:

以px为单位的数字

6.文本的阴影

text-shadow:

h-shadow v-shadow blur color
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一.表格的样式

1.表格的常用属性

之前学习的样式，在表格中，基本都可以使用

1.边框属性table和td

2.边距属性table都能使用，td没有margin

3.尺寸属性

4.文本格式属性font-\* text-\* line-height

5.背景属性 颜色 图片 渐变

6.vertical-align: top/middle/bottom 要写在td才生效

2.表格特有的属性

1.边框合并

border-collapse:

1.separate 默认，边框分离的模式

2.collapse 边框合并

2.边框的边距

设置单元格与单元格之间的距离，必须保证border-collapse: separate;

border-spacing:

1.取值一个value，垂直和水平距离相同

2.取值两个value1 value2 value1：水平的距离 value2：垂直距离

3.标题的位置

caption-side

top/bottom

4.表格的显示规则，告诉浏览器，我这张表格如何渲染，td尺寸的计算方式

table-layout

1.auto 默认值，自动表格布局，列的尺寸实际是有内容决定的

2.fixed 固定表格的布局，列的尺寸由设置的值决定

需要table有尺寸，td有尺寸

|  |  |
| --- | --- |
| 自动布局auto | 固定布局fixed |
| 单元格的大小会适应内容 | 单元格尺寸取决于设定的值 |
| 表格复杂时，加载的速度慢(缺点) | 任何情况下回加速加载表格(优点) |
| 布局会比较灵活(优点) | 布局会比较死板(缺点) |
| 适用于不确定每列大小，并且表格不太繁琐的时候 | 当确定每列尺寸的时候使用 |

二.定位

1.什么是定位

元素在页面中的位置

2.分类

1.普通流定位 默认文档流

2.浮动定位

3.相对定位

4.绝对定位

5.固定定位

3.普通流定位

又称文档流定位，页面中所有元素默认显示方式

1.每个元素在页面中都有自己的空间(盒子模型)

2.每个元素都是从父元素的左上角开始显示的

3.块级元素默认按照从上往下的方式逐个排列，每个元素独占一行

4.行内元素是多个元素在一行中显示，从左往右排列

4.浮动

浮动特点

1.元素一旦浮动起了，脱离文档流

不占页面控件，其他为浮动元素会上前补位

2.浮动元素会停靠在父元素的左边或者右边

或其他已经浮动元素的左/右边

3.浮动解决多个块级元素在同一行内显示的问题

语法

属性 float

取值

left：左浮动，元素浮动起来后，停靠在父元素的左侧，或者往左挨着已浮动元素

right：右浮动，元素浮动起来后，停靠在父元素的右侧，或者往右挨着已浮动元素

浮动元素引发的特殊情况

1.当父容器横向显示不下所有浮动元素的时候，最后一个元素将换行显示

1.1默认情况下，最后一个元素会优先显示在最高的位置，再往左排列

1.2会发生浮动元素占位的情况，浮动元素根据浮动方向，占据方向之上的位置，不允许最后一个元素占用

2.浮动对默认宽度的影响

块级元素不写宽度，宽度默认是父级元素的100%

元素一旦浮动起来，宽度以内容为准

前提：不设置width

3.元素一旦浮动起来，就变为块级元素，允许修改尺寸，可以设置垂直外边距

4.文本，行内元素，行内块，是不会被浮动元素压在下方的，而会巧妙避开，环绕着浮动元素显示

清除浮动

元素一旦浮动之后，会对后续的元素带来一定的影响，后续元素会上前补位

如果不希望后续元素上前补位，可以给后续元素添加清除浮动的属性

clear:

取值

left 清除左浮动元素对我带来的影响

right 清除右浮动元素对我带来的影响

both 清除所有浮动元素对我带来的影响

浮动元素对父元素高度带来的影响(高度坍塌)

块级元素不写高度，他的高度是根据内容判定的

如果内部元素都浮动了，内部元素都脱离了默认文档流

父级元素就失去了高度----高度坍塌

解决方案

1.给父级元素添加高度 弊端：不是每次都知道具体的高度是多少

2.设置父级元素也浮动 弊端：会影响父元素后面的其他元素

3.给父元素设置overflow:hidden/auto 弊端：如果内容想要溢出显示，显示不了

4.在父元素追加一个空的块级元素，只设置clear:both

三.显示

1.显示方式

决定了元素在网页中表现形式(块级，行内，行内块，table)

语法 display

取值：

1.none 不显示元素，隐藏

2.block 让元素表现为块级

块级元素特征，独占一行，可以设置尺寸以及上下外边距

3.inline 让元素表现为行内

行内元素特征，多个元素一行显示，不能设置宽高以及上下外边距

4.inline-block 让元素表现为行内块

行内块特征，多个元素一行显示，可以设置尺寸以及上下外边距

5.table 让元素表现为table

table的特征：尺寸以内容为准，独占一行，允许修改尺寸

2.显示的效果

属性：visibility

取值：visible/hidden

visibility: hidden和display: none的区别

visibility: hidden隐藏，不脱离默认文档流，依然占位

display: none隐藏，脱离了默认文档，不占页面位置

3.透明度

opacity:0~1 0是全透明，1是不透明

opacity和rgba的区别

opacity作用于元素，当一个元素设置了opacity之后

这个元素本身，已经所有子元素，与颜色相关的属性，都会受到影响

rgba(0~255,0~255,0~255,0~1)只会改变你设置的这个颜色透明度

4.垂直对齐

vertical-align

使用在table中，取值top/middle/bottom

使用在img中，取值 top/middle/bottom/baseline

控制图片与两边文字垂直对齐方式

5.光标

改变鼠标悬停在元素是的样式

cursor:

取值

1.default 箭头

2.pointer 小手

3.crosshair +

4.text I

5.wait 等待

6.help 帮助

四.列表

列表标识

list-style-type:

none

disc

circle

square

列表标识的位置

list-style-position: outside/inside

列表项引用图片

list-style-image: url("")

简写方式

list-style: type position url()
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一.相对/绝对/固定定位 position

position

取值

static 静态，默认值。文档流定位

relative 相对定位

absolute 绝对定位

fixed 固定定位

注意：将元素的position设置为relative/absolute/fixed中的任意一个，此元素被称为**已定位元素**。

偏移属性

top/right/bottom/left 距离那个方向多远

取值是以px为单位的数字

1.相对定位

元素相对于它原来的位置偏移

在元素位置作微调的时候使用/配合绝对定位使用

position: relative;配合偏移属性使用

相对定位不脱离文档流，不会让后面元素补位

2.绝对定位

position: absolute; 配合偏移属性使用

特点

脱离文档流，不占页面空间，后面元素要补位

绝对定位的元素，会相对于"最近的" "已定位的" "祖先元素"去做偏移量

绝对定位的元素，没有"已定位的""祖先元素"，相对于body偏移

绝对定位会让元素变为块级

出现堆叠效果，就使用绝对定位

3.固定定位

将元素固定在页面的某个位置，位置不会随着滚动条发生变化，一直固定在可是区域

固定定位始终相对于body去实现位置偏移

固定定位脱离文档流，不占页面空间，定位的元素会变成块级

position: fixed; 配合偏移属性一起使用

4.堆叠顺序

默认堆叠顺序，后发生定位的元素，堆叠层级高

默认堆叠顺序，不会大于设置属性z-index的顺序

z-index: 2^31~1

父子元素之间，子元素永远在父元素上面

只有已定位元素，才能使用z-index

二.css3 core

1.复杂选择器

1.兄弟选择器

作用于兄弟元素

兄弟元素：具备相同父级元素的平级元素之间，称为兄弟元素

1.1相邻兄弟选择器

选择器1+选择器2{} 在选择器1的后面，紧跟着一个元素，这个元素还得匹配到选择器2

1.2通用兄弟选择器

获取某元素后面所有满足条件的兄弟元素

选择器1~选择器2{}

2.属性选择器

允许通过元素所带的属性以及值来匹配元素

2.1基本语法

[attr]{} ex:[id]{} 匹配有id属性的标签

2.2elem[attr]

div[title]{} 匹配有title属性的div标签

2.3[attr1][attr2]

[class][title]{} 匹配同时具有class属性和title属性的元素

2.4[attr=value]{}

[id=p2]{} 匹配id值为p2的元素

[attr\*=value] 属性值中，包含指定值的元素

[attr~=value] 属性值中，包含指定**单词**的元素

[attr^=value] 属性值中，以value开头的元素

[attr$=value] 属性值中，以value结尾的元素

3.伪类选择器

3.1目标伪类

突出显示获得的HTML锚点元素，匹配被激活的锚点

选择器:target{} div:target{}

3.2结构伪类

1.:first-child{} 匹配的元素是其父元素的第一个子元素

2.:last-child{} 匹配的元素是其父元素的最后一个元素

3.:nth-child(n){} 匹配的元素是其父元素的第n个子元素，n从1开始

4.:empty

div:empty{} 匹配没有子元素的元素

5.:only-child

p:only-child{} 匹配属于其父元素的唯一子元素

6.否定伪类 :not(selector)

div:not(:empty){} 匹配非空的div

3.3伪元素选择器

h2::first-letter{color:#f00;}

匹配某个元素的首字字符

h2::first-line{color:#aaf;}

匹配某个元素的首行字符，首行与首字符冲突，优先首字符

h2::selection{color:#ffa;}

匹配用户选取的内容，只能修改文本颜色和背景颜色

4.内容生成

使用css动态的向元素中插入一段内容

1.::before或者:before

匹配到元素的内容区域之前，插入的伪元素

2.::after或者:after

匹配元素的内容区域之后，插入的伪元素

5.内容生成可以解决的问题

1.外边距溢出

父元素没有上边框，给第一个子元素设置上外边距
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一.弹性布局

1.什么是弹性布局

弹性布局就是一种布局方式，主要解决**某元素中的子元素**的布局方式，为布局提供最大的灵活性

2.弹性布局的相关概念和专业术语

1.容器

要布局的子元素的父元素称之为容器，容器中写display: flex

2.项目

要布局的子元素称之为项目

3.主轴

项目们排列的方向，诚挚为主轴(水平和垂直)

如果项目们是按照横向排列，x轴就是主轴

如果项目们是按照纵向排列，y轴就是主轴

4.交叉轴

与主轴垂直相交的方向轴叫做交叉轴

语法

将元素变为弹性容器，他所有的子元素将变成弹性项目，按照弹性布局的方式去排列显示

display

取值：flex，将块级元素变为容器

inline-flex，将行内元素变为容器

元素设置为flex容器之后，子元素一些样式属性会失效

float/clear/vertical-align失效

子元素允许修改尺寸(项目是行内元素也可以修改尺寸)

容器的对齐方式text-align失效

3.弹性容器的样式属性

1.flex-direction主轴方向

取值：

1.row默认值，主轴是x轴，主轴起点在左端

2.row-reverse，主轴是x轴，主轴起点在右端

3.column 主轴是y轴，主轴起点在顶端

4.column-reverse 主轴是y轴，主轴起点在底部

2.flex-wrap

当一个主轴排列不下所有项目时，项目的显示方式

取值：

1.nowrap默认值，空间不够，不换行，项目会自动压缩

2.wrap空间不够，就换行，项目不压缩

3.wrap-reverse

3.flex-wrap

是flex-direction和flex-wrap的缩写

取值 direction wrap;

ex:flex-flow:row wrap;

4.justify-content

定义项目在主轴上的对齐方式

取值

1.space-between 两端对齐

2.space-around 每个间距相同

3.flex-start 默认值，主轴的起点对齐

4.flex-end 在主轴的终点对齐

5.center 在主轴上居中对齐

5.align-items

项目们的交叉轴上的对齐方式

取值

1.flex-start 交叉轴起点对齐

2.flex-end 交叉轴终点对齐

3.center 交叉轴居中对齐

4.baseline 交叉轴基线对齐

5.stretch 如果项目未设置高度，在交叉轴上充满容器

4.项目的属性

是单独设置给一个项目的，不影响容器和其他项目

1.order

取值为无单位的整数，定义项目的排列顺序，值越小，离起点越近，默认值为0

2.flex-grow

定义项目的放大比例

如果容器有足够大的剩余空间，项目将按照比例放大

取值为无单位整数

默认值为0不放大，取值越大，占据的剩余空间越多

3.flex-shrink

定义项目的缩小比例，空间不足时，项目该如何缩小

取值为无单位整数

默认值为1，空间不足，等比缩小

0，不缩小

取值越大，占据的空间越小

4.align-self

控制当前项目在交叉轴上对齐方式，与其他项目无关

取值

1.flex-start 交叉轴起点对齐

2.flex-end 交叉轴终点对齐

3.center 交叉轴居中对齐

4.baseline 交叉轴基线对齐

5.stretch 如果项目未设置高度，在交叉轴上充满容器

6.auto 继承容器的align-items的效果

CSS hack

由于不同的浏览器，比如IE6 IE7 Firefox

对css的解析认识不同，会导致生成的页面效果不同，无法得到我们预期的效果

这个时候我们需要针对不同浏览器去写不同的css

让代码同时兼容不同的浏览器

这个针对不同浏览器写不同css代码的过程，叫做CSS hack

二.转换

1.什么是转换

改变元素在页面中的 位置 大小 角度 形状等的一种方式

2D转换，在x轴和y轴上，发生转换效果

3D转换，添加了z轴

2.转换属性

transform:

取值 transform-function

none

如果有多个转换函数，用空格隔开

转换原点

transform-origin

取值：px为单位的数字/%/关键字

2个值，表示原点在x轴和y轴上的位置

3个值，x，y，z轴

3.2D转换函数

1.位移，改变元素在页面中的位置

transform: translate(x)指定元素在x轴上的位移距离

+ 元素往右

- 元素往左

transform: translate(x, y)指定元素在x和y轴上的位移距离

x取值同上

y取值 + 元素往下 - 元素往上

transform: translateX(x)指定元素在x轴上的位移距离

transform: translateY(y)指定元素在y轴上的位移距离

2.缩放

改变元素在页面中的尺寸

transform: scale(n)

取值：无单位的数字

>1 根据转换原点放大

0<n<1 根据转换原点缩小

-1<n<0 翻转缩小(水平和垂直方向都翻转了180度)

n<-1 翻转放大

transform: scale(x, y) x和y缩放尺寸

transform: scaleX(x)单独设置x的缩放

transform: scaleY(y)单独设置y的缩放

3.旋转

改变元素在页面中的角度

transform: rotate(ndeg)

n为正 顺时针

n为负 逆时针

注意：

转换原点会影响最后的旋转效果

选择是连同坐标轴一起旋转的，会影响旋转后的位移效果

4.倾斜

改变元素在页面中的形状

transform: skew(x)等同于skewX(x)

让元素向着x轴发生倾斜，实际上改变y轴的角度

+ 逆时针

- 顺时针

transform: skewY(y)

让元素向着y轴发生倾斜，实际上改变x轴的角度

+ 顺时针

- 逆时针

transform: skew(x,y)

4.3D转换

浏览器不支持3D的位移，z轴看不到，只能模拟

1.透视距离

模拟人的眼睛到3D转换元素之间的距离

perspective

该属性要加载转换元素的父元素上

2.3D旋转

transform: rotate3d(0,0,1,20deg)

取值

1.rotateX(xdeg)

以x轴为中心轴，旋转元素的角度

2.rotateY(ydeg)

以y轴为中心轴，旋转元素的角度

3.rotateZ(zdeg)

以z轴为中心轴，旋转元素的角度

4. rotate3d(z,y,z,20deg)

x,y,z取值大于0的数字是，表示该轴参与旋转

取值为0，表示不参与旋转

三.过渡

CSS属性值，在一段时间内平缓的变化

transition-property:background/all

能够使用过渡效果的属性

1.颜色

2.取值为数字的属性

3.转换

4.阴影

5.渐变

6.visibility

指定过渡持续时间

transition-duration: 1s/1000ms

简写方式

transition: all 1s;

transition: 1s;

不要写在hover中，写在元素本身的样式里
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一.过渡

某元素的css属性值在一段时间内，平滑改变到另外一个值

过渡主要是看的过程和结果

设置能过渡的属性

支持过渡效果的样式属性

颜色的属性

取值为数值

transform

渐变属性

visibility

阴影

指定本次过渡生效的属性

transition-property:上面的css属性/all

指定过渡的时长

transition-duration:过渡的时长 单位/s/ms

指定过渡时间曲线函数

transition-timing-function:

1.ease 默认值，慢--->快--->慢 慢速开始，快速变快，慢速结束

2.linear 匀速

3.ease-in 慢--->快 慢速开始，快速结束

4.ease-out 快速开始，慢速结束

5.ease-in-out 慢速开始，先加速在减速，慢速结束

指定延迟执行过渡的时间

transition-delay: s/ms

过渡属性的编写位置

1.将过渡放在元素声明的样式中(元素自己的样式里)，过渡效果有去有回

2.将过渡放在元素的触发操作中(hover)，过渡效果有去无回

过渡的简写

transition: property duration timing-function delay;

二.动画

使元素从一种样式，改变到另外一种，在改变到其他样式......

相当于将很多个过渡效果放在一起使用

关键帧

1.动画的执行时间点

2.该时间点上的样式

动画的实现步骤

1.声明动画及动画关键帧

@keyframes 动画名称{

//定义关键帧

0%{动画开始时的样式}

......

100%{动画结束时的样式}

}

2.调用动画

animation-name: 动画名称;

animation-duration: 动画播放一个周期的时间;

3.动画的其他属性

animation-delay:

4.动画的速度时间曲线函数

animation-timing-function:

ease/linear/ease-in/ease-out/ease-in-out

5.animation-iteration-count:

指定动画的播放次数

取值，具体的字数/infinite 无限次

6.animation-direction:

动画的播放方向

取值 normal 正常 0%~100%

reverse 逆向 100%~0%

alternate 轮流播放

奇数次正向播放

偶数次逆向播放

7.简写方式

animation: name duration timing-function delay iteration-count direction;

8.animation-fill-mode:

指定动画播放前后的显示状态

1.none 默认值

2.forwards 动画完成后，保持在最后一个关键帧上

3.backwards (需要有delay)动画开始之前，保持在第一个关键帧上

4.both 同时设置forwards和backwards

动画的兼容性

如果要兼容低版本浏览器，需要在声明动画的时候加前缀

@keyframes 动画名称{}

@-webkit-keyframes

@-moz-keyframes

@-ms-keyframes

@-o-keyframes

三.css优化

目的：减少服务器压力，提升用户体验

1.优化原则

尽量减少HTTP请求的个数

页面顶部引入css文件

将css和js放到外部独立的文件夹中

2.css代码优化

缩小样式文件

减少样式的重写

避免出现空的src和href

选择更优的样式属性值(能使用符合，简写的写法，就不要单独定义)

代码压缩

二.BootStrap

www.bootcss.com

1.响应式布局

responsive web page 响应式/自适应的网页

可以根据浏览器的设备不同(pc/pad/phone)自动调用对应的布局，图片，文字效果，从而不会降低用户体验

2.响应式网页必须做到的前提

**1.布局：不能固定宽度，必须是流式布局(尽量少用定位，可以浮动)**

**2.文字和图片，大小随着容器大小而改变 em rem**

**3.媒体查询技术**

响应式网页存在的问题：

页面的复杂度极大的增加

只适用于内容不太多的页面(企业的官网，门户网站)

媒体查询技术属于h5/c3的技术

boot把媒体查询这件事，封装了，不需要我们自己写了

3.如何测试响应式网页

1.使用真实设备测试

优点：真实，可靠

缺点：测试任务量巨大

2.使用第三方的模拟测试软件

优点：无需添置太多真实设备，测试方便

缺点：测试效果有限，有待进一步验证

3.使用浏览器自带的模拟器测试

优点：简单，方便

缺点：测试效果有限，需要进一步验证

4.如何编写响应式布局

1.在元数据标签中定义viewport---视口

name="viewport"

content 设置能够允许网页进行操作

width=device-width表示视口宽度就是设备宽度

initial-scale=1.0表示视口宽度师傅可以缩放 1.0不能缩放

maximum-scale=1.0允许缩放的最大倍率

user-scalable=0是否允许用户手动缩放 1/0 yes/no

一般的设置：

<meta name="viewport" content="width=device-width,initial-scale=1">

2.所有内容/文字/图片，使用相对尺寸，不能使用10px这种绝对的值

3.流式布局+弹性布局，再搭配媒体查询技术来完成响应式布局

float flex

4.使用CSS3 Media Query技术做响应式网页

Media：媒体，指浏览网页的设备 如：screen(pc/pad/phone) tv print

Media Query媒体查询，可以自动根据当前浏览器设备的不同(尺寸、解析度、方向不同)，有选择的执行一部分CSS而忽略其他部分的CSS

<link rel="stylesheet" href="pc.css" media="screen and (min-width:992px)">

注意：此方案使用较少

所有的css文件都会被加载，每个css文件中，存在很多重复代码

根据媒体查询的结果，执行同一个css文件下的不同代码块

@media screen and (min-width:768px) and (max-width:991px){

.content{

color: #00f;

background: #faa;

font-size: 24px;

}

}