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| 动态规划算法设计与实现   1. 实验目的与要求   1. 理解动态规划算法思想。  2. 实践动态规划算法设计过程与方法，代码实现框架与程序编写。  3. 按实验报告要求应用动态规划算法求解实际应用问题。   1. 实验内容   1. 0/1背包问题的动态规划算法  (1)问题描述  将N件物品选几件放入容量为W(重量)的背包中，每件物品有自己的重量w和价值v，要求在不超过背包容量情况下使背包内放入的物品总价值最高。  将问题描述得通俗易懂一些，有一个贼在偷窃一家商店时，发现有n件物品，第i件物品价值元，重磅，此处与都是整数。他希望带走的东西越值钱越好，但他的背包中至多只能装下W磅的东西，W为一整数。应该带走哪几样东西？这个问题之所以称为0-1背包，是因为每件物品或被带走或被留下，小偷不能只带走某个物品的一部分或带走同一物品两次  (2)算法设计思想及递推方程建立  算法设计思想：  0-1背包问题可以使用动态规划算法来解决，动态规划类似于分治算法，都是将一个大问题分解为一个个小问题，不同之处在于，动态规划记忆了重复的子问题，避免了运算过程中的重复计算。所以说动态规划适用于有重叠子问题和最优子结构性质（动态规划每一步求的都是最优解）的问题。  递推方程建立：  1.首先，物品的总重量是不超过背包容量W的，即  2.我们可以提取出一个子问题：将前i件物品放入容量为j的背包中，如果只考虑第i件物品放或者不放，那么问题就可以转化为只涉及前i-1的问题。  F=f[i][j]：表示前i件物品恰放入一个容量为v的背包可以获得的最大价值。  如果放了，问题变为“前i-1件物品放入剩下j-容量的背包中”，此时获得的最大价值F是  如果不放，问题转换为“前i-1件物品放入容量为j的背包中”，此时获得的最大价值F是  3.上述情况的优者为当前问题的最优解,所以最大价值为  其中，0<=i<=N,0<=j<=W  (3)算法代码实现  #include<iostream>  #include<time.h>  #include<map>  using namespace std;  int main()  {  // 假设5个物品的重量和价值分别为（5，12），（4，3），（7，10），（2，3），（6，6），背包容量15  int f[6][16] = {0};  int application[6][16];  int weight[5] = {5,4,7,2,6 };  int value[5] = {12,3,10,3,6};  int n = 10000;  while (n--)  {  for (int i = 1;i < 6;i++)  {  for (int j = 1;j < 16;j++)  {  if (j - weight[i - 1] >= 0)  {  if (f[i - 1][j] > f[i - 1][(j - weight[i - 1])] + value[i - 1])  {  f[i][j] = f[i - 1][j];//不放  application[i][j] = 0;  }  else  {  f[i][j] = f[i - 1][(j - weight[i - 1])] + value[i - 1];  application[i][j ] = 1;  }  //f[i][j] = f[i - 1][j] > f[i - 1][(j - weight[i - 1])] + value[i - 1] ? f[i - 1][j] : f[i - 1][(j - weight[i - 1])] + value[i - 1];  }  else  {  f[i][j] = f[i - 1][j];//不放  application[i][j] = 1;  }    }  }  }  cout << "动态规划表：" << endl;  for (int i = 0;i < 6;i++)  {  for (int j = 0;j < 16;j++)  {  cout << f[i][j]<<" ";  }  cout << endl;  }  cout << "放入背包的物品有：" << endl;  int j = 15;    for (int i = 5;i > 0;i--)  {  if (f[i][j] != f[i - 1][j])  {  cout<<"物品" << i << "加入背包" << endl;  j = j - weight[i-1];  }  }  return 0;  }  (4)数据输入和结果输出  假设5个物品的重量和价值分别为（5，12），（4，3），（7，10），（2，3），（6，6），背包容量15    (5)算法复杂性分析  在0-1背包问题上，动态规划算法的时间复杂度是O(V\*N)  2.硬币找零问题的动态规划算法  (1)问题描述  现在假设有几种硬币，如1、3、5，并且数量无限，请找出能够组成某个数目的找零所使用最少的硬币数。  (2)算法设计思想及递推方程建立  **本问题适用动态规划算法，**用待找零的数值k描述**子结构，**记作sum[k]，其值为所需的最小硬币数。  对于不同的硬币面值coin[0...n]，有  对应于给定数目的找零total，需要求解sum[total]的值。  (3)算法代码实现  #include<stdio.h>  #include<stdlib.h>  int coin[3] = { 1, 3, 5 }; /\* 硬币种类 \*/  int coin\_kind\_num = 3; /\* 硬币种类数量 \*/  int sum = 7; /\* 找零钱数 \*/  int min\_coin\_num; /\* 硬币最少数 \*/  int coin\_kind[1000]; /\* 存放最少数的方案 \*/  bool is\_find = false; /\* 是否找到硬币 \*/  bool output()  {  for (int i = 0; i < 1000; i++)  {  if (coin\_kind[i] == -1) break;  printf(" %d ", coin\_kind[i]);  }  printf("\n");  return coin\_kind;  }  void initCoinKind()  {  for (int i = 0; i < 100; i++) coin\_kind[i] = -1;  }  bool findCoin(int num, int sum) {  if (num == 0)  {  if (sum == 0) {  is\_find = true;  printf("找到最少硬币数 %d: ", min\_coin\_num);  output();  return true;  }  else if (sum > 0) {  return false;  }  else {  return false;  }  }  else  {  for (int i = 0; i < coin\_kind\_num; i++)  {  coin\_kind[num - 1] = coin[i];  findCoin(num - 1, sum - coin[i]);  }  }  }  bool startFind() {  int num = 1;  while (!is\_find) {  min\_coin\_num = num;  findCoin(num, sum);  num++;  }  return is\_find;  }  int main() {  initCoinKind();  startFind();  }  (4)数据输入和结果输出  硬币种类为1、3、5，找零钱数为7，输出结果如下    (5)算法复杂性分析  硬币找零问题，使用动态规划算法时间复杂度为O(C\*N)   1. 实验总结   总结来说，动态规划算法的基本思想与分治法类似，也是将待求解的问题分解为若干个子问题（阶段），按顺序求解子阶段，前一子问题的解，为后一子问题的求解提供了有用的信息。在求解任一子问题时，列出各种可能的局部解，通过决策保留那些有可能达到最优的局部解，丢弃其他局部解。依次解决各子问题，最后一个子问题就是初始问题的解。  通过本次实验，彻底弄清楚了动态规划的核心思想，以及明白了动态规划在问题中的使用方法。 |