Compte rendu

Fonction binaris :

def binaris(self, S):

# preparaton du resultat : creation d'une image vide

im\_modif = image()

# affectation de l'image resultat par un tableau de 0, de meme taille

# que le tableau de pixels de l'image self

# les valeurs sont de type uint8 (8bits non signes)

im\_modif.set\_pixels(np.zeros((self.H,self.W), dtype=np.uint8))

# boucle imbriquees pour parcourir tous les pixels de l'image

for l in range(self.H):

for c in range(self.W):

# modif des pixels d'intensite >= a S

if self.pixels[l][c] >= S:

im\_modif.pixels[l][c] = 255

else :

im\_modif.pixels[l][c] = 0

return im\_modif

Image resultant : seuil de 150
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seuil = 150

im\_bin = im.binaris(seuil)

im\_bin.display("Image binarisee")

Fonction localisation :

def localisation(self):

#creation de la nouvelle image recadree

im\_loc = image()

# declaration des coordonnees de localisation

l\_min = l\_max = c\_min = c\_max = -10

# determination des coordonnees min/max des lignes

for l in range(self.H) :

for c in range(self.W) :

if self.pixels[l][c] == 0 : # om tombe sur un pixel noir

if(l\_min == -10) : # si la valeur n'a pas deja ete trouve, on note les coords

l\_min = l

l\_max = l # on note les coords max jusqu'a ce qu'on ait plus que des pixels blancs

# determination des coordonnee min/max des colonnes

for c in range(self.W) :

for l in range(self.H) :

if self.pixels[l][c] == 0:

if(c\_min == -10) :

c\_min = c

c\_max = c

#on affetce les pixels

im\_loc.set\_pixels(self.pixels[l\_min:l\_max+1, c\_min:c\_max+1])

print(l\_min, l\_max, c\_min, c\_max)

return im\_loc

Image resultant :
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im\_loc = im\_bin.localisation()

im\_loc.display("Localisation du chiffre")

Fonction redimensionnement de l’image :

def resize\_im(self,new\_H,new\_W) :

# creation de la nouvelle image redimensionnee

im\_resized = image()

# affectation des nouvelles dimensions

im\_resized.H = new\_H

im\_resized.W = new\_W

# redimensionnement de l'image

im\_resized.pixels = resize(self.pixels, (new\_H, new\_W), 0)

# normalisation sur l'intervalle de pixels [0, 255] et conversion en uint8

im\_resized.pixels = np.uint8(im\_resized.pixels\*255)

return im\_resized

Image resultant :

![](data:image/png;base64,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)

new\_H = 60

new\_W = 100

im\_resized = im\_loc.resize\_im(new\_H, new\_W)

im\_resized.display("Image redimensionnee")

Fonction de similitude :

def simil\_im(self, im) :

# Nombre de pixels correspondant entre les deux images

pixels\_simil = 0

#Nombre total de pixels dans l'image de base

px\_total = self.H \* self.W

if self.H==im.H and self.W==im.W :

for l in range(self.H) :

for c in range(self.W) :

if self.pixels[l][c] == im.pixels[l][c] :

pixels\_simil += 1

else :

print("Dimensions differentes")é

return pixels\_simil / px\_total

Fonction de transformation d’une image en son image negative :
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#creation de l'image negative

im\_neg = image()

im\_neg.pixels = 255 - self.pixels

return im\_neg

Similitudes résultants : Rapport de similitudes entre l'image localisee et son image negative : 0.0

#creation de l'image negative de im\_loc

im\_loc\_neg = im\_loc.negative()

im\_loc\_neg.display("Image negative")

# test de similitudes

simi = im\_loc.simil\_im(im\_loc\_neg)

print("Rapport de similitudes entre l'image localisee et son image negative :", simi)

Similitude maximum entre l’image de base traitée (binarisation et localisation) et la liste chargée d’images :

list\_modif = [0]\*len(list\_model) #liste des models traités

simil\_max = 0 #similitude maximum

id\_im\_max\_simil = 0 #id de l'image avec la similitude maximum

new\_im = image() #nouvelle image

#Pour chaque model dans la liste, on traite et

#on compare les similitudes avec l'image de base (localisee)

for i in range( len(list\_model) ) :

new\_im = list\_model[i].resize\_im(im\_loc.H, im\_loc.W)

list\_modif[i] = new\_im

s = im\_loc.simil\_im(new\_im)

if s > simil\_max :

simil\_max = s

id\_im\_max\_simil = i

print("L'image la plus similaire est l'image n°", id\_im\_max\_simil, " avec un rapport de " + str(simil\_max))

im\_loc.display("Image de base")

list\_modif[id\_im\_max\_simil].display("Image avec le plus de similitude ")

Resultats : L'image la plus similaire est l'image n° 6 avec un rapport de 0.7538644470868014

![](data:image/png;base64,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)

![](data:image/png;base64,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)