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## Вариант 2

## Цель работы.

Реализовать алгоритм КМП с оптимизацией по памяти: программа должна требовать O(m) памяти, где m - длина образца.

## Основные теоретические положения.

## Реализуйте алгоритм КМП и с его помощью для заданных шаблона *P* ( |*P*| ≤15000) и текста *T* (∣*T*∣≤5000000) найдите все вхождения *P* в *T*. Вход: Первая строка  *P*  Вторая строка *T* Выход: индексы начал вхождений   *P*  в  *T*, разделенных запятой, если *P* не входит в *T*, то вывести −1

## Описание алгоритма.

Оптимизация — строка-текст считывается посимвольно.

Сложность алгоритма О(|P| + |T|).

1. Считать значения префикс-функции  будем по очереди: от  к  (значение  просто присвоим равным нулю).
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1. Для подсчёта текущего значения  мы заводим переменную , обозначающую длину текущего рассматриваемого образца. Изначально .
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1. Тестируем образец длины , для чего сравниваем символы  и . Если они совпадают — то полагаем  и переходим к следующему индексу . Если же символы отличаются, то уменьшаем длину , полагая её равной , и повторяем этот шаг алгоритма с начала.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAARBAMAAAD9OpvVAAAALVBMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCgoKDg4OBgYGBAQECwsLAgICBwcHCAgID+BxYTAAAAS0lEQVQIHWNgYGBQdgASDKoJIBIJsDuBOB6VQIK9oQpIcjPMBIkwHAcRHBIgkv0AiOScACJ5CkBkYwNQYUINkKV4yQxI8r5MYGAAAJ3YCsLmEHZZAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABsAAAAUBAMAAACOrFuzAAAAMFBMVEX///8AAACwsLCAgICgoKBwcHDAwMDg4OBgYGAgICDw8PAwMDBAQECQkJDQ0NBQUFAo42y4AAAAsklEQVQYGWNgAAFjAxDJYpwAohgYhCFcGzDFwCAAFFp9gYEZibv+AQoXqABZFsplMgHrZbkFkQ1jNwAZdd0DzGVpYJ4A5LIU+IC5zNPYC4BcJoYOMJdroyjE3ilgLgOboQJIL7s4mNvKwOMA4rJMAHOnMKxeAOJyNIC5ukl9DCAupwOYy5UHdA6QW1gA5gI5QC7TA08gBXfzwqh9SFyxVIsHDAx8GQZAMSA4cwBEsp5xAACxUR83h4XbKAAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAAUCAMAAACgaw2xAAAAM1BMVEX///8AAACwsLCAgICgoKBwcHDAwMDg4OBgYGAgICDw8PAwMDBAQECQkJDQ0NBQUFAQEBCPFEC+AAAAsklEQVQYGW2RWRLEIAhEEdyixOT+px1ZtJyq+BPkdYdFgH2IyONIlHcaIByAl0Z4UFHr9/xuzQGe8Q3U9uU4AVLcv0Kp4DVShiJNSHEclBaIdQouA+2GNK/moGs6ioFR4MUFWg9B7ToHvpL3rjIFkSl4VCOgSsTSloASCvjk18y13hxghyz7mw68M1bZgjnYBpFdtaxpr1Hs8rFE8a6uLLauPP53aFkhI9fzoZjZ9Yk5/gAQCAN3kkDrRgAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGEAAAAUCAMAAACqN6PjAAAAM1BMVEX///8AAADw8PDAwMDg4ODQ0NAwMDBAQEAgICCwsLBwcHCAgICgoKBQUFBgYGCQkJAQEBCuG4+CAAABfElEQVQ4Eb1UibLDIAhEozEeOf7/ax+gEdNq0ul0ntNGE8FlWRDgMmKM5T3FOF22fvSiGgR3gv3o7HyM4knPO84VbIiQ7YbbYDsxFoTVfobAdoJgZAlgYlxc+yGvM0JeP3N49W+9ac/9G4Ke8iCOHIUnFT7QIe2aDetjwMHObnH082hJNt7GQE6SJVtioElyvZu0kZ2MPoLB0yLoojra6B0CewrC6mTU8kgG0kue+wjYVjqAL92FNtbAQXQaDhJls0KbrXLILBVzFZZV6eTh7F+Owh98kHBozr0sl3S+ZpaKqVaWUkuzhlU4AKwsQ8OhrwMYJeEyVD9LmBbMJsuMVmRDjtee7uoAkJaTQplHCBvScjnsXEszTETpMUsiwz2CVnhF7KUqmIPLDfGIIDJ0EWI4jhApkfTXJaPM09Ct9MzhTYbcr+w7frSZvOXg7bsMUIt3DHCJ4g5Bq6DnTPXmtN4W9kz5bCeqgOEIcfsKAHvkvAiCc7WfhjifbPwBimkJPbrcPBMAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAPBAMAAABkeZDQAAAAMFBMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCwsLCAgIBwcHBgYGDg4OAQEBDAwMBAQEAgICDc+gRiAAAAfElEQVQYGWNgYDJhQAFsDUAuUxhEbAOE2tH/AMIAkwJQNh9OwRKoCmSV7BkTIKLIgiqcCzAFs3kKgIK5d+/K3r27ASQNtqgGxIp7907u3bsGEBMsGAliAQGymdzSLJiC7AZ3MQW5nzugCHLMOdnNwLANIgY3E8qFUAsQPADkfSD0SOALegAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAARBAMAAAD9OpvVAAAALVBMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCgoKDg4OBgYGBAQECwsLAgICBwcHCAgID+BxYTAAAAS0lEQVQIHWNgYGBQdgASDKoJIBIJsDuBOB6VQIK9oQpIcjPMBIkwHAcRHBIgkv0AiOScACJ5CkBkYwNQYUINkKV4yQxI8r5MYGAAAJ3YCsLmEHZZAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEAAAAAUCAMAAAAKqMsNAAAAM1BMVEX///8AAADw8PDAwMDg4ODQ0NAwMDBAQEAgICCwsLBwcHCAgICgoKBQUFBgYGCQkJAQEBCuG4+CAAABG0lEQVQ4Ea2TDZOEIAiG8StT3Nr//2sPFROqbe9mjtnZhIFHeCMAZYio/GenILpThvkjIJ7vMwy0y35Cazdw4eW+A/AKukJ6HnGNPfARIPPvzvFfAdZ183QVj1B2e3fvjMkOwhLXWH/pAOy+bDP57iQAPgMgWFa1dVA8FJ7xrrjGBIA2wWZIvBANQK1sRwdjwDrmxAkABUuCsVHjNa5lJKc4rarUTQMWCy/ZAYA3M3fUqKcCBJq3KUgp4y2sKv3qKMBGAkaSshoDpgQ9fPmXAGtoa3dWnQFTgktpDWB+vzPWKdsq14PlmTvgqwSV0uzuW0gByjcJRn3v4PDoYMCabJeHT1Fm8wgyZJzLuP22Prj6ApTR0ij/2ckxlh/nEAa/nVhqBAAAAABJRU5ErkJggg==)

1. Если мы дошли до длины  и так и не нашли совпадения, то останавливаем процесс перебора образцов и полагаем  и переходим к следующему индексу .
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**Описание функций.**

|  |  |
| --- | --- |
| vector<int> prefix\_function(string s) | Функция для вычисления префикс-функции строки. |
| void kmp(string T, string P, vector<int>& answer) | Функция поиска всех вхождений |

**Вывод промежуточной информации.**

Во время основной части работы алгоритма происходит вывод промежуточной информации, а именно, значения префикс функции и проверка идентичности префикса и суффикса первой и второй строки соответственно. Также была реализована запись в файл и из него.

**Тестирование.**

Таблица – Результаты тестирование

|  |  |
| --- | --- |
| **Ввод** | **Вывод** |
| abc  abcackabcm;m;ABcabc | Ищем какой префикс можно расширить  0 длина предыдущего префикса-суффикса, возможно нулевая  Ищем какой префикс можно расширить  0 длина предыдущего префикса-суффикса, возможно нулевая  Префикс функция подсчитана  Паттерн совпадает с одним из слов в тексте на позиции 0  Паттерн совпадает с одним из слов в тексте на позиции 6  Паттерн совпадает с одним из слов в тексте на позиции 16  Ответ  0,6,16 |
| dqa  vsxczmlsdmclkmdksdaqdqafdvm;fdvms;m  vfsd;mf;sdvm;fvmd;fvmddddddd  ddddddddddddddddddddddd  dddddddddddddv;fsmfpdvo | Ищем какой префикс можно расширить  0 длина предыдущего префикса-суффикса, возможно нулевая  Ищем какой префикс можно расширить  0 длина предыдущего префикса-суффикса, возможно нулевая  Префикс функция подсчитана  Паттерн совпадает с одним из слов в тексте на позиции 20  Ответ  20 |
| fkti  dsavm;sdvmlkvsdvadlvdmvdsa;vms  d;dsv;lvdsmv;samv;smvds;mvsd;lm | Ищем какой префикс можно расширить  0 длина предыдущего префикса-суффикса, возможно нулевая  Ищем какой префикс можно расширить  0 длина предыдущего префикса-суффикса, возможно нулевая  Ищем какой префикс можно расширить  0 длина предыдущего префикса-суффикса, возможно нулевая  Префикс функция подсчитана  Ответ  -1 |
| Musk  TeslaSpaceXRogozinMusk | Ищем какой префикс можно расширить  0 длина предыдущего префикса-суффикса, возможно нулевая  Ищем какой префикс можно расширить  0 длина предыдущего префикса-суффикса, возможно нулевая  Ищем какой префикс можно расширить  0 длина предыдущего префикса-суффикса, возможно нулевая  Префикс функция подсчитана  Паттерн совпадает с одним из слов в тексте на позиции 18  Ответ  18 |

# Вывод.

В ходе работы был построен и анализирован алгоритм Кнута-Морриса-Пратта на основе решения задачи о вхождении шаблона в строку.

**ПРИЛОЖЕНИЕ А.  
ИСХОДНЫЙ КОД**

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <iostream>

#include<map>

#include<vector>

using namespace std;

#include<fstream>

ofstream fout("out.txt"); // создаём объект класса ofstream для записи и связываем его с файлом cppstudio.txt

ifstream fin("inp.txt");

vector<int> prefix\_function(string s)

{

int n = s.length();

vector<int> pi(n); // в i-м элементе (его индекс i-1) количество совпавших символов в начале и конце для подстроки длины i.

// p[0]=0 всегда, p[1]=1, если начинается с двух одинаковых

for (int i = 1; i < n; ++i)

{

std::cout << "\nИщем какой префикс можно расширить\n";

fout<< "\nИщем какой префикс можно расширить\n";

int j = pi[i - 1];

std::cout << "\n" << j << " длина предыдущего префикса-суффикса, возможно нулевая\n";

fout<< "\n" << j << " длина предыдущего префикса-суффикса, возможно нулевая\n";

while ((j > 0) && (s[i] != s[j])) // этот нельзя расширить,

j = pi[j - 1]; // берем длину меньшего префикса-суффикса

if (s[i] == s[j])

++j; // расширяем найденный (возможно пустой) префикс-суффикс

pi[i] = j;

}

return pi;

}

void kmp(string T, string P, vector<int>& answer) {

int n = T.length() - 1;

int m = P.length() - 1;

string a = "";

for (int i = 1; i < m + 1; i++)

a += P[i];

//std::cout << a;

vector<int> Pi1 = prefix\_function(a);

vector<int> Pi;

Pi.push\_back(0);

for (int i = 0; i < Pi1.size(); i++)

Pi.push\_back(Pi1[i]);

int q = 0;

std::cout << "\nПрефикс функция подсчитана \n";

fout<< "\nПрефикс функция подсчитана \n";

for (int i = 1; i <= n; i++) {

while (q > 0 && (P[q + 1] != T[i]))

q = Pi[q];

if (P[q + 1] == T[i]) {

q += 1;

//std::cout << "ax";

}

if (q == m) {

//std::cout << i - m << " ";

std::cout << "\nПаттерн совпадает с одним из слов в тексте на позиции "<<i-m<<"\n";

fout<< "\nПаттерн совпадает с одним из слов в тексте на позиции " << i - m << "\n";

answer.push\_back(i - m);

q = Pi[q];

}

}

}

int main()

{

setlocale(LC\_ALL, "Russian");

std::cout << "\nВвод с консоли или из файла(1/2)?\n";

int ind;

cin >> ind;

string P1;

string P;

string T2;

string T;

vector<int> answer;

if (ind == 1) {

cin >> P1;

P = " ";

P += P1;

T2 = " ";

cin >> T2;

T = " ";

T += T2;

}

else if (ind == 2) {

fin >> P1;

P = " ";

P += P1;

T2 = " ";

fin >> T2;

T = " ";

T += T2;

}

kmp(T, P, answer);

std::cout << "\nОтвет\n";

fout<< "\nОтвет\n";

if (answer.size() != 0) {

for (int i = 0; i < answer.size(); i++)

if (i != answer.size() - 1) {

std::cout << answer[i] << ",";

fout<< answer[i] << ",";

}

else {

std::cout << answer[i];

fout << answer[i];

}

}

else {

cout << "-1";

fout << "-1";

}

}