### HTML5标准提供了哪些新的api，HTML5怎么用选择器选择id="test"的元素，css有哪些新特性

**1.HTML5的新特性**：

新的内容标签：header nav content footer article aside

更好的单元格体系:

音频、视频API:video radio

画布(Canvas) API//基于JavaScript

内联SVG//可伸缩矢量图形 (Scalable Vector Graphics)，基于xml

地理(Geolocation) API

网页存储(Web storage) API:localStorage,sessionStorage

拖拽释放(Drag and drop) API

新的表单控件calander date time email url search

新的input类型 color date datetime datetime-local email

**2.[id="test"]{}**

**3.CSS3 新特性:**

RGBa:CSS3的RGBa新特性允许对每个元素进行色彩以及透明度的设置,而原来常用的opacity命令只能对元素及其子元素进行设置

Multi-column layout:CSS3新提供的多栏布局选择器无需HTML布局标签即可生成多栏布局，同时‘栏数’、‘栏宽’以及‘栏间距’都是可以定义的

Round corners:圆角功能通过Border-radius可以没有任何难度的给指定的HTML元素添加圆角。并且可以定义圆角的大小，以及哪个角是圆角，哪个角不是圆角

@font-face:当网页显示某种用户没有安装的字体时，CSS3提供的@font-face功能会自动默默地帮用户从web服务器下载，而不用考虑用户的机器是否安装了相应字体

此外，CSS3还有渐变、防止字符串过长溢出、多重背景以及用图片来作为元素边框等功能

### CSS3有哪些新特性？

新增选择器 p:nth-child（n）{color: rgba（255, 0, 0, 0.75）}

弹性盒模型 display: flex;

多列布局 column-count: 5;

媒体查询 @media （max-width: 480px） {.box: {column-count: 1;}}

个性化字体 @font-face{font-family:BorderWeb;src:url（BORDERW0.eot）；}

颜色透明度 color: rgba（255, 0, 0, 0.75）；

圆角 border-radius: 5px;

渐变 background:linear-gradient（red, green, blue）；

阴影 box-shadow:3px 3px 3px rgba（0, 64, 128, 0.3）；

倒影 box-reflect: below 2px;

文字装饰 text-stroke-color: red;

文字溢出 text-overflow:ellipsis;

背景效果 background-size: 100px 100px;

边框效果 border-image:url（bt\_blue.png） 0 10;

转换

旋转 transform: rotate（20deg）；

倾斜 transform: skew（150deg, -10deg）；

位移 transform:translate（20px, 20px）；

缩放 transform: scale（。5）；

平滑过渡 transition: all .3s ease-in .1s;

动画 @keyframes anim-1 {50% {border-radius: 50%;}} animation: anim-1 1s;

### html5有哪些新特性，如何处理html5新标签的浏览器兼容问题，如何区分html和html5？

1.h5不基于SGML，主要是关于图像、位置、存储、多任务等功能的增加；canvas、video、audio、本地离线存储：localStorage长期存储数据，浏览器关闭后数据不丢失；sessionStorage的数据在浏览器关闭后自动删除；语义化更好的内容元素：article/footer/header/nav/section;表单控件：calendar date、time、email、search；新的技术：webworker、websocket、geolocation

因此不需要对dtd进行引用，但是需要doctype来规范浏览器的行为，而html基于sgml，所以需要对dtd进行引用，才能告知浏览器文档使用的文档类型

2.ie8/7/6支持通过document.createElement方法产生的标签，可以利用这一特性让浏览器支持h5新标签，浏览器支持新标签后还需要添加标签默认的样式，当然也可以使用成熟的框架例

3.如何区分h5和html：doctype声明、新增的结构元素/功能元素

### css引入方式有哪些？CSS选择符有哪些?哪些属性可以继承?优先级算法如何计算?内联和important哪个优先级高?css的基本语句构成

1.css引入方式：内链 导入 外链

2.css选择符：id>class>标签

3.内联和important中important优先级高

4.选择器｛属性1：值1；属性2：值2；....｝

### 前端页面有哪三层，分别是什么，作用是什么

结构层：html；表示层：css；行为层：js

### 请写出不少于5种Math和对象的方法，并分别说明他们的含义和语法

Math.sin():返回数字的正弦值

Math.cos():返回数字的余弦值

Math.tan():返回数字的正切值

Math.asin():返回数字的反正弦值

Math.acos():返回数字的反余弦值

Math.atan():返回数字的反正切值

### 如何优化页面的加载速度

1、服务器响应时间:有独立的服务器,提高Web服务器的质量,移除不必要的插件

2、浏览器缓存:减少HTTP请求，从而提高网站加载速度

3、gzip压缩:它的工作原理是在发送HTML和CSS文件到浏览器之前压缩文件大小

4、异步脚本:网页负载就不必依赖于这些异步脚本

5、内容分发网络（CDN）:CDN是位于不同地理位置的服务器组成的网络。每个服务器都拥有所有网站的文件副本。有网站访问者请求文件和网页时就可以直接从就近网站服务器发送过来（也可以是从负载最小的服务器）

6、优化JavaScript、HTML和CSS:删除所有不必要的空 格和注释从而减小文件大小

7、置于顶部的样式表和底部的脚本

8、避免阻塞型的JavaScript和CSS

9、JavaScript的延迟解析

10、启用Keep Alive:用户请求网页时浏览器首先需访问HTML文件,然后它才读取这些文件，并请求与其他资料相关联。如果“Keep Alive”选项被禁止,下载网站的进程就会增加从而拖累网站速度。启用KeepAlive的另一个好处是，可以减少CPU使用

11、图像和文件格式:建议使用JPEG格式，而不是GIF和PNG图像，除非图像包含Alpha因子或者是透明的

12、优化代码：不使用内联CSS

13、文件分离:可以增加并行下载的数量

14、尽量减少HTTP请求:减少网站上的对象数量；最小化网站上的重定向数量；使用CSS Sprites技术；结合JavaScripts和CSS

15、去掉不必要的插件

16、减少DNS查询(DNS lookups)

### 一个页面从输入url到加载完成的过程都发生了什么，请详细说明

1、首先，在浏览器地址栏中输入url

2、浏览器先查看浏览器缓存-系统缓存-路由器缓存，如果缓存中有，会直接在屏幕中显示页面内容。若没有，则跳到第三步操作

3、在发送http请求前，需要域名解析(DNS解析)，解析获取相应的IP地址

4、浏览器向服务器发起tcp连接，与浏览器建立tcp三次握手

5、握手成功后，浏览器向服务器发送http请求，请求数据包

6、服务器处理收到的请求，将数据返回至浏览器

7、浏览器收到HTTP响应

8、浏览器解析渲染页面:解析html源码;生成Dom树、解析css样式、js交互

### 行内元素有哪些，块级元素有哪些？

行内元素：a b span img input select strong i

块级元素：div ul li ol table p dl dt dd h1-h5 from

常见空元素：br hr img input link meta

### 对web标准以及w3c的理解和认识

标签闭合，标签小写，不乱嵌套，提高机器人搜索几率，使用外链css和js脚本，结构行为表现的分离，文件下载与页面速度更快，内容能被更多的用户访问，内容能被更广泛的设备所访问，更少的代码和组件，容易维护改版方便，不需要变动页面内容，提高网站易用性;语义化的html即直观的认识标签，对搜索引擎的抓取有好处

### xhtml和html有什么区别

html是一种基本的web网页设计语言，xhtml是一个基于xml的置标语言；最主要的不同：xhtml元素必须被正确嵌套、必须关闭、标签必须小写、文档必须拥有根元素

### 请阐述table的缺点

a. 太深的嵌套，比如table>tr>td>h3，会导致搜索引擎读取困难，而且，最直接的损失就是大大增加了冗余代码量。

b. 灵活性差，比如要将tr设置border等属性，是不行的，得通过td

c. 代码臃肿，当在table中套用table的时候，阅读代码会显得异常混乱

d. 混乱的colspan与rowspan，用来布局时，频繁使用他们会造成整个文档顺序混乱。

e. table需要多次计算才能确定好其在渲染树中节点的属性，通常要花3倍于同等元素的时间。

f. 不够语义

### 简述一下src与href的区别

src用于替换当前元素；href用于在当前文档和引用资源之间确立联系。

src是source的缩写，指向外部资源的位置，指向的内容将会嵌入到文档中当前标签所在位置，需要下载且下载时会暂停其他活动

href是Hypertext Reference的缩写，指向网络资源所在位置，建立和当前元素（锚点）或当前文档（链接）之间的链接，不会暂停其他活动

### 浏览器渲染过程

浏览器渲染的过程主要包括以下五步：

浏览器将获取的HTML文档解析成DOM树。

处理CSS标记，构成层叠样式表模型CSSOM(CSS Object Model)。

将DOM和CSSOM合并为渲染树(rendering tree)，代表一系列将被渲染的对象。

渲染树的每个元素包含的内容都是计算过的，它被称之为布局layout。浏览器使用一种流式处理的方法，只需要一次绘制操作就可以布局所有的元素。

将渲染树的各个节点绘制到屏幕上，这一步被称为绘制painting。

### 重排与重绘

重绘（repaint或redraw）：当盒子的位置、大小以及其他属性，例如颜色、字体大小等都确定下来之后，浏览器便把这些原色都按照各自的特性绘制一遍，将内容呈现在页面上。重绘是指一个元素外观的改变所触发的浏览器行为，浏览器会根据元素的新属性重新绘制，使元素呈现新的外观。

触发重绘的条件：改变元素外观属性。如：color，background-color等。

注意：table及其内部元素可能需要多次计算才能确定好其在渲染树中节点的属性值，比同等元素要多花两倍时间，这就是我们尽量避免使用table布局页面的原因之一。

重排（重构/回流/reflow）：当渲染树中的一部分(或全部)因为元素的规模尺寸，布局，隐藏等改变而需要重新构建, 这就称为回流(reflow)。每个页面至少需要一次回流，就是在页面第一次加载的时候。

重绘和重排的关系：在回流的时候，浏览器会使渲染树中受到影响的部分失效，并重新构造这部分渲染树，完成回流后，浏览器会重新绘制受影响的部分到屏幕中，该过程称为重绘。所以，**重排必定会引发重绘，但重绘不一定会引发重排。**

减少重绘重排的方法有：

不在布局信息改变时做DOM查询，

使用csstext,className一次性改变属性

使用fragment

### 会改变原数组的方法

push()

pop()

shift()

unshift()

splice()

sort()

reverse()

forEach()

### 不会改变原数组的方法，即返回新数组

filter()

concat()

slice()

map()

### cookie和session的区别和用法

存储位置：cookie数据存放在客户的浏览器上，session数据放在服务器上。

安全性：cookie不是很安全,是明文，别人可以分析存放在本地的COOKIE并进行COOKIE欺骗。考虑到安全应当使用session

限制：单个cookie保存的数据不能超过4K，很多浏览器都限制一个站点最多保存20个cookie。session会在一定时间内保存在服务器上。当访问增多，会比较占用你服务器的性能考虑到减轻服务器性能方面，应当使用COOKIE。

### cookie，localstorage和sessionstorage的区别

webstorage包含了localstorage和sessionstorage，最大能储存5m信息，保存在本地。

localstorage生命周期无限，除非清除缓存。

sessionstorage当关闭当前页面时被清除

cookie能设置生命周期，生命周期一到则无效。

### 画一个三角形

div {

width:0px;

height:0px;

border-top:10px solid red;

border-right:10px solid transparent;

border-bottom:10px solid transparent;

border-left:10px solid transparent;

}//transparent在css颜色属性中代表透明黑色，即一个类似rgba(0,0,0,0)这样的值。

### 画一个圆形

div{

width: 100px;

height: 50px;

border:1px solid black;

background-color: blue;

border-radius: 100px 100px 0 0;//从左上开始顺时针，右上，右下，左下

}

### css animation和transition的区别

Animation和transition大部分属性是相同的，他们都是随时间改变元素的属性值，他们的主要区别是transition需要触发一个事件才能改变属性，而animation不需要触发任何事件的情况下才会随时间改变属性值，并且transition为2帧，从from .... to，而animation可以一帧一帧的。

### BFC（块级格式化上下文，用于清楚浮动，防止margin重叠等）

直译成：块级格式化上下文，是一个独立的渲染区域，并且有一定的布局规则。

BFC区域不会与float box重叠

BFC是页面上的一个独立容器，子元素不会影响到外面

计算BFC的高度时，浮动元素也会参与计算

那些元素会生成BFC：

根元素

float不为none的元素

position为fixed和absolute的元素

display为inline-block、table-cell、table-caption，flex，inline-flex的元素

overflow不为visible的元素

### visibility=hidden, opacity=0，display:none的区别

opacity=0只是变透明了，还会响应

visibility=hidden只是隐藏该元素，不能响应，但不改变布局

display:none则相当于从原来的渲染树中删除该元素。改变了布局

// z-index涂层遮盖只是遮盖了该元素

### 跨域

**跨域即浏览器不能执行不同源的脚本**

源：如果两个页面（接口）的协议，端口或者域名都相同，那么两个页面就有相同的源。

注意：下面几个不受同源策略限制

1、页面中链接（例如页面的<a href="http://www.w3school.com.cn">W3School</a>）、重定向和表单提交不受同源策略限制

2、跨域资源的引入是不受同源策略的限制，但是js读不到其中的内容。<script src="..."></script>，<img>，<link>，<iframe>等。

解决方法：JSONP：通过动态创建script，再请求一个带参网址实现跨域通信。document.domain + iframe跨域：两个页面都通过js强制设置document.domain为基础主域，就实现了同域。缺点：易受xss攻击

### 防抖和节流

**防抖是控制触发次数，节流是控制执行频率**

防抖即在一定时间内只能执行一次的函数，**如果在该时间内又触发了该函数会重新计算时间**

**分为立即执行版和非立即执行版。**

非立即执行版的意思是触发事件后函数不会立即执行，而是在 n 秒后执行，如果在 n 秒内又触发了事件，则会重新计算函数执行时间。

例：content.onmousemove = debounce(count,1000);//触发后1s内执行一次

立即执行版的意思是触发事件后函数会立即执行，然后 n 秒内不触发事件才能继续执行函数的效果。

节流指能连续触发事件但是在 n 秒中只执行一次函数。节流会稀释函数的执行频率。

**对于节流，一般有两种方式可以实现，分别是时间戳版和定时器版。**

content.onmousemove = throttle(count,1000);//

时间戳版的函数触发是在时间段内开始的时候，而定时器版的函数触发是在时间段内结束的时候。

### 块作用域和函数作用域的区别

块作用域是ES6新添加的。块作用域由 { } 包括，if语句和for语句里面的{ }也属于块作用域。使用let声明的变量只能在块级作用域里访问

## 元素在容器中居中

父元素固定宽高，利用定位及设置子元素margin值为自身的一半。

父元素固定宽高，子元素设置position: absolute，margin：auto平均分配margin

css3属性transform。子元素设置position: absolute; left: 50%; top: 50%;transform: translate(-50%,-50%);即可。

将父元素设置成display: table, 子元素设置为单元格 display: table-cell。

弹性布局display: flex。设置align-items: center; justify-content: center

### 水平居中

### 垂直水平居中

1.绝对定位+margin:auto

把要垂直居中的元素相对于父元素绝对定位，

{

**margin: auto;//使元素自动居中**

width: 150px;//任意

height: 50px;//任意

//规定了元素外边距的边界与父元素边界(就是原来默认位置)的距离值。

left: 0;

right: 0;//去掉则变为垂直居中

top: 0;

bottom: 0;//去掉则变为水平居中

position: absolute;//继承父元素的边界

}

2.弹性盒模型+margin: auto

{

//父类display：flex;

//子类直接margin：auto

}

3.transform

{

// transform 属性允许你旋转，缩放，倾斜或平移给定元素。本质上这种居中技巧是建立在平移量的精准计算之上的。即需要知道父类长度和宽度和子类的长度和宽度。

transform: translate(, )

}

4.硬算

//需要知道父类长度和宽度和子类长度和宽度

# HTML

## 元素

<html> HTML <html> 元素 表示一个HTML文档的根（顶级元素），所以它也被称为根元素。所有其他元素必须是此元素的后代。

<head> HTML head 元素 规定文档相关的配置信息（元数据），包括文档的标题，引用的文档样式和脚本等。

<body> 元素定义了 HTML 文档的主体。这个元素拥有一个开始标签 <body>，以及一个结束标签 </body>。

<link> HTML外部资源链接元素 (<link>) 规定了当前文档与外部资源的关系。该元素最常用于链接样式表，此外也可以被用来创建站点图标(比如PC端的“favicon”图标和移动设备上用以显示在主屏幕的图标) 。

<meta> HTML <meta> 元素表示那些不能由其它 HTML 元相关（meta-related）元素（(base、link, script、style 或 title）之一表示的任何Metadata信息。

<style> HTML的<style>元素包含文档的样式信息或者文档的部分内容。默认情况下，该标签的样式信息通常是CSS的格式。

<title> HTML <title> 元素 定义文档的标题，显示在Browser的标题栏或标签页上。它只应该包含文本，若是包含有标签，则它包含的任何标签都将被忽略。

<nav> HTML <nav>元素表示页面的一部分，其目的是在当前文档或其他文档中提供导航链接。导航部分的常见示例是菜单，目录和索引。

### 文本内容

<li> HTML <li> 元素 （或称 HTML 列表条目元素） 用于表示列表里的条目。它必须包含在一个父元素里：一个有序列表(ol)，一个无序列表(ul)，或者一个菜单 (menu)。在菜单或者无序列表里，列表条目通常用点排列显示；在有序列表里，列表条目通常在左边显示按升序排列的计数，例如数字或者字母。

<div> HTML <div> 元素 (或 HTML 文档分区元素) 是一个通用型的流内容容器，在不使用CSS的情况下，其对内容或布局没有任何影响。

<ol> HTML <ol> 元素表示有序列表，通常渲染为一个带编号的列表。

### 内联文本语义

**使用 HTML 内联文本语义（Inline text semantics）定义一个单词、一行内容，或任意文字的语义、结构或样式。**

<a> HTML <a> 元素（或称锚元素）可以创建通向其他网页、文件、同一页面内的位置、电子邮件地址或任何其他 URL 的超链接。

<b> HTML提醒注意（Bring Attention To）元素（<b>）用于吸引读者的注意到该元素的内容上（如果没有另加特别强调）。这个元素过去被认为是粗体（Boldface）元素，并且大多数浏览器仍然将文字显示为粗体。尽管如此，你不应将 <b> 元素用于显示粗体文字；替代方案是使用 CSS font-weight 属性来创建粗体文字。

<br> HTML <br> 元素在文本中生成一个换行（回车）符号。此元素在写诗和地址时很有用，这些地方的换行都非常重要。

<code> HTML <code> 元素呈现一段计算机代码. 默认情况下, 它以浏览器的默认等宽字体显示.

<i> HTML元素 <i> 用于表现因某些原因需要区分普通文本的一系列文本。例如技术术语、外文短语或是小说中人物的思想活动等，它的内容通常以斜体显示。

<span> HTML <span> 元素是短语内容的通用行内容器，并没有任何特殊语义。可以使用它来编组元素以达到某种样式意图（通过使用类或者Id属性），或者这些元素有着共同的属性，比如lang。应该在没有其他合适的语义元素时才使用它。<span> 与 div 元素很相似，但 div 是一个 块元素 而 <span> 则是 行内元素 .

<strong> Strong 元素 (<strong>)表示文本十分重要，一般用粗体显示。

### 图片和多媒体

<img> HTML <img> 元素将一份图像嵌入文档

<video> HTML <video> 元素 用于在HTML或者XHTML文档中嵌入媒体播放器，用于支持文档内的视频播放。

<audio> HTML <audio> 元素用于在文档中嵌入音频内容。 <audio> 元素可以包含一个或多个音频资源， 这些音频资源可以使用 src 属性或者source 元素来进行描述：浏览器将会选择最合适的一个来使用。也可以使用 MediaStream 将这个元素用于流式媒体。

### 内嵌内容

### 表格内容

### 表单元素

name属性主要是表单元素里才有的属性。与id都可以标识元素，但name可以重复，且

<button> HTML <button> 元素表示一个可点击的按钮，可以用在表单或文档其它需要使用简单标准按钮的地方。

<form> HTML <form> 元素表示文档中的一个区域，此区域包含交互控件，用于向 Web 服务器提交信息。

<input> HTML <input> 元素用于为基于Web的表单创建交互式控件，以便接受来自用户的数据; 可以使用各种类型的输入数据和控件小部件，具体取决于设备和user agent。

<label> HTML <label> 元素（标签）表示用户界面中某个元素的说明。

<output> HTML <output> 标签表示计算或用户操作的结果。

HTML 提示：使用小写标签

HTML 标签对大小写不敏感：<P> 等同于 <p>。许多网站都使用大写的 HTML 标签。

## HTML5

### 新元素

<article> 定义文档内的文章。

<footer> 定义文档或节的页脚。

<header> 定义文档或节的页眉。

<audio> 定义音频内容

<video> 标签定义视频，比如电影片段或其他视频流

<canvas> 定义图形，比如图表和其他图像,标签只是图形容器，您必须使用脚本来绘制图形

拖放特性：拖放是一种常见的特性，即抓取对象以后拖到另一个位置。在 HTML5 中，拖放是标准的一部分，任何元素都能够拖放。

新的 Input 类型 date，number，email。

### Web储存

### 应用缓存

# CSS

## 伪元素

CSS 伪元素用于设置元素指定部分的样式。

例如，它看用于：

设置元素的首字母、首行的样式

在元素的内容之前或之后插入内容

采用双引号：：

## 伪类

伪类用于定义元素的特殊状态。

例如，它可以用于：

设置鼠标悬停在元素上时的样式

为已访问和未访问链接设置不同的样式

设置元素获得焦点时的样式

采用单引号：

## CSS组合器

组合器是解释选择器之间关系的某种机制。

CSS 选择器可以包含多个简单选择器。在简单选择器之间，我们可以包含一个组合器。

CSS 中有四种不同的组合器：**后代选择器 (空格)、子选择器 (>)、相邻兄弟选择器 (+)、通用兄弟选择器 (~)**

### 后代选择器

后代选择器匹配属于指定元素后代的所有元素。

下面的例子选择 <div> 元素内的所有 <p> 元素：

div p {

background-color: yellow;

}

### 子选择器

子选择器匹配属于指定元素子元素的所有元素。

下面的例子选择属于 <div> 元素子元素的所有 <p> 元素：

div > p {

background-color: yellow;

}

### 相邻兄弟选择器

相邻兄弟选择器匹配所有作为指定元素的相邻同级的元素。

兄弟（同级）元素必须具有相同的父元素，“相邻”的意思是“紧随其后”。

下面的例子选择紧随 <div> 元素之后的所有 <p> 元素：

div + p {

background-color: yellow;

}

注：只有一个兄弟被选择

### 通用兄弟选择器

通用兄弟选择器匹配属于指定元素的同级元素的所有元素。

下面的例子选择属于 <div> 元素的同级元素的所有 <p> 元素：

## CSS外边距

CSS margin 属性用于在任何定义的边框之外，为元素周围创建空间。

通过 CSS，您可以完全控制外边距。有一些属性可用于设置元素每侧（**上、右、下和左**）的外边距。

**auto 值**您可以将 margin 属性设置为 auto，以使元素在其容器中水平居中。

然后，该元素将占据指定的宽度，并且剩余空间将在左右边界之间平均分配。

### 外边距合并

外边距合并指的是，当两个垂直外边距相遇时，它们将形成一个外边距。

合并后的外边距的高度等于两个发生合并的外边距的高度中的较大者。

假设有一个空元素，它有外边距，但是没有边框或填充。在这种情况下，上外边距与下外边距就碰到了一起，它们会发生合并。**这就是一系列的段落元素占用空间非常小的原因**，因为它们的所有外边距都合并到一起，形成了一个小的外边距。

## CSS内边距

### 内边距和元素宽度

CSS width 属性指定元素内容区域的宽度。内容区域是元素（盒模型）的内边距、边框和外边距内的部分。

因此，如果元素拥有指定的宽度，则添加到该元素的内边距会添加到元素的总宽度中。这通常是不希望的结果。即总宽度=元素指定宽度+2\*内边距

若要元素指定宽度保持不变，无论填充量如何，那么您可以使用 **box-sizing：border-box** 属性。这将导致元素保持其宽度。如果增加内边距，则可用的内容空间会减少。

# JAVASCRIPTE

## JS继承的实现方式

每个构造函数都有一个prototype属性，指向函数的原型对象；原型对象中又有一个constructor属性，重新指向构造函数。

### 原型链继承

**核心：** 将父类的实例作为子类的原型

**优点：**非常纯粹的继承关系，实例是子类的实例，也是父类的实例

父类新增原型方法/原型属性，子类都能访问到

简单，易于实现

**缺点：**要想为子类新增属性和方法，必须要在new Animal()这样的语句之后执行，不能放到构造器中

无法实现多继承

来自原型对象的所有属性被所有实例共享（来自原型对象的引用属性是所有实例共享的）

创建子类实例时，无法向父类构造函数传参

### 构造继承

**核心：**使用父类的构造函数来增强子类实例，等于是复制父类的实例属性给子类（没用到原型）

### 实例继承

**核心：**为父类实例添加新特性，作为子类实例返回

### 拷贝继承

特点：支持多继承

### 组合继承

**核心：**通过调用父类构造，继承父类的属性并保留传参的优点，然后通过将父类实例作为子类原型，实现函数复用

### 寄生组合继承

**核心**：通过寄生方式，砍掉父类的实例属性，这样，在调用两次父类的构造的时候，就不会初始化两次实例方法/属性，避免的组合继承的缺点

## 闭包

一个函数和对其周围状态（lexical environment，词法环境）的引用捆绑在一起（或者说函数被引用包围），这样的组合就是闭包（closure）。也就是说，**闭包让你可以在一个内层函数中访问到其外层函数的作用域。**在 JavaScript 中，每当创建一个函数，闭包就会在函数创建的同时被创建出来。

## 原型链

每个实例对象（ object ）都有一个私有属性（称之为 \_\_proto\_\_ ）指向它的构造函数的原型对象（prototype ）。该原型对象也有一个自己的原型对象( \_\_proto\_\_ ) ，**层层向上直到一个对象的原型对象为 null**。根据定义，null 没有原型，并作为这个原型链中的最后一个环节。

## 事件冒泡

事件冒泡是HTML DOM API中事件传播的一种方式，当一个事件发生在另一个元素中的一个元素中，并且两个元素都注册了该事件的句柄时。通过冒泡，事件首先由最内部的元素捕获和处理，然后传播到外部元素。执行从该事件开始，并转到其父元素。然后执行传递给父元素，以此类推，直到body元素。

## 事件捕捉

当鼠标点击或者触发dom事件时，浏览器会从根节点开始由外到内进行事件传播，即点击了子元素，如果父元素通过事件捕获方式注册了对应的事件的话，会先触发父元素绑定的事件。

## 事件监听

addEventListener()方法，用于向指定元素添加事件句柄，它可以更简单的控制事件，语法为

element.addEventListener(event, function, useCapture);

第一个参数是事件的类型(如 "click" 或 "mousedown").

第二个参数是事件触发后调用的函数。

第三个参数是个布尔值用于描述事件是冒泡还是捕获。该参数是可选的。true冒泡，false捕获，默认false。在DOM标准事件模型中，是先捕获后冒泡。

## 事件委托

事件委托指的是，不在事件的发生地（直接dom）上设置监听函数，而是在其父元素上设置监听函数，通过事件冒泡，父元素可以监听到子元素上事件的触发，通过判断事件发生元素DOM的类型，来做出不同的响应。

好处：比较合适动态元素的绑定，新添加的子元素也会有监听函数，也可以有事件触发机制。

# 问题

### 盒子模型

CSS 盒子模型(Box Model)

所有HTML元素可以看作盒子，在CSS中，"box model"这一术语是用来设计和布局时使用。

box

CSS盒模型本质上是一个盒子，封装周围的HTML元素，它包括：边距，边框，填充，和实际内容。**边框(border)、边界/边距(margin)、补白/填充(padding)、内容区(content)**

盒模型允许我们在其它元素和周围元素边框之间的空间放置元素。

### 常见的块级(block)元素和行内(inline)元素，以及它们有何不同？

**行内：a,b,span,img,strong,i,input,br**

**块级：div,h1~h5,li,table,ol,ul,hr**

不同：行内元素的默认宽度只与内容有关，块级元素默认宽度直接占满一行。

行内元素水平排列，块级元素垂直排列；块级元素可包含行内元素，反之不行。

### ES6中let、const和var的区别

一，**var定义的变量，作用域是整个封闭函数，是全域的；let和const声明形成块作用域;作用域是在块级或者字块中；**

**二，变量提升**：不论通过var声明的变量处于当前作用于的第几行，都会提升到作用域的最顶部。而let声明的变量不会在顶部初始化，凡是在let声明之前使用该变量都会报错（引用错误ReferenceError）；**即var可以先使用再定义**

三，只要块级作用域内存在let，它所声明的变量就会绑定在这个区域；

**四，let和const不允许在相同作用域内重复声明**（报错同时使用var和let，两个let）。

const用来专门声明一个常量，它跟let一样作用于块级作用域，没有变量提升，重复声明会报错，

**五． const声明的常量不可改变，声明时必须初始化（赋值）当声明的是复合类数据时可以修改复合属性，即当前对象的指针不可变；**

**如const list = [];**

**list[0] = 10;**

var声明的变量会挂载在window上，而let和const声明的变量不会；

### 如何让事件先冒泡后捕获

如果要实现先冒泡后捕获的效果，对于同一个事件，监听捕获和冒泡，分别对应相应的处理函数，监听到捕获事件，先暂缓执行，直到冒泡事件被捕获后再执行捕获之间。

### mouseover和mouseenter的区别

mouseover：当鼠标移入元素或其子元素都会触发事件，所以有一个重复触发，冒泡的过程。对应的移除事件是mouseout

mouseenter：当鼠标移除元素本身（不包含元素的子元素）会触发事件，也就是不会冒泡，对应的移除事件是mouseleave

### js的各种位置，比如clientHeight,scrollHeight,offsetHeight ,以及scrollTop, offsetTop,clientTop的区别？

clientHeight：表示的是可视区域的高度，不包含border和滚动条

offsetHeight：表示可视区域的高度，包含了border和滚动条

scrollHeight：表示了所有区域的高度，包含了因为滚动被隐藏的部分。

clientTop：表示边框border的厚度，在未指定的情况下一般为0

scrollTop：滚动后被隐藏的高度，获取对象相对于由offsetParent属性指定的父坐标(css定位的元素或body元素)距离顶端的高度。

### js拖拽功能的实现

首先是三个事件，分别是mousedown，mousemove，mouseup

当鼠标点击按下的时候，需要一个tag标识此时已经按下，可以执行mousemove里面的具体方法。

### JS的语言特性

运行在客户端浏览器上；

不用预编译，直接解析执行代码；

是弱类型语言，较为灵活；

与操作系统无关，跨平台的语言；

脚本语言、解释性语言

### vue的生命周期

Vue实例有一个完整的生命周期，也就是从开始创建、初始化数据、编译模板、挂载Dom、渲染→更新→渲染、销毁等一系列过程，我们称这是Vue的生命周期。通俗说就是Vue实例从创建到销毁的过程，就是生命周期。

即beforecreated，created，beforemounted，mounted，beforeupdate，update，beforeunmounted，unmounted，beforeDestroy，destroyed

每一个组件或者实例都会经历一个完整的生命周期，总共分为三个阶段：初始化、运行中、销毁。

### Webpack

webpack是一个前端模块化方案，更侧重模块打包，我们可以把开发中的所有资源（图片、js文件、css文件等）都看成模块，通过loader（加载器）和plugins（插件）对资源进行处理，打包成符合生产环境部署的前端资源。

# TO DO

JavaScript继承

dom

promise

BFC

this

yield

arguments

await