**GLOBAL TREND PROGRAMMING ASSESSMENT**

**Problem Statement:**

1. Design and implement a data structure for a Least Recently Used (LRU) cache. It should support the following operations: get and put.

get(key): Get the value (will always be positive) of the key if the key exists in the cache, otherwise return -1.

put(key, value): Set or insert the value if the key is not already present. When the cache reaches its capacity, it should invalidate the least recently used item before inserting a new item.

Constraints

The number of get and put operations will be in the range [1, 10^5].

The capacity of the cache is between 1 and 10^5.

**Solution:**

**Code:**

import java.util.HashMap;

class LRU {

    // Node class to represent each entry in the cache

    private class Node {

        int key;

        int value;

        Node prev;

        Node next;

        Node(int key, int value) {

            this.key = key;

            this.value = value;

        }

    }

    private int capacity; // Maximum capacity of the cache

    private HashMap<Integer, Node> map; // HashMap for O(1) access

    private Node head; // Dummy head of the doubly linked list

    private Node tail; // Dummy tail of the doubly linked list

    public LRU(int capacity) {

        this.capacity = capacity;

        this.map = new HashMap<>();

        // Initialize the dummy head and tail nodes

        this.head = new Node(0, 0);

        this.tail = new Node(0, 0);

        head.next = tail;

        tail.prev = head;

    }

    // Get the value of the key if it exists in the cache

    public int get(int key) {

        if (map.containsKey(key)) {

            Node node = map.get(key);

            // Move the accessed node to the head of the linked list

            remove(node);

            insertToHead(node);

            return node.value;

        } else {

            return -1; // Return -1 if the key is not found

        }

    }

    // Set or insert the value of the key in the cache

    public void put(int key, int value) {

        if (map.containsKey(key)) {

            Node node = map.get(key);

            node.value = value;

            // Move the updated node to the head of the linked list

            remove(node);

            insertToHead(node);

        } else {

            if (map.size() == capacity) {

                // Remove the least recently used item

                map.remove(tail.prev.key);

                remove(tail.prev);

            }

            Node newNode = new Node(key, value);

            map.put(key, newNode);

            // Insert the new node at the head of the linked list

            insertToHead(newNode);

        }

    }

    // Remove a node from the linked list

    private void remove(Node node) {

        node.prev.next = node.next;

        node.next.prev = node.prev;

    }

    // Insert a node at the head of the linked list

    private void insertToHead(Node node) {

        node.next = head.next;

        node.prev = head;

        head.next.prev = node;

        head.next = node;

    }

    public static void main(String[] args) {

        LRU cache = new LRU(2);

        cache.put(1, 1);

        cache.put(2, 2);

        System.out.println("Key: 1 Value: "+cache.get(1));   // returns 1

        cache.put(3, 3);               // evicts key 2

        System.out.println("Key: 2 Value: "+cache.get(2));    // returns -1 (Not Found)

        cache.put(4, 4);                     // evicts key 1

        System.out.println("Key: 1 Value: "+cache.get(1));    //returns -1 (Not Found)

        System.out.println("Key: 3 Value: "+cache.get(3));   // returns 3

        System.out.println("Key: 4 Value: "+cache.get(4));    // returns 4

    }

}

**Output:**
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2. Write a Java program that demonstrates the ConcurrentModificationException. Explain why the exception is thrown and how to handle it properly.

**Solution:  
Code:**

import java.util.ArrayList;

import java.util.ConcurrentModificationException;

import java.util.Iterator;

public class ConcurrentmodificationexceptionDemo {

    public static void main(String[] args) {

        ArrayList<Integer> list = new ArrayList<>();

        list.add(1);

        list.add(2);

        list.add(3);

        list.add(4);

        list.add(5);

        // This will throw ConcurrentModificationException

        try {

            Iterator<Integer> it = list.iterator();

            while (it.hasNext()) {

                Integer value = it.next();

                System.out.println("List Value:" + value);

                if (value.equals(3)) {

                    list.remove(value);

                }

            }

        } catch (ConcurrentModificationException e) {

            System.out.println("Caught ConcurrentModificationException");

        }

        // Proper way to remove elements using an iterator

        Iterator<Integer> iterator = list.iterator();

        while (iterator.hasNext()) {

            Integer value = iterator.next();

            if (value.equals(3)) {

                iterator.remove();

            }

        }

        // Printing the list after modification

        System.out.println("List after removal: " + list);

    }

}

**Output:**
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* **Why the Exception is Thrown:**

When using a for-each loop to iterate over the list and trying to remove an element directly using the list.remove(item) method, the ConcurrentModificationException is thrown. This is because the internal state of the list is changed directly during iteration, and the iterator detects this change and throws the exception to signal that the collection was modified outside of its expected mechanisms.

* **Proper Handling:**

The correct way to modify the collection during iteration is to use the Iterator and its remove method. The Iterator's remove method ensures that the collection is modified in a way that does not trigger the ConcurrentModificationException.

3. Create a custom annotation @LogExecutionTime to log the execution time of annotated methods. Implement an annotation processor to handle this annotation.

**Solution:**

**Code:**

**LogExecutionTime.java:**

// src/com/example/annotations/LogExecutionTime.java

package com.example.annotations;

import java.lang.annotation.ElementType;

import java.lang.annotation.Retention;

import java.lang.annotation.RetentionPolicy;

import java.lang.annotation.Target;

@Target(ElementType.METHOD)

@Retention(RetentionPolicy.RUNTIME)

public @interface LogExecutionTime {

}

**LogExecutionTimeProcessor.java:**

// src/com/example/processors/LogExecutionTimeProcessor.java

package com.example.processors;

import com.example.annotations.LogExecutionTime;

import java.lang.reflect.Method;

public class LogExecutionTimeProcessor {

    public static void process(Object obj) {

        Method[] methods = obj.getClass().getDeclaredMethods();

        for (Method method : methods) {

            if (method.isAnnotationPresent(LogExecutionTime.class)) {

                try {

                    long start = System.currentTimeMillis();

                    method.setAccessible(true);

                    method.invoke(obj);

                    long end = System.currentTimeMillis();

                    System.out.println("Execution time of " + method.getName() + ": " + (end - start) + "ms");

                } catch (Exception e) {

                    e.printStackTrace();

                }

            }

        }

    }

}

**TestClass.java:**

// src/com/example/TestClass.java

package com.example;

import com.example.annotations.LogExecutionTime;

import com.example.processors.LogExecutionTimeProcessor;

public class TestClass {

    @LogExecutionTime

    public void testMethod() {

        try {

            Thread.sleep(2000); // Simulate some work with a 2-second sleep

        } catch (InterruptedException e) {

            e.printStackTrace();

        }

    }

    public static void main(String[] args) {

        TestClass test = new TestClass();

        LogExecutionTimeProcessor.process(test);

    }

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjcAAAEQCAMAAAB7t6WPAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAADPUExURQAAAABvv+/////////vv28AAG+/7///158AAP//779vANefAAAAn9f//++/b5/X///XnwAAb7/v/wCf17/v128An58An+//779vn9fvv+/v779vb//Xv7/v7++/n5+/7//v7//v19fv/58Ab+/vv9fXn7+/19f/79f/1+//1+/v/wBzpgDNwABGAABGkwDNzQDNpgBzAACTwAAAcwCTRgDAkwCmzQCmkwDAzQAARgCmcwDApgBGcwBzcwDAwABGRgCTpgCTc5+f19efnwAAAPdfG8kAAABFdFJOU///////////////////////////////////////////////////////////////////////////////////////////ALLusTgAAAAJcEhZcwAADsQAAA7EAZUrDhsAABljSURBVHhe7Z0LexRHdoYR4BEYiZE0GztxTJbdrDdry0a2sFnkJM7t//+nnO9cq7qmhxkhoA3f+zxoqqvPtep0dc9oVNwjhBBCPjaO7j948PCztjGyOn7krYEdWu+OMZ7dWaDz8ed+8BbclZ2dHN1/4i3l6P784L9HTk6feqtYx0BnwwnhHXUjzGltYcepQ9gaz2wWMvRn3no75u3cUV7K+6qbMebVA6VzH2zL8APWzRqB7n0Jx/V+YN2s7miNmLezI+WDmdTNO2NbzOcXh1wZH7JuoLt+MKvQsYHc+R8eHVw3d3TFztvZkfLBLKBuVg//4fSBTsqJvMrV4isRupp79cyIl/Dq+Au3c34xLg+u5QYbFyk8eg9U9/xCJsRl3BiSCvXN489lWTp+dH4R4W2NZyYLIebbXaRB7VRqoNxgE0YRdtLpkLJKQKlcTAehIZfPbpq6GwVEEMrRl/94CpMPP0vhcuGWj+5rsFgV3WlpZRih3szFiXpSom4gupE4Tk7l+OSfJIAYCT1Yw9KOEQ9hcfIEcZqd6XJtWmUwXYTw6D0x3fXxI11LVg+e+NycnD5J9c2DB2eS0UMtL2VrPDNZiLZyZsuVuEiDJdYPlBisMPS8UHYqryHlqptwUcJoqEaQ6uldZ3663mg6R19+9c8XX51JzpZ7m0XkZRlh6sNpaWUY6StjPjnVFyXrxs9XLN3MeYXOjHgJpx0dl+lNsNFSg6kVwjPegepqTcCmNDZYV0TlS5s6tHVcYE1HCmyNZzYLk3KxHGjvNQaDFYZLANdonW5LGQfpIoVnbj9QT+8a+fa6uX+Gy0YmXIVhMFxYJMgLdaHq4bTRijDSV8Z8dF9fFLNVachK5sGEtOIHsyMewmHHzU7EmkNVcK0SnvEOVFeuOa/g1bHM1MmppPq41PXqULDYIpSt8WQY2QhUXGfIDspgMBjMMMa6mQxCm3LasSta2DYIHRAOLbMyUze6nEQFoDNcVF6qL6+VRWhVGBlhxrxtvUmh5i5r0lJ4QA9iCKrhhHDYsdvv9AMS10qDrtUIj94DfT8lEj5Yq8dyZ9h8/ezzzXGpd9Msa45fT9N4ZrMw8XLx+XzdpMEMA5qB2WmcTlNOO1k32wYhCfXyDiuH103khd7zC10llKqbCiMjtB/g3F7AUDfC0X1EHUe1Xu0Y8RR2O252gmkNC2Av3HtPwmMkL+XydPVk/XTldy7QT/PJaSXfuZjNwsIvF29eb7RtYbSmzE45Hdf8sDNdbxwbhCDVQ8useJyJppMVMF830i/LI+6s6TS1mpgjwoy5xeVKCKgDPwNzeWp2xMNd2hmmBGhnYzC0euHWexEydkJ+nl/8i1zmD/94VurzddO5yHbvV1DxcjExCAaDFUaD2Wlk0OhSVgk8eKSLPhifY6XUw7tZWU+iUwtZAVY30AoXlZf8sEoPp6WVYaR6xtzifeUD9aGPTfkeSl7kTd7uugnhtLP1E1PTagy6VgqP3pP0qKOga60sprKsNr5igOzNCK7SrfHMZ6HijYswWIwGM4wGt1MyYqtPGZblTtrUzbZBcFI9veP06vke6428AS0X2jDLqz/9GZ3htLQyjPRVMWeOdt8UayWELhygpKRpH44cf4FYVRbRR6PBhcuO3SibxFIrDaZWCQ/ek5pjGW575sVpveZCvZmDkBni2ZmFigvhIg0m2wxGGEXYCZktKYv743+VR4xysWUQnFQv7/K4d9a89zcl4WlTNzjGqJWLyAsjZK/utLQqr/RVMUODfORE8RJyCKwbchtYN+Q2sG4IIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEII2Z9+a6APz2Limd0AdvkR7gJ/ZN/91fstsb8xXw57xXNXQY92qmd2VpYf4Q50X7iZwtdNrPQciqsVsl0J+n0+Ym8g3e3BNtDbQCm2YdQtBbWnI3rSRTSwO4IgNT09hZ3PcICdi0xG4kHtrx96B6Rqr6JhB4dkr1kZYx7YNSvzLD/CefDnnkeTnVIC3RwEmwLr1oHY8DdQn+cXXbStFd83Z/31hcjpflBITl6sp8V70kXTcHvDKauSlYx0yJycPv8LYkXAsY9PxGNhnnyjBxP2Grsx5oHbzcriI9whgrVmZ93IcoG9T7zLMYPYsip+CmvfUkewuTs5fYJLyvfawR493tPgPemifEVNjKeOvvzr2b3zZ39t6+brZzL0Xd1EPLma6l9Ea+RYLqXXN4VBNXpPs1FvEjHnhr/9NsG9HV8RqwcdZs2FG/XlR7jyjVdH5Bqu/Xwn2GZEa6mbqYAXoiaci2TznGdztzl+ZNvE2XBIl/c0dDJC+aq6mZ6Ssfu3zzdnold1c7YS833dWDxViDkrGkq3D7KuZLIu1ka92q1EzLljbzZCq+yMOxELNowpXDv//h4inDyMJOcXz++rxBZ8GrDR0qTu3KdH5KabQGzu5HLSPg1BM42eomTcRdPwsIZTMkjrp2sZwrZuTv72aFI35sm3VxVyVmp99WBMRTKVpRHVma5BRJjDH43U+izsGOqx6WmignAzjfZzyRGKqF+sU/CY4M0pak5rU7cCa8TcaBe9p61oDLJ8mg29eqzhPUn1pItoSJUInXdv4Pr66ltcYyEDDyvfjdHyBxrPllmR9djjzsHRl9WxzBcGrs0rI0z1aKQW7r/hRNCDpkejKuG0Y4cLj1BeMQUDeM/kjgZiU2BFpqgN1Xw0XUJdJTp3usJogvJooxrVE3Q96UIbvVx7SuoG2+uKu5BB3Rx9+2hSNxrPllnR+tPR8Dw88NXjLbOSEaZ6NFIL7/DciT02yEH25KyEcDsry49QXif3GgXu1s32oh19b96PBDeKR90WWTANnTstO721iBdNrnqCvqe55fVD05+SukFLEg0ZW9EsjaobjafC7oaj2wc5hmzb1ZwRzs6KHIbVWuGjR+hmZXI1Lz7CmfsURORt4Hc51C1vqht7o9T0a3EAnHfH9jbqDLaaHmfSk6bQmK8bzUsT7epmo07aurFijaBUTR/+gA6Ty9qL/BxnpSLM0YxGajV2EICqeA9oosLPtAOWHuHcc7G+I+q33y6ibmrD30CNeik2Hzrh7nFvI2Iw60WkGcolgTNNj5E96aJ8ZU0MpzQvDSJlUDfnz76r/BWNx27QJ9+oQbnNbduFWe1IzzgrFfMwK6kl590OXuR9LexnMfgwpnAzK4uPcPZ9uA642Nl6OuoGAtPnYqyMFnqz3phHKRJE5Nq2FAw9RvWki2zIAAL8rzjeEw31Ai2pG8X+ryDJEuaaunFJLORoyK1dNwVGQzsgLE3pgSHpGWelIszRrGF1LcHt6IN7txOxf07SCJc6WHSEGeWIfdaznqurA5GsvLUMlhbPyPIjfC948S+GpcUzsvwICSGEEEIIIe+ay6sfvPV2HGjnxdWP3prwJjsvrn7ylnCQ032E72o0DuJ9Ot3MDPvBnF/97K2DeDlVO9DObN28yU5XNwc53Uf48vu3m8JhWPbhllNwK67vqm4aS5dX2wv/5RXoHY4DFHY2EH6L4a94YGlIs6ubEPZoXg3SHXuM2S3r5gVyhuat6qYJTAxZABhz6ZUp6cfA5gJ9esrPSa/6TfVAA8Mp1ZNzzRikCz8+kJqIV3/fnrUOxs3rbkjHAQo7iGwifBBhx2y8/FUPir5u/Cjq5hf8nKVX3crt6uZSBwgzcru6qZR/vLYANk2o51dDWlih2rvbKy2OUg8uYQbRvbiScXwlJ6tuwkVTN17+LyyJjYjfeLllY/PLuTRstH1qXl79dI0I81Q0bDA0fLesa4og/d4juB2NTEcyarzi+Q9ZiF5JkaNDE6gwVEbFw04OQdrRBtLNdFy4qZsUDhkZXxlW9WbCvipBJ4RTRutmg1acmkQIyyJ+hXkIFzcxsc2wDJZLPTOdZnHv1c+edV/hNtfhFECqKfEXV/8Jn6mevjTVG1HLxvWPiEyE08Xl9/YqMwwhKS6pP2ncvP5VshCPsJmNa9xKtBwzgEuZTzSvMTU4FQ2fFVELy3VPrp6w43UDTRG5lkbIvPj+t/96/duvJmdrQ4aBGr+x2bXzN699MsqOXgfIN7MI4aobPQWHKSPj/SsuxRT2S04uk7ScMpC4Rm/aydGoTF/J0b3LCsOMKzEso+VUz0yHLIAd9wunBhxOgWqWjtSDD4Crpy8tFzlnYV2K1+vfPJ10UXWjIDy1goHWp2gUUDaQEyzKYfiUotemntLa9IYL6KGg0xdKivZEF7J8KRHCAtQ9PpGRxVLnRu1E3XgYGpidMTtmUyg7OgpdOiHsrsVmXkYpo1NoY29icn3A5ourspwyMhnWTjs5Ggqi2uYiznsgWywrUM9MhyyATpl0yiIVfToS6RSoENYfu9DEUBiwulGg9lIuy5cShWpf/yjZeTq/lIvJ8w0saZlJzBacDGs22nH0rOT6s9m0w43LSMPFbFZdKwJVOjtygeow+sRbp8pI9FhFurrBWajbaFrW2unqjR27aNRIZKH98sMDkB5ZhTXKkomwgVnGWKJEKsKUufz+v60z7JgKRkPJUIUmjJvXPoUeyBbLSpvpmIU2MATmXEsOdxzIhVOgy41yg+Ua4+J+27qxLikOEfZBQ92onQ3uVuGisPusdElQN69RP4beqrVhgWaWyE0nDWmaaVGNhouhVNNyBFo9YUe09JHWjjQTl9HoZ+oGIx23JtVs6sbtmEs5rCzitEejU4gzGEyjrxsX/uny769/uPwxLcsa4zK4iK0ZDx85GpmpRY57kmGHoqm2m5HoLKd6ZDpmAbxumpKSV+mLNmiKA8ZwKqbDT4UvXB8vpLb8ASjrBhdh50LJxR+CeGTx0s5LRMgJA/pYhmVLwKOT9g11I7eJspyBZo+gdqCFx/cYO9eSq0J6ZutGV91IAnawvCppZ7reOCZsEZoKRqpk2roJ4eufXv18/UtFWHWD5/aQhx2LUEcD/XBkPe1gKhqwB7LFcqpHpmMWQCfeT8Wktk6FWm60rde7+/W6CV/24CWB+eopRiKdiQtgl61aksVG3yLl6WyofniDa2+jOOJUNGLC5Omksax+mx5BU1AtuURMQn6mzI66cXOO2tFHUKGxgwamtc3Wg3cZ68K0pUxXNxC+ef0/v/1w+cu1G8TPtm6azxBgpyKMTFO4C0NOyaGHMFpOdZcQhiyATbyeSsnOaYgY0u3Xu635Xnbuy649VE8a9HTkHVbnQrGndrPz76/hT9++g2zEcOgB7mUeuARiEy8/oqFi+gFvY9mntekxO6YFP5oqEgmZHXXTD6LawTOd/Gzs6D9cOZkFMKd6S5Hzl4gEjZQxd44Kv5LhlLuET4ZqhYwVoQSVdnI0MlMrLHlrEy707YvcGzQtnHOnneVUz0zHLATo4BRyMlNySuynUwmv1NJEzKTplC94vxQhNdjOae/C0Kc0sxQf58tCJahXa+SEKXLk6UhU+mCLo2ikcmsZTWk0PQKsqmUNHSsyDkKm6sbuv6KVYZiPGGS3IR1ohB10/HreZqGoMGJVGZjWRsjkzCkaIcL1IQ0PLqNXj96fwk6ORpMpAsOEhQuZI3cawzJaTvXKdMjCh0W8wSLUtccGN5zqTUjQU64spkQo1StUXYygHwY1VJ3qcoGj24EFObFJaxt709k5BH+a8av1MDvvThgcPgi7mWSa3HroPijtbeIt6qa/3RyArpriMUbzIDvvTli467qZZprcdugWw9vUzW2xq/CFXYuL4q4HYbmZvi0fom5kOIFeisvizgdhsZkSQgghHyUH7Wt6kLBI+74wd4L9cfYA//b2fVJ/hL5HKRwkXPgWk8XOv3x/4ynWzTsB+xMIew7ijnkaOUi4sC05Gt5cHLXZsfYqt6sbbNygf8xtezGgy3eA0YHi33kHzWYZe/Be6mY60fvUDbLodzG8Vd1gq1fds0UXPWwec37x8I9ZyO12Lp84UTe+rw9+Ys8UGypcYzJ+OvQyD76LyoM37NhrjMLNtrzlIqjrezLRZae0XDhP1WbHIVNaq+MvPLB0gYYtsVsLAQue7iCBXXbWYkGVFImtyaJi/vTI9SavMN2fSMdqjXObZi9C+2HY3hzb9sMNpsK1LW+5CMKO3za7rXrCTmppQ3fm8lO12XFZDi2poCe6X1WGqns02nqzdfN6UTfljS1gTaBaN10WtkHYp0dNtbT0QKsEl1ou5fN1Y/teYXMoTEh7WpgK17a86SIoO+6tJeyMgcWp2uy4LKeWB1YuPBjY2LrerKU4cHZ1/L9aMVU3qLjKosL4BLELXEdmrZe5T6cMbk6gNnQeYjIEH309FoGSSUZh336sXOhJoez4jxa3U1pyf/AZ81O52XFjObxHYOnCTsxP+kZGQUM98231vG5wuxXrmUX8RyOfJrrEGPauxG7+eCLJea2aiMkQohTQlpE9pG7KhZ9u7Li3FrfTaDUPOnoqNztuZMJ71Y27sBN+OKK7ax7d/z9IdXUD5D6eWTypMD5Bqm7OL/70Z50TvWSFnMA3182t1puGstO4DdxOr9Xt/JubHTcy4T0CSxd2wg8H7M28LyUWSlM3ZifqRpjbpvWjp+pGhkcfHXOZyVM6fHqumRcVs2P8jOmxk8pUuEY8XQRlJyarIez0WjrxfspVpKtkQisCSxfW0Gd+6Z9EEp8BNdntrBsL4xMki8NqRoYoP6+1/zJJ3k9BRp6DUBN77IdbTIRrxNNFknayCBrcTmoNO/+6is5qWnatDKxCxb/nOt/T91P50aE+DflW3eYJ4IG4smjC+PTwN74ylTa+Mgz2kIBhxZa7mAd5L2tb7srISdebd+w1JsLNlVougrDjljrcTmnBoknZqaqbxnJ4z8DSBd4A6H+UIf39eoOEBenEUzCEPXi8YRTESpNFhUEIIYQQQgj5uMDzv+LHhOxD1AvrhhzCO6gb+33NclhMPP1XDRuWH+HAO6ibyed6H5y94rmroEc71TM7K8uPcGC/utFPSPWimP4ZgX3y2n+eqv9lvgBZ/3KVflSPD+BxoF9lGr8MFT3pIhrxafV4qr4yHDISDz7iXT/0DkhFPO1HyFP2mpWtX+Dq2TUr8yw/wil71g3yWj/Ar2/ExfkfKjH1ab+jStrf4vlv/dZf2//5pyf0d0DW0+I96aJpuL3hlFUJvjIcMienz/+CWBGw+854LMyTb/Rgwl5jN8Y8cLtZWXyEg8gBdSPLBX7n4l2OGbTf4OTvcfJ/gY65Ozl9gkvKf5+I3wR6T4P3pIvyFTUxnqqvDFfdfP1Mhr6rm4gnf7tYv43Ccim9/vslVKP3NF8QTiLm/JZ0fV16tOMrYvWgw6y5cKO+/Ain/y/rAXUj8x13msILURPORbJ5zrO5w1ftvowbld2mrKehkxHKV9XN9FR9Zbjq5mwl5vu6sXiqEHNW6su/noetZLIu1heEtVuJmPNb0tkIrbKjRvWX7dEj2DCmcPNt699BhP3DyEHrDX7BO6k79+kRuekmEJs7uZy0T0PQTKOnKBl30TQQuDYmp2SQ/CvDISPjfPK3R5O6MU/+HVAhZ6XuqB6MqUimsjSiOtM1iAhz+KORWvUFQkU9Nj1NVBBuptF+LjlCEfWLVTmgbrQ28b2DVt+NdtF72orGIMun2dCrxxrek1RPuoiGVInQefcGri/9yrDUjcnAw+ppGEL+QOPZMiuyHnvcOTj6sjqW+cLAtXllhKkejdTC/TecCHrQ9GhUJZx27HDhEcorpsDZs24wKTAJZIraUM1H0yXUVaJzpyuMJiiPNqpRPUHXky600cu1p6Ru7CvD9kcWAurm6NtHk7rReLbMitafjobn4YGvHm+ZlYww1aORWniH507ssUEOsidnJYTbWVl+hPLa3GsOWG+S9ntMbtS/9JbIgmno3PkXnVBBMtdIrnqCvqe55fVD05+SukFLEg0ZW9Hsm6BVNxpPhd0NR/cd5BiybVdzRjg7K3IYVmuFjx6hm5XJ1bz4CG99n0oqvTBqb5Safi0OgPPu2N5GncFW0+NMetIUGvN1o3lpol3dbNRJWzdWrBGUqunDH9Bhcll7kZ/jrFSEOZrRSK3GDgJQFe8BTVT42c7K4iO8/XOxYH932N6U1KiXYvOhE+4e+NKxroxeRJqhXBI40/QY2ZMuylfWxHBK89IgUgZ1c/7su8pf0Xj8r5S/UYNym3s6fgfZfEnPOCsV8zArqSXn3Q5e5H0t7Gcx+DCmcDMri4/wbd6HC3iLP3kuxspooTfrjXmUIkFErm1LwdBjVE+6yIYMIMDf3npPNNQLtKRulCdmcqUXR1M3LomFHA25tdtXoXGPNxt4jtCStp5xVirCHM0aVtcS3I4+uH+BU9Hjn5M0wqUOFh1hRhnsVzeHI1l5axksLZ6R5UfY8q7qJop/MSwtnpHlR9jwzuqGfNSwbshtsEchwY8JIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEkN8b9+79P3ze1kx4KU2VAAAAAElFTkSuQmCC)

4. Design an algorithm to serialize and deserialize a binary tree. Implement serialize(TreeNode root) which converts a tree into a string, and deserialize(String data) which converts a string back to a tree.

Constraints

The encoded string should be as compact as possible.

**Solution:**

**Code:**

import java.util.\*;

// Definition for a binary tree node.

class TreeNode {

    int val;

    TreeNode left;

    TreeNode right;

    TreeNode(int x) {

        val = x;

    }

}

public class Codec {

    // Encodes a tree to a single string.

    public String serialize(TreeNode root) {

        StringBuilder sb = new StringBuilder();

        serializeHelper(root, sb);

        return sb.toString();

    }

    private void serializeHelper(TreeNode root, StringBuilder sb) {

        if (root == null) {

            sb.append("null,");

            return;

        }

        sb.append(root.val).append(",");

        serializeHelper(root.left, sb);

        serializeHelper(root.right, sb);

    }

    // Decodes your encoded data to tree.

    public TreeNode deserialize(String data) {

        String[] nodes = data.split(",");

        Queue<String> queue = new LinkedList<>(Arrays.asList(nodes));

        return deserializeHelper(queue);

    }

    private TreeNode deserializeHelper(Queue<String> queue) {

        String val = queue.poll();

        if (val.equals("null")) {

            return null;

        }

        TreeNode node = new TreeNode(Integer.parseInt(val));

        node.left = deserializeHelper(queue);

        node.right = deserializeHelper(queue);

        return node;

    }

    // Print the tree in level order to verify deserialization

    private void printTree(TreeNode root) {

        if (root == null) {

            System.out.println("Tree is empty");

            return;

        }

        Queue<TreeNode> queue = new LinkedList<>();

        queue.add(root);

        while (!queue.isEmpty()) {

            TreeNode current = queue.poll();

            if (current == null) {

                System.out.print("null ");

                continue;

            }

            System.out.print(current.val + " ");

            queue.add(current.left);

            queue.add(current.right);

        }

        System.out.println();

    }

    // Test the Codec

    public static void main(String[] args) {

        Codec codec = new Codec();

        // Example tree:

        //     1

        //    / \

        //   2   3

        //      / \

        //     4   5

        TreeNode root = new TreeNode(1);

        root.left = new TreeNode(2);

        root.right = new TreeNode(3);

        root.right.left = new TreeNode(4);

        root.right.right = new TreeNode(5);

        // Serialize

        String serializedData = codec.serialize(root);

        System.out.println("Serialized data: " + serializedData);

        // Deserialize

        TreeNode deserializedRoot = codec.deserialize(serializedData);

        System.out.println("Deserialized tree (level order):");

        codec.printTree(deserializedRoot);

    }

}

**Output:**
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5.Implement a trie with insert, search, and startsWith methods. insert(word): Inserts a word into the trie. search(word): Returns if the word is in the trie. startsWith(prefix): Returns if there is any word in the trie that starts with the given prefix. Constraints You may assume that all inputs are consist of lowercase letters a-z. All inputs are guaranteed to be non-empty strings.

**Solution:  
Code:**

class TrieNode {

    // Each node has an array of children and a boolean to mark the end of a word

    TrieNode[] children;

    boolean isEndOfWord;

    // Constructor to initialize the node

    public TrieNode() {

        children = new TrieNode[26]; // Each index corresponds to a letter 'a' to 'z'

        isEndOfWord = false;

    }

}

public class Trie {

    private TrieNode root;

    // Constructor to initialize the Trie with a root node

    public Trie() {

        root = new TrieNode();

    }

    // Method to insert a word into the trie

    public void insert(String word) {

        TrieNode node = root;

        for (char c : word.toCharArray()) {

            int index = c - 'a';

            if (node.children[index] == null) {

                node.children[index] = new TrieNode();

            }

            node = node.children[index];

        }

        node.isEndOfWord = true; // Mark the end of the word

    }

    // Method to search for a word in the trie

    public boolean search(String word) {

        TrieNode node = root;

        for (char c : word.toCharArray()) {

            int index = c - 'a';

            if (node.children[index] == null) {

                return false;

            }

            node = node.children[index];

        }

        return node.isEndOfWord; // Return true only if it's the end of the word

    }

    // Method to check if any word in the trie starts with a given prefix

    public boolean startsWith(String prefix) {

        TrieNode node = root;

        for (char c : prefix.toCharArray()) {

            int index = c - 'a';

            if (node.children[index] == null) {

                return false;

            }

            node = node.children[index];

        }

        return true; // If we can traverse the trie up to the end of the prefix, return true

    }

    // Main method for testing

    public static void main(String[] args) {

        Trie trie = new Trie();

        // Inserting words into the trie

        trie.insert("apple");

        trie.insert("app");

        // Testing search method

        System.out.println(trie.search("apple")); // true

        System.out.println(trie.search("app"));   // true

        System.out.println(trie.search("appl"));  // false

        // Testing startsWith method

        System.out.println(trie.startsWith("app")); // true

        System.out.println(trie.startsWith("apl")); // false

    }

}

**Output:**
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6. Given a string containing just the characters '(', ')', '{', '}', '[', and ']', determine if the input string is valid. An input string is valid if:

Open brackets must be closed by the same type of brackets.

Open brackets must be closed in the correct order.

**Solution:  
Code**:

import java.util.Stack;

public class ValidParentheses {

    public static boolean isValid(String s) {

        // Use a stack to track opening brackets

        Stack<Character> stack = new Stack<>();

        // Iterate through each character in the string

        for (char c : s.toCharArray()) {

            if (c == '(' || c == '{' || c == '[') {

                // If it's an opening bracket, push onto the stack

                stack.push(c);

            } else {

                // If it's a closing bracket

                if (stack.isEmpty()) {

                    // If stack is empty, no matching opening bracket

                    return false;

                }

                // Pop the top of the stack

                char top = stack.pop();

                // Check if it matches the corresponding opening bracket

                if ((c == ')' && top != '(') ||

                    (c == '}' && top != '{') ||

                    (c == ']' && top != '[')) {

                    return false; // Mismatched brackets

                }

            }

        }

        // Stack should be empty if all opening brackets have matching closing brackets

        return stack.isEmpty();

    }

    public static void main(String[] args) {

        String input1 = "([{}])";

        String input2 = "([)]";

        // Test cases

        System.out.println("Input: " + input1 + " => Valid: " + isValid(input1));

        System.out.println("Input: " + input2 + " => Valid: " + isValid(input2));

    }

}

**Output:**

![](data:image/png;base64,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)

7. Given n non-negative integers a1, a2, ..., an , where each represents a point at coordinate (i, ai). n vertical lines are drawn such that the two endpoints of the line i are at (i, ai) and (i, 0). Find two lines, which together with the x-axis forms a container, such that the container contains the most water.

**Solution:**

**Code:**

public class ContainerWithMostWater {

    public static int maxArea(int[] height) {

        int maxArea = 0;

        int left = 0;

        int right = height.length - 1;

        while (left < right) {

            // Calculate current area

            int currentArea = (right - left) \* Math.min(height[left], height[right]);

            // Update max area if current area is greater

            maxArea = Math.max(maxArea, currentArea);

            // Move the pointer pointing to the smaller height towards the center

            if (height[left] < height[right]) {

                left++;

            } else {

                right--;

            }

        }

        return maxArea;

    }

    public static void main(String[] args) {

        // Example usage

        int[] height = {1, 8, 6, 2, 5, 4, 8, 3, 7};

        int maxWater = maxArea(height);

        System.out.println("Maximum area of water that can be contained: " + maxWater);

    }

}

**Output:**
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8. Find the kth largest element in an unsorted array. Note that it is the kth largest element in the sorted order, not the kth distinct element.

**Solution:**

**Code**:

import java.util.Arrays;

public class KthLargestElement {

    // Function to find the kth largest element in the array

    public static int findKthLargest(int[] nums, int k) {

        // Sort the array in ascending order

        Arrays.sort(nums);

        // Return the kth largest element (since arrays are 0-indexed, nums.length - k gives the correct index)

        return nums[nums.length - k];

    }

    // Main method for testing

    public static void main(String[] args) {

        int[] nums = {3, 2, 1, 5, 6, 4};

        int k = 2;

        int result = findKthLargest(nums, k);

        System.out.println("The " + k + "th largest element in the array is: " + result);

    }

}

**Output:**
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9. Design an interval tree to efficiently find all intervals that overlap with a given interval. Implement the following operations:

insertInterval(int start, int end): Insert a new interval [start, end] into the tree.

deleteInterval(int start, int end): Delete an interval [start, end] from the tree.

findOverlappingIntervals(int start, int end): Return a list of all intervals that overlap with the interval [start, end].

Constraints

The intervals are represented as pairs of integers [start, end] where start ≤ end

**Solution:**

**Code:**

import java.util.\*;

class Interval {

    int start;

    int end;

    public Interval(int start, int end) {

        this.start = start;

        this.end = end;

    }

}

class IntervalTreeNode {

    Interval interval;

    int maxEnd;

    IntervalTreeNode left;

    IntervalTreeNode right;

    public IntervalTreeNode(Interval interval) {

        this.interval = interval;

        this.maxEnd = interval.end;

        this.left = null;

        this.right = null;

    }

}

public class IntervalTree {

    private IntervalTreeNode root;

    public IntervalTree() {

        this.root = null;

    }

    // Insert an interval into the interval tree

    public void insertInterval(int start, int end) {

        Interval newInterval = new Interval(start, end);

        root = insertInterval(root, newInterval);

    }

    private IntervalTreeNode insertInterval(IntervalTreeNode node, Interval interval) {

        if (node == null) {

            return new IntervalTreeNode(interval);

        }

        // Insert into left subtree

        if (interval.start < node.interval.start) {

            node.left = insertInterval(node.left, interval);

        } else { // Insert into right subtree

            node.right = insertInterval(node.right, interval);

        }

        // Update maxEnd in the current node

        if (node.maxEnd < interval.end) {

            node.maxEnd = interval.end;

        }

        return node;

    }

    // Delete an interval from the interval tree

    public void deleteInterval(int start, int end) {

        Interval deleteInterval = new Interval(start, end);

        root = deleteInterval(root, deleteInterval);

    }

    private IntervalTreeNode deleteInterval(IntervalTreeNode node, Interval interval) {

        if (node == null) {

            return null;

        }

        if (interval.start < node.interval.start) {

            node.left = deleteInterval(node.left, interval);

        } else if (interval.start > node.interval.start) {

            node.right = deleteInterval(node.right, interval);

        } else { // Found the node to delete

            if (node.left == null) {

                return node.right;

            } else if (node.right == null) {

                return node.left;

            }

            // Node with two children: Get the inorder successor (smallest in the right subtree)

            IntervalTreeNode minNode = findMin(node.right);

            // Copy the inorder successor's content to this node

            node.interval = minNode.interval;

            // Delete the inorder successor

            node.right = deleteInterval(node.right, minNode.interval);

        }

        // Update maxEnd in the current node

        if (node != null) {

            node.maxEnd = Math.max(node.interval.end, maxEnd(node.right));

        }

        return node;

    }

    private IntervalTreeNode findMin(IntervalTreeNode node) {

        while (node.left != null) {

            node = node.left;

        }

        return node;

    }

    private int maxEnd(IntervalTreeNode node) {

        return node == null ? Integer.MIN\_VALUE : node.maxEnd;

    }

    // Find all intervals that overlap with [start, end]

    public List<Interval> findOverlappingIntervals(int start, int end) {

        List<Interval> result = new ArrayList<>();

        findOverlappingIntervals(root, start, end, result);

        return result;

    }

    private void findOverlappingIntervals(IntervalTreeNode node, int start, int end, List<Interval> result) {

        if (node == null) {

            return;

        }

        // Check if node's interval overlaps with [start, end]

        if (node.interval.start <= end && node.interval.end >= start) {

            result.add(node.interval);

        }

        // Recursively search left and right subtrees if necessary

        if (node.left != null && node.left.maxEnd >= start) {

            findOverlappingIntervals(node.left, start, end, result);

        }

        if (node.right != null && node.right.interval.start <= end) {

            findOverlappingIntervals(node.right, start, end, result);

        }

    }

    public static void main(String[] args) {

        IntervalTree intervalTree = new IntervalTree();

        // Insert intervals

        intervalTree.insertInterval(15, 20);

        intervalTree.insertInterval(10, 30);

        intervalTree.insertInterval(17, 19);

        intervalTree.insertInterval(5, 20);

        intervalTree.insertInterval(12, 15);

        intervalTree.insertInterval(30, 40);

        // Find intervals overlapping with [14, 16]

        List<Interval> overlappingIntervals = intervalTree.findOverlappingIntervals(14, 16);

        System.out.println("Intervals overlapping with [14, 16]:");

        for (Interval interval : overlappingIntervals) {

            System.out.println("[" + interval.start + ", " + interval.end + "]");

        }

        // Delete an interval [15, 20]

        intervalTree.deleteInterval(15, 20);

        // Find intervals overlapping with [14, 16] after deletion

        overlappingIntervals = intervalTree.findOverlappingIntervals(14, 16);

        System.out.println("\nIntervals overlapping with [14, 16] after deletion:");

        for (Interval interval : overlappingIntervals) {

            System.out.println("[" + interval.start + ", " + interval.end + "]");

        }

    }

}

**Output:**
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10. Write a Java program that checks if a given string is a palindrome. A palindrome is a word, phrase, number, or other sequences of characters that reads the same forward and backward (ignoring spaces, punctuation, and capitalization).

**Solution:**

**Code:**

public class PalindromeChecker {

    // Method to check if a string is a palindrome

    public static boolean isPalindrome(String str) {

        // Remove spaces and convert to lowercase

        String cleanStr = str.replaceAll("[^a-zA-Z0-9]", "").toLowerCase();

        // Check palindrome

        int left = 0;

        int right = cleanStr.length() - 1;

        while (left < right) {

            if (cleanStr.charAt(left) != cleanStr.charAt(right)) {

                return false; // Not a palindrome

            }

            left++;

            right--;

        }

        return true; // It is a palindrome

    }

    public static void main(String[] args) {

        // Test cases

        String str1 = "racecar";

        String str2 = "race a car";

        String str3 = "Was it a car or a cat I saw?";

        // Check if each string is a palindrome

        System.out.println("\"" + str1 + "\" is a palindrome: " + isPalindrome(str1));

        System.out.println("\"" + str2 + "\" is a palindrome: " + isPalindrome(str2));

        System.out.println("\"" + str3 + "\" is a palindrome: " + isPalindrome(str3));

    }

}

**Output:**
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