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# DOCKER :

## Chapter 1: Introduction to Docker

Docker is an open-source platform designed to automate the deployment, scaling, and management of applications by using containerization. It enables developers and IT teams to build, deploy, and run applications within isolated, lightweight environments called containers. Containers are designed to be portable, consistent across environments, and contain everything needed to run an application, including the code, runtime, libraries, and dependencies.

## 1.1 What is Docker

Docker simplifies and speeds up the workflow of developing and deploying applications. It uses a lightweight containerization technology to create isolated environments where applications can run independently of the host system. Each container is a standalone environment, including everything needed for the application, which makes it highly portable across different systems and platforms.

## 1.2 How Does Docker Work Or Docker Architecture

Docker operates on the client-server architecture, consisting of several key components that work together to manage and run containers:

**Docker Client (CLI):** The Docker CLI is the command-line interface used by users to interact with the Docker daemon. Users issue commands like docker run, docker build, and docker pull, which the client then sends to the daemon to process.

**Docker Host**

The Docker Host is the machine (physical, virtual, or cloud-based) where Docker runs. It includes:

The Docker Daemon (dockerd) that executes commands sent by the Docker Client.

Containers that run isolated applications.

Storage and Networking components for managing data persistence and container communication.

In multi-host setups, each Docker Host is part of a cluster and works collaboratively with other Docker Hosts in distributed environments managed by orchestration tools like Docker Swarm or Kubernetes.

![Docker Architecture](data:image/png;base64,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)

**Docker Registries (e.g., Docker Hub):** Registries store Docker images and allow users to share and distribute them. Docker Hub is a public registry, where you can find thousands of images, including official images for popular software (like nginx, mysql, etc.).

**Docker Objects**

**Images:** Read-only templates that contain application code, libraries, and dependencies required to run the application. They’re created from Dockerfiles and layered for efficiency.

**Containers:** Running instances of images that execute applications in isolated environments. Containers share the Docker Host's OS kernel but have isolated processes, networks, and file systems.

**Volumes:** Persistent storage for data that needs to survive container restarts or deletions.

**Networks:** Connect containers and manage communication between containers and the outside world. Docker supports several network types, including bridge, host, and overlay networks.

## 1.3 Containers vs. Virtual Machines

Virtualization is a technology that creates virtual instances of physical hardware. Using a hypervisor, multiple virtual machines (VMs) can run on a single physical server, each with its own OS and resources.

Key Features of Virtualization:

* Complete OS Isolation: Each VM has its own guest operating system.
* Resource Allocation: VMs can have dedicated CPU, memory, and disk space.
* Hardware Independence: Multiple OS types can run on a single host.
* Scalability: Efficient utilization of physical hardware.

![](data:image/png;base64,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)

**Differences between Docker and Virtual Machines (VMs)**:

**1. Architecture**

**Docker:**

* Uses **containers** to virtualize at the application layer.
* Containers share the host operating system's kernel.
* Lightweight and efficient, with minimal overhead.
* Relies on container runtime (e.g., Docker Engine) to manage containers.

**Virtual Machines (VMs):**

* Virtualizes at the hardware level.
* Each VM includes a full guest operating system, along with the application and its dependencies.
* Heavier due to the inclusion of the OS and hypervisor layer.

**2. Resource Utilization**

**Docker:**

* Uses fewer resources because containers share the same OS kernel.
* Applications start quickly and consume less disk space and memory.

**VMs:**

* Resource-intensive as each VM runs its own OS.
* Slower startup times and higher disk/memory usage.

**3. Boot Time**

**Docker:**

* Starts in seconds because it only initializes the application and its dependencies.

**VMs:**

* Takes minutes to boot as it involves initializing the guest OS.

**4. Portability**

**Docker:**

* Highly portable across different environments (development, testing, production).
* "Build once, run anywhere" using Docker images.

**VMs:**

* Less portable due to dependency on the underlying hypervisor and larger image sizes.

**5. Isolation**

**Docker:**

* Provides process-level isolation.
* Containers are isolated but share the OS kernel, making them less secure than VMs.

**VMs:**

* Provides full isolation with a separate OS for each VM, offering better security.

**6. Performance**

**Docker:**

* Superior performance due to reduced overhead.
* Ideal for lightweight and scalable applications.

**VMs:**

* Heavier, with slower performance due to virtualization overhead.

**7. Use Cases**

**Docker:**

* Best for:
  + Microservices.
  + DevOps workflows (CI/CD pipelines).
  + Application packaging and deployment.
  + Cloud-native applications.

**VMs:**

* Best for:
  + Running multiple operating systems on a single physical machine.
  + Legacy applications.
  + Full isolation for workloads requiring strong security.

**8. Management Tools**

**Docker:**

* Managed using container orchestration tools like Kubernetes, Docker Swarm, or OpenShift.

**VMs:**

* Managed using hypervisor platforms like VMware, Hyper-V, or KVM.

| **Aspect** | **Docker (Containerization)** | **Virtualization (VMs)** |
| --- | --- | --- |
| **Architecture** | **Shares host OS kernel; no guest OS required.** | **Requires a guest OS for each VM.** |
| **Performance** | **Lightweight and faster startup/shutdown.** | **Heavier; slower startup due to full OS boot.** |
| **Isolation** | **Process-level isolation.** | **Full OS-level isolation.** |
| **Resource Usage** | **Minimal resource usage per container.** | **Higher resource usage per VM.** |
| **Portability** | **Highly portable across environments.** | **Limited portability due to OS dependencies.** |
| **Use Case** | **Microservices, CI/CD pipelines, cloud-native apps.** | **Running different OSes, legacy systems.** |

## 1.4 Basic Docker Workflow:

Write a **Dockerfile** to define your application environment.

**Build** an image from the Dockerfile.

**Run** the image as a container.

**Manage** and monitor your container.

**Push** the image to a registry if you want to share or deploy it on other hosts.

**Pull** and **run** the image from the registry to deploy on different hosts.

## 1.5 Advantages of Docker

**Portability:** Docker containers are highly portable across environments, meaning you can run them on your local machine, in data centers, or in the cloud without any modification.

**Isolation:** Each container runs in an isolated environment, ensuring that different applications do not interfere with each other.

**Resource Efficiency:** Containers share the host OS kernel, which makes them lighter and more efficient than traditional virtual machines (VMs) since they do not require a full OS.

**Rapid Deployment and Scaling:** Docker allows rapid deployment, testing, and scaling of applications. Teams can quickly deploy applications by building images and distributing them across different environments.

## 1.6 Use Cases of Docker

**Microservices:** Containers are ideal for deploying microservices architectures, where each service runs in its own container.

**DevOps and CI/CD:** Docker simplifies continuous integration and deployment workflows. Developers can test code in containers, ensuring that applications work consistently across all stages.

**Simplified Testing and Development:** Docker containers make it easy to create isolated environments for testing and development without altering the host system.

**Application Scaling:** Containers can be scaled horizontally by running multiple instances across multiple servers, particularly when orchestrated with tools like Kubernetes.

# Chapter 2: Docker Container

A Docker container is a lightweight, standalone, and executable package that includes everything needed to run a piece of software—code, runtime, system tools, libraries, and settings. Containers are based on images and allow applications to run consistently across different environments, from development to production.

Here are some key characteristics of Docker containers:

**Isolation**: Containers provide a layer of isolation, meaning each container runs in its own environment, separated from other containers. This isolation helps prevent conflicts between dependencies or libraries.

**Portability**: Since containers package applications with all their dependencies, they can be easily moved from one environment to another (e.g., from a developer’s laptop to a production server) without compatibility issues.

**Efficiency**: Containers share the host system’s OS kernel, making them lightweight compared to virtual machines. This allows for running multiple containers on a single host without a significant overhead.

**Reproducibility**: Containers help create reproducible environments, making it easier to manage and deploy applications reliably.

Each Docker container is created from an image, which is a blueprint defining the container's file system, configurations, and any pre-installed software. Docker commands like docker run can be used to start a container from an image, while docker stop or docker remove can be used to manage it.

**Why Containers are lightweight :**

Containers are lightweight primarily due to their architectural design, which enables them to share the host operating system’s kernel and run as isolated processes, rather than requiring a full OS instance as virtual machines (VMs) do. Here’s a detailed explanation suitable for documentation purposes:

**Shared Host OS Kernel**:  
Containers operate by leveraging the host system's kernel instead of running a complete guest OS. This allows containers to use the kernel’s functionality directly, eliminating the overhead associated with a separate OS in each instance. By bypassing the need for individual kernels, containers drastically reduce memory, CPU, and storage usage, making them more resource-efficient than VMs.

**Elimination of Hypervisor Overhead**:  
Containers run as isolated processes directly on the host OS without the need for a hypervisor, which is necessary for traditional VM management. The absence of a hypervisor layer means that containers incur less virtualization overhead, allowing them to achieve near-native performance while being resource-light and capable of faster deployments.

**Layered Filesystem and Image Caching**:  
Docker employs a layered filesystem, where each image is built in layers that stack upon each other. This allows commonly used base layers (e.g., system libraries or common application dependencies) to be shared among multiple containers, conserving storage and reducing network traffic. Additionally, only layers that change need to be updated or downloaded, minimizing image size and making deployments faster and more efficient.

**Efficient Resource Allocation and Usage**:  
Because containers run as individual processes, they start up almost instantaneously compared to VMs, which must initialize a full OS. Containers consume only the resources needed for the application and its dependencies, allowing the host to maximize available resources and support a higher container density.

**Rapid Startup and Portability**:  
Containers are designed to be portable and quick to initialize. With no OS boot time, containers can be started or stopped within seconds, which is ideal for applications requiring rapid scaling, high availability, and fast, on-demand deployment. Their lightweight footprint also means they are highly portable across environments, from local development machines to large-scale cloud infrastructure.

By utilizing shared OS resources, efficient layering, and minimized overhead, containers achieve high performance and resource optimization, making them well-suited for cloud-native applications, CI/CD pipelines, and microservices architectures. This design is a key factor in the popularity of containerization as a flexible, scalable, and cost-effective solution for modern application deployment.

## 2.1 Basic Container Commands

**Start a Stopped Container**:

docker start <container-id or container-name>

**Stop a Running Container**:

docker stop <container-id or container-name>

**Restart a Container**:

docker restart <container-id or container-name>

**Pause a Container**: Suspends processes in the container.

docker pause <container-id or container-name>

**Unpause a Container**: Resumes processes in the container.

docker unpause <container-id or container-name>

**Kill a Container**: Forcefully stops a container immediately.

docker kill <container-id or container-name>

**Remove a Container**:

docker rm <container-id or container-name>

**To force remove a running container**

docker rm -f <container\_id\_or\_name>

**Remove All Stopped Containers**:

docker container prune

## 2.2 Different modes :

**1. Detached Mode (-d)**

**Description**: Runs the container in the background (daemon mode) and frees up the terminal for other commands.

**When to Use**: Ideal for long-running services or applications that don't require user interaction.

**Command**:

docker run -d <image-name>

**Example**:

docker run -d nginx

**2. Interactive Mode (-it)**

**Description**: Provides an interactive terminal session within the container, allowing you to interact with it.

**When to Use**: Useful for debugging, running commands, or installing software within the container.

**Command**:

docker run -it <image-name> /bin/

**Example**:

docker run -it ubuntu /bin/

**3. Auto Remove (--rm)**

**Description**: Automatically removes the container once it stops running. This helps to clean up unused containers after short tasks.

**When to Use**: For temporary containers that you don't want to keep after execution.

**Command**:

docker run --rm <image-name>

**Example**:

docker run --rm ubuntu echo "Hello, World!"

**4. Port Mapping (-p)**

**Description**: Maps a port on the host to a port on the container. This allows external access to the containerized application.

**When to Use**: Essential when you want to expose an application (like a web server) running inside the container to the outside world.

**Command**:

docker run -p <host-port>:<container-port> <image-name>

**Example**:

docker run -d -p 8080:80 nginx

**5. Restart Policy (--restart)**

**Description**: Ensures the container automatically restarts on failure or system reboot. This is especially useful for services that should always be running.

**When to Use**: For long-running services that need to restart after failure or reboot.

**Command**:

docker run -d --restart always <image-name>

**Example**:

docker run -d --restart always nginx

**6. Resource Limits (--memory, --cpus)**

**Description**: Sets limits on the container's CPU and memory usage, preventing it from consuming excessive resources.

**When to Use**: Useful when running containers in production environments or when managing multiple containers with limited resources.

**Command**:

docker run -d --memory <memory-limit> --cpus <cpu-limit> <image-name>

**Example**:

docker run -d --memory 512m --cpus 1 nginx

**Summary of Most Important Modes:**

| **Mode** | **Description** | **Command Example** |
| --- | --- | --- |
| Detached Mode | Runs the container in the background (daemon mode). | docker run -d nginx |
| Interactive Mode | Provides an interactive terminal inside the container. | docker run -it ubuntu /bin/ |
| Auto Remove | Removes the container automatically after it stops. | docker run --rm ubuntu echo "Hello, World!" |
| Port Mapping | Maps host port to container port for external access. | docker run -d -p 8080:80 nginx |
| Restart Policy | Restarts the container automatically on failure. | docker run -d --restart always nginx |
| Resource Limits | Limits CPU and memory usage of the container. | docker run -d --memory 512m --cpus 1 nginx |

These modes will cover most use cases for Docker containers, whether you're developing, deploying, or running containers in production environments.

## 2.3 Viewing and Monitoring Containers

**List Running Containers**:

docker ps

**List All Containers (Running and Stopped)**:

docker ps -a

**View Container Logs**:

docker logs <container-id or container-name>

**Stream Container Logs in Real-Time**:

docker logs -f <container-id or container-name>

**Inspect a Container**: Provides detailed information on a container.

docker inspect <container-id or container-name>

**Monitor Resource Usage (CPU, Memory)**:

docker stats

**Display Container’s Port Mappings**:

docker port <container-id or container-name>

## 2.4 Executing Commands in Containers

**Run a Command in a Running Container**:

docker exec <container-id or container-name> <command>

Example: docker exec <container-id> ls /app

**Open a Shell in a Running Container**:

docker exec -it <container-id or container-name> /bin/

*(Or /bin/sh if is not available)*

**Attach to a Running Container**: Connects to a container’s main process for interaction.

docker attach <container-id or container-name>

## 2.5 Container Networking Commands

**List Networks**:

docker network ls

**Inspect a Network**:

docker network inspect <network-name>

**Connect a Container to a Network**:

docker network connect <network-name> <container-id or container-name>

**Disconnect a Container from a Network**:

docker network disconnect <network-name> <container-id or container-name>

## 2.6 Container Volumes and Data Management

**Create a Volume**:

docker volume create <volume-name>

**List Volumes**:

docker volume ls

**Mount a Volume to a Container**:

docker run -v <volume-name>:/path/in/container <image-name>

Example: docker run -v myvolume:/data ubuntu

**Mount a Host Directory to a Container**:

docker run -v /host/path:/container/path <image-name>

**Remove a Volume**:

docker volume rm <volume-name>

**Prune Unused Volumes**:

docker volume prune

## 2.7 Container Filesystem and Data Transfer

**Copy Files from Host to Container**:

docker cp /host/path <container-id>:/container/path

**Copy Files from Container to Host**:

docker cp <container-id>:/container/path /host/path

**Export Container Filesystem as a Tarball**:

docker export <container-id> > <filename>.tar

## 2.8 Advanced Container Management

**Rename a Container**:

docker rename <old-name> <new-name>

**Commit Changes in a Container to a New Image**:

docker commit <container-id or container-name> <new-image-name>

**Save a Container’s State as an Image**:

docker save -o <filename>.tar <image-name>

**Load a Saved Image**:

docker load -i <filename>.tar

## 2.9 Clean-Up Commands

**Remove All Stopped Containers, Networks, and Unused Images**:

docker system prune

**Prune Everything (including unused volumes)**:

docker system prune --volumes

**Remove All Containers**:

docker rm $(docker ps -aq)

**Remove All Images**:

docker rmi $(docker images -q)

These commands will help you navigate Docker container management effectively, from basic operations to advanced configurations.

# Chapter:3 -Docker Images

## 3.1 What is a Docker Image?

A Docker image is a lightweight, standalone, and executable software package. It includes everything needed to run a piece of software, such as code, runtime, libraries, environment variables, and configuration files.

A Docker image is a **read-only template** that includes the instructions for creating a Docker container. Unlike a virtual machine, which requires a full OS to run, Docker images package only the essential components, making them lightweight and efficient.

**Purpose:** Docker images make applications portable and consistent across different environments. Once you’ve built an image, you can share it, deploy it on any system with Docker, and expect it to run identically.

## 3.2 Difference Between Docker Images and Containers

While **Docker images** and **Docker containers** are closely related, they serve different purposes and have distinct characteristics. Here's a detailed comparison:

**1. Definition**

**Docker Image**:

A **static blueprint** or **template** for creating containers.

It contains all the necessary components to run an application, such as code, libraries, dependencies, environment variables, and configuration files.

Docker images are **immutable**; once they are created, they cannot be changed. Any modifications create a new image.

Think of an image as a **snapshot** of a filesystem, including the application and its runtime environment.

**Docker Container**:

A **running instance** of a Docker image.

It is a lightweight and isolated environment where your application runs, based on the image.

Containers are **dynamic**, meaning they can change while running (e.g., writing files, updating configurations, etc.).

Think of a container as an **execution environment** created from an image.

**2. Lifecycle**

**Docker Image**:

**Static**: It is created once using a Dockerfile and does not change after that. It is stored in a registry (like Docker Hub) and can be pulled onto any host machine to create containers.

**Immutable**: You cannot modify an image directly; any change requires creating a new image.

**Docker Container**:

**Dynamic**: A container starts when an image is run and stops when the application finishes. It can be restarted, stopped, paused, or removed.

**Mutable**: While a container is running, it can change (e.g., writing files, modifying configurations). However, these changes are lost when the container is deleted unless volumes are used for persistent data.

**3. Usage**

**Docker Image**:

Used to **define** the environment and application.

Provides the necessary files and configuration to **launch** a container.

Images are the building blocks of containers.

**Docker Container**:

Used to **run** the application in an isolated environment.

It is the **active instance** where code executes.

Containers are created from images to run the actual workload or process.

**4. Creation**

**Docker Image**:

Created using a **Dockerfile**, which defines the instructions for building the image (such as which base image to use, which dependencies to install, etc.).

You can build an image with the docker build command.

**Docker Container**:

Created by running an image with the docker run command. For example:

docker run -d my-image

This command starts a new container from the image my-image.

**5. Portability**

**Docker Image**:

Docker images are **portable** because they contain everything needed to run the application (code, dependencies, configurations, etc.).

Once built, images can be pushed to Docker registries (like Docker Hub), shared, and pulled onto other systems for use.

**Docker Container**:

Containers are **less portable** than images because they exist as **running instances** on a specific host system.

Containers can be moved (e.g., stopped, saved as images, and transferred), but they are inherently tied to the environment they are running in.

**6. Size and Efficiency**

**Docker Image**:

Images are typically larger because they contain the full environment needed to run the application, including the operating system libraries, application binaries, and dependencies.

Docker images are stored in layers, and Docker optimizes them by reusing layers that haven't changed.

**Docker Container**:

Containers are generally **smaller** because they share the underlying host operating system and only need the files they need for execution.

Containers can be **started quickly** since they don’t require the entire image to be reloaded every time.

**7. Persistence of Data**

**Docker Image**:

Images are **static** and do not store runtime data. Any changes made inside a container do not affect the original image.

For persistent data, Docker volumes or bind mounts are used, which are separate from the image and container.

**Docker Container**:

Containers are **temporary** in nature; when a container is stopped or deleted, any changes made to it (like data written to the container's filesystem) are lost unless volumes or external storage are used.

For long-term data storage, you must use Docker volumes or bind mounts, which persist even if the container is deleted.

**8. Example**

**Docker Image**:

Imagine you have an image for a Python application. The image includes the Python runtime, your Python code, necessary libraries, and configurations. This image is the starting point.

**Docker Container**:

When you run that image, a container is created. The container is a **running instance** of that image, where your Python application is executing. You can interact with the application running inside the container.

**Summary of Differences**

| **Feature** | **Docker Image** | **Docker Container** |
| --- | --- | --- |
| **Definition** | A static template for creating containers. | A running instance of an image. |
| **Mutability** | Immutable (can't be changed after creation). | Mutable (can change during runtime). |
| **Role** | Defines the environment and application. | Runs the application in an isolated environment. |
| **Created From** | Built using a Dockerfile. | Created by running a Docker image. |
| **Portability** | Portable and shareable via registries. | Tied to the host environment, less portable. |
| **Size** | Larger (includes the entire environment). | Smaller (only the necessary components for execution). |
| **Persistence** | Does not store runtime data. | Can store runtime data (unless deleted). |
| **Lifecycle** | Static, exists until removed from the registry. | Dynamic, exists only while running. |

In essence, **Docker images** are the building blocks for creating containers, while **containers** are the active, executable instances where applications run. The separation of concerns allows Docker to efficiently manage applications and environments, making deployment, scaling, and management of applications easier and more consistent.

## 3.3 Benefits of Using Docker Images

Consistency Across Environments: With Docker images, you can ensure the application behaves the same way in development, testing, and production environments, helping to eliminate environmental inconsistencies.

Portability and Isolation: Docker images encapsulate everything needed to run an application, so you can deploy it anywhere without worrying about OS-level dependencies.

Speed and Efficiency: Docker images are lightweight compared to traditional virtual machines, making them faster to build, deploy, and start. Images are built once and run anywhere, saving time in deployment and testing.

## 3.4 Lifecycle of a Docker Image

**Build:** Start with a base image and add layers to it through instructions in a Dockerfile, resulting in a new image.

**Tag:** Assign a version tag to the image (e.g., my-app:v1.0) to track versions.

**Push and Pull:** Push the image to a registry for sharing, and pull it on other machines to create containers.

**Run:** Use the image to spin up one or more containers, making the application live.

**Dispose:** When an image is no longer needed, it can be removed to free up storage.

## 3.5 Docker Image Commands

**1. List Docker Images**

docker images

**Example Output:**

REPOSITORY TAG IMAGE ID CREATED SIZE

nginx latest a34b1a5e79b2 2 weeks ago 23MB

This command lists all the images present on your local system.

**2. Pull a Docker Image**

docker pull nginx:latest

This command pulls the latest version of the Nginx image from Docker Hub.

**Example Output:**

vbnet

latest: Pulling from library/nginx

Digest: sha256:d1b8...

Status: Downloaded newer image for nginx:latest

**3. Run a Docker Image (Create and Start a Container)**

docker run -d -p 8080:80 nginx

**Explanation:**

-d: Run in detached mode (background).

-p 8080:80: Maps port 80 of the container to port 8080 on your host machine.

**Example Output:**

c9b5f79d6bd9a744ac1...

The container runs in the background, serving content on http://localhost:8080.

**4. Build a Docker Image from a Dockerfile**

Create a Dockerfile:

Dockerfile

FROM ubuntu:20.04

RUN apt-get update && apt-get install -y curl

CMD [""]

Build the image:

docker build -t my-ubuntu:1.0 .

**Output:**

vbnet

Sending build context to Docker daemon 2.048kB

Step 1/3 : FROM ubuntu:20.04

Step 2/3 : RUN apt-get update && apt-get install -y curl

Step 3/3 : CMD [""]

Successfully built a1b2c3d4e5f6

Successfully tagged my-ubuntu:1.0

This creates an image named my-ubuntu with tag 1.0.

**5. Tagging an Image**

docker tag my-ubuntu:1.0 myrepo/my-ubuntu:latest

This tags the local image my-ubuntu:1.0 for pushing to myrepo with the latest tag.

**6. Push an Image to Docker Hub**

Log in to Docker Hub:

docker login

Push the image:

docker push myrepo/my-ubuntu:latest

**Output:**

The push refers to repository [docker.io/myrepo/my-ubuntu]

...

latest: digest: sha256:abc123...

**7. Inspect a Docker Image**

docker inspect nginx:latest

This displays detailed information about the nginx image, such as layers, configurations, and environment variables.

**8. History of an Image**

docker history nginx

**Example Output:**

objectivec

IMAGE CREATED CREATED BY SIZE

a34b1a5e79b2 2 weeks ago /bin/sh -c #(nop) CMD ["nginx" "-g" "daemo… 22MB

**9. Save and Load Docker Images**

**Save an Image to a File:**

docker save -o my-ubuntu.tar my-ubuntu:1.0

**Load an Image from a File:**

docker load -i my-ubuntu.tar

**10. Remove an Image**

docker rmi nginx

**Force Removal:**

docker rmi -f nginx

**11. Search for an Image**

docker search ubuntu

**Example Output:**

arduino

NAME DESCRIPTION STARS

ubuntu Official Ubuntu base image 13000

**12. Prune Unused Images**

docker image prune

**Example:**

Removes dangling images (not associated with containers).

Use docker image prune -a to remove **all** unused images.

## 3.6 Docker image Removal Commands

**1. Remove a Specific Image**

**Command**:

docker image rm <image\_name\_or\_id>

**Example**:  
To remove an image with the name nginx:1.14:

docker image rm nginx:1.14

**2. Remove Multiple Images**

**Command**:

docker image rm <image1> <image2>

**Example**:  
To remove nginx:1.14 and ubuntu:20.04:

docker image rm nginx:1.14 ubuntu:20.04

**3. Remove Unused (Dangling) Images**

**Command**:

docker image prune

**Example**:  
Remove all dangling images:

docker image prune

**To confirm removal without prompts**:

docker image prune -f

**4. Remove All Unused Images**

**Command**:

docker image prune -a

**Example**:  
Remove all unused images (both dangling and unreferenced):

docker image prune -a

**5. Force Remove an Image**

**Command**:

docker image rm -f <image\_name\_or\_id>

**Example**:  
To force-remove an image named my\_image:

docker image rm -f my\_image

**6. Remove All Images**

**Command**:

docker rmi $(docker images -q)

**Example**:  
Remove all images from the system:

docker rmi $(docker images -q)

**Note**: This removes all images regardless of use. Ensure containers using these images are stopped or removed.

**7. Remove Images by Filter**

**Command**:

docker image prune --filter <filter\_key=value>

**Examples**:

Remove images older than 24 hours:

docker image prune --filter "until=24h"

Remove images with a specific label:

docker image prune --filter "label=my\_label"

**Additional Tips:**

To list all images before removing:

docker images

Check running containers and stop them if needed before removing their images:

docker ps -a

docker stop <container\_id>

docker rm <container\_id>

# Chapter:4 Docker File

A **Dockerfile** is a text file containing a series of instructions that Docker uses to create a custom Docker image. It automates the process of assembling an image by defining the necessary environment, dependencies, and configurations for your application.

## 4.1 Anatomy of a Dockerfile

A Dockerfile typically consists of the following components:

1. Base image declaration

2. Metadata and label information

3. Environment setup

4. File and directory operations

5. Dependency installation

6. Application code copying

7. Execution command specification

Let's dive deep into each of these components and the instructions

used to implement them.

## 4.2 Docker file instructions

Certainly! A Dockerfile is a text file that contains a series of instructions on how to build a Docker image. Each instruction in the Dockerfile represents a step in the image-building process. Here's an overview of the commonly used Dockerfile instructions that you can include in your document:

**1. FROM**

**Purpose**: Specifies the base image to use for the Docker image. It is the starting point for the image build.

**Syntax**:

FROM <image\_name>:<tag>

**Example**:

FROM ubuntu:20.04

**2. LABEL**

**Purpose**: Adds metadata to the image, such as description, version, or author.

**Syntax**:

LABEL <key>=<value>

**Example**:

LABEL version="1.0" description="My custom Docker image"

**3. RUN**

**Purpose**: Executes commands during the image build process. Typically used to install packages or update the image.

**Syntax**:

RUN <command>

**Example**:

RUN apt-get update && apt-get install -y python3

**4. COPY**

**Purpose**: Copies files or directories from the host machine to the container's filesystem.

**Syntax**:

COPY <source> <destination>

**Example**:

COPY ./app /usr/src/app

**5. ADD**

**Purpose**: Similar to COPY, but can also handle remote URLs and automatically extract tar files.

**Syntax**:

ADD <source> <destination>

**Example**:

ADD https://example.com/app.tar.gz /usr/src/app

**6. WORKDIR**

**Purpose**: Sets the working directory for subsequent RUN, CMD, ENTRYPOINT, COPY, and ADD instructions.

**Syntax**:

WORKDIR <path>

**Example**:

WORKDIR /usr/src/app

**7. CMD**

**Purpose**: Specifies the default command to run when the container starts. Only one CMD instruction is allowed in a Dockerfile. If there are multiple, only the last one will be used.

**Syntax**:

CMD ["executable", "param1", "param2"]

**Example**:

CMD ["python3", "app.py"]

**8. ENTRYPOINT**

**Purpose**: Similar to CMD, but the main difference is that ENTRYPOINT cannot be overridden at runtime. It defines the command that always runs when the container starts.

**Syntax**:

ENTRYPOINT ["executable", "param1", "param2"]

**Example**:

ENTRYPOINT ["python3", "app.py"]

**9. EXPOSE**

**Purpose**: Informs Docker that the container listens on specific network ports at runtime.

**Syntax**:

EXPOSE <port>

**Example**:

EXPOSE 8080

**10. ENV**

**Purpose**: Sets environment variables in the container.

**Syntax**:

ENV <key>=<value>

**Example**:

ENV APP\_ENV=production

**11. VOLUME**

**Purpose**: Creates a mount point and marks it as holding data that should persist outside the container.

**Syntax**:

VOLUME ["/data"]

**Example**:

VOLUME ["/usr/src/app/data"]

**12. USER**

**Purpose**: Sets the user name or UID to use when running the image.

**Syntax**:

USER <username>

**Example**:

USER node

**13. ARG**

**Purpose**: Defines build-time variables that you can pass when building the image.

**Syntax**:

ARG <variable\_name>[=<default\_value>]

**Example**:

ARG version=1.0

**14. SHELL**

**Purpose**: Specifies the shell to use for the RUN instructions.

**Syntax**:

SHELL ["executable", "parameters"]

**Example**:

SHELL ["/bin/", "-c"]

## 4.3 Sample Dockerfile

Here’s an example combining several instructions:

# Use the official Python image as a base

FROM python:3.9-slim

# Set environment variables

ENV APP\_ENV=production

# Set the working directory

WORKDIR /app

# Copy application files to the container

COPY ./app /app

# Install required packages

RUN pip install -r requirements.txt

# Expose the application port

EXPOSE 5000

# Set the command to run the application

CMD ["python", "app.py"]

## 4.4 Best Practices for Writing Dockerfiles

Writing efficient and maintainable Dockerfiles is crucial for building optimized Docker images. Here are some best practices for writing Dockerfiles:

**1. Use a Minimal Base Image**

**Why**: Smaller base images result in smaller final image sizes, faster build times, and fewer security vulnerabilities.

**How**: Start with official, minimal base images like alpine, slim, or language-specific images (e.g., python:3.9-slim).

**Example**:

FROM python:3.9-slim

**2. Leverage Build Caching**

**Why**: Docker caches layers during the build process, speeding up subsequent builds.

**How**: Order Dockerfile instructions from the least likely to change to the most likely to change. This optimizes caching and reduces build times.

**Example**:

# Install dependencies before copying the source code

COPY requirements.txt .

RUN pip install -r requirements.txt

COPY . .

**3. Minimize the Number of Layers**

**Why**: Each instruction in a Dockerfile creates a new layer in the image. Minimizing layers results in smaller images.

**How**: Combine related RUN commands into a single command and remove unnecessary intermediate files.

**Example**:

RUN apt-get update && \

apt-get install -y curl && \

apt-get clean && \

rm -rf /var/lib/apt/lists/\*

**4. Avoid Using latest Tag**

**Why**: The latest tag can be unpredictable, potentially causing issues with future builds when the base image is updated.

**How**: Use a specific version tag to ensure consistency and control over the base image used.

**Example**:

FROM node:16

**5. Use .dockerignore File**

**Why**: Just like .gitignore, the .dockerignore file prevents unnecessary files from being copied into the image, which reduces the build context and final image size.

**How**: Create a .dockerignore file to specify which files and directories should not be included in the Docker build context.

**Example**:

\*.log

\*.tmp

node\_modules

.git

**6. Group Commands to Reduce Layers**

**Why**: Every Dockerfile instruction creates a new layer. Combining commands like RUN, COPY, and ADD reduces the number of layers.

**How**: Use && to chain commands in a single RUN instruction and clean up intermediate files.

**Example**:

RUN apt-get update && \

apt-get install -y curl && \

apt-get install -y git && \

rm -rf /var/lib/apt/lists/\*

**7. Use COPY Over ADD**

**Why**: COPY is more predictable and should be preferred unless you need the extra functionality ADD provides, like extracting tarballs or downloading from URLs.

**How**: Use COPY when you just need to copy files or directories from your host to the image.

**Example**:

COPY ./myapp /app

**8. Leverage Multi-Stage Builds**

**Why**: Multi-stage builds allow you to create optimized images by separating the build environment from the final runtime environment.

**How**: Use multiple FROM statements in a Dockerfile to copy only necessary artifacts (e.g., compiled binaries) to the final image, reducing image size.

**Example**:

# Build Stage

FROM node:16 AS build

WORKDIR /app

COPY . .

RUN npm install && npm run build

# Final Stage

FROM nginx:alpine

COPY --from=build /app/build /usr/share/nginx/html

**9. Minimize Use of RUN to Install Packages**

**Why**: Installing unnecessary dependencies can increase the image size and introduce security vulnerabilities.

**How**: Only install essential packages and remove unnecessary packages or temporary files after installation.

**Example**:

RUN apt-get update && \

apt-get install -y --no-install-recommends curl && \

rm -rf /var/lib/apt/lists/\*

**10. Use Non-Root User**

**Why**: Running containers as the root user increases security risks. It's better to run the container with a non-root user for production workloads.

**How**: Create a user in the Dockerfile and switch to that user.

**Example**:

RUN useradd -ms /bin/ myuser

USER myuser

**11. Set Health Checks**

**Why**: Health checks help Docker monitor the health of a container and automatically restart it if it's unhealthy.

**How**: Use the HEALTHCHECK instruction to specify a command that verifies the container is running properly.

**Example**:

HEALTHCHECK CMD curl --fail http://localhost:8080/health || exit 1

**12. Avoid Storing Sensitive Information in Dockerfile**

**Why**: Dockerfiles should not include sensitive information such as passwords or API keys.

**How**: Use build arguments (ARG) or environment variables (ENV) to pass sensitive data securely or use Docker secrets for more advanced scenarios.

**Example**:

ARG API\_KEY

ENV API\_KEY=${API\_KEY}

**13. Optimize Dockerfile for Security**

**Why**: Reducing the attack surface is important for ensuring the security of your Docker containers.

**How**:

Use official and trusted base images.

Remove unnecessary packages and files.

Regularly update the base images to include security patches.

Consider scanning the image for vulnerabilities.

**Example**:

RUN apt-get update && \

apt-get install -y --no-install-recommends curl && \

apt-get clean && \

rm -rf /var/lib/apt/lists/\*

**14. Document Your Dockerfile**

**Why**: A well-documented Dockerfile is easier to understand and maintain, especially when collaborating with teams or updating the image.

**How**: Use comments to explain the purpose of each instruction.

**Example**:

# Use an official Python runtime as a parent image

FROM python:3.9-slim

# Set the working directory in the container

WORKDIR /app

# Install dependencies

RUN pip install --no-cache-dir -r requirements.txt

**15. Use Explicit Versioning for Dependencies**

**Why**: Locking down the versions of dependencies ensures that your build process is predictable and repeatable.

**How**: Use versioned dependencies in the Dockerfile and in the requirements.txt or similar dependency files.

**Example**:

RUN pip install -r requirements.txt

By following these best practices, you can ensure that your Dockerfiles are efficient, secure, and maintainable. Let me know if you'd like more details on any specific practice!

**Example Dockerfile :**

# 1. Use an official Node.js image as a base (small and efficient)

FROM node:16-slim AS base

# 2. Set the working directory in the container

WORKDIR /app

# 3. Copy package.json and package-lock.json (to leverage Docker cache efficiently)

COPY package\*.json ./

# 4. Install dependencies (with npm ci to ensure a clean and reliable install)

RUN npm ci --only=production

# 5. Copy the application code (only after installing dependencies)

COPY . .

# 6. Set environment variables (useful for production environments)

ENV NODE\_ENV=production

ENV PORT=8080

# 7. Expose the port the app will run on (no need to expose multiple ports unless required)

EXPOSE 8080

# 8. Set a non-root user (security best practice)

RUN useradd -ms /bin/ nodeuser

USER nodeuser

# 9. Health check to ensure the container is healthy (prevents restarts if app is unhealthy)

HEALTHCHECK CMD curl --fail http://localhost:8080/health || exit 1

# 10. Run the application

CMD ["node", "server.js"]

Advanced Dockerfile concepts help to optimize your Docker images for performance, security, and maintainability. These techniques are often used in complex applications and production environments where efficiency and reliability are key. Here’s a deep dive into advanced Dockerfile concepts:

**1. Multi-Stage Builds**

**Purpose**: Multi-stage builds allow you to create smaller and more efficient Docker images by separating the build process into multiple stages.

**How it works**:  
You can have one stage for compiling, testing, or building your application and another for running it, thus only including necessary files in the final image. This reduces the size of the Docker image by leaving out build-time dependencies.

**Example**:

# Stage 1: Build the application

FROM node:16-slim AS builder

WORKDIR /app

COPY package\*.json ./

RUN npm ci --only=production

COPY . .

# Stage 2: Create a smaller final image

FROM node:16-slim

WORKDIR /app

COPY --from=builder /app /app

EXPOSE 8080

CMD ["node", "server.js"]

In this example:

The first stage installs dependencies and copies the code.

The second stage copies only the necessary files from the first stage into a new, smaller image.

**2. Dockerfile Build Arguments (ARG)**

**Purpose**: ARG allows you to define variables that can be passed during the build process. These variables can be used for setting configurations or versions that are specific to a build.

**How it works**:  
ARG variables are build-time variables and can’t be accessed at runtime. You can define them and pass their values with --build-arg.

**Example**:

ARG NODE\_VERSION=16

FROM node:${NODE\_VERSION}-slim

**Usage**:

docker build --build-arg NODE\_VERSION=14 -t my-app .

This allows you to easily switch versions or configurations without changing the Dockerfile.

**3. Cache Management and --no-cache**

**Purpose**: Docker caches layers to speed up the build process. However, sometimes you want to prevent Docker from using cache (for example, when dependencies change frequently).

**How it works**:  
The --no-cache flag disables the cache and forces Docker to build everything from scratch, which can be useful if you want to ensure that everything is fresh.

**Example**:

docker build --no-cache -t my-app .

**4. Conditional Dockerfile Instructions Using ARG**

**Purpose**: Conditional execution of instructions based on build arguments (ARG). This can help to build different configurations or environments, like a production or development build.

**How it works**:  
You can define different behavior inside the Dockerfile based on the build argument, such as installing additional tools or setting environment variables.

**Example**:

ARG BUILD\_ENV=production

# Install production dependencies

RUN if [ "$BUILD\_ENV" = "production" ]; then npm install --only=production; else npm install; fi

**5. Using ONBUILD Instruction**

**Purpose**: The ONBUILD instruction allows you to add a trigger to a base image. It adds an instruction to be executed when the image is used as a base for another image. This is useful for creating reusable base images with specific behaviors.

**How it works**:  
When another Dockerfile uses your image as a base, the ONBUILD instruction is executed.

**Example**:

# Base image

FROM node:16-slim

ONBUILD COPY . /app

ONBUILD RUN npm install

**Usage**: When this image is used as the base image in another Dockerfile, it will automatically copy files into /app and run npm install during the build process.

**6. Layer Minimization & Optimized RUN Instructions**

**Purpose**: Docker images are built in layers, and each instruction creates a new layer. Minimizing the number of layers can make the image more efficient, which reduces its size and build time.

**How it works**:  
You can chain multiple commands in a single RUN statement to minimize the number of layers created.

**Example**:

RUN apt-get update && \

apt-get install -y curl && \

apt-get clean

This combines multiple commands into a single layer, which helps reduce the number of layers.

**7. Using .dockerignore File**

**Purpose**: The .dockerignore file tells Docker which files and directories to exclude from the build context. It works similarly to .gitignore and helps reduce the size of the build context, speeding up the build process and avoiding unnecessary files in the image.

**How it works**:  
You specify files or directories that shouldn’t be copied to the image in the .dockerignore file.

**Example** .dockerignore:

node\_modules

\*.log

.git

**8. Using ENTRYPOINT with CMD**

**Purpose**: You can combine ENTRYPOINT and CMD to define a default executable and its parameters. While ENTRYPOINT specifies the main command, CMD provides default arguments. The command can be overridden by passing arguments to docker run.

**How it works**:

ENTRYPOINT sets the main executable.

CMD provides the default arguments.

**Example**:

ENTRYPOINT ["node", "app.js"]

CMD ["--port", "8080"]

If you run the container without any arguments, it defaults to node app.js --port 8080. However, you can override the CMD arguments by passing new ones:

docker run my-app --port 3000

**9. Layer Caching with --build-arg and --cache-from**

**Purpose**: Docker uses cache to speed up builds, but sometimes you want to share cache layers between different builds. The --cache-from option allows you to use an existing image's cache during the build process.

**How it works**:  
You can specify a pre-built image from a registry to use as the cache for certain layers.

**Example**:

docker build --cache-from=myimage:latest -t my-app .

**10. Runtime Configuration with docker run and ENV**

**Purpose**: Some variables are better set at runtime rather than during build time, especially those that may vary between different environments (e.g., development, staging, production).

**How it works**:  
You can set environment variables during container startup with docker run -e or use docker-compose to configure them in multi-container setups.

**Example**:

docker run -e NODE\_ENV=production -p 8080:8080 my-app

**11. Using SHELL to Customize Shell Behavior**

**Purpose**: The SHELL instruction can be used to specify the shell used for RUN commands, which can be important for certain Linux distributions or when you want to run shell commands differently.

**How it works**:  
You can specify an alternative shell, such as instead of the default /bin/sh.

**Example**:

SHELL ["/bin/", "-c"]

**Conclusion:**

Advanced Dockerfile techniques are used to improve the build process, security, and performance of Docker images. By leveraging multi-stage builds, conditional instructions, minimizing layers, and using build arguments and cache management, you can optimize your Dockerfiles to handle complex, production-grade applications effectively.

## 4.5 Understanding Image Layers and Cache in Docker

Docker uses a layered filesystem and a caching mechanism to optimize the build process and manage images efficiently. Here's a detailed explanation:

**1. Docker Image Layers**

A Docker image is made up of multiple layers, stacked on top of each other. Each layer represents a set of file changes, such as adding, modifying, or deleting files, and is read-only. These layers are created based on the instructions in the Dockerfile.

**Key Characteristics of Image Layers:**

* **Immutable**: Once a layer is created, it cannot be modified. Any change creates a new layer.
* **Shared**: Layers are shared across images to save space. If multiple images use the same base layer, it is stored only once on the host machine.
* **Efficient**: By reusing existing layers, Docker minimizes storage and reduces build time.

**Layer Formation Process:**

Each instruction in the Dockerfile (e.g., FROM, RUN, COPY, ADD) creates a new layer:

* **FROM**: Establishes the base image layer.
* **RUN**: Executes commands and adds the resulting filesystem changes as a new layer.
* **COPY or ADD**: Copies files to the image, creating a new layer.

**Layer Merging:**

At runtime, Docker combines all layers into a single unified view using a union filesystem. This ensures the container has access to all files across layers seamlessly.

**2. Docker Cache Mechanism**

Docker employs a caching system to speed up the build process by reusing layers from previous builds if they are unchanged.

**How the Cache Works:**

* **Layer Matching**: Docker checks if a layer corresponding to a specific instruction already exists. If it does, it uses the cached layer instead of creating a new one.
* **Build Context**: The cache is only valid if the current state of the files, commands, and dependencies match what was used to create the cached layer.

**Cache Invalidating Factors:**

1. **Changes in Instructions**: If any instruction in the Dockerfile changes, all subsequent layers are rebuilt.
2. **Modification of Source Files**: If files referenced by an instruction (e.g., in COPY) change, the corresponding layer and subsequent layers are invalidated.
3. **Environment Variables or Context**: Changes to variables or the build context also invalidate the cache.

**Cache and Layer Reuse Example:**

Consider the following Dockerfile:

FROM python:3.9

COPY requirements.txt /app/

RUN pip install -r /app/requirements.txt

COPY . /app/

CMD ["python", "app.py"]

* **Step 1**: FROM python:3.9 creates the base layer. This is often reused across multiple images.
* **Step 2**: COPY requirements.txt is cached unless requirements.txt changes.
* **Step 3**: RUN pip install is cached if requirements.txt is unchanged.
* **Step 4**: COPY . /app/ invalidates the cache if any file in the build context changes.
* **Step 5**: CMD does not create a new layer, but its configuration must match to use the cache.

**3. Optimizing Layers and Cache**

* **Order Matters**: Place instructions that change less frequently earlier in the Dockerfile. This maximizes cache reuse.
* **Separate Dependencies**: Copy dependency files (e.g., requirements.txt) first, install them, and then copy application files. This ensures dependencies are cached independently.
* **Minimize Layers**: Combine multiple RUN instructions into one to reduce the number of layers.

Example:

RUN apt-get update && apt-get install -y \

package1 \

package2 \

&& rm -rf /var/lib/apt/lists/\*

**4. Layer and Cache Management Commands**

* **Inspect Layers**:

docker history <image\_name>

Shows the layers in an image.

* **Clear Cache**:

docker builder prune

Removes unused build cache.

* **Force Rebuild**: Use the --no-cache option with the docker build command to ignore the cache:

docker build --no-cache -t my\_image .

**5. Summary**

* **Layers**: Immutable, shared, and represent changes in the filesystem.
* **Cache**: Speeds up builds by reusing existing layers when possible.
* **Best Practices**: Optimize Dockerfile structure to maximize cache usage and reduce image size.

This layered design and caching make Docker efficient in terms of storage, build times, and reusability, enabling developers to manage containerized applications effectively.

## 4.6 Copying files into a running container :

**Syntax:**

docker cp [source\_path] [container\_name\_or\_id]:[destination\_path]

**Example:**

Suppose you have a file called example.txt in your current directory, and you want to copy it to /tmp inside a running container named my\_container:

docker cp example.txt my\_container:/tmp/

**Copying a Directory:**

If you want to copy an entire directory, specify the directory path instead of a file. For example:

docker cp ./my\_directory my\_container:/app/

**Verify the File in the Container:**

You can access the container and verify that the file was copied successfully:

1. Open a shell session inside the container:

docker exec -it my\_container

1. Check the destination path:

ls /tmp/

This method works without needing to restart the container or use volume mounting.

# Chapter 5 :Docker Volumes :

A **Docker volume** is a storage mechanism provided by Docker to manage persistent data in a containerized environment. Volumes are managed by Docker itself and are designed to persist data beyond the lifecycle of a container. They offer a clean, efficient, and flexible way to store, share, and persist data used by containers.

## 5.1 Categories of Data in Docker

**1. Ephemeral Data**

* **Definition:** Data that exists only as long as the container is running.
* **Characteristics:**
  + Stored inside the container's writable layer.
  + Lost when the container stops or is removed.
* **Use Case:**
  + Temporary cache or data generated during container runtime that doesn’t need persistence.
* **Example:**
  + Application logs that are not required after the container is stopped.

**2. Persistent Data**

* **Definition:** Data that needs to persist beyond the lifecycle of a container.
* **Characteristics:**
  + Stored outside the container’s writable layer.
  + Remains intact even if the container is removed or stopped.
* **Use Case:**
  + Application databases, configuration files, or any data required for reuse or recovery.
* **Example:**
  + Database files for a MySQL or PostgreSQL container.

## 5.2 Challenges and limitations

Without Docker volumes, managing data in containers can lead to several **challenges and limitations** that can affect data persistence, portability, and efficiency. Below are the key problems you might encounter without using Docker volumes:

**1. Data Loss on Container Removal**

* **Problem:** Any data written to the container's writable layer is lost when the container is removed.
* **Impact:**
  + Data is ephemeral and cannot survive the container lifecycle.
  + Critical application data, such as logs or database files, is lost unless explicitly backed up.

**2. Poor Data Portability**

* **Problem:** Container data tied to the writable layer cannot be easily shared or reused across multiple containers or hosts.
* **Impact:**
  + Difficult to replicate environments across different systems.
  + Collaboration and scalability are hindered.

**3. Performance Overhead**

* **Problem:** The container’s writable layer is slower than volumes.
* **Impact:**
  + Applications requiring high-performance storage (e.g., databases) might suffer due to suboptimal disk I/O performance.

**4. Lack of Flexibility in Data Sharing**

* **Problem:** Sharing data between multiple containers becomes complex without a dedicated storage mechanism like volumes.
* **Impact:**
  + Redundant data replication across containers.
  + Difficulty managing consistent data for applications that require shared access.

**5. Limited Management and Backup Options**

* **Problem:** Data in a container’s writable layer is not easily accessible from outside the container.
* **Impact:**
  + Complex or manual processes are needed for backing up data.
  + Difficult to inspect or manage container data.

**6. No Host Independence**

* **Problem:** Using **bind mounts** as an alternative ties the container to specific host paths.
* **Impact:**
  + Applications become less portable.
  + Host filesystem changes can accidentally break containers.

**7. Security Concerns**

* **Problem:** Without volumes, you might use bind mounts to access host data, which can expose sensitive files or directories to the container.
* **Impact:**
  + Increases the risk of accidental or malicious changes to host data.
  + Reduces the isolation between the container and host.

**8. Increased Complexity in CI/CD Pipelines**

* **Problem:** Storing data without volumes complicates workflows like testing or deploying in CI/CD pipelines.
* **Impact:**
  + Pipelines become less reproducible.
  + Managing temporary or shared data becomes cumbersome.

## 5.3 Key Features of Docker Volumes

1. **Persistence**: Data stored in a volume persists even if the container using it is stopped or deleted.
2. **Docker-Managed**: Volumes are created, managed, and stored by Docker, making them platform-independent and easy to handle.
3. **Performance**: Optimized for performance, especially for heavy read/write operations compared to other storage methods like bind mounts.
4. **Portability**: Volumes can be easily shared between containers and moved across different Docker hosts.
5. **Isolation**: Volumes provide an isolated environment for data, reducing the risk of accidental interference with host filesystem data.

## 5.4 Importance of Docker Volumes

Volumes play a pivotal role in containerized applications by solving key challenges related to **data persistence**, **management**, and **security**. Here’s why they are important:

**Data Persistence**:

Containers are ephemeral by design. Volumes allow you to persist data, such as database files, configuration files, or logs, across container restarts.

**Isolation from Host Filesystem**:

Unlike bind mounts, Docker volumes keep container data separate from the host’s filesystem, reducing dependency and risk of accidental modification.

**Enhanced Portability**:

Applications using volumes are easier to migrate between environments, as volumes can encapsulate the necessary data without relying on host-specific paths.

**Optimized Sharing and Collaboration**:

Volumes enable multiple containers to simultaneously access the same data, which is essential for distributed systems or microservices architectures.

**Backup and Restore**:

Volumes make it straightforward to back up and restore data. For example, you can archive a volume and restore it to another system.

**Improved Security**:

Docker can enforce access controls and security policies on volumes, providing a safer way to handle sensitive data compared to bind mounts.

**Performance Benefits**:

Docker manages volumes more efficiently than bind mounts, ensuring better performance, especially on systems like macOS and Windows.

## 5.5 Why Use Docker Volumes?

Docker volumes play a vital role in containerized applications by addressing key challenges related to data persistence, sharing, and security. Let’s explore the reasons for using Docker volumes in detail:

**6.1 Data Persistence**

Containers are inherently ephemeral, meaning their data is lost once the container stops or is removed. Docker volumes solve this issue by allowing data to persist independently of the container lifecycle.

* **Use Case**: Applications like databases (e.g., MySQL, PostgreSQL) need to store and access data that must not be lost during restarts or updates.
* **Example**: A MySQL container stores its data in a volume, ensuring that the database remains intact even after the container is deleted.

**Command Example:**

# Create a volume

docker volume create my\_volume

# Use the volume in a MySQL container

docker run -d --name mysql\_container -v my\_volume:/var/lib/mysql mysql:latest

**6.2 Data Sharing**

Volumes enable multiple containers to share the same data seamlessly. This is especially beneficial in distributed systems and microservices architectures where containers need to collaborate.

* **Use Case**: A web server container and a logging service container can share logs stored in a common volume.
* **Example**: A Python application container and a Nginx container share static files using a volume.

**Command Example:**

# Create a shared volume

docker volume create shared\_data

# Start two containers using the same volume

docker run -d --name app\_container -v shared\_data:/usr/share/app python:latest

docker run -d --name web\_container -v shared\_data:/usr/share/app nginx:latest

**6.3 Host Filesystem Isolation**

Docker volumes isolate container data from the host filesystem, reducing risks associated with accidental modifications or dependencies on host-specific paths.

* **Advantages**:
  + **Security**: Keeps sensitive data protected from unintended changes on the host.
  + **Portability**: Applications become more portable as they don’t rely on host-specific paths.
* **Use Case**: Deploying containers in production environments where host filesystem changes should be minimized.

**6.4 Performance Benefits**

Docker manages volumes more efficiently than bind mounts, providing better performance, especially on systems like macOS and Windows where file-sharing between the host and containers can introduce overhead.

* **Optimization**: Docker volumes bypass some of the host filesystem layers, resulting in faster read/write operations.
* **Use Case**: Applications requiring high I/O performance, such as analytics platforms or media servers.

**6.5 Backup and Restore Capabilities**

Volumes simplify the process of backing up and restoring application data. This capability is essential for maintaining data integrity and ensuring disaster recovery.

* **Use Case**: Regular backups of critical application data for compliance or disaster recovery purposes.
* **Example**: Archiving a volume for safe storage and restoring it later.

**Command Example:**

# Backup a volume

docker run --rm -v my\_volume:/volume -v $(pwd):/backup busybox tar czf /backup/volume\_backup.tar.gz -C /volume .

# Restore a volume

docker run --rm -v my\_volume:/volume -v $(pwd):/backup busybox tar xzf /backup/volume\_backup.tar.gz -C /volume

By using Docker volumes, you can enhance the persistence, sharing, and management of containerized application data while optimizing performance and ensuring security. Their versatility and efficiency make them an indispensable tool in modern DevOps workflows.

## 5.6 Types of Docker Volumes

Docker volumes come in different forms, each catering to specific use cases and requirements. Understanding these types can help you effectively manage data in your containerized applications.

**3.1 Anonymous Volumes**

Anonymous volumes are created automatically by Docker when no specific volume name is provided. These volumes are useful for temporary or one-off tasks where data persistence is needed but does not require naming or long-term tracking.

* **Characteristics**:
  + Automatically named by Docker with a random identifier.
  + Typically used for quick, transient operations.
  + Difficult to reference or manage since they lack a user-defined name.
* **Use Case**: Temporary data storage for testing or development environments.

**Command Example:**

# Run a container with an anonymous volume

docker run -d -v /data ubuntu

**3.2 Named Volumes**

Named volumes are explicitly created and managed by the user. They allow for better identification and management compared to anonymous volumes.

* **Characteristics**:
  + User-defined names make them easier to reference and manage.
  + Ideal for long-term or production use cases where data persistence is critical.
* **Use Case**: Storing application data or configuration files that need to persist across container lifecycles.

**Command Example:**

# Create a named volume

docker volume create my\_named\_volume

# Use the named volume in a container

docker run -d --name app\_container -v my\_named\_volume:/app/data ubuntu

**3.3 Bind Mounts**

Bind mounts directly map a directory or file on the host filesystem to a location inside the container. Unlike volumes, bind mounts are not managed by Docker.

* **Characteristics**:
  + Provides direct access to the host’s filesystem.
  + Relies on absolute paths, which may reduce portability.
  + Offers flexibility but requires careful management to avoid conflicts or accidental changes.
* **Use Case**: Sharing configuration files or development code between the host and a container.

**Command Example:**

# Run a container with a bind mount

docker run -d -v /host/path:/container/path ubuntu

Each type of Docker volume has its unique advantages and use cases. Choosing the right type depends on the specific requirements of your application and environment.

Working with Docker volumes is essential for managing data storage in containers, enabling persistence, and sharing data between containers. Here's a detailed breakdown of each aspect:

**4.1 Creating Volumes**

Docker volumes are storage units independent of the container's lifecycle. They are the preferred way to persist data in Docker because they are managed by Docker and can be easily shared between containers.

**Steps to Create a Volume:**

1. Use the docker volume create command:

docker volume create my\_volume

This creates a volume named my\_volume.

1. If you want Docker to manage a volume name, omit the name:

docker volume create

Docker assigns a random name like a3f1234abc.

1. View details of the volume after creation:

docker volume inspect my\_volume

**4.2 Inspecting Volumes**

Inspecting a volume provides details about its configuration, such as its location on the host and whether it is currently in use.

**Steps to Inspect a Volume:**

* Use the docker volume inspect command:

docker volume inspect my\_volume

**Output:**

[

{

"CreatedAt": "2024-12-23T10:00:00Z",

"Driver": "local",

"Labels": null,

"Mountpoint": "/var/lib/docker/volumes/my\_volume/\_data",

"Name": "my\_volume",

"Options": null,

"Scope": "local"

}

]

* **Key details:**
  + Mountpoint: Path on the host where the volume is stored.
  + Driver: Specifies the volume driver (usually local).
  + Scope: Determines where the volume is accessible.

**4.3 Attaching Volumes to Containers**

Volumes are attached to containers to share or persist data.

**Steps to Attach a Volume:**

1. Use the -v or --mount flag when running a container:
   * Using -v:

docker run -d -v my\_volume:/app/data nginx

This maps the my\_volume volume to /app/data in the container.

* + Using --mount (more explicit and recommended for complex scenarios):

docker run -d --mount source=my\_volume,target=/app/data nginx

Here:

* + - source=my\_volume: Refers to the Docker volume.
    - target=/app/data: Path in the container where the volume is mounted.

1. To make a volume read-only:

docker run -d -v my\_volume:/app/data:ro nginx

This prevents the container from modifying the volume.

**4.4 Listing and Managing Volumes**

You can list and manage volumes to track usage and optimize storage.

**Steps to List Volumes:**

* Use the docker volume ls command:

docker volume ls

**Output:**

DRIVER VOLUME NAME

local my\_volume

local another\_volume

**Manage Volumes:**

* **Inspect a specific volume**:
* docker volume inspect my\_volume
* **Find unused volumes**: Unused volumes are those not referenced by any container. They can be identified by pruning (explained below).

**4.5 Removing and Pruning Volumes**

Removing volumes helps reclaim disk space. Be cautious, as deleting a volume deletes its data.

**Steps to Remove a Volume:**

* Remove a specific volume:
* docker volume rm my\_volume
* Remove multiple volumes:
* docker volume rm my\_volume another\_volume

**Prune Unused Volumes:**

Pruning removes all unused volumes.

* Use the docker volume prune command:

docker volume prune

* You will be prompted for confirmation:
* WARNING! This will remove all unused volumes. Are you sure you want to continue? [y/N]

**Considerations:**

* Ensure no container is actively using a volume before removing it.
* Inspect volumes (docker volume inspect) to confirm their status before deletion.

This detailed guide ensures you understand and manage Docker volumes efficiently for persistent storage, data sharing, and cleanup. Let me know if you want examples or have questions!

## 5.7 Volume Drivers

In Docker, **Volume Drivers** manage the lifecycle of Docker volumes, including creating, mounting, and interacting with them. They enable Docker containers to interact with storage in flexible ways, depending on the specific use case. Here's a detailed breakdown of volume drivers and their types:

**8.1 Local Driver**

**Overview:**

* The **local driver** is the default volume driver used by Docker. When you create a volume without specifying a driver, Docker uses the local driver.
* It stores volume data on the host filesystem.

**Features:**

* **Performance:** Local volumes offer high performance since data resides directly on the host machine's disk.
* **Simplicity:** Easy to use and configure as it doesn't require external dependencies.
* **Use Cases:** Suitable for applications where data does not need to persist beyond the lifecycle of a container or across multiple hosts.

**How It Works:**

* Volumes are stored in the /var/lib/docker/volumes/ directory by default (path may vary based on configuration).
* Data written to the volume by a container is stored on the host, and other containers can access it as long as they are on the same host.

**Limitations:**

* Not suitable for distributed or multi-host setups because data is tied to the host machine.
* Requires manual intervention to migrate or back up data.

**8.2 Cloud and Network Storage Drivers**

**Overview:**

* These drivers allow Docker to interact with external storage solutions, enabling the use of cloud-based or network-attached storage.

**Types of Cloud and Network Drivers:**

**a) NFS (Network File System):**

* Allows sharing storage volumes across multiple hosts using the NFS protocol.
* Data is stored on a remote server and accessed over the network.

**Features:**

* Provides shared access across multiple hosts.
* Good for use cases where containers on different machines need access to the same data.

**Limitations:**

* Performance depends on network latency.
* Requires setting up and managing an NFS server.

**b) AWS EBS (Elastic Block Store):**

* Provides high-performance block storage for containers running in AWS environments.
* Each EBS volume is tied to a specific availability zone in AWS.

**Features:**

* Persistent and durable storage managed by AWS.
* Highly scalable and supports automatic backups with snapshots.

**Limitations:**

* Tied to AWS, so it's not suitable for other environments.
* Requires additional configuration and integration.

**c) Other Cloud Storage Solutions:**

* Azure Disks, Google Persistent Disks, etc., work similarly to AWS EBS and provide managed storage with specific features for their respective cloud ecosystems.

**Use Cases for Cloud and Network Storage:**

* Applications requiring high availability and disaster recovery capabilities.
* Multi-host Docker Swarm or Kubernetes clusters needing shared storage.

**8.3 Custom Drivers**

**Overview:**

* Custom volume drivers are created to extend Docker's storage capabilities by integrating with specific storage solutions or implementing unique storage policies.

**Features:**

* **Flexibility:** Custom drivers can be built to interact with any storage backend, including proprietary systems.
* **Tailored Solutions:** Ideal for enterprises with specific storage requirements or complex infrastructures.
* **Integration:** Enables integration with advanced storage systems like Ceph, GlusterFS, or proprietary storage platforms.

**How to Create Custom Drivers:**

1. **Use Docker Volume Driver Plugin API:**
   * Docker provides an API to write plugins for custom volume drivers.
   * These plugins interact with the Docker engine to manage storage.
2. **Develop the Plugin:**
   * Write the plugin in a language like Go or Python.
   * Implement methods for volume lifecycle management (create, mount, remove, etc.).
3. **Deploy the Plugin:**
   * Install the custom plugin on Docker hosts.
   * Configure containers to use the custom driver.

**Use Cases:**

* Organizations with specific compliance or performance needs.
* Scenarios requiring integration with non-standard storage backends.

**Challenges:**

* Requires development expertise and ongoing maintenance.
* Compatibility and updates need to be tested with Docker engine changes.

**Summary Table**

| **Type** | **Storage Location** | **Key Features** | **Use Cases** |
| --- | --- | --- | --- |
| **Local Driver** | Host filesystem | High performance, simple setup | Single-host setups, low-latency applications |
| **Cloud/Network Storage Drivers** | Remote/cloud storage | Scalability, shared access, disaster recovery | Multi-host clusters, cloud-native applications |
| **Custom Drivers** | Depends on implementation | Tailored storage solutions, integration with unique backends | Enterprises with specialized storage needs |

Each type of volume driver has its strengths, making it suitable for different scenarios based on the application and infrastructure requirements.

## 5.8 Best practices for using Docker volumes:

**1. Use Named Volumes**

* **Why:** Named volumes are easier to identify, manage, and track than anonymous volumes, which are just created by Docker automatically when a container is run. Using named volumes allows you to easily reference, back up, or share data across containers.
* **How:** Instead of letting Docker create an anonymous volume, you can specify a name when creating the volume:

docker volume create my\_named\_volume

This ensures the volume persists beyond the container's lifecycle and is easier to manage.

**2. Don’t Use Bind Mounts in Production**

* **Why:** Bind mounts link a container to a directory on the host machine. While convenient for development (since changes on the host are reflected in the container), bind mounts can be problematic in production environments. They are less portable because they tie your container to a specific filesystem structure, and they may expose the host system to unintended access or security vulnerabilities.
* **How to avoid it:** Use Docker volumes instead of bind mounts for production deployments to avoid issues like system-specific dependencies and security risks. Volumes are managed by Docker and provide a better abstraction over host filesystems.

**3. Use Volumes for Databases**

* **Why:** Databases need persistent storage, meaning their data should not be tied to the lifecycle of the container. If you use a container without volumes, the data will be lost once the container is removed or recreated. Volumes, on the other hand, ensure that database data persists even if the container itself is deleted.
* **How:** Mount a volume to your database container:

docker run -v db\_data:/var/lib/mysql mysql

This creates a named volume (db\_data) to store the database’s persistent data.

**4. Be Cautious with Permissions**

* **Why:** Docker volumes are shared between containers and the host system, so it's crucial to ensure that the containers have the necessary read/write permissions to avoid issues where a container can't access or modify the data.
* **How to manage it:** Set appropriate ownership and permissions for your volumes, either on the host or within the container. For example:

docker run -v /host/path:/container/path --user $(id -u):$(id -g) my\_image

This ensures the container processes have the same permissions as the host user, reducing the risk of permission issues.

**5. Clean Up Unused Volumes**

* **Why:** Over time, unused volumes can accumulate and take up disk space, which can affect the performance of your Docker system or lead to out-of-space errors. Docker doesn’t automatically remove volumes when containers are deleted, so regular cleanup is necessary.
* **How to manage it:** Use the following command to remove unused volumes:

docker volume prune

This will remove any volumes that are not currently being used by any container.

**6. Use Volume Labels**

* **Why:** Labels are metadata that can be used to organize and track Docker volumes. They are especially helpful in large-scale applications where you need to manage a large number of volumes across multiple containers.
* **How to use it:** When creating volumes, you can add labels to help organize them based on factors like the project, environment, or purpose:
* docker volume create --label project=myapp my\_volume

This allows you to later filter and organize volumes based on the label, for example:

docker volume ls --filter label=project=myapp

**7. Consider Using Docker Compose**

* **Why:** Docker Compose simplifies the management of multi-container applications by allowing you to define volumes in a docker-compose.yml file. This makes it easier to manage volumes across multiple containers, as Compose automatically handles the volume creation and linking to the appropriate containers.
* **How to use it:** In a docker-compose.yml file, you can define volumes and mount them to the relevant containers:

version: '3.8'

services:

app:

image: my\_app\_image

volumes:

- my\_volume:/app/data

volumes:

my\_volume:

This will automatically create the volume my\_volume and attach it to the container under the /app/data directory.

## 5.9 Advanced Docker volume topics:

**Volume Drivers**

Docker volumes are used to persist data, separate it from containers, and ensure that it remains intact even when containers are removed or recreated. By default, Docker uses the **local volume driver**, which stores data on the host machine's filesystem. However, **volume drivers** provide a way to use alternative backends for storage.

A **volume driver** is a plugin that handles the storage management for volumes. These drivers can be third-party tools or services like cloud-based storage providers (AWS, GCP, etc.), or distributed storage solutions like **NFS** or **Ceph**.

For example:

* **local driver** (default): Stores data on the host filesystem.
* **aws**: Uses AWS EBS or S3 for volume storage.
* **nfs**: Uses NFS (Network File System) to manage shared volumes across multiple hosts.

To create a volume using a driver:

docker volume create --driver <driver\_name> my\_volume

Example using NFS driver:

docker volume create --driver local --opt type=nfs --opt o=addr=192.168.1.100,rw --opt device=:/path/to/nfs my\_volume

**Using Volumes with Docker Compose**

Docker Compose allows you to define and manage multi-container Docker applications. Volumes can be used within Docker Compose files to persist data across container lifecycles. You can specify volumes within the docker-compose.yml file under the volumes section.

There are two main ways to use volumes in Docker Compose:

1. **Named Volumes**: Docker Compose automatically creates and manages named volumes for you.
2. **Anonymous Volumes**: These are created without specifying a name. They are typically used for temporary data storage.

Example of using volumes in docker-compose.yml:

version: "3.9"

services:

app:

image: my\_app\_image

volumes:

- my\_data:/app/data

networks:

- my\_network

volumes:

my\_data:

driver: local

In this example:

* The my\_data volume is created and used by the app service to store data inside /app/data within the container.
* You can define multiple volumes and control their drivers and other options.

**Sharing Volumes Across Containers**

Volumes can be shared between containers to allow them to access the same data. This is helpful when you need to enable containers to read from or write to a common storage location.

When you define a volume in Docker, you can mount it to multiple containers. Here’s an example of sharing volumes between two containers:

version: "3.9"

services:

app1:

image: app1\_image

volumes:

- shared\_volume:/data

app2:

image: app2\_image

volumes:

- shared\_volume:/data

volumes:

shared\_volume:

driver: local

In this setup:

* Both app1 and app2 containers have access to the same volume (shared\_volume).
* Both containers can read from and write to /data in their respective file systems, allowing for data sharing.

**Backing Up and Restoring Volumes**

Backing up and restoring volumes are essential tasks to ensure data is not lost when you need to delete or migrate containers. Docker provides tools and commands to help with this process.

**Backing up a volume**: To back up a volume, you can use the docker run command to create a temporary container that mounts the volume and then copies the data to a backup location (like a tarball).

Example to back up a volume:

docker run --rm -v my\_volume:/volume -v $(pwd):/backup alpine tar czf /backup/volume\_backup.tar.gz -C /volume .

This command:

* Creates a temporary alpine container.
* Mounts my\_volume to /volume inside the container.
* Creates a compressed tarball backup of the volume in the current directory ($(pwd)).

**Restoring a volume**: To restore data from a backup, use the docker run command to untar the backup file into the volume.

Example to restore a volume:

docker run --rm -v my\_volume:/volume -v $(pwd):/backup alpine tar xzf /backup/volume\_backup.tar.gz -C /volume

This will extract the contents of volume\_backup.tar.gz into the my\_volume volume.

For more advanced scenarios, such as backing up large volumes or using third-party backup tools, you can explore volume drivers that provide built-in backup and restore features.

These advanced volume management techniques help in handling persistent data, making sure data is safe during container lifecycle changes, and enabling sharing between containers for better communication and data management.

## 5.10 Troubleshooting Docker Volumes:

Docker volumes are used to store and manage data outside of containers. When troubleshooting Docker volumes, it's important to understand how they interact with containers, and what issues might arise during their lifecycle. Below is a more detailed explanation of common issues and debugging techniques for Docker volumes.

**Common Issues with Docker Volumes**

Here are some common issues you may encounter with Docker volumes:

**1. Volume Not Mounting Properly**

* **Issue**: A volume might not be properly mounted into a container, causing the container to either fail to start or behave unexpectedly (e.g., not having access to necessary data).
* **Possible Causes**:
  + Incorrect syntax in the docker run command (e.g., docker run -v volume\_name:/path/in/container).
  + Path issues on the host system (e.g., missing directories or incorrect permissions).
  + Using a named volume incorrectly when a bind mount was intended.

**2. Read/Write Permission Issues**

* **Issue**: Containers might not have the correct read/write permissions on the volume, leading to access or modification failures.
* **Possible Causes**:
  + Permissions issues on the host system (e.g., the directory permissions on the host are too restrictive).
  + The user in the container doesn't have permission to read/write the volume (this can happen with bind mounts or named volumes).

**3. Volume Not Persisting Data**

* **Issue**: Data stored in the volume is not persistent across container restarts.
* **Possible Causes**:
  + Using ephemeral volumes or bind mounts that are linked to non-persistent locations on the host.
  + Data being stored in a temporary location that is not linked to a Docker volume.

**4. Volume Mounting Over Existing Data**

* **Issue**: Docker volumes can sometimes overwrite data in a bind mount, or the existing data might not show up after mounting.
* **Possible Causes**:
  + The data in the mount point directory on the host may not be available after the volume is mounted. Docker replaces the mount directory with the volume's contents.

**5. Volume Compatibility Problems**

* **Issue**: The volume may not be compatible with the operating system or file system used by the Docker engine.
* **Possible Causes**:
  + Mismatched volume driver or storage driver for different OS or Docker versions.
  + Incompatible or unsupported file systems in the volume, especially when moving volumes between different environments (e.g., from a Linux system to Windows).

**6. Volume Not Being Detected**

* **Issue**: Volumes might not be listed when using commands like docker volume ls, or they may not be available for containers to mount.
* **Possible Causes**:
  + The volume might not have been created properly, or there may be issues with the Docker daemon not registering it.
  + Potential file system corruption or configuration issues with the volume.

**Debugging Techniques for Docker Volumes**

When encountering volume-related issues, it’s helpful to follow a systematic approach to debug. Here are some debugging techniques:

**1. Verify Volume Creation**

* Ensure that the volume was created successfully by using:

docker volume ls

* + This lists all volumes. If the volume isn’t listed, it may not have been created or mounted correctly.
  + If needed, create a volume manually with:
  + docker volume create <volume\_name>

**2. Inspect Volumes**

* Use the docker volume inspect command to view detailed information about the volume, including its mount point, drivers, and any issues related to it:
* docker volume inspect <volume\_name>
  + This will provide details about where the volume is stored on the host and its configuration.
  + Check for unusual data in the Mountpoint or Driver fields, which can indicate issues.

**3. Check Logs for Errors**

* If the container fails to mount a volume, checking container logs might provide valuable insights:
* docker logs <container\_id>
  + This will give you the logs for the container, which may indicate errors related to volume mounting, permissions, or file access.

**4. Check Host File System and Permissions**

* If using bind mounts, check the permissions on the directory on the host system:
* ls -l <host\_directory>
  + Make sure that the Docker process has appropriate read/write permissions to the directory being mounted as a volume.

**5. Test with Simple Volumes**

* If troubleshooting a specific volume, try to reproduce the issue with a simple, new volume:
* docker run -d -v test\_volume:/test busybox
  + This can help isolate the issue to a specific volume, mount, or configuration.

**6. Check Docker Daemon Logs**

* If the issue persists, check the Docker daemon logs for any underlying system errors or issues with volume handling:
* journalctl -u docker.service
  + This command provides detailed logs from the Docker service on Linux systems.

**7. Check Container User Permissions**

* If you suspect permission issues inside the container, check the user ID and group ID of the user running the application inside the container:
* docker exec -it <container\_id> whoami
  + Ensure the user inside the container has the necessary permissions to access the volume data.

**8. Volume Driver Compatibility**

* Ensure the volume driver being used is compatible with your Docker setup. For example, a volume created with a non-default driver might need specific configurations or software.

**9. Use Temporary Volumes to Troubleshoot**

* To isolate a specific volume issue, you can use a temporary or named volume:
* docker run -d -v temp\_volume:/temp busybox
  + This can help verify if the issue is related to the specific volume you're troubleshooting.

**Conclusion**

Troubleshooting Docker volumes involves checking the configuration, permissions, and logs for potential issues. By following these debugging techniques, you can diagnose common problems with volume mounting, permission errors, and data persistence. Proper understanding of how volumes work in Docker can help you resolve issues more effectively, ensuring that your containers have access to the data they need without issues.

# Chapter 6: Docker Network

## 6.1 Introduction to Docker Networking

Docker networking is a critical component of containerization that enables communication between containers and the external world. In a containerized environment, multiple isolated containers are running on a single host machine, and Docker networking facilitates their interaction both internally (between containers) and externally (with the outside world).

When Docker containers are created, they are isolated from each other by default, meaning they cannot communicate with each other unless explicitly configured. Docker provides various networking options to define how containers interact with each other and the outside world. These networking options allow for flexibility in how containers are connected, whether it's for internal communication within a single host, communication across multiple hosts, or providing network access to external clients.

Overview of Docker Networking

Docker provides several types of network drivers to manage container communication. The most commonly used ones include:

1. **Bridge Network**: The default network mode for containers when no other network is specified. Containers are connected to a virtual bridge (a software switch) that allows communication with each other on the same host. Bridge networking is used for containers on a single host to communicate with each other and external networks.
2. **Host Network:** In this mode, containers share the host's network namespace, meaning they use the host's IP address and can communicate with each other via the host network directly. This is useful for performance-critical applications but reduces isolation between the container and the host.
3. **Overlay Network:** This type of network is used for communication between containers running on different Docker hosts, often used in Docker Swarm or Kubernetes clusters. Overlay networks allow containers to communicate securely across multiple hosts, with Docker handling the routing of network traffic.
4. **None Network:** This mode disables networking for the container, isolating it completely from external and internal networks. It's useful for highly secure or specialized use cases where no communication is required.
5. **Macvlan Network:** This network mode allows containers to appear as physical devices on the network, with their own MAC addresses. This can be useful for legacy applications or when specific network configurations are required.
6. **Container Network:** This allows a container to share the network namespace of another container. It allows containers to directly communicate as if they are part of the same network stack.

Each of these networking modes provides different levels of isolation and flexibility, depending on the requirements of the application and use case.

## 6.2 Importance of Docker Networking in Containerization

Docker networking is important for several reasons:

1. Isolation and Security: By default, containers are isolated from each other and from the host system. Docker networking allows users to define network boundaries between containers, ensuring that only the necessary containers can communicate with each other, reducing the attack surface.
2. Communication Between Containers: Containers often need to communicate with each other, whether it's for microservices architecture, database access, or service discovery. Docker networking allows seamless communication between containers on the same or different hosts, making it possible to build complex, distributed applications.
3. Scalability: Docker networking enables scalable applications by providing mechanisms like overlay networks. These allow containers on different physical or virtual machines to communicate, which is essential for large-scale deployments, especially in orchestrated environments like Docker Swarm or Kubernetes.
4. Port Mapping and External Communication: When containers need to be exposed to the outside world (e.g., for a web service), Docker provides mechanisms like port mapping to map a container's port to a port on the host machine. This is essential for providing access to containerized applications over the network.
5. Service Discovery and Load Balancing: Docker's network features, especially when used with orchestration tools, support automatic service discovery and load balancing. Containers can dynamically register with a service registry, and load balancers can be used to distribute traffic evenly among containers.
6. Resource Efficiency: Docker networking allows for efficient use of resources by enabling communication through lightweight virtual networks rather than relying on more resource-intensive virtual machines or traditional networking solutions.
7. Networking in Multi-Host Deployments: For large-scale, multi-host deployments, Docker networking (specifically overlay networks) ensures that containers across different hosts can communicate securely and efficiently. This is particularly important in distributed systems where the application runs on multiple machines.

In summary, Docker networking plays a crucial role in the effective and secure communication of containers. By enabling isolation, scalability, and external communication, Docker networking ensures that containerized applications can function as part of larger, distributed systems. It provides flexibility, security, and performance in containerized environments, making it an essential aspect of Docker containerization.

## 6.3 Working with Docker Networks

Here is a detailed explanation of creating and managing Docker networks that you can use for your document:

**1. Creating Docker Networks**

In Docker, networks are used to connect containers and enable them to communicate with each other. By default, Docker creates three networks: bridge, host, and none. You can also create custom networks to control container communication.

**Command to create a network:**

docker network create <network\_name>

**Example:**

docker network create my\_network

This creates a new network named my\_network using the default bridge driver. By default, Docker uses the bridge driver if no driver is specified. Docker supports several drivers, including bridge, host, overlay, and more. You can specify the driver using the --driver option.

**Example with a different driver:**

docker network create --driver=bridge my\_network

Other common options to use during network creation:

* --subnet: Specify a custom subnet.
* --gateway: Specify a custom gateway IP address.
* --attachable: Allow standalone containers to attach to the network.

**Example with custom settings:**

docker network create --driver=bridge --subnet=192.168.1.0/24 --gateway=192.168.1.1 my\_network

**2. Listing Docker Networks**

To list all the Docker networks on your system, use the docker network ls command.

**Command to list networks:**

docker network ls

This command will output a list of networks in a tabular format, including details like the network name, ID, driver, and scope. For example:

NETWORK ID NAME DRIVER SCOPE

d3b0e58bc58b bridge bridge local

27e5b56c78b0 host host local

2924b73e1342 none null local

**3. Inspecting Docker Networks**

To inspect a specific Docker network and get detailed information about it, use the docker network inspect command.

**Command to inspect a network:**

docker network inspect <network\_name>

**Example:**

docker network inspect my\_network

This command provides detailed information about the network, such as its configuration, containers attached to it, IP address range, and more. The output is in JSON format, showing things like:

* **ID**: Network ID
* **Name**: Network name
* **Driver**: Network driver (e.g., bridge)
* **Subnet**: Network subnet
* **Containers**: List of containers attached to the network with their IPs

Example output:

[

{

"Name": "my\_network",

"Id": "abcd1234",

"Created": "2024-12-23T12:34:56.789123",

"Scope": "local",

"Driver": "bridge",

"IPAM": {

"Driver": "default",

"Config": [

{

"Subnet": "192.168.1.0/24",

"Gateway": "192.168.1.1"

}

]

},

"Containers": {

"d5fb30adf": {

"Name": "my\_container",

"EndpointID": "12345",

"MacAddress": "02:42:c0:a8:01:02",

"IPv4Address": "192.168.1.2/24",

"IPv6Address": ""

}

}

}

]

**4. Removing Docker Networks**

If you no longer need a Docker network, you can remove it using the docker network rm command. This command will remove a network from Docker.

**Command to remove a network:**

docker network rm <network\_name>

**Example:**

docker network rm my\_network

If the network is being used by containers, you will need to disconnect the containers from the network first or stop and remove the containers.

**Disconnecting containers from a network:**

docker network disconnect <network\_name> <container\_name>

**Example:**

docker network disconnect my\_network my\_container

**Removing a container before removing a network:**

docker container stop my\_container

docker container rm my\_container

After disconnecting or removing containers, you can remove the network.

This process allows you to effectively manage Docker networks, ensuring your containers are connected and able to communicate as needed while maintaining a clean and organized Docker environment.

**5. Connecting Containers to Docker Networks**

You can connect a container to a network after it’s been created by using the docker network connect command. This allows the container to communicate with other containers on the specified network.

**Command to connect a container to a network:**

docker network connect <network\_name> <container\_name>

**Example:**

docker network connect my\_network my\_container

This will connect the container my\_container to the my\_network network.

**Additional Options:**

* You can specify an alias for the container when connecting it to a network:

docker network connect --alias <alias\_name> <network\_name> <container\_name>

**Example:**

docker network connect --alias my\_alias my\_network my\_container

**6. Disconnecting Containers from Docker Networks**

To disconnect a container from a network, use the docker network disconnect command. This will remove the container from the specified network and stop its communication with other containers on that network.

**Command to disconnect a container from a network:**

docker network disconnect <network\_name> <container\_name>

**Example:**

docker network disconnect my\_network my\_container

This will disconnect my\_container from my\_network.

**Important Notes:**

* **Running containers**: If the container is running, it will still function normally on other networks after being disconnected from a network, but it will lose access to services and other containers connected to the disconnected network.
* **Default network**: Docker containers are typically connected to the bridge network by default. Disconnecting a container from the bridge network could lead to the container being isolated from other containers unless explicitly connected to another network.
* **Container status**: Disconnecting a container from a network does not stop the container; it simply removes the container's access to that network.

**Use Cases:**

* **Connecting containers**: You might want to connect multiple containers that need to communicate with each other (e.g., a web server and a database).
* **Disconnecting containers**: You might disconnect a container when you want to isolate it from a particular network or reconfigure its network connections.

By using these commands, you have control over the network communication between your containers, allowing you to manage your Docker network environment effectively.

**7. Setting Static IPs**

By default, Docker assigns dynamic IPs to containers within the network. If you want to assign a static IP to a container, you can do so within a custom network.

**Create a Custom Network with Subnet and Gateway:** When creating a custom network, you can define the subnet and gateway to control the IP range for containers connected to the network.

docker network create --subnet=192.168.1.0/24 my\_custom\_network

**Assign Static IP:** After creating a custom network, you can assign a static IP to a container by using the --ip flag.

docker run --network my\_custom\_network --ip 192.168.1.10 nginx

This ensures that the container always receives the IP 192.168.1.10 when it is connected to the custom network.

**8. DNS Resolution within Containers**

Docker provides an internal DNS service to resolve container names to their IP addresses. This allows containers to communicate using container names rather than IP addresses. This DNS service works in bridge, overlay, and custom networks.

**DNS Resolution Example:** If you have two containers, app1 and app2, connected to the same network, app1 can access app2 using the container name:

docker run --network my\_custom\_network --name app1 nginx

docker run --network my\_custom\_network --name app2 nginx

Now, app1 can resolve app2 using app2:80 (container name and exposed port).

**Custom DNS Server:** You can configure a custom DNS server for containers using the --dns flag:

docker run --dns 8.8.8.8 nginx

This will configure the container to use Google’s public DNS server (8.8.8.8) instead of Docker’s default DNS.

**DNS Search Domains:** If your containers are part of a larger network, you can specify DNS search domains to simplify service discovery:

docker run --dns-search mydomain.com nginx

This allows containers to resolve service names like app1.mydomain.com automatically.

These configurations are key for setting up networking in Docker, ensuring containers can communicate with each other and external services as needed, while also offering control over access, static IPs, and DNS resolution.

## 6.4 Deep Dive into Docker Network Drivers

Docker provides several networking options that allow containers to communicate with each other, the host system, and external networks. A Docker network driver is essentially a driver that determines how the network for a container is configured and how containers interact within that network. Understanding Docker’s network drivers is essential for configuring your containerized applications to work properly.

Docker has several built-in network drivers, each with its own use case. Here's a deep dive into the different types of Docker network drivers, their use cases, and associated commands:

**1. Bridge Network Driver (default driver)**

* **Overview**: The bridge network driver creates a private internal network on your host system and allows containers connected to this network to communicate with each other. It's Docker's default network driver when you don't specify one.
* **Use Case**: Useful for standalone containers or simple applications that don't require communication with the outside world or need access to specific external IP addresses.
* **Commands**:
  + Create a bridge network:

docker network create --driver bridge my-bridge-network

* + List all networks (to verify bridge network):

docker network ls

* + Inspect a network:

docker network inspect my-bridge-network

* + Run a container connected to the bridge network:

docker run -d --name my-container --network my-bridge-network nginx

Example of creating and using a custom bridge network:

docker network create my\_bridge

docker run --network my\_bridge --name container1 -d nginx

docker run --network my\_bridge --name container2 -d nginx

Now container1 and container2 can communicate with each other using their container names as hostnames.

**2. Host Network Driver**

* **Overview**: The host driver uses the host's network stack directly for containers. Containers connected to the host network driver will share the host's IP address and network interfaces, meaning they won't have their own IP addresses.
* **Use Case**: Best for applications that require high performance and need to access the host's network directly, such as networking tools or monitoring agents.
* **Commands**:
  + Run a container using the host network driver:

docker run -d --name my-container --network -d host nginx

In this case, if the container exposes port 80, it will be accessible on port 80 of the host machine directly.

**3. Overlay Network Driver**

* **Overview**: The overlay network driver allows containers running on different Docker hosts to communicate with each other. This is typically used for Docker Swarm or multi-host Docker setups, where containers need to communicate across different physical or virtual machines.
* **Use Case**: Ideal for Docker Swarm services or Kubernetes, enabling containers running on different Docker hosts to communicate over a virtual network.
* **Commands**:
  + Create an overlay network (for Swarm mode):

docker network create --driver overlay my-overlay-network

* + Run a service in a swarm cluster using the overlay network:

docker service create --name my-service --network my-overlay-network nginx

* + List the networks in Swarm:

docker network ls

**4. Macvlan Network Driver**

* **Overview**: The macvlan network driver assigns a unique MAC address to each container, making the container appear as a physical device on the network. This allows containers to communicate with other devices on the local network as if they were physical machines.
* **Use Case**: Suitable for situations where containers need to interact with physical network devices or where a specific network setup is required for the container, such as with legacy applications that expect containers to have their own IP address.
* **Commands**:
  + Create a macvlan network:

docker network create -d macvlan --subnet=192.168.1.0/24 --gateway=192.168.1.1 -o parent=eth0 my-macvlan-network

* + Run a container with a macvlan network:

docker run -d --name my-container --network my-macvlan-network nginx

**5. None Network Driver**

* **Overview**: The none driver disables all networking for containers. It isolates the container from the network, making it useful for testing or when you don't want the container to have network access at all.
* **Use Case**: Best for cases where you want complete isolation, such as in security testing or if the container will not require any network communication.
* **Commands**:
  + Run a container with no network:

docker run -d --name my-container --network none nginx

**6. Bridge vs Overlay vs Host vs Macvlan**

| **Feature** | **Bridge** | **Overlay** | **Host** | **Macvlan** |
| --- | --- | --- | --- | --- |
| **Network Isolation** | Isolated (except on the same host) | Across multiple hosts (Swarm) | No isolation | Independent network interface |
| **Container IP Address** | Private IP | Private IP | Host's IP | Unique IP from the network |
| **Communication with Host** | Via NAT | Via gateway or routing | Direct (no NAT) | Direct (same network) |
| **Performance** | Moderate | Moderate (Swarm overhead) | High | High |
| **Use Case** | Simple standalone apps | Multi-host apps (Swarm, Kubernetes) | High-performance apps | Containers as separate physical devices |

**7. Custom Networks & User-Defined Bridge Networks**

* **Overview**: Custom user-defined bridge networks provide better container-to-container communication compared to the default bridge network. They allow containers to connect with each other using container names as DNS names.
* **Commands**:
  + Create a user-defined bridge network:

docker network create --driver bridge my-custom-network

* + Run containers with custom network:

docker run -d --name container1 --network my-custom-network nginx

docker run -d --name container2 --network my-custom-network nginx

* + Containers can communicate using their names as DNS:

docker exec -it container1 ping container2

## 6.5 Network Security

**1. Managing Access to Networks**

Managing access to networks is crucial for ensuring that only authorized users and devices can connect to the network, while preventing unauthorized access and potential threats.

* **User Authentication and Authorization**: This involves verifying the identity of users or devices trying to access the network. Common methods include:
  + **Password-based authentication**: Requires users to provide a password to access the network.
  + **Multi-factor Authentication (MFA)**: Enhances security by requiring more than one form of authentication (e.g., something the user knows and something the user has).
  + **Biometric Authentication**: Uses unique biological characteristics such as fingerprints or facial recognition for access.
* **Role-based Access Control (RBAC)**: This ensures that users or devices have the appropriate level of access based on their roles within the organization. For example, an employee might only have access to certain files or network resources relevant to their job.
* **Network Access Control (NAC)**: This is a set of policies and technologies used to control which devices can connect to the network and what level of access they are granted. This often involves devices being inspected for compliance with security policies before they can connect.
* **Virtual Private Networks (VPNs)**: VPNs allow remote users to securely connect to the network over a public internet connection by encrypting data traffic and masking the user's IP address.
* **Network Segmentation**: Dividing the network into smaller, isolated segments to limit access to sensitive data. Access to these segments is strictly controlled to minimize the impact of a potential breach.

**2. Firewall Rules**

Firewalls are security devices or software that monitor and control incoming and outgoing network traffic based on predetermined security rules. They play a key role in managing access to a network by filtering traffic.

* **Types of Firewalls**:
  + **Packet-filtering Firewalls**: Inspect network packets and allow or block them based on rules like IP address, port number, and protocol type.
  + **Stateful Inspection Firewalls**: Track the state of active connections and make decisions based on the context of the traffic (i.e., whether it’s part of an established connection).
  + **Proxy Firewalls**: Act as intermediaries between users and the services they want to access, helping to hide internal network addresses from external systems.
* **Firewall Rules**:
  + **Allow vs. Deny Rules**: Rules can either permit or deny traffic based on specified criteria. An “allow” rule grants access to certain network traffic, while a “deny” rule blocks it.
  + **Default Deny**: A security best practice where the firewall is set to deny all traffic by default and then explicitly allows traffic based on defined rules.
  + **Whitelisting and Blacklisting**: Whitelisting allows only trusted IPs or services, while blacklisting denies known malicious ones.
  + **Application Layer Filtering**: Advanced firewalls can inspect and filter traffic based on the application-level data, allowing more fine-grained control over traffic.

**3. Network Encryption**

Network encryption involves protecting data in transit by encoding it so that unauthorized parties cannot read it. It ensures confidentiality and integrity of communication over a network.

* **Transport Layer Security (TLS)**: This protocol encrypts data exchanged between servers and clients (such as in HTTPS connections). TLS ensures that data cannot be tampered with or intercepted during transmission.
* **Secure Socket Layer (SSL)**: SSL is the predecessor to TLS and is less commonly used today. Like TLS, it encrypts data between two parties to ensure secure communications over a network.
* **Virtual Private Networks (VPNs)**: VPNs often use encryption to ensure secure communication between remote users and internal networks. Common protocols include:
  + **IPsec (Internet Protocol Security)**: An encryption protocol used to secure IP communications by authenticating and encrypting each IP packet in a communication session.
  + **SSL/TLS VPNs**: Provides secure remote access using SSL or TLS encryption.
* **End-to-End Encryption (E2EE)**: This ensures that data is encrypted at the sender’s end and only decrypted at the receiver’s end. Even if data is intercepted in transit, it remains unreadable to unauthorized parties.
* **Wi-Fi Encryption**: Wi-Fi networks use encryption to protect data sent over wireless connections. Common encryption standards include:
  + **WPA2 (Wi-Fi Protected Access 2)**: Provides strong encryption for wireless networks.
  + **WPA3**: The latest Wi-Fi encryption standard, offering enhanced security over WPA2.
* **Data-at-Rest Encryption**: In addition to encrypting data during transmission, data stored on devices or servers (at rest) is often encrypted using technologies like AES (Advanced Encryption Standard) to ensure that even if physical access to a system is gained, the data remains protected.

By using encryption effectively, organizations can ensure the confidentiality of sensitive information and protect it from unauthorized access while in transit across their networks.

## 6.6 Advanced Concepts :

**1. Network Encryption in Docker**

Docker provides the option to encrypt traffic between containers when using **overlay networks**, which are commonly used in multi-host or distributed container environments (such as Docker Swarm).

* **Encryption in Overlay Networks**: Overlay networks enable containers across multiple hosts to communicate securely, and enabling encryption ensures that the traffic between these containers is encrypted, providing a layer of security to prevent eavesdropping or man-in-the-middle attacks.

To enable encryption in an overlay network, you can use the --opt encrypted flag when creating the network. This flag encrypts the communication between containers on the network by default.

**Command Example**:

docker network create --opt encrypted --driver overlay my\_secure\_network

* + **--driver overlay**: Specifies that the network is an overlay network, allowing containers across multiple hosts to communicate.
  + **--opt encrypted**: Enables encryption for the network, ensuring that all container-to-container traffic is encrypted.

**Use Case**: Network encryption is particularly useful when deploying Docker containers in a production environment or across multiple hosts where security is a concern, and you want to ensure that sensitive data in transit is protected.

**How it works**:

* + When encryption is enabled, Docker uses IPSec to encrypt the data transmitted between containers.
  + This ensures that any data being sent across the network, even if intercepted, cannot be read without the proper decryption keys.

**2. Network Plugins**

Docker supports **third-party network plugins**, which extend Docker’s networking capabilities and provide advanced features that are not available with the default network drivers.

**Popular Network Plugins:**

* **Weave Net**: Weave provides an easy-to-use network that can span across multiple Docker hosts. It allows for encrypted communication between containers and provides a flat network that can be used to connect containers seamlessly. Weave also supports network policies, allowing users to define rules to control traffic between containers.
  + **Features**:
    - Automatic encryption for container-to-container communication.
    - Network segmentation and isolation.
    - Advanced network policies for controlling access.
* **Calico**: Calico is a popular networking solution for Kubernetes and Docker. It provides highly scalable networking using the Border Gateway Protocol (BGP) and supports both layer 3 and layer 7 routing. Calico also provides network policies for controlling traffic between containers and supports network segmentation for securing containerized applications.
  + **Features**:
    - IP-based networking with dynamic routing.
    - Security policies for microservices.
    - Encrypted traffic support.
* **Flannel**: Flannel is a simple and lightweight network plugin often used in Kubernetes environments. It creates a network overlay on top of the existing physical network to allow communication between containers across hosts.
  + **Features**:
    - Simple and easy to set up.
    - Supports network segmentation for isolating containers.
    - Can be used with Kubernetes for cross-host networking.

**Benefits of Network Plugins:**

* **Advanced Routing**: Some plugins like Calico use BGP to implement advanced routing capabilities, enabling efficient communication across a distributed system.
* **Network Policies**: Many plugins offer the ability to define security policies that control which containers can communicate with each other, providing an added layer of security.
* **Encryption**: Plugins like Weave Net and Calico offer encryption for traffic between containers to ensure data security.
* **Scalability**: Plugins like Calico and Flannel are highly scalable and suitable for large, distributed environments (such as in Kubernetes clusters).

**Installing a Plugin:**

To use a network plugin, you would typically install it on your Docker host and then create a custom network using the plugin.

**Example (Weave Net)**:

docker network create -d weave my\_weave\_network

**3. Service Discovery in Docker**

**Service discovery** is a mechanism that allows containers to find and communicate with each other by name, rather than by IP address. Docker provides built-in service discovery features, which makes it easier to connect and manage containers in a dynamic environment.

* **Service Discovery with Docker Networks**: Docker automatically assigns DNS names to containers based on their container names. If multiple containers are on the same network, they can communicate using the container name as the hostname.

**Example**: If you have two containers, container1 and container2, running on the same custom network, my\_custom\_network, container1 can reach container2 by using container2 as the hostname.

docker run -d --name container1 --network my\_custom\_network nginx

docker run -d --name container2 --network my\_custom\_network curl container1

In this case, container2 can reach container1 using the hostname container1.

* **Service Discovery in Docker Swarm**: In Docker Swarm mode, service discovery is built into the Docker engine. When you create a service, Docker Swarm automatically registers the service and creates a DNS entry for it. Other services in the swarm can then resolve the service name to the appropriate container instances.

For example, if you have a service named web, you can reach it from another service or container within the swarm by using the service name web as the hostname. Docker Swarm also provides **load balancing** between different instances of the same service.

**Service Discovery Example in Swarm**:

docker service create --name webservice --replicas 3 nginx

docker service ls

* + The webservice service is available to other services within the swarm by using the service name webservice.
  + Docker Swarm will automatically balance the load between the 3 instances of the webservice running in the cluster.

**DNS Resolution in Swarm**:

* + Docker Swarm uses internal DNS to resolve service names, allowing you to reference services by name rather than IP.
  + Docker manages load balancing automatically, so requests to webservice will be routed to one of the available instances.

**Benefits of Service Discovery:**

* **Dynamic Discovery**: As containers or services are scaled up or down, Docker automatically updates the DNS records to reflect the changes, ensuring that all containers can always find the services they need.
* **Load Balancing**: In Swarm mode, Docker’s service discovery system includes built-in load balancing, distributing traffic evenly across multiple instances of a service.
* **Ease of Communication**: Service discovery simplifies the process of connecting containers and services, as they can refer to each other by service names instead of IP addresses, which can change dynamically.

In summary, Docker’s advanced networking features such as **network encryption**, **third-party network plugins**, and **service discovery** provide flexibility, security, and scalability for complex containerized applications. Whether you're deploying containers on a single host or across a multi-host Docker Swarm cluster, these networking capabilities help ensure secure, efficient communication between containers.

## 6.7 Troubleshooting Docker Networking Issues

Docker provides a variety of networking options for containers to communicate with each other and with external systems. However, networking issues may arise, and troubleshooting these problems requires understanding how Docker networks work and using specific tools to diagnose and resolve issues.

**Common Networking Problems**

1. **Container Connectivity Issues**
   * **Description**: Containers might be unable to communicate with other containers or external systems.
   * **Causes**:
     + Incorrect network settings (e.g., wrong IP addresses or subnets).
     + Missing or misconfigured network interfaces.
     + Firewall rules blocking traffic.
     + Misconfigured DNS settings.
   * **Symptoms**:
     + Containers cannot ping each other or external services.
     + Connection timeouts or unreachable host errors.
2. **Network Overlap or IP Conflicts**
   * **Description**: IP addresses used by containers might overlap with those used by the host machine or other Docker networks.
   * **Causes**:
     + The default Docker bridge network may assign IP addresses that conflict with existing networks.
     + Manually defined network subnets conflicting with other networks.
   * **Symptoms**:
     + Containers cannot connect to each other.
     + Unexpected routing behavior.
3. **DNS Resolution Failures**
   * **Description**: Containers may fail to resolve domain names or service names.
   * **Causes**:
     + Misconfigured DNS settings in the container or Docker network.
     + Network isolation preventing access to DNS servers.
   * **Symptoms**:
     + Docker containers cannot access websites or other containers by name.
4. **Port Binding Failures**
   * **Description**: Docker containers may fail to bind to ports on the host.
   * **Causes**:
     + Port conflicts between containers or the host machine.
     + Firewalls or SELinux blocking port access.
   * **Symptoms**:
     + Port binding errors during container startup.
     + Inability to access services running inside containers.
5. **Network Isolation**
   * **Description**: Containers may not be able to communicate with each other due to network isolation policies.
   * **Causes**:
     + Misconfigured network modes (e.g., using bridge mode when host mode is needed).
     + Missing links between containers or services in Docker Compose.
   * **Symptoms**:
     + Containers are unable to connect to each other even though they are on the same network.

**Debugging Networking Issues**

1. **Check Container IP Addresses**
   * Use docker inspect <container\_id> to view the container's network settings, including its IP address and network mode.
   * Example:
   * docker inspect <container\_id> | grep "IPAddress"
2. **Inspect Docker Networks**
   * Use docker network inspect <network\_name> to view details about Docker networks and connected containers.
   * Check for network overlaps or incorrect IP ranges.
   * Example:
   * docker network inspect bridge
3. **Ping and Test Connectivity**
   * Test if containers can communicate with each other by using the ping command.
   * Example:
   * docker exec -it <container\_name> ping <target\_ip\_or\_container\_name>
4. **Check Network Configuration Files**
   * Ensure that the /etc/hosts file inside the container is correctly configured for DNS resolution.
   * Check /etc/resolv.conf to confirm the DNS server configuration.
5. **Review Docker Logs**
   * Check container logs for any errors related to networking.
   * Use docker logs <container\_name> to view logs and identify any network-related errors.
6. **Test Port Binding**
   * Ensure that the required ports are exposed and mapped correctly.
   * Use docker ps to verify port mappings.
   * Example:
   * docker ps
7. **Check Firewall and Security Settings**
   * Ensure that the firewall or security settings on the host machine or within the container are not blocking traffic.
8. **Restart Docker Service**
   * Sometimes, restarting the Docker daemon can resolve network issues.
   * Example:
   * sudo systemctl restart docker

**Tools for Troubleshooting Docker Networks**

1. **Docker CLI Commands**
   * **docker network ls**: Lists all Docker networks.
   * **docker network inspect <network\_name>**: Provides detailed information about a specific network.
   * **docker ps**: Lists running containers and their port mappings.
   * **docker exec**: Runs commands inside a container (useful for testing network connectivity with ping or other network tools).
2. **Netstat**
   * Use netstat to examine open ports and network connections on the host machine.
   * Example:
   * netstat -tuln
3. **Tcpdump**
   * Use tcpdump to capture and analyze network traffic between containers or between containers and external systems.
   * Example:
   * sudo tcpdump -i docker0
4. **nslookup / dig**
   * Use these tools inside containers to diagnose DNS resolution issues.
   * Example:
   * docker exec -it <container\_name> nslookup <hostname>
5. **Docker Compose Logs**
   * If using Docker Compose, you can check logs for individual services using:
   * docker-compose logs <service\_name>
6. **Docker Debugging Flag**
   * Start containers with the --debug flag to get more detailed information about network configuration and errors.
   * Example:
   * docker run --debug <image\_name>

## 6.8 Best Practices

1. Use custom bridge networks instead of the default bridge network

for better isolation and built-in DNS resolution.

2. Use overlay networks for multi-host communication in swarm

mode.

3. Use host networking sparingly and only when high performance is

required.

4. Be cautious with exposing ports, only expose what's necessary.

5. Use Docker Compose for managing multi-container applications

and their networks.

# Chapter 7 :Docker Compose :

Docker Compose is a tool used to define and manage multi-container Docker applications. With Docker Compose, you can configure all of your application's services, networks, and volumes in a single file (usually named docker-compose.yml), making it easier to deploy, manage, and maintain complex systems.

Compared with manually starting and linking containers, Compose is quicker, easier, and more repeatable. Your containers will run with the same configuration every time—there’s no risk of forgetting to include an important docker run flag.

Compose automatically creates a [Docker network](https://spacelift.io/blog/docker-networking) for your project, ensuring your containers can communicate with each other. It also manages your[Docker storage volumes](https://spacelift.io/blog/docker-volumes), automatically reattaching them after a service is restarted or replaced.

## 7.1 Key Concepts of Docker Compose

1. **Multi-Container Applications**:
   * Modern applications often require multiple services, such as a web server, a database, and a caching service.
   * Docker Compose allows you to define these services in one configuration file and manage them collectively.
2. **Declarative Configuration**:
   * Services, networks, and volumes are declared in a YAML file, ensuring readability and ease of sharing.
3. **Automation of Deployment**:
   * Instead of manually running multiple docker run commands, Docker Compose automates the process.

## 7.2 Core Features of Docker Compose

1. **Service Definition**:
   * Define all your services in the docker-compose.yml file. Each service can specify the Docker image to use, ports to expose, and configurations to apply.
2. **Networking**:
   * Compose sets up a default network for your services to communicate securely and privately.
3. **Volumes**:
   * Share data between containers or persist data across container restarts using volumes.
4. **Environment Variables**:
   * Define variables for flexibility and reusability using .env files.
5. **Commands**:
   * Provides a set of commands (up, down, ps, etc.) to manage the lifecycle of your application.

## 7.3 How Docker Compose Works

1. **Configuration File (docker-compose.yml)**:
   * You describe the services that make up your application in a YAML format.
2. **Commands to Manage**:
   * docker-compose up: Starts and runs all services defined in the configuration file.
   * docker-compose down: Stops and removes the containers, networks, and volumes created by Compose.
   * docker-compose logs: Displays logs from all services.
3. **Networking**:
   * Compose automatically creates an isolated network for the services to communicate with each other.

**Example: Simple Web Application with MySQL**

**docker-compose.yml**

version: '3.9'

services:

web:

image: nginx:latest

ports:

- "8080:80"

db:

image: mysql:5.7

environment:

MYSQL\_ROOT\_PASSWORD: example

MYSQL\_DATABASE: exampledb

1. **Web Service**:
   * Uses the nginx:latest image.
   * Exposes port 80 from the container to port 8080 on the host.
2. **Database Service**:
   * Uses the mysql:5.7 image.
   * Configures environment variables to set up the root password and database.

## 7.4 Steps to Use Docker Compose

1. **Install Docker Compose**:
   * It's often bundled with Docker Desktop.
   * Verify using docker-compose --version.
2. **Define the docker-compose.yml File**:
   * Write the YAML file to describe the services, networks, and volumes.
3. **Start the Application**:
   * Run docker-compose up in the directory containing the YAML file.
4. **Manage Services**:
   * Use other Compose commands to monitor or scale the application.

## 7.5 Benefits of Docker Compose

1. **Simplifies Development**:
   * Manage multi-container applications with ease.
2. **Consistency**:
   * Ensures all team members use the same configurations.
3. **Efficiency**:
   * Quickly bring up or tear down environments for testing or development.
4. **Integration with CI/CD**:
   * Compose works seamlessly with Continuous Integration/Continuous Deployment pipelines.

**Use Cases of Docker Compose**

1. **Microservices Architecture**:
   * Run interconnected services such as APIs, databases, and message brokers.
2. **Testing Environments**:
   * Set up isolated testing environments for QA teams.
3. **Local Development**:
   * Simplify the setup process for developers by providing a pre-configured environment.

Docker Compose is a vital tool in the DevOps workflow, enabling developers and operations teams to define and operate complex containerized applications with minimal effort.

## 7.6 Understanding Docker Compose Files: A Comprehensive Guide

The Docker Compose file (docker-compose.yml) is the cornerstone of Docker Compose. It is written in **YAML** format and serves as the blueprint for defining, configuring, and managing multi-container applications. This file specifies the services, networks, and volumes required for your application.

Structure of a Docker Compose File

A docker-compose.yml file is divided into sections, each representing a key component of the application.

**1. Version**

The version field specifies the Compose file format version. It ensures compatibility with your Docker Engine. Commonly used versions are 3.8 and 3.9.

version: '3.9'

**2. Services**

The services section defines each container (or service) in the application. Each service is a logical representation of a Docker container.

services:

service\_name:

# Configuration for the service

**Key Configuration Options in services**

1. **Image**:
   * Specifies the Docker image to use for the service.
   * If the image doesn’t exist locally, Docker pulls it from a registry.
2. image: nginx:latest
3. **Build**:
   * Specifies the context (location) to build an image using a Dockerfile.
4. build:
5. context: .
6. dockerfile: Dockerfile
7. **Ports**:
   * Maps ports from the container to the host.
8. ports:
9. - "8080:80" # Host:Container
10. **Volumes**:
    * Mounts a volume to persist or share data between the host and the container.
11. volumes:
12. - ./app:/usr/src/app
13. **Environment**:
    * Defines environment variables for the service.
14. environment:
15. - MYSQL\_ROOT\_PASSWORD=example
16. - MYSQL\_DATABASE=exampledb
17. **Depends\_on**:
    * Specifies dependencies between services. This ensures a specific service starts before another.
18. depends\_on:
19. - db

**3. Networks**

The networks section defines custom networks that services can use to communicate with each other.

networks:

custom\_network:

driver: bridge

**4. Volumes**

The volumes section declares named volumes that can be used by services.

volumes:

app\_data:

driver: local

**Complete Example: Multi-Service Application**

**Use Case: A Web Application with a Database**

version: '3.9'

services:

web:

image: nginx:latest

ports:

- "8080:80"

volumes:

- ./html:/usr/share/nginx/html

networks:

- app\_network

db:

image: mysql:5.7

environment:

MYSQL\_ROOT\_PASSWORD: example

MYSQL\_DATABASE: appdb

volumes:

- db\_data:/var/lib/mysql

networks:

- app\_network

networks:

app\_network:

driver: bridge

volumes:

db\_data:

driver: local

**Detailed Breakdown of the Example**

1. **Services**:
   * **web**:
     + Runs the nginx image.
     + Maps host port 8080 to container port 80.
     + Uses a volume to serve static HTML files.
     + Connects to the app\_network.
   * **db**:
     + Runs the mysql:5.7 image.
     + Sets environment variables for the root password and database name.
     + Uses a named volume (db\_data) to persist database files.
     + Connects to the app\_network.
2. **Networks**:
   * Both services share the app\_network, allowing them to communicate with each other.
3. **Volumes**:
   * A named volume db\_data persists database files across container restarts.

## 7.7 Advanced Features in Docker Compose Files

1. **Scaling Services**:
   * Use the replicas option to run multiple instances of a service.
2. deploy:
3. replicas: 3
4. **Health Checks**:
   * Monitor the health of a service.
5. healthcheck:
6. test: ["CMD", "curl", "-f", "http://localhost"]
7. interval: 30s
8. timeout: 10s
9. retries: 3
10. **Command Override**:
    * Override the default command for the container.
11. command: ["python", "app.py"]
12. **Profiles**:
    * Define optional services for specific environments.
13. profiles:
14. - debug

## 7.8 Steps to Use a Docker Compose File

1. **Create the File**:
   * Save the configuration in a docker-compose.yml file.
2. **Start the Application**:
   * Run docker-compose up to start all services.
3. **Inspect Services**:
   * Use docker-compose ps to view running services.
4. **Stop the Application**:
   * Use docker-compose down to stop and clean up resources.

## 7.9 Benefits of Docker Compose Files

1. **Centralized Configuration**:
   * Manage all services, networks, and volumes in one file.
2. **Portability**:
   * Easily share and deploy applications across different environments.
3. **Reusability**:
   * Reuse the file for development, testing, and production with minimal changes.
4. **Scalability**:
   * Define and scale services with minimal effort.

Docker Compose files are an essential tool for modern application development and deployment. They provide a structured way to define the entire lifecycle of containerized applications, making them easy to configure, run, and maintain.

**Defining Services**

Defining services in a docker-compose.yml file is fundamental to orchestrating multi-container applications using Docker Compose. Each service represents a specific component of your application, such as a web server, a database, or a caching system. The configuration of these services determines how they are built, run, and interact with one another.

**Build Context**

One of the essential configurations for each service is the build context. This specifies the directory containing the Dockerfile and any files required for building the image. By using the build directive, you can define the context as follows:

services**:**  
 web**:**  
 build**:**  
 context**:** ./web

In this example, the web service will be built using the Dockerfile located in the ./web directory. Specifying the build context allows for a clean separation between different components of your application.

**Image Options**

Alternatively, you can use pre-built images by specifying the image directive. This is particularly useful when you want to leverage existing images from Docker Hub or other registries. For instance:

services**:**  
 db**:**  
 image**:** postgres:13

Using the image option ensures that the specified version of the image is pulled and used for the service, simplifying the setup process.

**Command Overrides**

Sometimes, you may need to override the default command that runs when a container starts. The command field allows you to specify a different command. For example:

services**:**  
 app**:**  
 image**:** my-app:latest  
 command**:** **[**"python"**,** "app.py"**]**

This configuration will run python app.py instead of the default command defined in the Dockerfile.

**Dependency Management**

Managing dependencies between services is crucial for ensuring that they start in the correct order. The depends\_on directive allows you to define these relationships. For instance:

services**:**  
 web**:**  
 image**:** my-web-app:latest  
 depends\_on**:**  
 **-** db

In this case, the web service will only start after the db service is running. While depends\_on does not wait for the database to be ready to accept connections, it provides a basic level of control over service startup order.

By effectively defining services in a docker-compose.yml file, you can create a well-structured and easily manageable environment for your containerized applications. This modular approach enhances scalability and allows for smoother development and deployment processes.

**Using Docker Networks**

Networking is an essential aspect of Docker Compose, enabling containers to communicate with one another and facilitating the orchestration of services. In Docker Compose, networking is managed primarily through the networks section of the docker-compose.yml file. By default, Docker Compose creates a single network for all the services defined in the file, allowing them to communicate easily using their service names as hostnames.

## 7.10 Defining Networks

To create custom networks in Docker Compose, you can define them explicitly in the networks section. Here’s an example of how to define a custom network named my\_network:

version**:** '3.8'  
  
services**:**  
 web**:**  
 image**:** my-web-app:latest  
 networks**:**  
 **-** my\_network  
  
 db**:**  
 image**:** postgres:13  
 networks**:**  
 **-** my\_network  
  
networks**:**  
 my\_network**:**

In this example, both the web and db services are connected to the my\_network. This setup allows services to communicate with each other seamlessly while isolating them from other containers that may be running on the same host.

**Connecting Services to Networks**

When a service is connected to a specific network, it can communicate with other services on that network using their service names. For instance, the web service can connect to the db service simply by using db as the hostname in its configuration. Here's how the connection might look in the web application:

**import** psycopg2  
  
connection = psycopg2.connect(  
 host="db",  
 database="mydatabase",  
 user="user",  
 password="password"  
)

**Managing Communication Between Containers**

Docker Compose provides options to manage communication between containers effectively. You can create multiple networks to separate services based on their communication needs. For instance, if you have a web application that needs to interact with both a database and an external API, you might set up separate networks for internal and external communications:

version**:** '3.8'  
  
services**:**  
 web**:**  
 image**:** my-web-app:latest  
 networks**:**  
 **-** internal\_network  
 **-** external\_network  
  
 db**:**  
 image**:** postgres:13  
 networks**:**  
 **-** internal\_network  
  
 api\_service**:**  
 image**:** api-service:latest  
 networks**:**  
 **-** external\_network  
  
networks**:**  
 internal\_network**:**  
 external\_network**:**

In this configuration, the web service can communicate with the db service over the internal\_network, while it can access the api\_service through the external\_network. This method enhances security by controlling which services can communicate with each other, thereby ensuring that sensitive data is not exposed unnecessarily.

By effectively utilizing Docker networks in your docker-compose.yml file, you can create a highly organized and secure environment for your containerized applications, facilitating clear communication pathways between your services.

## 7.11 Managing Volumes

In Docker Compose, managing persistent data storage through volumes is essential for maintaining the integrity and availability of application data across container lifecycles. Volumes are a fundamental feature that allows developers to store data outside of the container's filesystem, ensuring that important information is retained even when containers are stopped or deleted.

**Volume Creation**

Creating volumes in Docker Compose is straightforward. Within the docker-compose.yml file, you can define volumes under the top-level volumes key. For instance, consider the following configuration:

version**:** '3.8'  
  
services**:**  
 db**:**  
 image**:** postgres:13  
 volumes**:**  
 **-** db\_data:/var/lib/postgresql/data  
  
volumes**:**  
 db\_data**:**

In this example, a volume named db\_data is created and mounted to the PostgreSQL service at the path /var/lib/postgresql/data, which is where PostgreSQL stores its data. This setup ensures that the database's data persists even if the database container is removed or recreated.

**Mounting Volumes**

Mounting volumes is crucial for data persistence. You can mount a volume in several ways: as a named volume, as a bind mount, or as an anonymous volume. Named volumes, as shown above, are created and managed by Docker, while bind mounts allow you to link to a specific directory on the host machine. For example:

services**:**  
 app**:**  
 image**:** my-app:latest  
 volumes**:**  
 **-** ./app\_data:/usr/src/app/data

In this case, the app\_data directory on the host is mounted to the container's /usr/src/app/data directory. This is particularly useful for development scenarios where you want changes made on the host to reflect in the container immediately.

**Managing Data Persistence**

Data persistence across container lifecycles is vital for applications like databases, where losing data can lead to significant issues. Docker Compose handles this through its volume management capabilities. If a container is recreated, as long as the volume is defined in the docker-compose.yml, the data will remain intact. Additionally, volumes can be easily backed up or migrated, providing flexibility in data management.

By leveraging Docker Compose volumes, developers can ensure that their applications maintain consistent states, recover from failures, and manage data efficiently across various environments. This capability is particularly beneficial in production settings where data integrity and availability are paramount.

## 7.12 Environment Variables and Configuration

Environment variables play a pivotal role in configuring applications in Docker Compose, offering a flexible way to manage settings without hardcoding values. They allow developers to create configurations that can easily adapt to different environments, such as development, testing, and production. By leveraging environment variables, teams can maintain a single source of truth within their docker-compose.yml file while customizing the behavior of their applications based on the environment they are running in.

**Setting Environment Variables in Docker Compose**

In Docker Compose, environment variables can be defined directly within the docker-compose.yml file under each service. This is done using the environment key. For example:

version**:** '3.8'  
  
services**:**  
 web**:**  
 image**:** my-web-app:latest  
 environment**:**  
 **-** DEBUG=True  
 **-** DATABASE\_URL=postgres://user:password@db:5432/mydatabase

In this configuration, the web service is provided with two environment variables: DEBUG and DATABASE\_URL. This approach allows for easy adjustments to configurations without modifying the core application code.

**Importance of .env Files**

While environment variables can be set directly in the docker-compose.yml file, managing these variables can become cumbersome as the number of configurations grows. To streamline this process, Docker Compose supports the use of a .env file, which allows developers to define environment variables in a separate file. This file should be placed in the same directory as the docker-compose.yml file.

A typical .env file might look like this:

DEBUG=True  
DATABASE\_URL=postgres://user:password@db:5432/mydatabase

With this setup, the docker-compose.yml file can reference these variables, simplifying the configuration:

version**:** '3.8'  
  
services**:**  
 web**:**  
 image**:** my-web-app:latest  
 environment**:**  
 **-** DEBUG=${DEBUG}  
 **-** DATABASE\_URL=${DATABASE\_URL}

Using a .env file not only enhances readability but also promotes better manageability and security by keeping sensitive information out of the main configuration file. Additionally, it allows for easy overrides depending on the environment, as different .env files can be used for staging and production setups.

In summary, employing environment variables and .env files in Docker Compose significantly improves the configuration process, facilitating smoother deployments and reducing the risk of errors when changing environments.

## 7.13 Running and Stopping Services

Managing the lifecycle of services in Docker Compose is straightforward, thanks to its command-line interface (CLI) commands. These commands enable developers to run, stop, and remove containers efficiently, facilitating the management of multi-container applications.

**Starting Services**

To start all the services defined in your docker-compose.yml file, the command is as follows:

docker-compose up

This command builds the images (if they do not exist) and starts the containers for all services. You can run this command in detached mode by adding the -d flag, which allows the services to run in the background:

docker-compose up -d

When you run the command in this way, you can continue using your terminal while the services operate in the background. For example, if your application requires a web server and a database, running this command will initiate both services simultaneously.

**Stopping Services**

To stop the running services, you can use the command:

docker-compose down

This command stops and removes all containers defined in the docker-compose.yml file, along with any networks created by the up command. If you only want to stop the services without removing them, you can use:

docker-compose stop

This command halts the containers but retains their states, allowing for a quick restart without rebuilding the images.

**Removing Services**

If you need to remove services and their associated resources completely, you can use the down command with additional flags. For instance, to remove volumes as well, you can run:

docker-compose down -v

This command cleans up the containers, networks, and all volumes associated with the services, ensuring that you start fresh the next time you run docker-compose up.

**Example Workflow**

Here’s a quick example of a typical workflow using Docker Compose:

1. Start your services:

* docker-compose up -d

1. Check the status of running containers:

* docker-compose ps

1. If needed, stop the services:

* docker-compose stop

1. To remove all containers and networks:

* docker-compose down

These commands simplify the management of complex applications, allowing developers to focus on building rather than worrying about the intricacies of container orchestration.

**Scaling Services**

Scaling services in Docker Compose is a powerful feature that allows developers to adjust the number of container instances for a specific service based on demand. This capability is particularly useful in production environments where traffic can vary significantly, and it enables applications to handle increased load efficiently without requiring extensive changes to the configuration.

## 7.14 Scaling Services with Docker Compose

To scale a service in Docker Compose, you can use the --scale option followed by the service name and the desired number of instances. For example, if you have a web service defined in your docker-compose.yml file and you want to run three instances of it, you would execute the following command:

docker-compose up --scale web=3

This command instructs Docker Compose to spin up three instances of the web service while maintaining the existing configuration for the other services. Each instance will share the same configuration and resources defined in the docker-compose.yml file.

**Implications of Scaling on Resource Allocation**

When scaling services, it is essential to consider resource allocation. Each container instance consumes system resources such as CPU, memory, and network bandwidth. Therefore, scaling out services without proper resource management can lead to performance bottlenecks or resource exhaustion.

Docker provides resource constraints that you can specify for each service in the docker-compose.yml file. For instance, you can set limits on CPU and memory usage as follows:

services**:**  
 web**:**  
 image**:** my-web-app:latest  
 deploy**:**  
 resources**:**  
 limits**:**  
 cpus**:** '0.5'  
 memory**:** 512M

In this example, each web service instance is limited to 0.5 CPUs and 512 MB of memory. By defining these constraints, you can prevent any single service from monopolizing system resources, ensuring that other services remain responsive.

**Service Behavior When Scaling**

Scaling services can also affect service behavior, particularly in terms of state management and load balancing. Stateless services, which do not retain information about previous requests, can be scaled easily without significant issues. However, stateful services, such as databases, may require additional considerations to ensure data consistency and integrity.

Load balancing becomes crucial when multiple instances of a service are running. Docker Compose does not provide a built-in load balancer, but you can use external solutions such as Nginx or HAProxy to distribute traffic among the instances of your service. This setup ensures that requests are evenly distributed, preventing overloading of any single container.

By effectively managing scaling in Docker Compose, developers can create robust applications that can dynamically adjust to varying workloads, optimizing resource utilization and enhancing overall performance.

## 7.15 Health Checks in Docker Compose

Health checks play a crucial role in ensuring that containers are running as expected within a Docker Compose environment. They provide a mechanism for Docker to determine whether a service is healthy or unhealthy, allowing for better management of container lifecycles. This functionality is essential in microservices architectures, where different services must interact reliably. If a service fails to respond as expected, Docker can automatically restart it or notify the operations team, thus reducing downtime and enhancing application reliability.

In Docker Compose, health checks are configured directly within the docker-compose.yml file under the respective service definition. The health check can specify commands that Docker runs at specified intervals to determine the health status of the service. A common approach is to use a simple command that checks if a specific endpoint is reachable or if a particular service is running.

**Configuring Health Checks**

To set up a health check, you can use the healthcheck key in the service definition. Below is an example of configuring a health check for a web service that relies on a web server:

version**:** '3.8'  
  
services**:**  
 web**:**  
 image**:** my-web-app:latest  
 ports**:**  
 **-** "5000:5000"  
 healthcheck**:**  
 test**:** **[**"CMD"**,** "curl"**,** "-f"**,** "http://localhost:5000/health"**]**  
 interval**:** 30s  
 timeout**:** 10s  
 retries**:** 3

In this example:

* **test**: This specifies the command that Docker will run to check the health of the service. It uses curl to make a request to the health endpoint of the application.
* **interval**: This defines how often (in seconds) to perform the health check.
* **timeout**: This sets the maximum duration (in seconds) that the health check command can take before failing.
* **retries**: This indicates how many consecutive failures of the health check must occur before Docker considers the service unhealthy.

**Utilizing Health Check Status**

Using health checks effectively allows developers and administrators to monitor the state of their containers. When a service is marked as unhealthy, Docker Compose can automatically restart the container or prevent it from routing traffic until it is healthy again. This automated recovery mechanism helps maintain the resilience of applications in production environments, ensuring that transient issues do not lead to prolonged downtimes.

In conclusion, health checks are an integral part of Docker Compose configurations, enabling proactive monitoring and management of service health. By incorporating health checks, developers can create more robust and reliable applications that respond dynamically to service availability.

## 7.16 Common Docker Compose Commands: An In-Depth Guide

Docker Compose simplifies the management of multi-container applications by offering a set of commands that allow you to easily control the lifecycle of your services. Below is an overview of the most commonly used Docker Compose commands, along with their explanations and examples of usage.

**1. docker-compose up**

* **Purpose**: Starts up all the services defined in your docker-compose.yml file. If the services are not already built or pulled, this command will automatically build them and download the necessary images.
* **Common Flags**:
  + -d (detached mode): Run containers in the background (detached mode).
  + --build: Force the rebuild of images before starting containers.
  + --scale <service>=<num>: Scale a service to run multiple instances (e.g., scale web service to 3 instances).
* **Usage**:

docker-compose up

* + This command will build and start all services in the background.

**With Detached Mode**:

docker-compose up -d

* + This starts services in detached mode, allowing you to continue using the terminal for other commands.

**Rebuild and Start**:

docker-compose up --build

* + This rebuilds the services before starting them, ensuring any code or configuration changes are applied.

**Scale a Service**:

docker-compose up --scale web=3

* + This runs three instances of the web service.

**2. docker-compose down**

* **Purpose**: Stops and removes all containers, networks, and volumes associated with the application, cleaning up any resources created by docker-compose up.
* **Common Flags**:
  + --volumes: Removes named volumes defined in the volumes section of the Compose file.
  + --rmi <type>: Removes images created by Compose. <type> can be all (removes all images) or local (removes only images not used by other services).
* **Usage**:

docker-compose down

* + Stops and removes containers, networks, and volumes created by docker-compose up.

**Remove Volumes**:

docker-compose down --volumes

* + Stops and removes containers and networks, along with volumes defined in the docker-compose.yml file.

**Remove Images**:

docker-compose down --rmi all

* + Removes all images created by Docker Compose.

**3. docker-compose ps**

* **Purpose**: Displays the status of the services defined in the docker-compose.yml file. This command provides a quick overview of which containers are running and their current state.
* **Usage**:

docker-compose ps

* + This shows the current status (running, exited, etc.) of all services.

**Include More Details**:

docker-compose ps -a

* + This shows all containers, including those that are stopped.

**4. docker-compose logs**

* **Purpose**: Fetches and displays the logs of all services or specific services. This is useful for debugging or monitoring the output of running services.
* **Common Flags**:
  + -f (follow): Continuously stream logs in real time.
  + --tail <n>: Show only the last <n> lines of logs.
* **Usage**:

docker-compose logs

* + This displays the logs of all services.

**Follow Logs in Real-Time**:

docker-compose logs -f

* + Continuously display logs in real time as services run.

**Logs for a Specific Service**:

docker-compose logs web

* + Shows the logs of the web service only.

**Limit the Number of Log Lines**:

docker-compose logs --tail=50

* + Displays the last 50 lines of logs for all services.

**5. docker-compose exec**

* **Purpose**: Executes a command in a running container of a service. It is similar to docker exec, but specifically designed for Compose-managed containers.
* **Usage**:

docker-compose exec <service> <command>

* + Run a command in the container of a specific service.

**Example**:

docker-compose exec web

* + Opens an interactive shell inside the web service container.

**Run a Command in Background**:

docker-compose exec -T web ls /usr/share/nginx/html

* + Runs the ls command to list the files in the /usr/share/nginx/html directory without opening an interactive shell.

**6. docker-compose run**

* **Purpose**: Runs a one-off command (not as a background service) in a new container. This command is useful when you need to perform tasks such as database migrations or testing.
* **Usage**:

docker-compose run <service> <command>

* + Executes a one-time command in a new container based on the service.

**Example**:

docker-compose run web python manage.py migrate

* + Runs the Django migration command in the web service container.

**Remove Container After Run**:

docker-compose run --rm web python manage.py migrate

* + Runs the migration command and removes the container afterward.

**7. docker-compose build**

* **Purpose**: Builds or rebuilds the services defined in the Compose file. This is useful when you make changes to the Dockerfile or need to rebuild the images.
* **Usage**:

docker-compose build

* + Builds the images for all services defined in the Compose file.

**Build Specific Service**:

docker-compose build web

* + Builds the web service image only.

**8. docker-compose pull**

* **Purpose**: Pulls the latest images for the services defined in the Compose file from the Docker registry.
* **Usage**:

docker-compose pull

* + Pulls the latest images for all services.

**Pull Specific Service**:

docker-compose pull web

* + Pulls the latest image for the web service.

**9. docker-compose config**

* **Purpose**: Validates and outputs the configuration file. This command is useful to check for syntax errors or to view the resolved configuration.
* **Usage**:

docker-compose config

* + Displays the resolved docker-compose.yml configuration.

**10. docker-compose restart**

* **Purpose**: Restarts the services. It stops and then starts the services again, which is useful for applying changes to configurations or restarting crashed services.
* **Usage**:

docker-compose restart

* + Restarts all services.

**Restart Specific Service**:

docker-compose restart web

* + Restarts the web service.

**11. docker-compose version**

* **Purpose**: Displays the version of Docker Compose installed on your system.
* **Usage**:

docker-compose version

* + Displays the current version of Docker Compose.

**Conclusion**

Docker Compose commands offer a variety of ways to manage, debug, and interact with multi-container applications. From starting services to scaling them and monitoring logs, these commands enable developers to streamline the lifecycle of containerized applications. Understanding these common commands is essential for anyone working with Docker Compose to efficiently manage their services and troubleshoot issues in a containerized environment.

## 7.17 Debugging and Troubleshooting in Docker Compose

**Debugging and Troubleshooting in Docker Compose** involves identifying and resolving issues that occur while working with multiple containers in a multi-container Docker application. Docker Compose simplifies running applications in containers, but problems can still arise due to misconfiguration, errors in the container environment, or issues with container dependencies. Here are some key approaches for debugging and troubleshooting Docker Compose applications:

**1. Checking Logs**

Docker Compose provides a simple way to check the logs of all containers defined in the docker-compose.yml file.

* **View logs of all containers**:

docker-compose logs

* **View logs of a specific container**:

docker-compose logs <service\_name>

The logs can provide insights into errors or warnings that could help pinpoint the issue. You can also add the -f flag to tail the logs in real time:

docker-compose logs -f <service\_name>

**2. Checking Container Status**

* **Check the status of all running containers**:

docker-compose ps

This command shows the current status of each container in the Compose setup. It helps identify if a container failed to start or is in an unexpected state.

**3. Inspecting Containers**

* **Inspect a container's details**:

docker inspect <container\_name\_or\_id>

This command provides detailed information about a container's configuration, networking settings, volumes, and other runtime details that can help identify misconfigurations or runtime issues.

**4. Checking Docker Compose Configuration**

* **Verify Docker Compose file for errors**:  
  Errors in the docker-compose.yml file can prevent containers from starting or cause incorrect behavior. Use docker-compose config to validate the configuration file:

docker-compose config

This command checks the syntax of your configuration and will output the merged configuration as a result.

**5. Rebuilding Services**

Sometimes, changes to a service’s configuration or Dockerfile require rebuilding the container.

* **Rebuild a service**:

docker-compose build <service\_name>

* **Rebuild all services**:

docker-compose build

**6. Running Containers in Interactive Mode**

For deeper inspection of an individual container’s environment, you can run a container interactively to troubleshoot.

* **Run a service in interactive mode**:

docker-compose run --rm <service\_name> /bin/

This opens a terminal session inside the container, allowing you to inspect file systems, check logs, and run commands directly inside the container.

**7. Networking Issues**

Docker Compose manages networking automatically, but problems can still occur with container communication.

* **List networks**:

docker network ls

* **Inspect a specific network**:

docker network inspect <network\_name>

These commands help check if the containers are connected to the correct network or if there are any conflicts preventing communication between containers.

**8. Stopping and Restarting Containers**

Sometimes, containers may need to be restarted to clear errors or update configurations.

* **Stop all containers**:

docker-compose down

* **Restart services**:

docker-compose restart

**9. Environment Variables**

Misconfigured or missing environment variables can cause services to fail.

* **Check the environment variables in the container**:

docker-compose exec <service\_name> printenv

Ensure that environment variables required by the container are correctly set.

**10. Volume Issues**

Volumes can sometimes be incorrectly mounted, or data might be missing.

* **Check volume mounts**:  
  Use docker inspect to verify if the volumes are mounted as expected.
* **Remove and recreate volumes**: If the volume data is corrupted, you may want to recreate the volumes:

docker-compose down -v

docker-compose up

**11. Check Docker Version Compatibility**

Docker Compose might have issues if you're using an incompatible Docker version. Ensure that your Docker and Docker Compose versions are up-to-date and compatible.

**12. Use Docker Compose in Debug Mode**

You can also run Docker Compose in debug mode to get more detailed output.

* **Enable debug mode**:
* COMPOSE\_HTTP\_TIMEOUT=2000 DOCKER\_COMPOSE\_DEBUG=1 docker-compose up

By following these debugging strategies, you can identify and resolve most issues with Docker Compose setups efficiently.

# Chapter 8 : Docker Swarm

## 8.1 Introduction to Docker Swarm

**What is Docker Swarm?**

Docker Swarm is a native clustering and orchestration tool for Docker containers, enabling you to manage a group of Docker hosts as a single virtual system. By using Docker Swarm, you can deploy and manage containerized applications in a highly available and scalable manner. It simplifies container orchestration by offering built-in tools to manage services, scale applications, and handle failovers.

Unlike Kubernetes, which is a separate orchestration tool, Docker Swarm is built directly into the Docker platform, allowing developers to easily transition from single-node setups to distributed, multi-node clusters.

## 8.2 Key Features of Docker Swarm

1. **Simple Setup and Integration**:
   * Docker Swarm is integrated with the Docker CLI, making it straightforward to set up and use without requiring additional tools.
   * You can initiate a Swarm cluster with minimal configuration using Docker commands.
2. **Scalability**:
   * Allows for seamless scaling of services up or down with a single command.
   * Distributes workloads efficiently across the cluster nodes to ensure optimal resource utilization.
3. **Service Discovery**:
   * Provides built-in service discovery and load balancing.
   * Containers can communicate with each other using service names rather than IP addresses.
4. **High Availability**:
   * Supports leader election and node failover to ensure uninterrupted operations.
   * Automatically reschedules containers to healthy nodes if a node fails.
5. **Declarative Service Model**:
   * Allows you to define the desired state of your application (e.g., number of replicas) in a declarative manner.
   * Docker Swarm ensures that the cluster state matches the desired configuration.
6. **Security**:
   * Provides secure communication between nodes using mutual TLS (Transport Layer Security) encryption.
   * Role-based access controls (RBAC) for managing permissions.
7. **Rolling Updates**:
   * Supports rolling updates to services without downtime.
   * Updates are applied incrementally, and Swarm can roll back changes if a failure occurs.
8. **Multi-Node Networking**:
   * Enables overlay networking for connecting containers running on different nodes within the Swarm.
9. **Load Balancing**:
   * Distributes incoming requests across multiple instances of a service to ensure even workload distribution.

## 8.3 Use Cases of Docker Swarm

1. **Microservices Architecture**:
   * Ideal for running applications designed as microservices, where each service can be scaled independently.
   * Ensures seamless communication and load balancing between microservices.
2. **Application Scaling**:
   * Useful for deploying applications that need to handle varying levels of traffic by scaling up or down dynamically.
3. **High Availability Applications**:
   * Suitable for critical applications that require redundancy and minimal downtime.
   * Ensures failover mechanisms are in place to maintain service availability.
4. **CI/CD Pipelines**:
   * Can be used in Continuous Integration and Continuous Deployment workflows for testing and deploying containerized applications.
5. **Development and Testing**:
   * Developers can use Docker Swarm to simulate production environments for testing applications.
   * Provides a lightweight and easy-to-setup orchestration solution compared to Kubernetes.
6. **Edge Computing**:
   * Suitable for managing containerized applications across geographically distributed environments.
7. **Cost-Effective Orchestration**:
   * Offers a simpler and less resource-intensive alternative to Kubernetes for small to medium-sized deployments.

## 8.4. Docker Swarm Architecture

Docker Swarm is a container orchestration tool that simplifies deploying, managing, and scaling containerized applications. It converts a group of Docker Engine nodes into a single, virtual cluster known as a Swarm. Docker Swarm provides native clustering functionality for Docker, enabling high availability, fault tolerance, and load balancing.

**8.4.1 Manager Nodes**

Manager nodes are the backbone of a Docker Swarm cluster. They are responsible for the overall management and orchestration of the cluster.

* **Responsibilities:**
  + Maintain the cluster's desired state by storing configuration details and monitoring resource availability.
  + Handle service definitions, scaling decisions, and task scheduling.
  + Manage the Raft consensus algorithm to ensure high availability and consistency.
  + Coordinate updates across the cluster and ensure a smooth deployment process.
* **Leader Election:**
  + In a Swarm cluster, one manager node is designated as the leader using the Raft consensus algorithm.
  + The leader handles task scheduling and cluster management operations, while other manager nodes act as replicas to maintain the state.
* **High Availability:**
  + To ensure fault tolerance, it's recommended to have an odd number of manager nodes (e.g., 3, 5, or 7) to avoid split-brain scenarios.

**8.4.2 Worker Nodes**

Worker nodes are responsible for executing the tasks assigned by the manager nodes.

* **Key Features:**
  + Worker nodes run containerized workloads as defined in the service specifications.
  + They continuously communicate with manager nodes to receive task assignments and report on the health and status of the running tasks.
  + Worker nodes do not participate in the Raft consensus but rely on manager nodes for instructions.
* **Scalability:**
  + The number of worker nodes in a cluster can be dynamically scaled based on application requirements and resource availability.

**8.4.3 Tasks and Services**

Docker Swarm defines applications as services, which consist of tasks distributed across the cluster nodes.

* **Services:**
  + A service is a definition of the application, including the Docker image, environment variables, network settings, and scaling requirements.
  + Services can be of two types:
    - **Replicated Services:** Specify the number of identical task instances to run across the cluster.
    - **Global Services:** Run exactly one task on each available node (useful for monitoring or logging agents).
* **Tasks:**
  + A task is the smallest unit in Docker Swarm and represents a single instance of a container.
  + Tasks are distributed to worker nodes by the manager, which ensures they are executed as per the defined service configuration.

**8.4.4 Cluster Communication**

Efficient communication between nodes is critical to maintaining the Swarm's integrity and functionality.

* **Overlay Network:**
  + Docker Swarm uses an overlay network to enable secure communication between containers running on different nodes.
  + This virtual network abstracts the underlying infrastructure, providing a seamless connection across the cluster.
* **Raft Consensus:**
  + Manager nodes use the Raft consensus algorithm to maintain consistency in the cluster state.
  + The leader node ensures the desired state is replicated across all manager nodes, and changes to the state are recorded in a distributed log.
* **Node Communication:**
  + Nodes communicate using the Swarm’s secure gossip protocol over TLS (Transport Layer Security).
  + Communication ensures task assignments, health monitoring, and state synchronization are performed securely and efficiently.
* **Load Balancing:**
  + Docker Swarm includes an internal load balancer that routes client requests to available container instances, ensuring even workload distribution across nodes.

## **8.5 Setting Up Docker Swarm**

**Setting up Docker Swarm** involves configuring a group of Docker hosts to work together as a cluster, enabling container orchestration and management. Below is a detailed explanation of each sub-section.

**Prerequisites**

Before setting up Docker Swarm, ensure the following requirements are met:

1. **Docker Installed**: Install Docker Engine on all nodes that will participate in the swarm cluster. Docker version 1.13 or later is recommended.
   * Use the command docker --version to verify the installation.
2. **Network Connectivity**: All nodes in the swarm must have network connectivity to each other on the following ports:
   * **2377 (TCP)**: For cluster management communication.
   * **7946 (TCP and UDP)**: For node discovery.
   * **4789 (UDP)**: For overlay network traffic.
3. **User Permissions**: Ensure the user performing the setup has administrative privileges on each node.
4. **System Configuration**:
   * Synchronize system clocks on all nodes to avoid issues with token expiration.
   * Disable any firewalls or configure them to allow Docker Swarm traffic.

**Initializing a Docker Swarm Cluster**

To initialize a Docker Swarm, follow these steps:

1. **Select a Manager Node**: Choose one machine to act as the initial manager node. This node will manage the swarm cluster and coordinate tasks across other nodes.
2. **Run the Initialization Command**: Execute the following command on the chosen manager node:
3. docker swarm init --advertise-addr <MANAGER-IP>
   * Replace <MANAGER-IP> with the IP address of the manager node.
   * The --advertise-addr flag specifies the address other nodes will use to communicate with the manager.
4. **Verify Initialization**:
   * After initialization, Docker generates a unique token to add worker and manager nodes to the swarm.
   * Use docker info to confirm that the node is now part of a swarm.
5. **Save the Join Token**: The output of the docker swarm init command includes a join token. This token is needed to add additional nodes to the cluster.

**Adding Worker Nodes**

Worker nodes are added to the swarm to run services and workloads. Follow these steps:

1. **Obtain the Worker Token**:
   * On the manager node, retrieve the token using:
   * docker swarm join-token worker
2. **Run the Join Command on Each Worker Node**:
   * Use the token and manager’s IP address to join the swarm:
   * docker swarm join --token <WORKER-TOKEN> <MANAGER-IP>:2377

Replace <WORKER-TOKEN> and <MANAGER-IP> with the appropriate values.

1. **Verify Worker Addition**:
   * On the manager node, run:
   * docker node ls
   * This lists all nodes in the swarm and their roles.

**Adding Manager Nodes**

Adding manager nodes enhances fault tolerance and load balancing of cluster management tasks.

1. **Obtain the Manager Token**:
   * On an existing manager node, retrieve the token:
   * docker swarm join-token manager
2. **Run the Join Command on Each New Manager Node**:
   * Use the token and manager’s IP address:
   * docker swarm join --token <MANAGER-TOKEN> <MANAGER-IP>:2377
3. **Promote an Existing Worker Node (Optional)**:
   * If a worker node is already part of the swarm, you can promote it to a manager:
   * docker node promote <NODE-ID>
4. **Verify Manager Addition**:
   * Run docker node ls on any manager node to confirm the new manager's addition.

**Leaving a Swarm Cluster**

Nodes can leave the swarm if they are no longer needed.

1. **Remove a Worker or Manager Node**:
   * On the node to be removed, run:
   * docker swarm leave
   * For forced removal (if the node is unavailable):
   * docker node rm --force <NODE-ID>
2. **Demote a Manager Before Removal** (if applicable):
   * If the node is a manager, first demote it to a worker:
   * docker node demote <NODE-ID>
3. **Verify Removal**:
   * Check the node list from another manager to ensure the node is removed:
   * docker node ls

By following these steps, you can successfully set up and manage a Docker Swarm cluster, ensuring scalability, fault tolerance, and efficient container orchestration.