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**1. Introduction**

This project targets the problem of identifying the severity of Bug Reports.

It is very difficult for a person himself to identify the bug severity analysing the whole bug

reports of a software. For this purpose, this project aims to find a bug tracking system to

analysis bug reports using the techniques of Natural Language Processing and predict

severity of bugs in a Machine Language approach.

* 1. **Background Study**

**1.1.1.Natural Language Processing**

Natural language processing (NLP) is a branch of artificial intelligence that helps computers

understand, interpret and manipulate human language. I have studied about following

techniques of NLP .

**Tokenization:** Tokenization is the process of splitting the text into smaller parts called

tokens. I have studied how to tokenize the content of a text file.

**Stop Word Removal:** In natural language processing, useless words (data), are referred to as

stop words.Stopword filtering is a common step in preprocessing text for various purposes.

We would not want these words taking up space in our database, or taking up valuable

processing time. For this, we need to remove them.

**Stemming:** Stemming is the process of reducing inflected (or sometimes derived) words to

their word stem , base or root form. Stemming is important while preprocessing a text. An

well-known stemmer for this purpose is “Porter Stemmer”. The Porter stemming algorithm is

a process for removing the commoner morphological and inflexional endings from words in

English.

**1.1.2. Machine Learning**

**Feature Selection:** Feature selection in machine learning refers to the process of isolating

only those variables (or features) in a dataset that are pertinent to the analysis. To select

feature effectively is very much important for any kind of analysis. In this project, I have

selected feature in a very simple way(though not effectively). The tokens of highest

frequencies have been selected as the features here. The number of features depends on the

size of dataset.

**Classifier Implementation:** In machine learning, classification is the problem of identifying

to which of a set of categories (sub-populations) a new observation belongs, on the basis of a
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training set of data containing observations (or instances) whose category membership is

known. An algorithm that implements classification, especially in a concrete implementation,

is known as a classifier. There are many types of classifier (Decision tree, Random Forest

tree, Naive Bayes, KNN etc), among them I have chose decision tree to implement in this

project.

**Decision Tree :** Decision tree builds classification or regression models in the form of a tree

structure. It breaks down a dataset into smaller and smaller subsets while at the same time an

associated decision tree is incrementally developed. The final result is a Tree with decision

nodes and leaf nodes. A decision node has two(in binary tree) or more branches . Leaf node

represents a classification or decision. The topmost decision node in a tree which corresponds

to the best predictor called root node. Decision trees can handle both categorical and

numerical data.

**Information Gain :** Information gain (IG) measures how much ‘information’ a feature

gives us about the class. Features that perfectly partition should give maximal information.

Unrelated features should give no information.

Information Gain = Entropy(parent) – [average entropy(children)]

**Entropy :** In machine learning, Entropy is a measure of the randomness in the information

being processed. The higher the entropy, the harder it is to draw any conclusions from that

information.

![download.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAR8AAACwCAMAAAABtJrwAAACT1BMVEX////96tr/8eH5+vyIps/s8Pcla7Setdf/795yZ17BwcHGxsapmo5tZF7b3N1zmMi5yeFmj8Svwt1ubm7sAAAAAAD719jzgoRua2nvR0v///z///sfHx/4//////dgYGAAABfZt4WNs9L///CRkZH64cV/f3/q////7tD/9+bA6f//6tLl///q6ur//+yIXGjCkFLT1+DZuaFymbkoAAD/8soAAE//4LLe8fza+f/GnHWjo6NWh7bI8v/x9Pnz//mZy+e42fHSq4mEREKRXlZIPWz16cnL29V6aXtTf6C5l4CJc2inurcAHVZ8cm7GqpJpX3lxfZmRaV+KqcDSt7ClcDxpaXOFlbXly6aAWVBpNjtjdqDo39Nuj7nT0dhRX3GgjZFLVoa04v0pMDx4dopgbqpoTlRaT225h2ehZEGOxt60gW6QbHepzN+ehHvjtYGkhmtwfoxccIxwTjeYXQNpbJNWQzCwd2J7f5uDvOeUsbpzS2NoZqGvdm+EfmlRU0loGSknbZyvimRUACttBQCNTDI/Lyu5s5tFLkEsLnUAP3BCPEygXzkUIkXHv5/Q07+fzcoQZJxWAAdFACZmO002AFE7Hyb3tbaOnptmSHFhUFnz4bIOLXE0LVnwXF///9g7HVeEa4JrVz9WLl/uLDJAR4RGYXJMapRuRwkAADdPHRtkNwAAAD4AK2aGYCs4bJE+HRNJIQC9o50UR3axfDcAACssAAAAJExBFz0oABRqPyJxl6didmJETGqlnXtmKz1biYwAJWyCf17qsoGhqpsl9cT1AAAQLUlEQVR4nO2dj18aR97HR8ATRdFIueNhb9cDXGVBUKEWRMWF5qRqT42oWXVjomeNPv5AbU0ivSSNaZJeflmvd8+TmqS2aXO2d9f0kvTHNXnM86P5w56ZBQzIgpiSiDKf9IUwO7vsvPnOd77fgc4AgIWFhYWFhYWFhYWFhZUt0rqlu30LmSy640zjbt9DBsu46gHu3b6JDFbgANDi/pVY3HBtgXO3byKDRfRgPFhYWC9btjKVpixKh7AfipH5kVq9UR7RmfuX9zUfwhIWCmaonvpwmRRI5SWk+Cnmv6t/8Gy+Ml7Zno/kQZ8pLXf78mU+o95oKC+/8x1sMXNsGhXZNDdgiZ/oPFwpfg59PxpQp0e81jNp+Tu/2at8AP23RfhIPHACQzeLChyo7fK39QB4EyVY3H3115tWw+du/ya6vcuH+0sT+mMhQWAFdShi/CFquhfZ00E20Umvqh/uxO3sYT7f3iKBuQQgv7soFOjUdvjIo+YHEkLQfZ8UEGFRAn7oWQWBD8UragWXZlEMxdmc1mIhJcra523FCxP1/iKwHkOfLvfjiFBiuKfWhw86vkrkWwidWr2ewD1Bnz222qpQzP6waTSIDzMTLLgzD5lxfcG2oxWqmEsz7WePKhSd37E/qzEvQA51nypfMIWa1+pDRYYldWto6KoTSGltqpA09qgTXRBQQguyPoKXZL48EBkBIR+qF5on9c4t0vgnFp79sD72DKr3awjs27sJxsxdUwA6WqYB3dW3ET7A0KuWCU/qXi1OeCKk+HVTooP0CQhWEsOn7iNkTTr1SN33LPz7wxbLZL4sJoE24/gYehvhbVnQ0xCfujz4YL33mmAayfiAun89a6K5IqxwMK37YxWE9P1I5Djk4/gK0aTvL1K950iqd33L5NpNdNj6p8U0tStdkv89ZCkwOgz8AzXAIdxh4DXBNJL1L6Zfv/Viz/Qtigx6L5OACGFAfNQsQHxGgLmjQ3UYcZS0rZZGzhAGT2TMREbNSnK/EUDk+EnACR93YJ1EzuCcYOeJ/TOgJo4kvqoVuRjuNuxQthAAyMfwzgr057q7pGEq3C2JHif9QfgNDBcge+EV7U9Ds9Ikiv/yqyalkm+7gqIdNL5TbVcOKS1tG6Fu4lpJ9GFSrsGEoxdy+nbLpaMe2HFD4zhzTy0j6f5W5fIbHmB8//cXL168koeMlopEWMa/wYNFEGYo0ckQyRvCElItHTRxwgL48EvYrNfZRGfqhpPgAa4NeA3YToK7jUBre+BbOIGkpyGIeHeidyxcRVa09ll4CORuBxuCCCb9523Tld0SMbnFo7gSdiFuOGpoj5unt07Iws8cg/HjEZ0n/LGZUA8Lw9AuvRU+alyo2sEtv1wxs/qo5lCdhxMNti0fRH/IPVuHefM/IwOXK348oia+qUUmhS5OT4cLDV9GKuqSjJi7r56oqE1ekqiWsZ+NfvVxbFcj+Htqf8i8mAE23pvQJ9Rq9TU7DCtshxQFgjfml9T2UGpBTdgzavx6HhlOyp69IJYfrcQeJniFIvzdBqUQi7AppUKRG6pYEKoIz1CE+Gj5zEvBdihqSR2rjO4RL1/cP38do8zLKbGw9odyCjIs384MMVOhccna/b/Jwmgs428xn3jJ325EQY5C4WzBfMTk1VMwtIPBHeYjJmu1CfNJIsewk1Ci/pXb8mn99tWzTnRDOK2yHitPmONjYWFhYWFhYWFhYWFhYWFhYWFhZYLO5qdXqt1uUJqlYSTpFLPv+Ehy0ilJdvGRJygULc8yPrC3mG2KKCwSiYDF+EBJFw5lPR/jhbI+xYRfDqHAf/A/b35ROZ8jkdcN+MaD2H7qzvt+2ljy0zPl3DHGWyB3bPgYmufaG4yvP73/VyXm896N2eBEsPPSoxtjvoPT5ppBx53b148vT9zo901g+0F8CswTwZM3HvnHK7p4+U/rjGPsybC15n8GfFeDiRx0FvE575NDPgefXrA7Xn0szzF2l7ddWR57OrWM+SCZe/icHBtP9/QoHed9sAA+4+V0jxIesPG4f0ViHLlczpWHn+UkD36yi088qhSUnXxSVxbzScmI9h+fVPN35kEqNfdd/l5WlKLyf52fSrWK3W5QmpW6/eRnpf2k7H8kRanU3H/+Z0urE8Y3W/kkqLXP+cDgWAict+djU8hpRXyt/c6nxu7Y4JF1bIW0hY+596Hlp8Nx1fY7nxxjf/+bbRUdl1YrtkzxbOXT/X92r9+ryffHdLR9z0des+64qFl9+sab29hP9/LUkxvdSkcXk118Ao8dXQZGYrwaaxjxfHw/fRfsrnUsZBkfLij3FqkK8/u26V8zPuPBIJffF+uj9z0f5JrRNxWSreUi47tEnrO1WhbwSSAcH2I+IsJ8kkvDyFMTU5RKzX2Xn5YVpqqzKdXab3xUylRVllKtfccnzTUxn3Rdb28I80kusfbw8SvkJqj5vLX2jkTakzP2RGzxWMwnLNuwQWwdwbiadT/2+eP+B/Ys4LM28F/XUuKzIbLaYGytPNneUN5O+KCWi6z8EFeTKb93Lm4FjZhaJQfy9oSKE68SJ8LH3D7Gplbz5u/i/NQWPgnfN6NUuiM+qdbMaVhqTO5/spsPIbZc7g75EMLq2oASCygsbvQWO1gRM2b1Z+kOTnwxfLavJfCxlYfXaaFL46tzw4bCcn9l4BfPiujycqHXUr0HqJOP29ajTJQ5Vi6sjQ2spSIrv2jHWXguWiY355if5HawweGu8qlZkbopC19LLD20WCy1JIw+tUrLkJvPhRZSU2y8OO06p1tBQakFlbjWnXwQ7dZAjBe3fDRNb0S5OMdbpFtrUdaiDeiESynhGZYh0gJL3Wj1Xq8MrQds7HJ2yuTHU1/Ld5f5oBX1n34wvfTQN/FNyfXRJ+vN7z+ePeJqBAenL7DGiyO6u7oVc0Ph/BNY8uF/o9DCOPV0zDRu5370W6s9wDBbUSFsV+M4gFbiftw+zf221LtRen20cKF5orXw8Uk982494AZBYGMO4qTXyZuDhoOp7yqShE+ZIlWdTamWJp7PNRWru1s5sRhYASeLqass9fqH77H0xvLx5Y3m8x7jCX+3HtmP7YoPlix/6vSeOOc6B1ytS8Vr502G6GW2HddUfqacdBxY+wPp1YNZDxifPm0yjF5fR71Jh3oUPUwKa963wt6WDj7KglSlSKmWMp7PObRyfJiPzHCVJQQ+V+onzjYaBD61ILDCLVy60jRxdt3wHgsC56BtuRo3+RhmVZpTEfuRID51iI82wqfC8sYZfZiP9V2hW3FHtOOpb2eQhM8LVYjP5YIS3R8rry5yG76JYsDNXxpsfr91thHo1CxA/cuDNiDgNi59YEIlXF9wqbHl3Yaxpt4Dax+ZrNGpjmP4zRJ+DvKxVpd26tGlhP5lBy60jxi3DiaDhXbrQFPDgzlTmvrXC5XAh1cqainoS3MJvhZ6YAI6Yut7wSE3aPlLPei1U0o4EEtqKV6pJFEJkKANdvihWsDnUkNkXbR/ppSKIakFMPB45FLU6Wl4KR0KxKB/lihqSeh90AREmvzzC1Wi+EfYwgEaDRrfo8sDK3FVdfEhaIwEM6EEXxN6BOFFstM0vu9MFsuOqifioxUCS7R/AxFzQUt8mChStOVSZPgBAooOCXeyVUja+LzyxY6q74P8Ymd65d92VB3zSS7MJ7l+Bh9CmcramqJ57c6VkXy4Dk1oj8sesX0cJF2VTDva8Irq7NOjbTHtAi+zUAbk7X0mYD3mQdFyGpSRfFwsTKaGFLXyfr+ThyGSoiAXxjclxBBJDUlhAGytbuIGSZBTwgw06WRAmEoJl5lHK6lcrev3rOHgSJJ3SFmZxYfWqDTQJNpYLXD87s03fN1+d2+rss1/6TDzdnA2OGZyrJPApTfOA6YCGQt9vOrknEqYHKEHATPnBtyq5pDbeKqNBTtIIpIos/iE5Tpa4XEUg7bpSQ/MNI0LpKHDN0fWLXjtaOOdcZZuFfhQnR3zzadHrO8KO8i1hvgMAq99xuSFqVpaWpZZfDbtR0g4N/lUGioQn7fWxo5DFON6WGIcdUu1gJr498kRaqoJzewskMZTUil3BHCjZ1UnHtbvRz5hueYbSiGfSdY7XzvrITrnZvTM23P5rPYdlGW4ZFrvXEfezVvLo4VdTVxfoZ35vApQbXMdpdwtpv0G2pPZta/7l9ZiydW6gVRKWNxSKZpqJuVzKJ0YR1OksAsRKAV1a4UpaHiQQxuKhcoAJUxLS6XQX/+M1mwqI/mISD4Ph2vrGHLKTNfW9JsXCQPo4fiy59Be4SMM4uEd5VLaSTBu97nn057hs0vCfJIL80muzOXDiOyIJ+aIo08ZiuRcxFD8BiPUUPKMTPTimcsHDtq2IrSrorm9bxowM/ABhj6xdeQzc2iO3tZxyEnYNIes1ZGJd5jDmttHw/mqB1hnYA4i/zx23NPaNMK3tzbNfCWgu6o4kU1DM5jPJAtTKgSEdzruNp82oWHLJSN6Gpwgp6EhtAmmEFwDqoCsKeYOA4J0RXZaFXJYeoEEktFK4Abei/CA/OMqyYNSkuppCO1D0rJAonQFfg5a0jDxWr21S8SAMotPOL9AovpNnB5lnTBadB2pO14h2I/ea+dHm6t9/cJXO4Ypp+E0moTnu1mXSnO4cnPm3SUzzwNDhxO0jKnmncZTnQKf5qnpThnXej30xT0nQ99Kg8Bf4Yk6/1Q91S3ytU9m8QmJ6iyHXeLPTq8etMDImLnUfrhloZL+BjbbP1MP2j78uLJb4GP9LMTHXFjEjrPaJfbmOvrRQykJA21zq8Dn5gJwDM6M6BYRn+UjAKKSoVpgkw+0oclgV3N1vXaSjb+XzOITth/06xjDmBN5IJnFbSGNx30LVTBBh/YzYwKzvgFVHtm56gHads/aZ5UWIhfoVrwsWPLcHER5hhtVtHZVwRw2t2UQONbPqE5cNiE+raDllHdjzkTny0hkm4FFKheim7yx2vEfre5JkZ8Ovlw+/7n5bFv/Qxz0WGdVo/UXWK+q6Ajp7Qv5Z7qvw24dqPA7QQCC5Po0+rrbVTOqVZYu6oDdJLKzs7cYeI9qSm/eap5VoXw1AO3H/HlVW1+fR3e0vBTU/aESMLOqrvqaAy1FqkOVwFBdb+gXydheLp9PfhV5tr1/dunFy6XAsULqGum4HZ6kaGoo/ByaTSKNs9YB37FoVxzORFoWRL4XS+P3X7/aXl+8EgGUwviesInGflWX797R+N9UGY9Hms1UJ9xAzFumOaK79jieheiEUfr4pKQvXvllqHrWxc+/TEWfRPBkH5+U9EkED+Yjqmc/OcB8kgvzSa6kfMztq9MojNYccgLDkixJzReuTORDzcCwGKYGb5E6GfCe2KU7DCmz+ITyC/Td36wHGLsU3sa1Uxzms0VhPoAv6LS3sQ7MZ1Mh+6FmTNbPKoekUtA23aa6c3n6Zd9clDKLT1j0alne2qe+bmF+D9tPJgvzSS7MJ7l2j487dw/InbdbfH6xR7Rbo4N0r2iX+GBhYWFhYWFhYWFhYWW1/h/B2KN6YMz7iQAAAABJRU5ErkJggg==)

**Gini Index :** In machine learning, the Gini is a measurement of impurity.
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where Pi denotes the proportion of instances belonging to class i (i = 1, … , c).

**1.2. Challenges**

I have come across several challenges during my project. Some of those are as follow

● The main challenge of this project was to learn machine learning and implement bug

tracking technique.

● It took a lot time to realize the ID3 algorithm for decision tree,which employs a

top-down approach.

● I had to modify the main ID3 algorithm according to the requirements of dataset. I

had to generate the decision tree from numeric data and represent it as a binary tree.

● I had to try again and again to optimize the code for a satisfactory execution time &

memory limit.

● It was difficult to get a satisfactory accuracy.

● I implemented Gini index as well as Entropy based calculation to see which gives

more better result.

● I had to select competent features and generate the numeric dataset for the classifier.

● I had to learn some Natural Language Processing techniques & implement the

procedure of tokenization, parsing, stopword removal.

● I had to bother about reading the huge reports as dataset through machine.

**2. Project Overview**

The whole project has been completed through 2 major steps. The first is “Dataset

Processing” and the second is “Decision Making”. Both of the two are consist of several

procedures.

**2.1. Dataset Processing**

Firstly, the classified dataset(bug report or others) had to be analysed through a sequential

procedure. The procedures that the project follows are given below:

**Open File and Read from file :** Firstly the file has been opened in a stream. Then the

file(where exist the classified bug reports of a software,such that Mozilla Firefox,GCC,

Eclipse) has been read line by line from the stream, every line here refers to a bug report.

Then I had to consider only the summary of the bug report & the class it refers to.

**Clean Up :** Each bug report has to be cleaned up, here clean up means, without words, the

punctuation marks,numbers should be cleaned up & replaced by whitespace.

**Tokenization :** Then every bug report has to be tokenized & store in vector. The vector of

these vectors(that contain the token of each bug report) represents the whole dataset.

**Stop Word Removal :** If there exists stop-words, those need to be removed from the tokens.

So I had to match the stop-word list(in English) with the tokens & if any stop word is found

it was removed.

**Stemming :** Porter Stemmer was used for stemming, so that the tokens are in base form.

**Frequency Count :** After the preprocessing, the frequency of every token is counted both as

per bug report & the whole dataset.

**Feature Selection :** The tokens of highest frequency are selected as the features. The number

of features depends on the size of dataset. Normally I have selected thousands features for

larger dataset(above 1500 KB), & five hundred features for smaller dataset.

**Generate Dataset & Create File :** The dataset would be generated with the word frequency.

The number of the column will be same as the number of features,the column heading will be

named after the feature name. The number of rows will be same as the number of bug report

in the dataset. Each of the cell will contain the frequency of corresponding feature in the

respected bug report. Then a file will be created in output file stream & the numeric data will

be inserted into it. At this point,our desired dataset is ready. Now it should be analysed so that a newly inserted bug report can be classified.

**2.2. Decision Making**

At this portion, the classifier has been implemented using previously generated data. This

stage follows the following procedures.

**Read File & Store the Table :** Read the file from input stream line by line(per bug report),

store the info of frequency per feature & the respected class. The data structure I have used in

this purpose is the vector of the structures.

. **Select Training Data :** 90% data from each class has been selected as training data

randomly. These training data would be used to implement classifier.

**Select Testing Data :** Remaining 10% data has been used as the test data for testing the

result.

**Classifier Implementation :** Then using the training data the classifier has to be

implemented. I have implemented decision tree as a classifier using the self modified version

of ID3 algorithm. This algorithm use information gain to classify. I have calculated

Information Gain in two ways, using Entropy based calculation & Gini Index.

**Classifier Implementation :** Then using the training data the classifier has to be

implemented. I have implemented decision tree as a classifier using the self modified version

of ID3 algorithm. This algorithm use information gain to classify. I have calculated

Information Gain in two ways, using Entropy based calculation.

**Calculating Information Gain :** Information gain (IG) measures how much “information” a

feature gives us about the class. In this project, I have calculated information gain using

procedures of impurity measurement, Entropy.

**Entropy Based Calculation:** Entropy is measured by summation of the negated product of a

class probability & 2-based log probability of the attributes. Information gain is measured by

subtracting the parent entropy by the average of child entropy.

**Make Tree Recursively :**

A recursive function every time calculate the total entropy(in Entropy based calculation) or

Gini(in Gini index based calculation) of the table, if the entropy or gini is 0 (actually close to

zero),that means the information gain is maximum, then the leaf is found and the most

frequently occuring class in the dataset will be the decision of that leaf. If total entropy or

table gini is greater than 0 (not close to zero), then we have to found a feature as the node.

For this the dataset will be splitted into two parts(as we wanted to generate binary tree) with

respect to each element & the the information gain will be calculated. For which attribute,the

information gain is maximum,that corresponding feature will be selected as new node & the

whole data set will be splitted into two parts with respect to that attributes. Then the recursive

function will be called again with the left sided dataset & the right sided dataset.

This procedure will be going on recursively until the every leaf is found. Each time,we find a

leaf or a node.

**Test the Tree with Testing data :** The class of the previously selected (randomly) testing

data will be predicted using the decision tree.

**Accuracy Measurement :** The predicted classes will be compared with the actual classes of

the testing data. Then accuracy will be calculated in percentage.

**3. User Manual :**

● The user need to have a python compiler.

● Download the datasetProcessing.cpp file. If the user has a Bug Report Summary of a

software that is previously classified, then run the executable file with the data file as

input. Then numeric data will be generated.

● If one have a ready numeric dataset then he/she only need to build & run the

textProcessing.py file with the corresponding dataset. Then the test dataset will be

classified & he/she can also see the Accuracy of class predction.

3.1. Output

For using iris.csv file my output is

![Capture1.PNG](data:image/png;base64,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)

Again ,for using bank.csv file my output is:

![Capture2.PNG](data:image/png;base64,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)

**4. Conclusion :**

The approaches in this program are efficient enough to classify small dataset within the range

(80-95)% accuracy. But while dealing with larger dataset, the required execution time is

above 60seconds or above.
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