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# Введение

Многочлен (или полином) от *n* переменных — есть конечная формальная сумма вида

![\sum_I c_I x_1^{i_1}x_2^{i_2}\cdots x_n^{i_n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJAAAAAmBAMAAADZ+w/jAAAAMFBMVEX///9AQECenp5QUFDm5uaKiorMzMwiIiIwMDB0dHRiYmK2trYEBAQMDAwWFhYAAAD57LP1AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAsFJREFUSA3tlEtoE1EUho/JZKaZiUlEFOJqNoIK0oArRexk0YXFkqwqFqEjbgyCFR+4bFAqiCARukhcSIIKtiKNIm58tIg7Fy4EwVVTqitR6oNQfDCe+5p7c4MlmCw9kHu+/z/nHm4yuQOwTpxSaiorNqLZpDoVfMb49DoIfrbXURmKo7JiE/SotoMyzc79NZr/fZlq8b1HPW2IvRWcLPeQxzNancu6z+DQb26Em7iGsWmopLkYmzZqCV9U1Bw7UWAyEohmbsiuRYiIGiw6JcuVJYUSgoe+CtJyvCQHIXsJT2tgsgL2lusEk7885uirtVMOQoa9egPTZ8qPWkmCZtBkjr7ad+Qg5FjHV2cb5gr4rSlOfJMjcrNlIswb6dkSZvIbCd7uuOi0RbFuV9CIl8dd4m8IaCIYeW++IvkgXBj+jnnHu5DNIPBISQmjbJ2b8ACi/gN22qWXoppvmFnCNVgBn5sqc4snG5JZU7UWvgh1DcGYv4j/evkoVQaDtObxCxMwIOWKnTRHwxP9IHoSP5FVWqGLysYbtEbx1BRgUHYRGm1wbdJz3EQVbeJi+bgwduauUtaWA+36g5AG3rvHcAnAT6aNQmy/TwqUR+CpR0RbmLAMw4pj1UJxHpwavIBI63nWBqCXi/GC/nOQLYMnV/CxyNgkMVe9B+YqmJmZzAwfxNiBvC/bOB2r5qqecbd4i+n46faOeFPotuu+Wbhajm2spZi12+MlfBYkLJ75iZgJ8TSHjpSHZ9Qz3/JStMz0UPh81BPt4m/UjjlwGPZQUzx7Z8rTm5RBzu1iQy9zvQ0+1gguP8F4eKS+1PHOjsxf4b34Jw2CkDW4DPtctAYCEfJSaJ3dSYcciMbfjt7dnP9d3f4CI2tut63r9+E97U/Ie9rjvIFsjwPE9oQrqMc82eP+cDt53fclzvZlCsDxtd4v7B+Wcqtg7hsnbAAAAABJRU5ErkJggg==)

,

где *I* = *(i1, i2, ..., in)* есть набор из целых неотрицательных чисел (называется мультииндекс), *cI* — число (называемое «коэффициент многочлена»), зависящее только от мультииндекса *I*.

В частности, многочлен от одной переменной есть конечная формальная сумма вида

![c_0 + c_1x^1 + \dots + c_mx^m](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMAAAAAWCAMAAAChZWMHAAAANlBMVEX///+4uLhdXV0MDAyKiooiIiIwMDBQUFC2trYEBATMzMwWFhaenp50dHRiYmJAQEDm5uYAAAABPNhuAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAhRJREFUWAntVtlyhCAQJPFGuf7/ZzOMjMtwrFKxTFIVHtYRe6a7WS4h7mmDvKfOD1Xpp+VvGxDi30DD3LF6lEqbWWndkHUCffIf6EUHyl0v7HKiquHzkwZQuATx29Cg8AT6qIEehCsjhFEnqhoMpgYaUr2INriBGTT2sHPYk0Vwueym3chH43LqPoZt8BH27NXCP6BnTLdGK06/V83GJQH6rUBoNQY0e7QpOmPC0lW6DczIZffCRKRlE6AF08NgewdjkbXvGUiYsHqVzjrQLqdMAnRwFSnQz78V8opnME8tFWd9HJ4yIbRKN657KTmpKdHCyxIQjCHOD7zbmI7XC0999VciDn8xRfAqnQsr2a+K4AWWx+rbgr9UnIDRxWdzEUMIS6k56ugpwYnpAIWgRCdkGMS5A9TKB5SkYz4B4eXYM6fDcaA4Hiz16K0GDB4x8YQinXU4H+ZPr2XgmxErS0CA7wYgWOE0sbAh542l5p/THgYnpg9256nSDV7ArDUa4AcDKysCENBoYHNy9muYp5Aynmq7MDIU0LMMD0zszlOns0YpOBCUN7ByNYmKHUgGJLz63NImmm1gCxkIgaWO4KDM5C9rdOd5TwdlcA10b9ZAoPKPYw1EfUnIFSUf89cy/PKdBwt2MJR+IUeteMbC9wsGaqlR9Tgswy/febDUbNRUOo5jHozzi08GuakjvfPcVPZ3lfkCstoTq/Bi6qUAAAAASUVORK5CYII=), где *cI* - фиксированные коэффициенты, а x – переменная.

# Постановка задачи

Требуется написать программу, которая позволяет работать с полиномами от трех переменных.

В качестве структуры хранения для полинома необходимо взять односвязный циклический список.

При добавлении монома, проверяется его равенство степеней с другими мономами, если они равны, то коэффициенты складываются.

# Руководство пользователя

Для запуска программы откройте файл Polinom2.0

![Снимок экрана (22)](data:image/png;base64,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)

Пользователю предоставится возможность ввести три степени, для трех соответствующих переменных
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# Руководство программиста

**Описание алгоритмов**

В качестве структуры хранения выбран односвязный список.

Принципиальным преимуществом перед массивом является структурная гибкость: порядок элементов связного списка может не совпадать с порядком расположения элементов данных в памяти компьютера, а порядок обхода списка всегда явно задаётся его внутренними связями. У кольцевого списка указатель *next* указывает на *нулевой* (звено- заголовок) элемент списка.

**Структура данных**

**Структура данных** есть модель данных в виде математической структуры.

**Математическая структура:**

S=(M1,...,Mk;p1,...,ps)

Математическая структура есть одно или несколько множеств **M1,..,Mk**, элементы которых находятся в некоторых отношениях **p1,...,ps**.

Где M1,...,Mk - базисные множества структуры.

Каждое отношение p1 есть двоичная функция, аргументами которой являются элементы базисного множества.

**Связный список** — базовая динамическая структура данных в информатике, состоящая из узлов, каждый из которых содержит как собственно данные, так и одну или две ссылки («связки») на следующий и/или предыдущий узел списка. Принципиальным преимуществом перед массивом является структурная гибкость: порядок элементов связного списка может не совпадать с порядком расположения элементов данных в памяти компьютера, а порядок обхода списка всегда явно задаётся его внутренними связями.
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Для реализации алгоритмов было использовано 2 класса:

* Класс Monom;
* Класс Polinom;

Описание классов:

### Класс Monom:

#pragma once

#pragma once

class Monom

{

int Data;

Monom \*pNext;

int StepX, StepY, StepZ;

public:

int GetData();

Monom\* GetNext();

int GetStepX();

int GetStepY();

int GetStepZ();

Monom(Monom &);

void SetNext(Monom \*p);

Monom(int D, Monom \*P, int SX, int SY,int SZ);

~Monom();

friend class Polinom;

};

#include "Monom.h"

Monom::Monom(int D, Monom \*P, int SX,int SY,int SZ)

{

Data = D;

pNext = P;

StepX = SX;

StepY = SY;

StepZ = SZ;

}

Monom::Monom(Monom &D)

{

Data = D.Data;

StepX = D.StepX;

StepY = D.StepY;

StepZ = D.StepZ;

pNext = 0;

}

Monom\* Monom::GetNext()

{

return pNext;

}

int Monom::GetStepX()

{

return StepX;

}

int Monom::GetStepY()

{

return StepY;

}

int Monom::GetStepZ()

{

return StepZ;

}

int Monom::GetData()

{

return Data;

}

void Monom::SetNext(Monom \*p)

{

pNext = p;

}

Monom::~Monom()

{

}

1. Класс Polinom

#pragma once

#include"Monom.h"

class Polinom

{

Monom \*pFirst;

public:

int isEmpty();

int isFull();

Polinom(int C);

Polinom addition(const Polinom &);

Polinom Minus(const Polinom &);

void Input();

void Add(Monom \*);

Polinom(Monom \*);

Polinom(Polinom &);

Polinom operator=(Polinom &);

void out(char\*);

Polinom();

~Polinom();

};

#include "Polinom.h"

#include<iostream>

using namespace std;

Polinom::Polinom()

{

pFirst = 0;

}

Polinom::Polinom(int C)

{

}

Polinom::Polinom(Polinom &A)

{

pFirst = 0;

for (Monom \*R = A.pFirst; R != 0; R = R->pNext)

{

this->Add(R);

}

}

Polinom Polinom:: operator=(Polinom &A)

{

Monom \*tmp = pFirst;

while (tmp != 0)

{

Monom \*prev = tmp;

tmp = tmp->pNext;

delete prev;

}

pFirst = 0;

for (Monom \*R = A.pFirst; R != 0; R = R->pNext)

{

this->Add(R);

}

return \*this;

}

Polinom::Polinom(Monom \*P)

{

pFirst = P;

}

void Polinom::Add(Monom\*A)

{

Monom \*Q = new Monom(\*A);//создали новый моном для добавления

if (pFirst == 0)

{

pFirst = Q;

}

else

{

Monom \*tmp = pFirst;

Monom \*prev = 0;

while (tmp != 0 && tmp->StepX > Q->StepX && tmp->StepY > Q->StepY && tmp->StepZ > Q->StepZ)

{

prev = tmp;

tmp = tmp->pNext;

}

if (tmp == 0)//добавление в конец

prev->pNext = Q;

else

{

if (tmp->StepX == Q->StepX && tmp->StepY == Q->StepY && tmp->StepZ == Q->StepZ)//если степени равны, то складываем коэффициенты

{

tmp->Data = tmp->Data + Q->Data;

}

else

{

if (prev != 0)//добавление в середину

{

Q->pNext = tmp;

prev->pNext = Q;

}

else//добавление в голову

{

Q->pNext = pFirst;

pFirst = Q;

}

}

}

}

}

int Polinom::isEmpty()

{

return pFirst == 0;

}

int Polinom::isFull()

{

Monom\* tmp = new Monom(1, 0, 0, 0, 0);

int res = (tmp == 0);

if (tmp != 0)

{

delete tmp;

}

return res;

}

Polinom Polinom::addition(const Polinom &A)

{

Monom \*tmp;

Monom \*tmpA;

Polinom res;

tmp = this->pFirst;

tmpA = A.pFirst;

while (tmp != 0 && tmpA != 0)

{

if (tmp->StepX > tmpA->StepX )

{

res.Add(tmp);

tmp = tmp->pNext;

}

else

{

if (tmp->StepX == tmpA->StepX && tmp->StepY == tmpA->StepY && tmp->StepZ == tmpA->StepZ)

{

res.Add(new Monom(tmp->Data + tmpA->Data, 0, tmp->StepX, tmp->StepY, tmp->StepZ));

tmp = tmp->pNext;

tmpA = tmpA->pNext;

}

else

{

res.Add(tmpA);

tmpA = tmpA->pNext;

}

}

}

//дописываем остатки хвостов

while (tmp != 0)

{

res.Add(tmp);

tmp = tmp->pNext;

}

while (tmpA != 0)

{

res.Add(tmpA);

tmpA = tmpA->pNext;

}

return res;

}

Polinom Polinom::Minus(const Polinom &M)

{

Monom \*tmp;

Monom \*tmpA;

Polinom res;

tmp = this->pFirst;

tmpA = M.pFirst;

while (tmp != 0 && tmpA != 0)

{

if (tmp->StepX > tmpA->StepX)

{

res.Add(tmp);

tmp = tmp->pNext;

}

else

{

if (tmp->StepX == tmpA->StepX && tmp->StepY == tmpA->StepY && tmp->StepZ == tmpA->StepZ)

{

res.Add(new Monom(tmp->Data - tmpA->Data, 0, tmp->StepX, tmp->StepY, tmp->StepZ));

tmp = tmp->pNext;

tmpA = tmpA->pNext;

}

else

{

res.Add(tmpA);

tmpA = tmpA->pNext;

}

}

}

//дописываем остатки хвостов

while (tmp != 0)

{

res.Add(tmp);

tmp = tmp->pNext;

}

while (tmpA != 0)

{

res.Add(tmpA);

tmpA = tmpA->pNext;

}

return res;

}

void Polinom::Input()

{

int StepX,StepY,StepZ;

int Data;

char Y;

while (1)

{

cout << "enter step X: ";

cin >> StepX;

cout << "enter step Y: ";

cin >> StepY;

cout << "enter step Z: ";

cin >> StepZ;

cout << "enter data: ";

cin >> Data;

Monom M(Data,0,StepX,StepY,StepZ);

this->Add(&M);

cout << "more(Y/N) ?: ";

cin >> Y;

if (Y == 'N' || Y == 'n')

break;

}

cout << endl;

}

void Polinom::out(char\*Z)

{

cout << Z << endl;

for (Monom \*i = pFirst; i != 0; i = i->pNext)

{

if (i->Data == 0)

cout << "your monom is= 0" << endl;

else

{

{

cout << "your monom is= " << i->Data << "\*" << "(" << " X^" << i->StepX << "\*" << " Y^" << i->StepY << "\*" << " Z^" << i->StepZ << ")";

cout << endl;

}

}

}

}

Polinom::~Polinom()

{

Monom \*tmp = pFirst;

while (tmp != 0)

{

Monom \*prev = tmp;

tmp = tmp->pNext;

delete prev;

}

}

1. Класс «Односвязный список»

class List

{

public:

PLink current;

List(void);

List(List&);

~List(void);

void AddLink(const int&, const Rational&);

void GoNext(void);

bool DelCurrentLink(void);

void ResetToFirst(void);

bool IndexOf(const int&);

const List& operator= (List);

int GetDegreeCollection(void) const;

Rational GetValue(void) const;

void SetValue(const Rational&);

void print(void);

};

1. Класс «Полином»

class Polynomial

{

List MonomList;

int\* GetDegree(void);

public:

void AddMonom(const int&, const Rational&);

Polynomial operator+ (Polynomial);

const Polynomial& operator= (Polynomial);

Polynomial(Polynomial&);

Polynomial(void);

friend ostream& operator<< (ostream& os, Polynomial Buffer);

};

**Структура программного комплекса**

Main.cpp;

Polinom.h

Polinom.cpp

Monom.h

Monom.cpp

# Заключение

В результате выполнения данной лабораторной работы была создана программа, реализующая работу с полиномами от трёх переменных.

Все написанные классы были протестированы.
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# Приложение

Rational.h

#ifndef \_\_RATIONAL

#define \_\_RATIONAL

#include <iostream>

using namespace std;

class Rational

{

public:

Rational ();

Rational (const int&, const int&);

Rational (const Rational&);

const Rational& operator= (const Rational&);

Rational operator+ (const Rational&);

Rational operator- (const Rational&);

bool operator == (Rational&);

friend ostream& operator<< (ostream& ostr, const Rational&);

friend istream& operator>> (istream& istr, Rational& b);

int GetNum(void) const;

private:

int num;

unsigned int den;

void reduce();

unsigned int NOK(const Rational&);

};

#endif

Rational.cpp

#include "Rational.h"

int NOD(const int& a1, const int& b1)

{

int a = abs(a1), b = abs(b1);

while(a != 0 && b != 0){

if (a >= b)

a = a % b;

else

b = b % a;

}

return a + b;

}

Rational::Rational() : num(0), den(1)

{

}

Rational::Rational(const int& a, const int& b)

{

if (b < 0)

exit(1);

num = a;

if (b)

den = b;

else

exit(1);

reduce();

}

Rational::Rational(const Rational& Copy)

{

num = Copy.num;

den = Copy.den;

}

const Rational& Rational::operator= (const Rational& Copy)

{

num = Copy.num;

den = Copy.den;

return \*this;

}

Rational Rational::operator+ (const Rational& Ratio)

{

int Tmp = NOK(Ratio);

Rational t;

int c1 = Tmp / den, c2 = Tmp / Ratio.den;

t.num = num \* c1 + Ratio.num \* c2;

t.den = Tmp;

t.reduce();

return t;

}

Rational Rational::operator- (const Rational& Ratio)

{

int Tmp = NOK(Ratio);

Rational t;

int c1 = Tmp / den, c2 = Tmp / Ratio.den;

t.num = num \* c1 - Ratio.num \* c2;

t.den = Tmp;

t.reduce();

return t;

}

bool Rational::operator == (Rational& sr)

{

sr.reduce();

if (den == sr.den && num == sr.num)

return true;

else

return false;

}

unsigned int Rational::NOK(const Rational& Ratio)

{

return Ratio.den \* den / NOD(Ratio.den, den);

}

void Rational::reduce()

{

int nod = NOD(num,den);

num = num / nod;

den = den / nod;

}

ostream& operator<< (ostream& ostr, const Rational& b)

{

if (b.den == 1 || b.num == 0)

ostr << b.num;

else

ostr << b.num << '/' << b.den;

return ostr;

}

int Rational::GetNum(void) const

{

return num;

}

istream& operator>> (istream& istr, Rational& b){

char\* str = new char [1024];

cin.getline(str, 1024);

int i = 0;

unsigned int bt = 0;

bool flag = false;

l1:

int len = strlen(str)-1;

while (str[len]==' '){

str[len] = NULL;

goto l1;

}

if (strlen(str)==0)

exit(1);

while (str[i]==' ')

++i;

if (str[i]=='-'){

flag = true;

++i;

}

while (str[i]!='.' && str[i]!='/' && i<strlen(str)){

bt = (str[i] - '0') + bt\*10;

++i;

}

++i;

switch (str[i-1]){

case '.': {

int j = 0;

while (i<(int)strlen(str)){

bt = (str[i] - '0') + bt\*10;

++i, ++j;

}

b.den = int(pow(10.0,j));

break;

}

case '/': {

b.den = 0;

while (i<(int)strlen(str)){

b.den = (str[i]-'0') + b.den\*10;

++i;

}

break;

}

}

b.num = flag ? -int(bt) : bt;

b.reduce();

return istr;

}

Link.h

#ifndef \_Link

#define \_Link

#include "Rational.h"

class Link;

typedef Link\* PLink;

class Link

{

public:

Rational Value;

int DegreeCollection;

PLink next;

Link(void);

Link(const int&, const Rational&);

};

#endif

Link.cpp

#include "Link.h"

#include <lmcons.h>

Link::Link(void)

{

next = NULL;

DegreeCollection = 0;

Value = Rational(0, 1);

}

Link::Link(const int& IntValue, const Rational& RationalValue)

{

DegreeCollection = IntValue;

Value = RationalValue;

next = NULL;

}

List.h

#ifndef \_List

#define \_List

#include "Link.h"

#include <iostream>

using namespace std;

class List

{

public:

PLink current;

public:

List(void);

List(List&);

~List(void);

void AddLink(const int&, const Rational&); // добавить звено после текущего;

void GoNext(void); // идем по списку вправо;

bool DelCurrentLink(void); // удаление текущего звена;

void ResetToFirst(void); // переместить в начало списка;

bool IndexOf(const int&); // найти звено по DegreeCollection;

const List& operator= (List);

int GetDegreeCollection(void) const;

Rational GetValue(void) const;

void SetValue(const Rational&);

void print(void);

};

#endif

List.cpp

#include "List.h"

List::List(void)

{

current = new Link;

current->DegreeCollection = -1;

current->next = current;

}

List::~List(void)

{

ResetToFirst();

while(DelCurrentLink())

;

}

List::List(List& CopyList)

{

current = new Link;

current->DegreeCollection = -1;

current->next = current;

CopyList.ResetToFirst();

while(CopyList.GetDegreeCollection() >= 0)

{

AddLink(CopyList.GetDegreeCollection(), CopyList.GetValue());

CopyList.GoNext();

}

}

void List::AddLink(const int& ValueInt, const Rational& ValueRational)

{

PLink p = new Link(ValueInt, ValueRational);

p->next = current->next;

current->next = p;

current = p;

}

void List::GoNext(void)

{

current = current->next;

}

int List::GetDegreeCollection(void) const

{

return current->DegreeCollection;

}

Rational List::GetValue(void) const

{

return current->Value;

}

bool List::DelCurrentLink(void)

{

if (current->next == current)

return false;

else

{

PLink Tmp;

Tmp = current;

ResetToFirst();

while (current->next != Tmp)

GoNext();

current->next = Tmp->next;

GoNext();

delete Tmp;

return true;

}

}

void List::ResetToFirst(void)

{

while(current->DegreeCollection >= 0)

GoNext();

GoNext();

}

void List::print(void)

{

ResetToFirst();

int i = 0;

while(current->DegreeCollection != -1)

{

cout << ++i << '.' << endl << "Value = " << current->Value << endl;

cout << "DegreeCollection = " << current->DegreeCollection << endl;

GoNext();

}

}

void List::SetValue(const Rational& RationalValue)

{

current->Value = RationalValue;

}

bool List::IndexOf(const int& BufferValue)

{

ResetToFirst();

while(current->DegreeCollection != -1)

{

if (current->DegreeCollection == BufferValue)

return true;

GoNext();

}

return false;

}

const List& List::operator= (List CopyList)

{

this->~List();

List();

CopyList.ResetToFirst();

while (CopyList.GetDegreeCollection() >= 0)

{

AddLink(CopyList.GetDegreeCollection(), CopyList.GetValue());

CopyList.GoNext();

}

return \*this;

}

Polynomial.h

#ifndef \_Polynomial

#define \_Polynomial

#include "List.h"

#include "Rational.h"

static int BASE = 100;

#define n 3

class Polynomial

{

List MonomList;

// список коэффициентов полинома;

int\* GetDegree(void);

// получаем степени из набора;

public:

void AddMonom(const int&, const Rational&); // добавить звено;

Polynomial operator+ (Polynomial); // оператор +;

const Polynomial& operator= (Polynomial);

Polynomial(Polynomial&);

Polynomial(void);

friend ostream& operator<< (ostream& os, Polynomial Buffer);

};

#endif

Polynomial.cpp

#include "Polynomial.h"

Polynomial::Polynomial(Polynomial& CopyBuffer)

{

MonomList = CopyBuffer.MonomList;

}

Polynomial::Polynomial(void)

{

}

int\* Polynomial::GetDegree(void)

{

int \*degree = new int[n];

degree[0] = MonomList.GetDegreeCollection() / (BASE \* BASE);

degree[1] = MonomList.GetDegreeCollection() / BASE % BASE;

degree[2] = MonomList.GetDegreeCollection() % BASE;

return degree;

}

void Polynomial::AddMonom(const int& DegreeValue, const Rational& RationalValue)

{

if (MonomList.IndexOf(DegreeValue))

if ((MonomList.GetValue() + RationalValue) == Rational(0, 1))

MonomList.DelCurrentLink();

else

MonomList.SetValue(MonomList.GetValue() + RationalValue);

else

{

while(MonomList.current->DegreeCollection >= 0)

MonomList.GoNext();

while(DegreeValue < MonomList.current->next->DegreeCollection)

MonomList.GoNext();

MonomList.AddLink(DegreeValue, RationalValue);

}

}

Polynomial Polynomial::operator+ (Polynomial PolynomialBuffer)

{

Polynomial Tmp;

MonomList.ResetToFirst();

Tmp.MonomList = MonomList;

PolynomialBuffer.MonomList.ResetToFirst();

while(PolynomialBuffer.MonomList.GetDegreeCollection() >= 0)

{

Tmp.AddMonom(PolynomialBuffer.MonomList.GetDegreeCollection(), PolynomialBuffer.MonomList.GetValue());

PolynomialBuffer.MonomList.GoNext();

}

return Tmp;

}

const Polynomial& Polynomial::operator= (Polynomial CopyBuffer)

{

MonomList = CopyBuffer.MonomList;

return \*this;

}

ostream& operator<< (ostream& os, Polynomial Buffer)

{

Buffer.MonomList.ResetToFirst();

char symbol[3] = {'x', 'y', 'z'};

while(Buffer.MonomList.GetDegreeCollection() >= 0)

{

int\* degree = Buffer.GetDegree();

os << Buffer.MonomList.GetValue();

for (int i = 0; i < n; ++i)

if (!degree[i])

continue;

else

if (degree[i] == 1)

os << '\*' << symbol[i];

else

os << '\*' << symbol[i] << '^' << degree[i];

if (Buffer.MonomList.current->next->DegreeCollection != -1 && Buffer.MonomList.current->next->Value.GetNum() >= 0)

os << " + ";

Buffer.MonomList.GoNext();

}

return os;

}

main.cpp

#include <conio.h>

#include "Rational.h"

#include "Polynomial.h"

int SetDegreeCollections(int\* degree)

{

int Tmp = degree[0];

for (int i = 1; i < n; ++i)

Tmp = degree[i] + (Tmp \*= BASE);

return Tmp;

}

#define size 2

int main()

{

BASE = 100;

setlocale(LC\_ALL, "Russian");

Polynomial \*A = new Polynomial[size];

Rational Index;

int degree[n];

cout << "Введите коэффициенты и наборы степеней мономов полинома" << endl;

for (int j = 0; j < size; ++j)

{

while(\_getch() != '1')

{

cout << "Коэффициент ";

fflush(stdin);

cin >> Index;

cout << "Набор степеней ";

fflush(stdin);

for (int i = 0; i < n; ++i)

cin >> degree[i];

A[j].AddMonom(SetDegreeCollections(degree), Index);

}

cout << "Введенный полином" << endl << A[j] <<endl;

}

cout << "Сумма: " << A[0] + A[1] << endl;

\_getch();

return 0;

}