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# Analysis of Text Content

install.packages("dplyr"); install.packages("tm"); install.packages("Snowball"); install.packages("wordcloud"); install.packages("cluster");

require(dplyr)

## Loading required package: dplyr

## Warning: package 'dplyr' was built under R version 3.2.5

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

require(tm)

## Loading required package: tm

## Loading required package: NLP

require(SnowballC)

## Loading required package: SnowballC

require(wordcloud)

## Loading required package: wordcloud

## Warning: package 'wordcloud' was built under R version 3.2.5

## Loading required package: RColorBrewer

require(cluster)

## Loading required package: cluster

# loading the data

getwd()

## [1] "C:/Users/Neha/Desktop"

setwd("C:/Users/Neha/Desktop")  
data = read.csv('Tweets.csv')  
data = select(data, airline\_sentiment, negativereason, airline, text)  
head(data)

## airline\_sentiment negativereason airline  
## 1 neutral Virgin America  
## 2 positive Virgin America  
## 3 neutral Virgin America  
## 4 negative Bad Flight Virgin America  
## 5 negative Can't Tell Virgin America  
## 6 negative Can't Tell Virgin America  
## text  
## 1 @VirginAmerica What @dhepburn said.  
## 2 @VirginAmerica plus you've added commercials to the experience... tacky.  
## 3 @VirginAmerica I didn't today... Must mean I need to take another trip!  
## 4 @VirginAmerica it's really aggressive to blast obnoxious "entertainment" in your guests' faces &amp; they have little recourse  
## 5 @VirginAmerica and it's a really big bad thing about it  
## 6 @VirginAmerica seriously would pay $30 a flight for seats that didn't have this playing.\nit's really the only bad thing about flying VA

# Removing the @   
   
data$text <- gsub("^@\\w+ \*", "", data$text)  
head(data)

## airline\_sentiment negativereason airline  
## 1 neutral Virgin America  
## 2 positive Virgin America  
## 3 neutral Virgin America  
## 4 negative Bad Flight Virgin America  
## 5 negative Can't Tell Virgin America  
## 6 negative Can't Tell Virgin America  
## text  
## 1 What @dhepburn said.  
## 2 plus you've added commercials to the experience... tacky.  
## 3 I didn't today... Must mean I need to take another trip!  
## 4 it's really aggressive to blast obnoxious "entertainment" in your guests' faces &amp; they have little recourse  
## 5 and it's a really big bad thing about it  
## 6 seriously would pay $30 a flight for seats that didn't have this playing.\nit's really the only bad thing about flying VA

# Dividing tweets based on positive and negative sentiment  
  
posTweets <- subset(data, airline\_sentiment == 'positive')  
dim(posTweets)

## [1] 2363 4

NegTweets <- subset(data, airline\_sentiment == 'negative')  
dim(NegTweets)

## [1] 9178 4

# Removing these words seemed to be necessary as they are repeated a lot   
wordsToRemove = c('get', 'cant', 'can', 'now', 'just', 'will', 'dont', 'ive', 'got', 'much')  
  
# analyse corpus   
analyseText = function(text\_to\_analyse){  
 CorpusTranscript = Corpus(VectorSource(text\_to\_analyse))  
 CorpusTranscript = tm\_map(CorpusTranscript, content\_transformer(tolower), lazy = T)  
 CorpusTranscript = tm\_map(CorpusTranscript, PlainTextDocument, lazy = T)  
 CorpusTranscript = tm\_map(CorpusTranscript, removePunctuation)  
 CorpusTranscript = tm\_map(CorpusTranscript, removeWords, wordsToRemove)   
 CorpusTranscript = tm\_map(CorpusTranscript, removeWords, stopwords("english"))  
 CorpusTranscript = DocumentTermMatrix(CorpusTranscript)  
 CorpusTranscript = removeSparseTerms(CorpusTranscript, 0.97) # keeps a matrix 97% sparse  
 CorpusTranscript = as.data.frame(as.matrix(CorpusTranscript))  
 colnames(CorpusTranscript) = make.names(colnames(CorpusTranscript))  
   
 return(CorpusTranscript)  
}  
  
# Analysing positive and Negative tweets  
Nword <- analyseText(NegTweets$text)  
dim(Nword)

## [1] 9178 30

Pword <- analyseText(posTweets$text)  
dim(Pword)

## [1] 2363 18

# Determining the Frequency of negative words and creating a word cloud  
  
Freq\_Nword <- colSums(Nword)  
Freq\_Nword <- Freq\_Nword[order(Freq\_Nword, decreasing = T)]  
head(Freq\_Nword)

## flight cancelled service hours help hold   
## 2900 920 740 644 610 607

wordcloud(freq = as.vector(Freq\_Nword), words = names(Freq\_Nword), random.order = FALSE, random.color = FALSE, colors = brewer.pal(9, 'RdPu')[4:9] )

![](data:image/png;base64,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)

# Analysing Negative words generally mentioned in tweets   
  
analyseText2 = function(text\_to\_analyse){  
   
 CorpusTranscript = Corpus(VectorSource(text\_to\_analyse))  
 CorpusTranscript = tm\_map(CorpusTranscript, content\_transformer(tolower), lazy = T)  
 CorpusTranscript = tm\_map(CorpusTranscript, PlainTextDocument, lazy = T)  
 CorpusTranscript = tm\_map(CorpusTranscript, removePunctuation)  
 CorpusTranscript = tm\_map(CorpusTranscript, removeWords, wordsToRemove)  
 CorpusTranscript = tm\_map(CorpusTranscript, removeWords, stopwords("english"))  
 CorpusTranscript = DocumentTermMatrix(CorpusTranscript)  
 CorpusTranscript = removeSparseTerms(CorpusTranscript, 0.97) # keeps a matrix 97% sparse  
   
 return(CorpusTranscript)  
}  
  
Nword <- analyseText2(NegTweets$text)  
findAssocs(Nword, c("flight", 'customer', 'gate', 'phone'), .07)

## $flight  
## cancelled late flightled delayed   
## 0.36 0.25 0.23 0.16   
##   
## $customer  
## service   
## 0.65   
##   
## $gate  
## waiting plane   
## 0.09 0.08   
##   
## $phone  
## help   
## 0.07

# Further understanding the association with Clustering Analysis

# hierarchical clustering  
d = dist(t(as.matrix(Nword)), method = 'euclidean')  
fit = hclust(d = d, method = 'ward.D')  
  
# plotting the graph   
plot(fit, col = "#487AA1", col.main = "#45ADA8", col.lab = "#7C8071", main = 'Negative Sentiment', xlab = '', col.axis = "#F38630", lwd = 3, lty = 3, sub = "", hang = -1, axes = FALSE)  
  
# add axis   
axis(side = 2, at = seq(0, 400, 100), col = "#F38630", labels = FALSE, lwd = 2)
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# k-mean clustering   
d = dist(t(as.matrix(Nword)), method="euclidean")   
kfit = kmeans(d, 3)   
clusplot(as.matrix(d), kfit$cluster, color=T, shade=T, labels=2, lines=0, cex = 0.4, main = 'Negative Sentiment')
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