1. 一定记得先写

Int mian（）

{

Return 0；

}

因为你的编译器不会有问题，但是ccf测试结果成绩为0。

2.一定反复审题，审题后自己写出一到两个样例，而且还有注意Corner case。

3. cout << sizeof(long int);

cout << sizeof(long long);

Long int和int在32位时一样长的，只有4个字节，32位

Long long才是8个字节，64 位

4.遇到无输出的情况可能是：

声明数组超过上限2147483647个字节；

5.字符串的处理

strcat(s1, s2);  
连接字符串 s2 到字符串 s1 的末尾。 注意直接声明的数组a[100]，里面为，必须写入’\0’之后才能使用strcat；

调用函数对字符串进行处理后，若返回值为一个声明的局部数组的地址，那么返回的结果将会什么都没有，因为作用域的原因。

6.atoi 和itoa

头文件：Include<stdlib.h>

int atoi(const char \*nptr);

返回值为int型，可为正为负，若不能转化为数字，则返回0；

？？处不处理前导零啊（好像处理的）

头文件：<cstdlib>

string itoa(int x,char \*string,int jz)；

写入到数组中。

7.对于string类型，scanf和printf均不能使用：

全部使用scanf读入，但是如果读string，由于scanf不会改变size所以读不进去，采用如下：

char tmp[20];

scanf("%s",tmp);

**px.assign(tmp);**

对于输出应该使用：

printf("%s\n",**a.c\_str()**);

8.使用sscanf进行字符串的切割

int main()

{

char s[100];

int a;

sscanf("ab 123pc", "%s %dpc", s, &a);

cout << s << ' ' << a << endl; //ab 123

}

注意对于string px要使用

sscanf(px.c\_str(), "%d ", &ipn[i].num[0]);

9.结构体的声明：

struct ru{

string name;

vector <string> wos;

int flag;

};

10.传参和返回值为&的含义？

11.在判断条件千万不要写 “res=1” 和 “0<=res<=1”,

正确表示**res==1；和0<=res&&res<=1;**

12.字符串划分函数：

void split(string s, string c, vector<string> &res) {//注意此处的传参方式

int pos1, pos2;

pos1 = 0;

pos2 = s.find(c,0);

while (pos2 != string::npos) {

res.push\_back(s.substr(pos1, pos2 - pos1));

pos1 = pos2 + c.size();

pos2 = s.find(c, pos1);

}

if (pos1 != s.size())

{

res.push\_back(s.substr(pos1));

}

}

13.读取一行的输入以“\n” 作为分割，则使用getline；

需要注意getline前一个输入是否残留换行符“\r\n”或者“\n”;

char d[100];

cin.getline(d, 100);

14.不要仅使用vs进行编译，因为会自动添加头文件

15.对于**char \*型变量，不能使用“==”**，（但不会报错所以易错），要使用strcmp，需要加入string.h头文件。

# 图算法

1. 最短生成树

181204，审题困难，最好假设它是，然后反推

2.查分约束

对于如若一个系统由n个变量和m个不等式组成，并且这m个不等式对应的系数矩阵中每一行有且仅有一个1和-1，其它的都为0，这样的系统称为**差分约束( difference constraints )**系统。引例中的不等式组可以表示成如图三-1-1的系数矩阵。
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图三-1-1

特点：全是整数，可以将＜转化为≤

常用方法：

1. 对于想用查分约束的情况，若发现项数不满足上述情况，可以尝试前缀和的形式。

我们可以经b1+b2 b1+b2+b3 等转化为 s2-s0 s3-s0  这种前缀和的形式 然后再将答案转化为各个数字

2.注意不要漏掉特殊情况，比如某个变量等于确定的值，即

s[23] = T，它并不是一个不等式，我们需要将它也转化成不等式，由于设定s[-1] = 0，所以 s[23] - s[-1] = T，它可以转化成两个不等式：

      s[23] - s[-1] >= T

      s[-1] - s[23] >= -T

3.对于原本不是整数，后来变为整数的舍入等于，可以改写为≤

4. 如果给出的不等式有"<="也有">="，又该如何解决呢？很明显，首先需要关注最后的问题是什么，如果需要求的是两个变量差的最大值，那么需要将所有不等式转变成"<="的形式，建图后求最短路；相反，如果需要求的是两个变量差的最小值，那么需要将所有不等式转化成">="，建图后求最长路。怎么求最长路？

.记忆化搜索

3.. STL

1. 算法 头文件：<algorithm>，<numeric>和<functional>
2. 容器 头文件：<vector>,<list>,<deque>,<set>,<map>,<stack>和<queue>

下面详细介绍各种容器：

C++中有两种类型的容器：顺序容器和关联容器。顺序容器主要有vector、list、deque等。其中vector表示一段连续的内存，基于数组实现，list表示非连续的内存，基于链表实现，deque与vector类似，但是对首元素提供插入和删除的双向支持。关联容器主要有map和set。map是key-value形式，set是单值。map和set只能存放唯一的key，multimap和multiset可以存放多个相同的key。

容器类自动申请和释放内存，因此无需new和delete操作。

1. Vector

用到改知识的题目：（201709-4通信网络）

vector基于模板实现，需包含头文件vector。

|  |
| --- |
| //1.定义和初始化      vector<int> vec1;    //默认初始化，vec1为空      vector<int> vec2(vec1);  //使用vec1初始化vec2      vector<int> vec3(vec1.begin(),vec1.end());//使用vec1初始化vec2      vector<int> vec[100];    //每一个vec[i]是vector类型，vec[100]相当于一个二维数组。        //2.常用操作方法      vec1.push\_back(100);            //添加元素      int size = vec1.size();         //元素个数      bool isEmpty = vec1.empty();    //判断是否为空      cout<<vec1[0]<<endl;        //取得第一个元素      vec1.insert(vec1.end(),5,3);    //从vec1.back位置插入个值为的元素      //vec1.pop\_back();              //删除末尾元素      //vec1.erase(vec1.begin(),vec1.end());//删除之间的元素，其他元素前移      cout<<(vec1==vec2)?true:false;  //判断是否相等==、！=、>=、<=...  //vec1.clear();                 //清空元素        //3.遍历         int length = vec1.size();      for(int i=0;i<length;i++)      {         cout<<vec1[i];      }      cout<<endl<<endl; |

二、list

List是stl实现的双向链表，与 向量(vectors)相比, 它允许快速的插入和删除，但是随机访问却比较慢。需要添加头文件list

|  |
| --- |
| //1.定义和初始化      list<int> lst1;          //创建空list      list<int> lst2(3);       //创建含有三个元素的list      list<int> lst3(3,2); //创建含有三个元素的list      list<int> lst4(lst2);    //使用lst2初始化lst4      list<int> lst5(lst2.begin(),lst2.end());  //同lst4        //2.常用操作方法      lst1.assign(lst2.begin(),lst2.end());  //分配值      lst1.push\_back(10);                    //添加值      lst1.pop\_back();                   //删除末尾值      lst1.begin();                      //返回首值的迭代器      lst1.end();                            //返回尾值的迭代器      lst1.clear();                      //清空值      bool isEmpty1 = lst1.empty();          //判断为空      lst1.erase(lst1.begin(),lst1.end());                        //删除元素      lst1.front();                      //返回第一个元素的引用      lst1.back();                       //返回最后一个元素的引用      lst1.insert(lst1.begin(),3,2);         //从指定位置插入个      lst1.rbegin();                         //返回第一个元素的前向指针      lst1.remove(2);                        //相同的元素全部删除      lst1.reverse();                        //反转      lst1.size();                       //含有元素个数      lst1.sort();                       //排序      lst1.unique();                         //删除相邻重复元素        //3.遍历      //迭代器法      for(list<int>::const\_iterator iter = lst1.begin();iter != lst1.end();iter++)      {         cout<<\*iter;      }      cout<<endl; |

三、deque

deque容器类与vector类似，支持随机访问和快速插入删除，它在容器中某一位置上的操作所花费的是线性时间。与vector不同的是，deque还支持从开始端插入数据：push\_front()。其余类似vector操作方法的使用。

1. Map

（201709-4通信网络）

C++中map容器提供一个键值对（key/value）容器，map与multimap差别仅仅在于multiple允许一个键对应多个值。需要包含头文件map。Map会根据key自动排序。

|  |
| --- |
| //1.定义和初始化      map<int,string> map1;                  //空map        //2.常用操作方法      map1[3] = "Saniya";                    //添加元素      map1.insert(map<int,string>::value\_type(2,"Diyabi"));//插入元素      //map1.insert(pair<int,string>(1,"Siqinsini"));      map1.insert(make\_pair<int,string>(4,"V5"));      string str = map1[3];                  //根据key取得value，key不能修改      map<int,string>::iterator iter\_map = map1.begin();//取得迭代器首地址      int key = iter\_map->first;             //取得eky      string value = iter\_map->second;       //取得value      map1.erase(iter\_map);                  //删除迭代器数据      map1.erase(3);                         //根据key删除value      map1.size();                       //元素个数      map1.empty();                       //判断空      map1.clear();                      //清空所有元素        //3.遍历      for(map<int,string>::iterator iter = map1.begin();iter!=map1.end();iter++)      {         int keyk = iter->first;         string valuev = iter->second;      } |

1. Stack

stack 模板类的定义在<stack>头文件中。  
stack 模板类需要两个模板参数，一个是元素类型，一个容器类型，但只有元素类型是必要的，在不指定容器类型时，默认的容器类型为deque。  
定义stack 对象的示例代码如下：  
stack<int> s1;  
stack<string> s2;  
stack 的基本操作有：  
入栈，如例：s.push(x);  
出栈，如例：s.pop();注意，出栈操作只是删除栈顶元素，并不返回该元素。  
访问栈顶，如例：s.top()  
判断栈空，如例：s.empty()，当栈空时，返回true。  
访问栈中的元素个数，如例：s.size()。

六、queue

queue 模板类的定义在<queue>头文件中。  
与stack 模板类很相似，queue 模板类也需要两个模板参数，一个是元素类型，一个容器类  
型，元素类型是必要的，容器类型是可选的，默认为deque 类型。  
定义queue 对象的示例代码如下：  
queue<int> q1;  
queue<double> q2;

queue 的基本操作有：  
入队，如例：q.push(x); 将x 接到队列的末端。  
出队，如例：q.pop(); 弹出队列的第一个元素，注意，并不会返回被弹出元素的值。  
访问队首元素，如例：q.front()，即最早被压入队列的元素。  
访问队尾元素，如例：q.back()，即最后被压入队列的元素。  
判断队列空，如例：q.empty()，当队列空时，返回true。  
访问队列中的元素个数，如例：q.size()

 Eg：

#include <cstdlib>  
#include <iostream>  
#include <queue>

using namespace std;

int main()  
{  
    int e,n,m;  
    queue<int> q1;  
    for(int i=0;i<10;i++)  
       q1.push(i);  
    if(!q1.empty())  
    cout<<"dui lie  bu kong\n";  
    n=q1.size();  
    cout<<n<<endl;  
    m=q1.back();  
    cout<<m<<endl;  
    for(int j=0;j<n;j++)  
    {  
       e=q1.front();  
       cout<<e<<" ";  
       q1.pop();  
    }  
    cout<<endl;  
    if(q1.empty())  
    cout<<"dui lie  bu kong\n";  
    system("PAUSE");  
    return 0;  
}

七、priority\_queue

在<queue>头文件中，还定义了另一个非常有用的模板类priority\_queue(优先队列）。优先队列与队列的差别在于优先队列不是按照入队的顺序出队，而是按照队列中元素的优先权顺序出队（默认为大者优先，也可以通过指定算子来指定自己的优先顺序）。  
priority\_queue 模板类有三个模板参数，第一个是元素类型，第二个容器类型，第三个是比较算子。其中后两个都可以省略，默认容器为vector，默认算子为less，即小的往前排，大的往后排（出队时序列尾的元素出队）。  
定义priority\_queue 对象的示例代码如下：  
priority\_queue<int> q1; priority\_queue< pair<int, int> > q2; // 注意在两个尖括号之间一定要留空格。  
priority\_queue<int, vector<int>, greater<int> > q3; // 定义小的先出队  
priority\_queue 的基本操作与queue 相同。初学者在使用priority\_queue 时，最困难的可能就是如何定义比较算子了。如果是基本数据类型，或已定义了比较运算符的类，可以直接用STL 的less 算子和greater算子——默认为使用less 算子，即小的往前排，大的先出队。如果要定义自己的比较算子，方法有多种，这里介绍其中的一种：重载比较运算符。优先队列试图将两个元素x 和y 代入比较运算符(对less 算子，调用x<y，对greater 算子，调用x>y)，若结果为真，则x 排在y 前面，y 将先于x 出队，反之，则将y 排在x 前面，x 将先出队。

看下面这个简单的示例：  
#include <iostream>

#include <queue>  
using namespace std;  
class T  
{  
　　public:  
　　int x, y, z;  
　　T(int a, int b, int c):x(a), y(b), z(c)  
　　{  
　　}  
};  
bool operator < (const T &t1, const T &t2)  
{  
　　return t1.z < t2.z; // 按照z 的顺序来决定t1 和t2 的顺序  
}  
main()  
{  
　　priority\_queue<T> q;  
　　q.push(T(4,4,3));  
　　q.push(T(2,2,5));  
　　q.push(T(1,5,4));  
　　q.push(T(3,3,6));  
　　while (!q.empty())  
　　{  
　　　　T t = q.top(); q.pop();  
　　　　cout << t.x << " " << t.y << " " << t.z << endl;  
　　}  
　　return 1;  
}  
输出结果为(注意是按照z 的顺序从大到小出队的)：  
3 3 6  
2 2 5  
1 5 4  
4 4 3  
再看一个按照z 的顺序从小到大出队的例子：  
#include <iostream>  
#include <queue>  
using namespace std;  
class T  
{  
public:  
　　int x, y, z;  
　　T(int a, int b, int c):x(a), y(b), z(c)  
　　{  
　　}  
};  
bool operator > (const T &t1, const T &t2)  
{  
　　return t1.z > t2.z;  
}  
main()  
{  
　　priority\_queue<T, vector<T>, greater<T> > q;  
　　q.push(T(4,4,3));  
　　q.push(T(2,2,5));  
　　q.push(T(1,5,4));  
　　q.push(T(3,3,6));  
　　while (!q.empty())  
　　{  
　　　　T t = q.top(); q.pop();  
　　　　cout << t.x << " " << t.y << " " << t.z << endl;  
　　}  
　　return 1;  
}  
输出结果为：  
4 4 3  
1 5 4  
2 2 5  
3 3 6  
如果我们把第一个例子中的比较运算符重载为：  
bool operator < (const T &t1, const T &t2)  
{  
　　return t1.z > t2.z; // 按照z 的顺序来决定t1 和t2 的顺序  
}  
则第一个例子的程序会得到和第二个例子的程序相同的输出结果。

一、string的初始化

首先，为了在程序中使用string类型，必须包含头文件 <string>。如下：

#include <string>

注意这里不是string.h，string.h是C字符串头文件。

string类是一个模板类，位于名字空间std中，通常为方便使用还需要增加：

using namespace std;

声明一个字符串变量很简单：

string str;

测试代码:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | #include <iostream>  #include <string>  using namespace std;  int main ( )  {      string str;  //定义了一个空字符串str      str = "Hello world";   // 给str赋值为"Hello world"      char cstr[] = "abcde";  //定义了一个C字符串      string s1(str);       //调用复制构造函数生成s1，s1为str的复制品      cout<<s1<<endl;      string s2(str,6);     //将str内，开始于位置6的部分当作s2的初值      cout<<s2<<endl;      string s3(str,6,3);  //将str内，开始于6且长度顶多为3的部分作为s3的初值          cout<<s3<<endl;      string s4(cstr);   //将C字符串作为s4的初值      cout<<s4<<endl;      string s5(cstr,3);  //将C字符串前3个字符作为字符串s5的初值。      cout<<s5<<endl;      string s6(5,'A');  //生成一个字符串，包含5个'A'字符      cout<<s6<<endl;      string s7(str.begin(),str.begin()+5); //区间str.begin()和str.begin()+5内的字符作为初值      cout<<s7<<endl;      return 0;  } |

程序执行结果为：

Hello world

world

wor

abcde

abc

AAAAA

Hello

二、string的比较等操作

你可以用 ==、>、<、>=、<=、和!=比较字符串，可以用+或者+=操作符连接两个字符串，并且可以用[]获取特定的字符。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | #include <iostream>  #include <string>  using namespace std;  int main()  {      string str;      cout << "Please input your name:"<<endl;      cin >> str;      if( str == "Li" )   // 字符串相等比较          cout << "you are Li!"<<endl;      else if( str != "Wang" )  // 字符串不等比较          cout << "you are not Wang!"<<endl;      else if( str < "Li")     // 字符串小于比较，>、>=、<=类似          cout << "your name should be ahead of Li"<<endl;      else          cout << "your name should be after of Li"<<endl;      str += ", Welcome!";  // 字符串+=      cout << str<<endl;      for(int i = 0 ; i < str.size(); i ++)          cout<<str[i];  // 类似数组，通过[]获取特定的字符      return 0;  } |

程序执行结果为：

Please input your name:

Zhang↙

you are not Wang!

Zhang, Welcome!

Zhang, Welcome!

上例中，“ cout<< str[i]; ”可换为： cout<< str.at(i);

三、string特性描述

可用下列函数来获得string的一些特性：

int capacity()const; //返回当前容量（即string中不必增加内存即可存放的元素个数）

int max\_size()const; //返回string对象中可存放的最大字符串的长度

int size()const; //返回当前字符串的大小

int length()const; //返回当前字符串的长度

bool empty()const; //当前字符串是否为空

void resize(int len,char c); //把字符串当前大小置为len，多去少补，多出的字符c填充不足的部分

测试代码：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | #include <iostream>  #include <string>  using namespace std;  int main()  {      string str;          if (str.empty())          cout<<"str is NULL."<<endl;          else          cout<<"str is not NULL."<<endl;      str = str + "abcdefg";      cout<<"str is "<<str<<endl;          cout<<"str's size is "<<str.size()<<endl;  　　     cout<<"str's capacity is "<<str.capacity()<<endl;      cout<<"str's max size is "<<str.max\_size()<<endl;      cout<<"str's length is "<<str.length()<<endl;      str.resize(20,'c');      cout<<"str is "<<str<<endl;      str.resize(5);      cout<<"str is "<<str<<endl;      return 0;  } |

程序执行结果为：

str is NULL.

str is abcdefg

str's size is 7

str's capacity is 15

str's max size is 4294967294

str's length is 7

str is abcdefgccc

str is abcde

四、string的查找

由于查找是使用最为频繁的功能之一，string提供了非常丰富的查找函数：（注：string::npos）

size\_type find( const basic\_string &str, size\_type index ); //返回str在字符串中第一次出现的位置（从index开始查找），如果没找到则返回string::npos

size\_type find( const char \*str, size\_type index ); // 同上

size\_type find( const char \*str, size\_type index, size\_type length ); //返回str在字符串中第一次出现的位置（从index开始查找，长度为length），如果没找到就返回string::npos

size\_type find( char ch, size\_type index ); // 返回字符ch在字符串中第一次出现的位置（从index开始查找），如果没找到就返回string::npos

注意：查找字符串a是否包含子串b,不是用 strA.find(strB) > 0 而是 strA.find(strB) != string:npos 这是为什么呢？（初学者比较容易犯的一个错误）本部分参考自[web100](https://www.cnblogs.com/web100/archive/2012/12/02/cpp-string-find-npos.html)与[luhao1993](https://blog.csdn.net/luhao1993/article/details/17690453)

　　先看下面的代码

int idx = str.find("abc");

if (idx == string::npos);

　　上述代码中，idx的类型被定义为int，这是错误的，即使定义为 unsigned int 也是错的，它必须定义为 string::size\_type。npos 是这样定义的： static const size\_type npos = -1; 因为 string::size\_type (由字符串配置器 allocator 定义) 描述的是 size，故需为无符号整数型别。因为缺省配置器以型别 size\_t 作为 size\_type，于是 -1 被转换为无符号整数型别，npos 也就成了该型别的最大无符号值。不过实际数值还是取决于型别 size\_type 的实际定义。不幸的是这些最大值都不相同。事实上，(unsigned long)-1 和 (unsigned short)-1 不同(前提是两者型别大小不同)。因此，比较式 idx == string::npos 中，如果 idx 的值为-1，由于 idx 和字符串string::npos 型别不同，比较结果可能得到 false。因此要想判断 find()等查找函数的结果是否为npos，最好的办法是直接比较。

测试代码：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | #include<iostream>  #include<string>  using namespace std;  int main(){      int loc;      string s="study hard and make progress everyday! every day!!";      loc=s.rfind("make",10);      cout<<"the word make is at index"<<loc<<endl;//-1表示没找到      loc=s.rfind("make");//缺省状态下，从最后一个往前找      cout<<"the word make is at index"<<loc<<endl;      loc=s.find\_first\_of("day");      cout<<"the word day(first) is at index "<<loc<<endl;      loc=s.find\_first\_not\_of("study");      cout<<"the first word not of study is at index"<<loc<<endl;      loc=s.find\_last\_of("day");      cout<<"the last word of day is at index"<<loc<<endl;      loc=s.find("day");//缺陷状态下从第一个往后找      cout<<loc;      return 0;  } |

运行结果：

![https://images2018.cnblogs.com/blog/1352320/201803/1352320-20180323101344856-2115596576.png](data:image/png;base64,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)

五、其他常用函数

string &insert(int p,const string &s); //在p位置插入字符串s

string &replace(int p, int n,const char \*s); //删除从p开始的n个字符，然后在p处插入串s

string &erase(int p, int n); //删除p开始的n个字符，返回修改后的字符串

string substr(int pos = 0,int n = npos) const; //返回pos开始的n个字符组成的字符串

void swap(string &s2); //交换当前字符串与s2的值

string &append(const char \*s); //把字符串s连接到当前字符串结尾

void push\_back(char c) //当前字符串尾部加一个字符c

const char \*data()const; //返回一个非null终止的c字符数组，data():与c\_str()类似，用于string转const char\*其中它返回的数组是不以空字符终止,

const char \*c\_str()const; //返回一个以null终止的c字符串，即c\_str()函数返回一个指向正规C字符串的指针, 内容与本string串相同,用于string转const char\*

测试代码：

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21 | #include <iostream>  #include <string>  using namespace std;  int main()  {      string str1 = "abc123defg";      string str2 = "swap!";      cout<<str1<<endl;      cout<<str1.erase(3,3)<<endl;  //从索引3开始的3个字符,即删除掉了"123"      cout<<str1.insert(0,"123")<<endl; //在头部插入      cout<<str1.append("123")<<endl;   //append()方法可以添加字符串      str1.push\_back('A');  //push\_back()方法只能添加一个字符      cout<<str1<<endl;      cout<<str1.replace(0,3,"hello")<<endl; //即将索引0开始的3个字符替换成"hello"      cout<<str1.substr(5,7)<<endl; //从索引5开始7个字节      str1.swap(str2);      cout<<str1<<endl;      const char\* p = str.c\_str();      printf("%s\n",p);      return 0;  } |

程序执行结果为：

abc123defg

abcdefg

123abcdefg

123abcdefg123

123abcdefg123A

helloabcdefg123A

abcdefg

swap!

swap!

买菜代码

#include<stdio.h>

#include<algorithm>

#include <vector>

#define MAX\_N 2005

using namespace std;

struct times{

int st;

int ft;

times (int aa,int bb):st(aa),ft(bb){}

};

bool compare(times a, times b)

{

return a.st<b.st;

}

int main()

{

int n = 0;

int i;

int lasttime=0;

int talk =0;

int min;

int a1,b1;

vector <times> a;

scanf("%d",&n);

for (i=0;i<2\*n;i++)

{

scanf("%d %d",&a1,&b1);

a.push\_back(times(a1,b1));

}

sort(a.begin(),a.begin()+2\*n,compare);

for (i= 0;i<2\*n;i++)

{

if (a[i].st<lasttime)

{

min =a[i].ft<lasttime? a[i].ft:lasttime;

talk +=(min- a[i].st);

}

if (a[i].ft>lasttime)

lasttime = a[i].ft;

}

printf("%d ",talk);

return 0;

}

I）Sort函数包含在头文件为#include<algorithm>的c++标准库中，调用标准库里的排序方法可以不必知道其内部是如何实现的，只要出现我们想要的结果即可！

II）Sort函数有三个参数：

（1）第一个是要排序的数组的起始地址。

（2）第二个是结束的地址（最后一位要排序的地址）

（3）第三个参数是排序的方法，可以是从大到小也可是从小到大，还可以不写第三个参数，此时默认的排序方法是从小到大排序。

Sort函数使用模板:

Sort(start,end,排序方法)

下面就具体使用sort（）函数结合对数组里的十个数进行排序做一个说明！

例一：sort函数没有第三个参数，实现的是从小到大

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

1 #include<iostream>

2

3 #include<algorithm>

4 using namespace std;

5 int main()

6 {

7 int a[10]={9,6,3,8,5,2,7,4,1,0};

8 for(int i=0;i<10;i++)

9 cout<<a[i]<<endl;

10 sort(a,a+10);

11 for(int i=0;i<10;i++)

12 cout<<a[i]<<endl;

13 return 0;

14 }

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

例二

通过上面的例子，会产生疑问：要实现从大到小的排序肿么办？

 这就如前文所说需要在sort（）函数里的第三个参数里做文章了，告诉程序我要从大到小排序！

需要加入一个比较函数 complare(),此函数的实现过程是这样的

|  |  |
| --- | --- |
| 1  2  3  4 | bool complare(int a,int b)  {      return a>b;  } |

　　这就是告诉程序要实现从大到小的排序的方法！

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

1 #include<iostream>

2 #include<algorithm>

3 using namespace std;

4 bool complare(int a,int b)

5 {

6 return a>b;

7 }

8 int main()

9 {

10 int a[10]={9,6,3,8,5,2,7,4,1,0};

11 for(int i=0;i<10;i++)

12 cout<<a[i]<<endl;

13 sort(a,a+10,complare);//在这里就不需要对complare函数传入参数了，

14 //这是规则

15 for(int i=0;i<10;i++)

16 cout<<a[i]<<endl;

17 return 0;

18 }

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

 假设自己定义了一个结构体node

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

1 struct node

2 {

3 int a;

4 int b;

5 double c;

6 }

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

有一个node类型的数组node arr[100]，想对它进行排序：先按a值升序排列，如果a值相同，再按b值降序排列，如果b还相同，就按c降序排列。就可以写这样一个比较函数：

以下是代码片段：

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

1 bool cmp(node x,node y)

2 {

3 if(x.a!=y.a) return x.a<y.a;

4 if(x.b!=y.b) return x.b>y.b;

5 return x.c>y.c;

6 }

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

URL

#include<iostream>

2 #include<sstream>

3 #include<cstring>

4 #include<string>

5 #include<cstdio>

6 #include<vector>

7 #include<algorithm>

8 #define LL unsigned long long

9 using namespace std;

10 const int maxn=101;

11 int cnt1[maxn],isp,sp[maxn]; //cnt1[i]--第i个字符串的项数，isp--待查询的字符串末尾是否为‘/’，sp[i]--第i个字符串末尾是否为‘/’

12 string str[maxn],str1[maxn],str2; //str[i]--第i个字符串的配置信息，str1[i]--第i个映射规则，str2--当前需要被查询的字符串

13 string sp1[maxn][maxn],sp2[maxn]; //sp1[i]--保存第i个字符串的所有项，sp2--保存当前被查询字符串的所有项。

14 string is\_num(string s){ //判断某一项是否为整数：是--去掉前导0并返回整数；不是--返回“-”

15 int ok=0;

16 string ss="";

17 int len=s.length();

18 for(int i=0;i<len;i++){

19 if(s[i]<'0'||s[i]>'9')return "-";

20 if(ok||s[i]!='0')ss+=s[i],ok=1;

21 }

22 if(ss=="")ss="0";

23 return ss;

24 }

25 void getinfo(string s,string s1[],int &f,int &t){ //分离并保存一个字符串的所有项，标记末尾是否为‘/’

26 f=t=0;

27 int len=s.length();

28 if(s[len-1]=='/')f=1;

29 for(int p=0;p<len;p++){

30 if(s[p]=='/')s[p]=' ';

31 }

32 string ss;

33 stringstream in(s);

34 while(in>>ss)s1[t++]=ss;

35 }

36 bool match(int t,int j,string &s){ //判断被查询字符串与第j个规则是否能匹配

37 s="";

38 int p1=0,p2=0;

39 while(p1<t&&p2<cnt1[j]){

40 if(sp2[p1]==sp1[j][p2]);

41 else if(sp1[j][p2]=="<int>"){

42 string f=is\_num(sp2[p1]);

43 if(f=="-"){return 0;}

44 s+=" "+f;

45 }

46 else if(sp1[j][p2]=="<str>"){s+=" "+sp2[p1];}

47 else if(sp1[j][p2]=="<path>"){ //<path>直接全部加上

48 s+=" "+sp2[p1++];

49 while(p1<t)s+="/"+sp2[p1++];

50 if(isp)s+='/';

51 return 1;

52 }

53 else return 0;

54 p1++;p2++;

55 }

56 if(isp^sp[j])return 0; //末尾判断--同时有‘/’或同时无‘/’才能匹配

57 if(p1!=t||p2!=cnt1[j])return 0; //完全匹配

58 return 1;

59 }

60 int main(){

61 freopen("in.txt","r",stdin);

62 int n,m;

63 cin>>n>>m;

64 for(int i=0;i<n;i++){

65 cin>>str1[i]>>str[i];

66 getinfo(str1[i],sp1[i],sp[i],cnt1[i]); //string, split, 末尾是否'/', 字符串数量

67 }

68 for(int i=0;i<m;i++){

69 string ans;

70 int cnt=0;isp=0;

71 cin>>str2;

72 getinfo(str2,sp2,isp,cnt);

73 bool ok=0;

74 for(int j=0;j<n;j++){

75 if(match(cnt,j,ans)){

76 cout<<str[j]<<ans<<endl;;

77 ok=1;break;

78 }

79 }

80 if(!ok)cout<<404<<endl;

81 }

82 return 0;