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![](data:image/jpeg;base64,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)
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|  |  |  |  |
| --- | --- | --- | --- |
| **Exercise**  **Number** | **Problem Statement** | **CO** | **PO** |
| 1. a) | Consider the Sailor database given below. The primary keys are underlined. Assume relevant data types for attributes.  SAILORS(Sid, Sname, Rating, Age) BOATS(Bid, Bname, Colour) RESERVES(Sid, Bid, day)  Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.   1. Find the names of sailors who have reserved at least one boat. 2. Find the Sid’s of sailors who have reserved a red or a green boat. 3. Find the Sid’s of sailors who have not reserved a boat. | CO2 | PO1, PO3 |
| 1.b) | Consider the following restaurant database with the following attributes -  Name, address –(building, street, area, pincode),id, cuisine, nearby landmarks, online delivery- yes/no, famous for(name of the dish)  Create 10 documents with data relevant to the following questions. Write and execute MongoDB queries:   1. List the name and address of all restaurants in Bangalore with Italian cuisine 2. List the name, address and nearby landmarks of all restaurants in Bangalore where north Indianthali(cuisine) is available. | CO1 | PO2, PO5 |
| 2. a) | Consider the Employee database given below. The primary keys are underlined. Assume relevant data types for attributes.  EMPLOYEE (Fname, Lname, SSN, Addrs, Sex, Salary, SuperSSN, Dno)  DEPARTMENT (Dname, Dnumber, MgrSSN, MgrStartDate) PROJECT(Pno, Pname, Dnum)  WORKS\_ON (ESSN, Pno, Hours)  Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries. | CO2 | PO1, PO3 |

|  |  |  |  |
| --- | --- | --- | --- |
| **Exercise**  **Number** | **Problem Statement** | **CO** | **PO** |
|  | 1. Retrieve the name of all employees whose salary is greater than the salary of all employees in dept 5. 2. Retrieve the ssn of all employees who work on project numbers 1,2 or 3 3. Display the total Number of hours put in by all employees on every project. |  |  |
| 2. b) | Consider the following restaurant table with the following attributes -  Name, address –(building, street, area, pincode), id, cuisine, nearby landmarks, online delivery- (yes/no), famousfor(name of the dish)  Create 10 documents with data relevant to the following questions. Write and execute MongoDB queries:   1. List the name, address and nearby landmarks of all restaurants in Bangalore where north Indian thali(cuisine) is available 2. List the name and address of restaurants and also the dish the restaurant is famous for, in Bangalore. | CO1 | PO2, PO5 |
| 3.a) | Consider the Aircraft database given below. The primary keys are underlined. Assume relevant data types for attributes.  AIRCRAFT (Aircraft ID, Aircraft\_name, Cruising\_range) CERTIFIED (Emp ID, Aircraft ID)  EMPLOYEE (Emp ID, Ename, Salary)  Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.   1. Find the employee ID’s of employee who make the highest salary. 2. Find the name of aircrafts such that all pilots certified to operate them earn more than 50000 3. Find the employees who are not certified for operating any aircraft. | CO2 | PO1, PO3 |
| 3.b) | Consider the following restaurant table with the following attributes -  Name, address –(building, street, area, pincode), id, cuisine, nearby landmarks, online delivery- (yes/no), famous for(name of the dish)  Create 10 documents with data relevant to the following questions. Write and execute MongoDB queries:   1. List the name, address and nearby landmarks of all restaurants in Bangalore where north Indian thali(cuisine) is available. 2. List the name and address of restaurants and also the dish the restaurant is famous for, in Bangalore where online delivery is available. | CO1 | PO2, PO5 |
| 4.a) | Consider the Supply-Parts database given below. The primary keys are underlined. Assume relevant data types for attributes.  SUPPLIER (Sid, Sname, Address) | CO2 | PO1, PO3 |

|  |  |  |  |
| --- | --- | --- | --- |
| **Exercise**  **Number** | **Problem Statement** | **CO** | **PO** |
|  | PART (PID, Pname, Color) SHIPMENT (Sid, PID, Cost)  Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.   1. Find the Sid’s of suppliers who supply a green part 2. For every supplier print the name of the supplier and the total number of parts that he/she supplies 3. Update the part color supplied by supplier s3 to yellow |  |  |
| 4.b) | Consider the following Tourist places table with the following attributes -  Place, address – (state), id, tourist attractions, best time of the year to visit,modes of transport(include nearest airport, railway station etc), accommodation, food - what not to miss for sure  Create 10 documents with data relevant to the following questions. Write and execute MongoDB queries:   1. List all the tourist places of Karnataka 2. List the tourist attractions of Kerala. Exclude accommodation and food | CO1 | PO2, PO5 |
| 5.a) | Consider the Aircraft database given below. The primary keys are underlined. Assume relevant data types for attributes.  AIRCRAFT (Aircraft ID, Aircraft\_name, Cruising\_range) CERTIFIED (Emp ID, Aircraft ID)  EMPLOYEE (Emp ID, Ename, Salary)  Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.   1. Find the names of pilots certified for Boeing aircraft 2. Arrange the Aircrafts with respect to the ascending order of distance. 3. Find the name of pilots who can operate flights with a range greater than 3000 miles but are not certified on any Boeing aircraft. | CO2 | PO1, PO3 |
| 5.b) | Consider the following Tourist places table with the following attributes -  Place, address –(state, id), tourist attractions,best time of the year to visit,modes of transport(include nearest airport, railway station etc), accommodation, food - what not to miss for sure  Create 10 documents with data relevant to the following questions. Write and execute MongoDB queries:  i. List the tourist attractions of Kerala. Exclude accommodation  and food. | CO1 | PO2, PO5 |

|  |  |  |  |
| --- | --- | --- | --- |
| **Exercise**  **Number** | **Problem Statement** | **CO** | **PO** |
|  | ii. List the places sorted state wise. |  |  |
| 6.a) | Consider the Employee database given below. The primary keys are underlined. Assume relevant data types for attributes.  EMPLOYEE (Fname, Lname, SSN, Addrs, Sex, Salary, SuperSSN, Dno) DEPARTMENT (Dname, Dnumber, MgrSSN, MgrStartDate) DEPENDENT(Dname, ESSN)  Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.   1. For each department, retrieve the department name and the average salary of all employees working in that department 2. List the names of managers who have at least one dependent 3. Display the details of all departments having ‘tech’ as their substring | CO2 | PO1, PO3 |
| 6.b) | Consider the following Tourist places table with the following attributes -  Place, address – (state, id), tourist attractions,best time of the year to visit,modes of transport(include nearest airport, railway station etc), accommodation, food - what not to miss for sure  Create 10 documents with data relevant to the following questions. Write and execute MongoDB queries:   1. List all the tourist places of Karnataka 2. List the places sorted state wise | CO1 | PO2, PO5 |
| 7.a) | Consider the following Accident Tracker Schema. The primary keys are underlined.  PERSON (driver – id #, name, address) CAR (Regno, model, year)  ACCIDENT (report-number, acc\_date, location) OWNS (driver-id #, Regno)  PARTICIPATED (driver-id, Regno, report-number, damageamount)  Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.   1. Display the unique Regno’s of the cars involved in accidents. 2. Display the car Regno and model of the car which has the maximum damage amount. 3. Display the number of cars owned by each driver. | CO2 | PO1, PO3 |
| 7.b) | Consider the following Movie table with the following attributes - | **CO1** | PO2,  PO5 |

|  |  |  |  |
| --- | --- | --- | --- |
| **Exercise**  **Number** | **Problem Statement** | **CO** | **PO** |
|  | Actor\_name,Actor\_id, Actor\_birthdate, Director\_name,Director\_id, Director\_birthdate, film\_title, year of production ,type (thriller, comedy, etc.)  Create 10 documents with data relevant to the following questions. Write and execute MongoDB queries:   1. List all the movies acted by John in the year 2018 2. List only the actors names and type of the movie directed by Ram |  |  |
| 8.a) | Consider the Cricket database given below. The primary keys are underlined. Assume relevant data types for attributes.  PLAYER (PId, Lname, Fname, Country, Yborn, Bplace) MATCH (MatchId, Team1,Team2, Ground, Date, Winner) BATTING (MatchId, Pid, Nruns, Fours, Sixes)  BOWLING (MatchId, Pid, Novers, Maidens, Nruns, Nwickets)  Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.   1. Display the sorted list of ground names where Australia has played as team1 2. Find the match information of all matches in which Dhoni did batting. 3. Find the names of players who did batting in match 2689 | CO2 | PO1, PO3 |
| 8.b) | Consider the following Movie table with the following attributes - Actor\_name,Actor\_id, Actor\_birthdate, Director\_name,Director\_id, Director\_birthdate, film\_title, year of production ,type (thriller, comedy, etc.)  Create 10 documents with data relevant to the following questions. Write and execute MongoDB queries:   1. List all the movies acted by John and Elly in the year 2012. 2. List only the name and type of the movie where Ram has acted sorted by movie names | CO1 | PO2, PO5 |
| 9.a) | Consider the following shipment schema. The primary keys are underlined. Assume relevant data types for attributes.  CUSTOMER (cust# ,cname, city) ORDER (order#, odate, cust #, ord-Amt) ORDER – ITEM (order #, Item #, qty) ITEM (item #, unit price)  SHIPMENT (order #, ship-date) | CO2 | PO1, PO3 |

|  |  |  |  |
| --- | --- | --- | --- |
| **Exercise**  **Number** | **Problem Statement** | **CO** | **PO** |
|  | Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.   1. List the customer names who have placed more than 2 orders. 2. Find the total order amount for each day 3. List the customer details who has the largest order amount. |  |  |
| 9.b) | Consider the following Movie table with the following attributes - Actor\_name,Actor\_id, Actor\_birthdate, Director\_name,Director\_id, Director\_birthdate, film\_title, year of production ,type (thriller, comedy, etc.)  Create 10 documents with data relevant to the following questions. Write and execute MongoDB queries:   1. List all the movies acted by John in the year 2018 2. List only the actors names and type of the movie directed by Ram | CO1 | PO2, PO5 |
| 10.a) | Consider the following shipment schema. The primary keys are underlined. Assume relevant data types for attributes.  CUSTOMER (cust# ,cname, city) ORDER (order#, odate, cust #, ord-Amt) ORDER – ITEM (order #, Item #, qty) ITEM (item #, unit price)  SHIPMENT (order #, ship-date)  Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.   1. List name of the customer, no. of orders placed by each customer residing in Bangalore city. 2. List the names of the customers who have ordered at least 3 items 3. List the customer names who have not ordered for item no. 10. | CO2 | PO1, PO3 |
| 10.b) | Consider the following Movie table with the following attributes - Actor\_name, Actor\_id, Actor\_birthdate, Director\_name, Director\_id, Director\_birthdate, film\_title, year of production, type (thriller, comedy, etc.)  Create 10 documents with data relevant to the following questions. Write and execute MongoDB queries:   1. List all the movies acted by John and Elly in the year 2012. 2. List only the name and type of the movie where Ram has acted, sorted by movie names. | CO1 | PO2, PO5 |

1. a)

Consider the Sailor database given below. The primary keys are underlined. Assume relevant data types for attributes.

SAILORS(Sid, Sname, Rating, Age) BOATS(Bid, Bname, Colour) RESERVES(Sid, Bid, day)

Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.

* 1. Find the names of sailors who have reserved at least one boat.

ANS:select distinct(sname) from soilr,res where rsid=sid

* 1. Find the Sid’s of sailors who have reserved a red (or) a green boat. ANS:select rsid from boat,res where rbid=bid and clr="block" or clr="blue";
  2. Find the Sid’s of sailors who have not reserved a boat. ANS:select sid from soilr,res where sid not in(select rsid from res);

ANS:

create table soilr(sid int primary key, sname varchar(10),

rate int, age int);

create table boat( bid int primary key, bname varchar(19),

clr varchar(10));

create table res(rsid int, rbid int,

day int,

foreign key(rsid) references soilr(sid), foreign key(rbid) references boat(bid));

insert into soilr values(111,"aa",4,23); insert into soilr values(112,"aa",4,23); insert into soilr values(113,"aa",4,23); insert into boat values(121,"baa","block"); insert into res values(111,121,45);

select distinct(sname) from soilr,res where rsid=sid

select rsid from boat,res where rbid=bid and clr="block" or clr="blue"; select sid from soilr,res where sid not in(select rsid from res);

1B.//Consider the following restaurant database with the following attributes -

Name, address –(building, street, area, pincode),id, cuisine, nearby landmarks, online delivery- yes/no, famous for(name of the dish)

Create 10 collections with data relevant to the following questions. Write and execute MongoDB queries:

1. List the name and address of all restaurants in Bangalore with Italian cuisine
2. List the name, address and nearby landmarks of all restaurants in Bangalore where north Indianthali is available

ANS:

use restaurant

switched to db restaurant db.createCollection(“rest")

{ "ok" : 1 }

db.rest.insert({name:"McD",building:12,street:"KR",area:"JN",pin:072,ID:1,cuisine:"fast food",landmark:"post office",od:"yes",famousfor:"cheese burger"});

WriteResult({ "nInserted" : 1 })

db.rest.insert({name:"Tailo",building:14, street:"MG", area:"Bangalore",pin:45,ID:2, cuisine:"Italian",landmark:"bank",od:"yes",famousfor:"pasta"})

WriteResult({ "nInserted" : 1 })

db.rest.insert({name:"Kesar",building:15, street:"SS",area:"Bangalore",pin:55,ID:3, cuisine:"north indian",landmark:"milk factory",od:"no",famousfor:"north indian thali"})

WriteResult({ "nInserted" : 1 })

//List the name and address of all restaurants in Bangalore with Italian cuisine. db.rest.find({cuisine:"Italian",area:"Bangalore"},

{name:1,building:1,street:1,area:1,pin:1,\_id:0}).pretty()

{ "name" : "Tailo", "building" : 14 , “street” : “MG” , “area” : “Bangalore” , “pin” : 45 }

//List the name, address and nearby landmarks of all restaurants in Bangalore where north Indianthali is available.

db.rest.find({famousfor:"north indian thali",area:"Bangalore"},

{name:1,building:1,street:1,area:1,pin:1,landmark:1,\_id:0})

{ "name" : "Kesar", "building" : 15 , “street” : “SS” , “area” : “Bangalore” , “pin” : 55 , "landmark" : "milk factory" }

//2A)Consider the Employee database given below. The primary keys are underlined. Assume relevant data types for attributes.

EMPLOYEE (Fname, Lname, SSN, Addrs, Sex, Salary, SuperSSN, Dno) DEPARTMENT (Dname, Dnumber, MgrSSN, MgrStartDate) PROJECT(Pno, Pname, Dnum)

WORKS\_ON (ESSN, Pno, Hours)

Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.

1. Retrieve the name of all employees whose salary is greater than the salary of all employees in dept 5.
2. Retrieve the ssn of all employees who work on project numbers 1,2 or 3
3. Display the total Number of hours put in by all employees on every project.

CREATE TABLE EMPLOYEE ( Fname VARCHAR(10) NOT NULL, Lname VARCHAR(15) NOT NULL, Ssn VARCHAR(9) PRIMARY KEY,

Bdate DATE,

Address VARCHAR(40), Sex CHAR,

Salary INT,

Super\_ssn VARCHAR(9), Dno INT

);

CREATE TABLE DEPARTMENT( Dname VARCHAR(15) NOT NULL, Dnumber INT PRIMARY KEY, Mgr\_ssn VARCHAR(9) NOT NULL,

Mgr\_start\_date DATE,

FOREIGN KEY (Mgr\_ssn) REFERENCES EMPLOYEE(Ssn),

);

CREATE TABLE PROJECT (

Pnumber INT PRIMARY KEY, Pname VARCHAR(20) NOT NULL,

Dnum INT,

FOREIGN KEY (Dnum) REFERENCES DEPARTMENT(Dnumber),

);

CREATE TABLE WORKS\_ON (

Essn VARCHAR(9), Pno INT,

Hours INT,

PRIMARY KEY(Essn, Pno),

FOREIGN KEY (Pno) REFERENCES PROJECT(Pnumber), FOREIGN KEY (Essn) REFERENCES EMPLOYEE(Ssn)

);

INSERT INTO EMPLOYEE Values('John','Smith', 123456789, '09-JAN-65', '731 Fondren, Houston, TX', 'M', 30000, NULL, NULL);

INSERT INTO EMPLOYEE Values('Franklin','Wong', 333445555, '08-DEC-55', '638 Voss, Houston, TX', 'M', 40000, NULL, NULL);

INSERT INTO EMPLOYEE Values('Alicia','Zelaya', 999887777, '19-JAN-68', '3321 Castle, Spring, TX', 'F', 25000, NULL, NULL);

INSERT INTO EMPLOYEE Values('Jennifer','Wallace', 987654321, '01-JAN-65', '731 Fondren, Houston, TX', 'F', 43000, NULL, NULL);

INSERT INTO EMPLOYEE Values('Ramesh','Narayan', 666884444, '01-JAN-65', '731 Fondren, Houston, TX', 'M', 38000, NULL, NULL);

INSERT INTO EMPLOYEE Values('Joyce','English', 453453453, '01-JAN-65', '731 Fondren, Houston, TX', 'F', 25000, NULL, NULL);

INSERT INTO EMPLOYEE Values('Ahmad','Jabbar', 987987987, '01-JAN-65', '731 Fondren, Houston, TX', 'M', 25000, NULL, NULL);

INSERT INTO EMPLOYEE Values('James','Borg', 888665555, '01-JAN-65', '731 Fondren, Houston, TX', 'M', 55000, NULL, NULL);

INSERT INTO DEPARTMENT Values('Research',5,'333445555','22-MAY-1988'); INSERT INTO DEPARTMENT Values('Administration',4,'987654321','01-JAN-1995'); INSERT INTO DEPARTMENT Values('Headquarters',1,'888665555','19-JUN-1981'); INSERT INTO DEPARTMENT Values('Development',2,'666884444','22-MAY-1988'); INSERT INTO DEPARTMENT Values('Management',3,'999887777','01-JAN-1995');

INSERT INTO PROJECT Values(1,‘ProductX’,5); INSERT INTO PROJECT Values(2,'ProductY',5); INSERT INTO PROJECT Values(3,'ProductZ',2);

INSERT INTO PROJECT Values(10,'Computerization',1);

INSERT INTO PROJECT Values(20,'Reorganization',3); INSERT INTO PROJECT Values(30,'Newbenefits',4);

INSERT INTO WORKS\_ON Values('123456789',1,32); INSERT INTO WORKS\_ON Values('123456789',2,7); INSERT INTO WORKS\_ON Values('666884444',3,40); INSERT INTO WORKS\_ON Values('453453453',1,20); INSERT INTO WORKS\_ON Values('453453453',2,20); INSERT INTO WORKS\_ON Values('333445555',2,10); INSERT INTO WORKS\_ON Values('333445555',3,10); INSERT INTO WORKS\_ON Values('333445555',10,10); INSERT INTO WORKS\_ON Values('333445555',20,10); INSERT INTO WORKS\_ON Values('999887777',30,30); INSERT INTO WORKS\_ON Values('999887777',10,10); INSERT INTO WORKS\_ON Values('987987987',10,35); INSERT INTO WORKS\_ON Values('987987987',30,5); INSERT INTO WORKS\_ON Values('987654321',30,20); INSERT INTO WORKS\_ON Values('987654321',20,15); INSERT INTO WORKS\_ON Values('888665555',20,NULL);

//Retrieve the name of all employees whose salary is greater than the salary of all employees in dept 5.

SELECT Fname,Lname FROM EMPLOYEE

WHERE Salary >all (SELECT Salary FROM EMPLOYEE WHERE Dno=5);

//Retrieve the social security numbers of all employees who work on project numbers 1,2, or 3. SELECT DISTINCT Essn

FROM WORKS\_ON WHERE PNO IN (1, 2, 3);

//Display the total Number of hours put in by all employees on every project. SELECT Pno,SUM(Hours)

FROM WORKS\_ON GROUP BY Pno;

Consider the following restaurant table with the following attributes -

Name, address –(building, street, area, pincode), id, cuisine, nearby landmarks, online delivery- (yes/no), famousfor(name of the dish)

2B)//Create 10 collections with data relevant to the following questions. Write and execute MongoDB queries:

1. List the name, address and nearby landmarks of all restaurants in Bangalore where north Indian thali is available
2. List the name and address of restaurants and also the dish the restaurant is famous for, in Bangalore.

use restaurant

switched to db restaurant db.createCollection(“rest")

{ "ok" : 1 }

db.rest.insert({name:"McD",building:12, street:"KR", area:"JN" pin:072,ID:1, cuisine:"fast food",landmark:"post office",od:"yes",famousfor:"cheese burger"})

WriteResult({ "nInserted" : 1 })

db.rest.insert({name:"Tailo",building:14, street:"MG", area:"Bangalore" pin:45,ID:2, cuisine:"Italian",landmark:"bank",od:"yes",famousfor:"pasta"})

WriteResult({ "nInserted" : 1 })

db.rest.insert({name:"Kesar",building:15, street:”SS”,area:"Bangalore",pin:55,ID:3, cuisine:"north indian",landmark:"milk factory",od:"no",famousfor:"north indian thali”})

WriteResult({ "nInserted" : 1 })

//List the name, address and nearby landmarks of all restaurants in Bangalore where north Indianthali is available.

db.rest.find({famousfor:"north indian thali",area:"Bangalore"},

{name:1,building:1,street:1,area:1,pin:1,landmark:1,\_id:0})

{ "name" : "Kesar", "building" : 15 , "street" : "SS" , "area" : "Bangalore" , "pin" : 55 , "landmark" : "milk factory" }

//List the name and address of restaurants and also the dish the restaurant is famous for, in Bangalore.

db.rest.find({area:"Bangalore"},{name:1, building:1, street:1, area:1, pin:1, famousfor:1})

3A)//Consider the Aircraft database given below. The primary keys are underlined. Assume relevant data types for attributes.

AIRCRAFT (Aircraft ID, Aircraft\_name, Cruising\_range) CERTIFIED (Emp ID, Aircraft ID)

EMPLOYEE (Emp ID, Ename, Salary)

Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.

1. Find the employee ID’s of employee who make the highest salary.
2. Find the name of aircrafts such that all pilots certified to operate them earn more than 50000
3. Find the employees who are certified for the maximum number of aircrafts.

Create table aircraft(

aid varchar(9) primary key, aname varchar(10),

crange int

);

Create table employees( eid varchar(9) primary key, ename varchar(10),

salary int

);

Create table certified(

eid varchar(9)references employees(eid), aid varchar(9)references aircraft(aid)

);

insert into aircraft values('B001','Boeing',4000); insert into aircraft values('B002','Boeing',2500);

insert into aircraft values('BB003','Blackbeard',6000); insert into aircraft values('S004','Supermarine',8000); insert into aircraft values('L005','Lockheed',2100);

insert into employees values(1,'Johnny',40000); insert into employees values(2,'Timmy',60000); insert into employees values(3,'Lawrence',70000); insert into employees values(4,'Zuzu',90000); insert into employees values(5,'Matt',80000);

insert into certified values(1,'B001'); insert into certified values(1,'B002'); insert into certified values(3,'S004'); insert into certified values(4,'S004'); insert into certified values(5,'L005'); insert into certified values(2,'B002'); insert into certified values(4,'BB003'); insert into certified values(3,'BB003'); insert into certified values(4,'L005');

//Find Emp ID of employee who makes highest salary SELECT eid

FROM employees

WHERE salary=(SELECT MAX(salary) FROM employees);

//Find the name of aircrafts such that all pilots certified to operate them earn more than 50000 SELECT distinct aname

FROM aircraft a,certified c,employees e

WHERE a.aid=c.aid and c.eid=e.eid and e.salary>50000;

//Find the employees who are certified for the maximum number of aircrafts.

select ename,max(a.aid) from employees e,certified c,aircraft a where e.eid=c.eid and a.aid=c.aid 3B)//Consider the following restaurant table with the following attributes -

Name, address –(building, street, area, pincode), id, cuisine, nearby landmarks, online delivery- (yes/no), famous for(name of the dish)

Create 10 collections with data relevant to the following questions. Write and execute MongoDB queries:

1. List the name, address and nearby landmarks of all restaurants in Bangalore where north Indian thali is available.
2. List the name and address of restaurants and also the dish the restaurant is famous for, in Bangalore where online delivery is available.

use restaurant

switched to db restaurant db.createCollection(“rest")

{ "ok" : 1 }

db.rest.insert({name:"McD",building:12, street:"KR", area:"JN" pin:072,ID:1, cuisine:"fast food",landmark:"post office",od:"yes",famousfor:"cheese burger"})

WriteResult({ "nInserted" : 1 })

db.rest.insert({name:"Tailo",building:14, street:"MG", area:"Bangalore" pin:45,ID:2, cuisine:"Italian",landmark:"bank",od:"yes",famousfor:"pasta"})

WriteResult({ "nInserted" : 1 })

db.rest.insert({name:"Kesar",building:15, street:"SS",area:"Bangalore",pin:55,ID:3, cuisine:"north indian",landmark:"milk factory",od:"no",famousfor:"north indian thali"})

WriteResult({ "nInserted" : 1 })

//List the name, address and nearby landmarks of all restaurants in Bangalore where north Indianthali is available.

db.rest.find({famousfor:"north indian thali",area:"Bangalore"},

{name:1,building:1,street:1,area:1,pin:1,landmark:1,\_id:0})

{ "name" : "Kesar", "building" : 15 , “street” : “SS” , “area” : “Bangalore” , “pin” : 55 , "landmark" : "milk factory" }

//List the name and address of restaurants and also the dish the restaurant is famous for, in Bangalore where online delivery is available.

db.rest.find({area:"Bangalore",od:"yes"},{name:1, building:1, street:1, arear:1, pin:1, famousfor:1})

4A)//Consider the Supply-Parts database given below. The primary keys are underlined. Assume relevant data types for attributes.

SUPPLIER (Sid, Sname, Address) PART (PID, Pname, Color) SHIPMENT (Sid, PID, Cost)

Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.

1. Find the Sid’s of suppliers who supply a green part
2. For every supplier print the name of the supplier and the total number of parts that he/she supplies
3. Update the part color supplied by supplier s3 to yellow

CREATE TABLE SUPPLIER (

Sid int NOT NULL PRIMARY KEY,

Sname varchar(16) NOT NULL UNIQUE, Address varchar(20) NOT NULL

);

CREATE TABLE PART (

Pid int NOT NULL PRIMARY KEY,

Pname varchar(18) NOT NULL, Color varchar(10) NOT NULL,

);

CREATE TABLE SHIPMENT (

Sid int NOT NULL REFERENCES SUPPLIER, Pid int NOT NULL REFERENCES PART,

Cost int NOT NULL,

PRIMARY KEY (Sid, Pid)

);

CREATE TABLE SHIPMENT (

Sid int, Pid int, Cost int,

primary key(Sid,Pid),

foreign key(Sid) references SUPPLIER(Sid), foreign key(Pid) references PART(Pid));

INSERT INTO SUPPLIER VALUES (1, 'Smith', 'London'); INSERT INTO SUPPLIER VALUES (2, 'Jones', 'Paris'); INSERT INTO SUPPLIER VALUES (3, 'Blake', 'Paris'); INSERT INTO SUPPLIER VALUES (4, 'Clark', 'London'); INSERT INTO SUPPLIER VALUES (5, 'Adams', 'Athens');

INSERT INTO PART VALUES (1, 'Nut', 'Red'); INSERT INTO PART VALUES (2, 'Bolt', 'Green'); INSERT INTO PART VALUES (3, 'Screw', 'Blue'); INSERT INTO PART VALUES (4, 'Screw', 'Red'); INSERT INTO PART VALUES (5, 'Cam', 'Blue'); INSERT INTO PART VALUES (6, 'Cog', 'Red');

INSERT INTO SHIPMENT VALUES (1, 1, 300);

INSERT INTO SHIPMENT VALUES (1, 2, 200);

INSERT INTO SHIPMENT VALUES (1, 3, 400);

INSERT INTO SHIPMENT VALUES (1, 4, 200);

INSERT INTO SHIPMENT VALUES (1, 5, 100);

INSERT INTO SHIPMENT VALUES (1, 6, 100);

INSERT INTO SHIPMENT VALUES (2, 1, 300);

INSERT INTO SHIPMENT VALUES (2, 2, 400);

INSERT INTO SHIPMENT VALUES (3, 2, 200);

INSERT INTO SHIPMENT VALUES (4, 2, 200);

INSERT INTO SHIPMENT VALUES (4, 4, 300);

INSERT INTO SHIPMENT VALUES (4, 5, 400);

//Find the Sids of suppliers who supply green part SELECT Distinct S.Sid

FROM SUPPLIER S, PART P, SHIPMENT C

WHERE C.Sid=S.Sid AND P.PID=C.PID AND P.Color like 'Green';

//For every supplier print the name of the supplier and the total number of parts that he/she supplies. SELECT S.Sname, COUNT(\*) as PartCount

FROM SUPPLIER S, SHIPMENT C, PART P WHERE C.Sid = S.Sid and P.PID = C.PID GROUP BY S.Sname, S.Sid

//Update part color supplied by supplier S3 to Yellow UPDATE PART

SET Color='Yellow'

WHERE PID IN (SELECT C.PID FROM SUPPLIER S, SHIPMENT C WHERE C.Sid=S.Sid and C.Sid=3);

4B)//Consider the following Tourist places table with the following attributes -

Place, address – (state), id, tourist attractions,best time of the year to visit,modes of transport(include nearest airport, railway station etc), accommodation, food - what not to miss for sure

Create 10 collections with data relevant to the following questions. Write and execute MongoDB queries:

1. List all the tourist places of Karnataka
2. List the tourist attractions of Kerala. Exclude accommodation and food

db.createCollection("tourist")

{ "ok" : 1 }

db.tourist.insert([{place:"bangalore",address:"karnataka",id:1,tour\_att:"att1",time:"jan",mode:"train ",acc:"acc1",food:"chicken"}])

db.tourist.insert([{place:"kochi",address:"kerala",id:2,tour\_att:"att2",time:"feb",mode:"boat",acc:"a cc2",food:"fish fry"}])

db.tourist.insert([{place:"agra",address:"delhi",id:3,tour\_att:"taj mahal",time:"march",mode:"car",acc:"acc3",food:"petha"}])

//List all the tourist places of Karnataka db.tourist.find({address:"karnataka"},{tour\_att:true}).pretty()

{ "\_id" : ObjectId("5c27375e7fd87cec5944fab7"), "tour\_att" : "att1" }

//List the tourist attractions of Kerala. Exclude accommodation and food. db.tourist.find({address:"kerala"},{acc:0,food:0}).pretty()

{

"\_id" : ObjectId("5c2737be7fd87cec5944fab8"), "place" : "kochi",

"address" : "kerala", "id" : 2,

"tour\_att" : "att2",

"time" : "feb",

"mode" : "boat",

}

5A)//Consider the Aircraft database given below. The primary keys are underlined. Assume relevant data types for attributes.

AIRCRAFT (Aircraft ID, Aircraft\_name, Cruising\_range) CERTIFIED (Emp ID, Aircraft ID)

EMPLOYEE (Emp ID, Ename, Salary)

Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.

1. Find the names of pilots certified for Boeing aircraft
2. Arrange the flight no with respect to the ascending order of distance.
3. Find the name of pilots who can operate flights with a range greater than 3000 miles but are not certified on any Boeing aircraft.

Create table aircraft(

aid varchar(9) primary key, aname varchar(10),

crange int

);

Create table employees( eid varchar(9) primary key, ename varchar(10),

salary int

);

Create table certified(

eid varchar(9)references employees(eid), aid varchar(9)references aircraft(aid)

);

insert into aircraft values('B001','Boeing',4000); insert into aircraft values('B002','Boeing',2500); insert into aircraft values('BB003','Blackbeard',6000); insert into aircraft values('S004','Supermarine',8000); insert into aircraft values('L005','Lockheed',2100);

insert into employees values(1,'Johnny',40000); insert into employees values(2,'Timmy',60000); insert into employees values(3,'Lawrence',70000); insert into employees values(4,'Zuzu',90000); insert into employees values(5,'Matt',80000);

insert into certified values(1,'B001'); insert into certified values(1,'B002'); insert into certified values(3,'S004'); insert into certified values(4,'S004'); insert into certified values(5,'L005'); insert into certified values(2,'B002'); insert into certified values(4,'BB003'); insert into certified values(3,'BB003'); insert into certified values(4,'L005');

//Find names of pilots certified to fly Boeing SELECT DISTINCT E.ename

FROM employees E, certified C, aircraft A

WHERE E.eid = C.eid AND C.aid = A.aid AND A.aname='Boeing';

//Arrange flight no with respect to ascending order of distance SELECT aid

FROM aircraft

ORDER BY crange ASC;

//Find the name of pilots who can operate flights with a range greater than 3000 miles but are not certified on any Boeing aircraft.

select distinct(ename) from employees E,certified C, aircraft A where A.crange > 3000 and C.aid NOT in(select aid from aircraft A where A.aname='Boeing') and E.eid = C.eid

5B)//Consider the following Tourist places table with the following attributes -

Place, address –(state, id), tourist attractions,best time of the year to visit,modes of transport(include nearest airport, railway station etc), accommodation, food - what not to miss for sure

Create 10 collections with data relevant to the following questions. Write and execute MongoDB queries:

1. List the tourist attractions of Kerala. Exclude accommodation and food.
2. List the places sorted state wise. db.createCollection("tourist")

{ "ok" : 1 }

db.tourist.insert([{place:"bangalore",address:"karnataka",id:1,tour\_att:"att1",time:"jan",mode:"train ",acc:"acc1",food:"chicken"}])

db.tourist.insert([{place:"kochi",address:"kerala",id:2,tour\_att:"att2",time:"feb",mode:"boat",acc:"a cc2",food:"fish fry"}])

db.tourist.insert([{place:"agra",address:"delhi",id:3,tour\_att:"taj mahal",time:"march",mode:"car",acc:"acc3",food:"petha"}])

//List the tourist attractions of Kerala. Exclude accommodation and food. db.tourist.find({address:"kerala"},{acc:0,food:0}).pretty()

{

"\_id" : ObjectId("5c2737be7fd87cec5944fab8"), "place" : "kochi",

"address" : "kerala", "id" : 2,

"tour\_att" : "att2",

"time" : "feb",

"mode" : "boat",

}

//List the places sorted state wise. db.tourist.find({},{place:1}).sort({address:1})

{ "\_id" : ObjectId("5c2738557fd87cec5944fab9"), "place" : "agra" }

{ "\_id" : ObjectId("5c27375e7fd87cec5944fab7"), "place" : "bangalore" }

{ "\_id" : ObjectId("5c2737be7fd87cec5944fab8"), "place" : "kochi" }

6A)//Consider the Employee database given below. The primary keys are underlined. Assume relevant data types for attributes.

EMPLOYEE (Fname, Lname, SSN, Addrs, Sex, Salary, SuperSSN, Dno) DEPARTMENT (Dname, Dnumber, MgrSSN, MgrStartDate) DEPENDENT(Dname, ESSN)

Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.

1. For each department, retrieve the department name and the average salary of all employees working in that department
2. List the names of managers who have at least one dependent
3. Display the details of all departments having ‘tech’ as their substring

CREATE TABLE EMPLOYEE15 ( Fname VARCHAR(10) NOT NULL, Lname VARCHAR(15) NOT NULL, Ssn VARCHAR(9) PRIMARY KEY,

Bdate DATE,

Address VARCHAR(40), Sex CHAR,

Salary INT,

Super\_ssn VARCHAR(9), Dno INT

);

CREATE TABLE DEPARTMENT( Dname VARCHAR(15) NOT NULL, Dnumber INT PRIMARY KEY, Mgr\_ssn VARCHAR(9) NOT NULL,

Mgr\_start\_date DATE,

FOREIGN KEY (Mgr\_ssn) REFERENCES EMPLOYEE15(Ssn),

);

CREATE TABLE DEPENDENT (

Dname VARCHAR(15), Essn VARCHAR(9),

PRIMARY KEY(Essn, Dname),

FOREIGN KEY (Essn) REFERENCES EMPLOYEE15(Ssn)

);

INSERT INTO EMPLOYEE15 Values('John','Smith', 123456789, '09-JAN-65', '731 Fondren, Houston, TX', 'M', 30000, NULL, NULL);

INSERT INTO EMPLOYEE15 Values('Franklin','Wong', 333445555, '08-DEC-55', '638 Voss, Houston, TX', 'M', 40000, NULL, NULL);

INSERT INTO EMPLOYEE15 Values('Alicia','Zelaya', 999887777, '19-JAN-68', '3321 Castle, Spring, TX', 'F', 25000, NULL, NULL);

INSERT INTO EMPLOYEE15 Values('Jennifer','Wallace', 987654321, '01-JAN-65', '731 Fondren, Houston, TX', 'F', 43000, NULL, NULL);

INSERT INTO EMPLOYEE15 Values('Ramesh','Narayan', 666884444, '01-JAN-65', '731 Fondren, Houston, TX', 'M', 38000, NULL, NULL);

INSERT INTO EMPLOYEE15 Values('Joyce','English', 453453453, '01-JAN-65', '731 Fondren, Houston, TX', 'F', 25000, NULL, NULL);

INSERT INTO EMPLOYEE15 Values('Ahmad','Jabbar', 987987987, '01-JAN-65', '731 Fondren, Houston, TX', 'M', 25000, NULL, NULL);

INSERT INTO EMPLOYEE15 Values('James','Borg', 888665555, '01-JAN-65', '731 Fondren, Houston, TX', 'M', 55000, NULL, NULL);

INSERT INTO DEPARTMENT Values('Research',5,'333445555','22-MAY-1988'); INSERT INTO DEPARTMENT Values('Administration',4,'987654321','01-JAN-1995'); INSERT INTO DEPARTMENT Values('Headquarters',1,'888665555','19-JUN-1981');

INSERT INTO DEPARTMENT Values('tech-Development',2,'666884444','22-MAY-1988'); INSERT INTO DEPARTMENT Values('tech-Management',3,'999887777','01-JAN-1995');

INSERT INTO DEPENDENT VALUES('Alice','333445555'); INSERT INTO DEPENDENT VALUES('Theodore','333445555'); INSERT INTO DEPENDENT VALUES('Joy','333445555'); INSERT INTO DEPENDENT VALUES('Abner','987654321'); INSERT INTO DEPENDENT VALUES('Michael','123456789'); INSERT INTO DEPENDENT VALUES('Alice','123456789'); INSERT INTO DEPENDENT VALUES('Elizabeth','123456789');

//For each dept, retreive the dept name and avg salary of all employees working in that department

SELECT Dname, AVG(Salary)

FROM DEPARTMENT, EMPLOYEE15;

//List names of managers who have at least one dependent SELECT Fname, Lname

FROM EMPLOYEE15

WHERE EXISTS(SELECT \* FROM DEPENDENT WHERE Ssn=Essn) AND

EXISTS (SELECT \* FROM DEPARTMENT WHERE Ssn=Mgr\_ssn);

//Display details of all departments having 'tech' as their substring

/\*SELECT \*

FROM DEPARTMENT

WHERE EXISTS(SUBSTRING('tech',1) AS ExtractString);\*/ select \* from DEPARTMENT where Dname like'%sear%'

6B)//Consider the following Tourist places table with the following attributes -

Place, address – (state, id), tourist attractions,best time of the year to visit,modes of transport(include nearest airport, railway station etc), accommodation, food - what not to miss for sure Create 10 collections with data relevant to the following questions. Write and execute MongoDB queries:

1. List all the tourist places of Karnataka
2. List the places sorted state wise db.createCollection("tourist")

{ "ok" : 1 }

db.tourist.insert([{place:"bangalore",address:"karnataka",id:1,tour\_att:"att1",time:"jan",mode:"train ",acc:"acc1",food:"chicken"}])

db.tourist.insert([{place:"kochi",address:"kerala",id:2,tour\_att:"att2",time:"feb",mode:"boat",acc:"a cc2",food:"fish fry"}])

db.tourist.insert([{place:"agra",address:"delhi",id:3,tour\_att:"taj mahal",time:"march",mode:"car",acc:"acc3",food:"petha"}])

//List all the tourist places of Karnataka. db.tourist.find({address:"karnataka"},{tour\_att:true}).pretty()

{ "\_id" : ObjectId("5c27375e7fd87cec5944fab7"), "tour\_att" : "att1" }

//List the places sorted state wise. db.tourist.find({},{place:1}).sort({address:1})

{ "\_id" : ObjectId("5c2738557fd87cec5944fab9"), "place" : "agra" }

{ "\_id" : ObjectId("5c27375e7fd87cec5944fab7"), "place" : "bangalore" }

{ "\_id" : ObjectId("5c2737be7fd87cec5944fab8"), "place" : "kochi" }

7A)//Consider the following Accident Tracker Schema. The primary keys are underlined. PERSON (driver – id #: String, name: string, address: string)

CAR (Regno: string, model: string, year: int)

ACCIDENT (report-number: int, acc\_date: date, location: string) OWNS (driver-id #: string, Regno: string)

PARTICIPATED (driver-id: string, Regno: string, report-number: int, damageamount: int)

Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.

1. Display the unique Regno’s of the cars involved in accidents.
2. Display the car Regno and model of the car which has the maximum damage amount.
3. Displaythe number of cars owned by each driver.

//create tables

create table PERSON (

Did VARCHAR(10) PRIMARY KEY, Pname VARCHAR(10),

Address VARCHAR(60));

create table CAR (

Regno VARCHAR(10) PRIMARY KEY, Model VARCHAR(20),

Year INT);

create table ACCIDENT ( Repno INT PRIMARY KEY,

Date DATE,

Loc VARCHAR(20));

create table OWNS ( Odid VARCHAR(10), Oregno VARCHAR(10),

Primary Key(Odid,Oregno),

Foreign key(Odid) references PERSON(Did) on delete cascade, Foreign key(Oregno) references CAR(Regno) on delete cascade);

create table PARTICIPATED ( Pdid VARCHAR(10),

Pregno VARCHAR(10),

Prepno INT, Damage INT,

Primary key(Pdid, Pregno, Prepno),

Foreign key (Pdid) references PERSON(Did) on delete cascade, Foreign key (Pregno) references CAR(Regno) on delete cascade,

Foreign key(Prepno) references ACCIDENT(Repno) on delete cascade);

//insert values

insert into PERSON values('1','Steve','Frankfurt'); insert into PERSON values('2','Dustin','Perryridge'); insert into PERSON values('3','Mike','Brooklyn'); insert into PERSON values('4','Lucas','Perryridge '); insert into PERSON values('5','John',' Brooklyn '); insert into PERSON values('6','Antony','Hellington');

insert into CAR values('KA04','BMW',2000); insert into CAR values('KA05','Ford',2002); insert into CAR values('KA03','Maruthi',1999); insert into CAR values('KA02','Tata',2002); insert into CAR values('KA01', 'Audi',2003); insert into CAR values('KA08', 'Maruthi',2003); insert into CAR values('KA06', 'Maruthi',2003); insert into CAR values('KA07', 'BMW',2003);

insert into ACCIDENT values(12,'01-Jun-2001','Frankfurt');

insert into ACCIDENT values(25,'02-Jul-2002','Brooklyn'); insert into ACCIDENT values(512,'08-Mar-2000',' Brooklyn');

insert into ACCIDENT values(1024,'25-Oct-2002','AvenueRoad'); insert into ACCIDENT values(1000,'23-Dec-2003','RichmondCircle'); insert into ACCIDENT values(1,'25-Dec-2004','ParkStreet');

insert into OWNS values('1', 'KA04'); insert into OWNS values('1', 'KA06'); insert into OWNS values('2', 'KA07'); insert into OWNS values('2', 'KA05'); insert into OWNS values('3', 'KA03'); insert into OWNS values('4', 'KA02'); insert into OWNS values('5', 'KA01'); insert into OWNS values('6', 'KA08');

insert into PARTICIPATED values('1', 'KA04',12,1000); insert into PARTICIPATED values('1', 'KA06',25,1500); insert into PARTICIPATED values('2', 'KA05',512,1500); insert into PARTICIPATED values('2', 'KA05',1024,2500); insert into PARTICIPATED values('3', 'KA03',1000,1700); insert into PARTICIPATED values('4', 'KA02',1,100);

//Display unique car Regnos involved in accidents. Select distinct (Pregno)

from PARTICIPATED;

//Display the car Regno and model which has the maximum damage amount.

Select Pregno,Model

from CAR, PARTICIPATED

where Pregno=Regno and Damage in (select max(Damage) from PARTICIPATED);

//Display no. of cars owned by each driver.

Select Odid,count(\*) as no\_of\_cars from OWNS

group by Odid;

7B)//Consider the following Movie table with the following attributes -

Actor\_name,Actor\_id, Actor\_birthdate, Dirctor\_name,Director\_id, Director\_birthdate, film\_title, year of production ,type (thriller, comedy, etc.)

Create 10 collections with data relevant to the following questions. Write and execute MongoDB queries:

1. List all the movies acted by John in the year 2018
2. List only the actors names and type of the movie directed by Ram

db.createCollection("movie")

{ "ok" : 1 }

db.movie.insert([{act\_n:"ram",act\_id:13,act\_bdate:"2/3/1997",dir\_n:"williams",dir\_id:101,dir\_bdat e:"12/9/1987",film:"battleship",year:2015,type:"thriller"}])

db.movie.insert([{act\_n:"john",act\_id:11,act\_bdate:"1/2/1998",dir\_n:"ram",dir\_id:100,dir\_bdate:"2/ 3/1997",film:"john wick",year:2012,type:"killer"}])

db.movie.insert([{act\_n:"elly",act\_id:12,act\_bdate:"4/12/1998",dir\_n:"ram",dir\_id:100,dir\_bdate:"2

/3/1997",film:"aquaman",year:2012,type:"action"}])

db.movie.insert([{act\_n:"ram",act\_id:13,act\_bdate:"2/3/1997",dir\_n:"thomas",dir\_id:103,dir\_bdate: "12/3/1999",film:"xxx",year:2018,type:"action"}])

db.movie.insert([{act\_n:"john",act\_id:11,act\_bdate:"1/2/1998",dir\_n:"ram",dir\_id:100,dir\_bdate:"2/ 3/1997",film:"mr.bean",year:2018,type:"comedy"}])

//List all the movies acted by John in the year 2018. db.movie.find({$and : [{act\_n:"john"},{year:2018}]},{film:1}).pretty()

{ "\_id" : ObjectId("5c273f627fd87cec5944fac3"), "film" : "mr.bean" }

//List only the actors names and type of the movie directed by Ram. db.movie.find({dir\_n:"ram"},{act\_n:1,type:1}).pretty()

{

"\_id" : ObjectId("5c273e247fd87cec5944fabf"), "act\_n" : "john",

"type" : "killer"

}

{

"\_id" : ObjectId("5c273e2e7fd87cec5944fac0"), "act\_n" : "elly",

"type" : "action"

}

{

"\_id" : ObjectId("5c273f627fd87cec5944fac3"), "act\_n" : "john",

"type" : "comedy"

}

//8A)//Consider the Cricket database given below. The primary keys are underlined. Assume PLAYER (PId, Lname, Fname, Country, Yborn, Bplace)

MATCH (MatchId, Team1,Team2, Ground, Date, Winner) BATTING (MatchId, Pid, Nruns, Fours, Sixes)

BOWLING (MatchId, Pid, Novers, Maidens, Nruns, Nwickets)

Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.

1. Display the sorted list of ground names where Australia has played as team1
2. Find the match information of all matches in which Dhoni did batting.
3. Find the names of players who did batting in match 2689

create table PLAYER ( Pid int,

Lname varchar(10), Fname varchar(10), Country varchar(10), Yborn date,

Bplace varchar(10), primary key (Pid)

);

create table MATCHING ( MatchID int,

Team1 varchar(10), Team2 varchar(10), Ground varchar(10), Date date,

Winner varchar(10), primary key(MatchID)

);

create table BATTING ( MatchID int,

Pid int, Nruns int, Fours int, Sixes int,

primary key(MatchID,Pid),foreign key(MatchID) references MATCHING(MatchID),foreign key(Pid) references PLAYER(Pid)

);

create table BOWLING ( MatchID int,

Pid int, Novers int,

Maidens varchar(10), Nruns int,

Nwickets int,

primary key(MatchID,Pid),foreign key(MatchID) references MATCHING(MatchID),foreign key(Pid) references PLAYER(Pid)

);

//insert values

insert into PLAYER values("1,"aa","Dhoni","india","01-jan-88","chennai");

insert into MATCHING values("12,"Australia","D2","china","01-jan-2012","india"); insert into BATTING values("12,1,20,4,4);

insert into BOWLING values("12,1,12,"cc",20,2);

//Display the sorted list of ground names where Australia has played as team1. SELECT Ground

FROM MATCHING

WHERE Team1='Australia' ORDER BY Ground;

//Find the match information of all matches in which Dhoni did batting. SELECT \*

FROM (PLAYER natural join MATCHING) natural join BATTING WHERE Fname='Dhoni';

//Find the names of players who did batting in match 2689. SELECT Fname,Lname

FROM (PLAYER natural join MATCHING) natural join BATTING WHERE MatchID=2686;

//8B)Consider the following Movie table with the following attributes -

Actor\_name,Actor\_id, Actor\_birthdate , Dirctor\_name,Director\_id, Director\_birthdate, film\_title, year of production ,type (thriller, comedy, etc.)

Create 10 collections with data relevant to the following questions. Write and execute MongoDB queries:

1. List all the movies acted by John and Elly in the year 2012.
2. List only the name and type of the movie where Ram has acted sorted by movie names

db.createCollection("movie")

{ "ok" : 1 }

db.movie.insert([{act\_n:"ram",act\_id:13,act\_bdate:"2/3/1997",dir\_n:"williams",dir\_id:101,dir\_bdat e:"12/9/1987",film:"battleship",year:2015,type:"thriller"}])

db.movie.insert([{act\_n:"john",act\_id:11,act\_bdate:"1/2/1998",dir\_n:"ram",dir\_id:100,dir\_bdate:"2/ 3/1997",film:"john wick",year:2012,type:"killer"}])

db.movie.insert([{act\_n:"elly",act\_id:12,act\_bdate:"4/12/1998",dir\_n:"ram",dir\_id:100,dir\_bdate:"2

/3/1997",film:"aquaman",year:2012,type:"action"}])

db.movie.insert([{act\_n:"ram",act\_id:13,act\_bdate:"2/3/1997",dir\_n:"thomas",dir\_id:103,dir\_bdate: "12/3/1999",film:"xxx",year:2018,type:"action"}])

db.movie.insert([{act\_n:"john",act\_id:11,act\_bdate:"1/2/1998",dir\_n:"ram",dir\_id:100,dir\_bdate:"2/ 3/1997",film:"mr.bean",year:2018,type:"comedy"}])

//List all the movies acted by John and Elly in the year 2012.

db.movie.find({$and : [{act\_n:{$in : ["john","elly"]}},{year:2012}]},{film:1}).pretty()

{ "\_id" : ObjectId("5c273e247fd87cec5944fabf"), "film" : "john wick" }

{ "\_id" : ObjectId("5c273e2e7fd87cec5944fac0"), "film" : "aquaman" }

//ii. List only the name and type of the movie where Ram has acted sorted by movie names. db.movie.find({act\_n:"ram"},{film:1,type:1}).sort({film:1}).pretty()

{ "\_id" : ObjectId("5c273ddb7fd87cec5944fabd"), "film" : "battleship", "type" : "thriller" }

{ "\_id" : ObjectId("5c273ef97fd87cec5944fac1"), "film" : "xxx", "type" : "action" }

9A)//Consider the following shipment schema. The primary keys are underlined. Assume relevant data types for attributes.

CUSTOMER (cust # , cname, city) ORDER (order#, odate, cust #, ord-Amt) ORDER – ITEM (order #, Item #, qty) ITEM (item #, unit price)

SHIPMENT (order #, ship-date)

Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.

1. List the customer names who have placed more than 2 orders.
2. Find the total order amount for each day
3. List the customer details who has the largest order amount.

//create tables

Create table CUSTOMER( Cno INT,

Cname VARCHAR(50), Ccity VARCHAR(50),

Primary key(Cno)

);

Create table ORDER1( Ono INT,

Odate DATE, Ocno INT, Oamt INT,

Primary key(Ono),

Foreign Key(Ocno) references CUSTOMER(Cno) on delete cascade

);

Create table ITEM( Ino INT ,

Uprice INT, Primary key(Ino)

);

Create table ORDER\_ITEM( Iono INT,

Oino INT, Qty INT,

Primary key(Iono,Oino),

Foreign Key(Iono) references ORDER1(Ono) on delete cascade, Foreign Key(Oino) references ITEM(Ino) on delete cascade

);

Create table WAREHOUSE( Wno INT,

Wcity VARCHAR(50),

Primary Key(Wno)

);

Create table SHIPMENT( Sono INT,

Swno INT, Shipdate DATE,

Primary key(Sono,Swno),

Foreign Key(Sono) references ORDER1(Ono) on delete cascade, Foreign Key(Swno) references WAREHOUSE(Wno) on delete cascade

);

//insert values

Insert into CUSTOMER values (1,'Archie','Bangalore'); Insert into CUSTOMER values (2,'Veronica','Bangalore'); Insert into CUSTOMER values (3,'Betty','Mysore'); Insert into CUSTOMER values (4,'Jughead','Bangalore'); Insert into CUSTOMER values (5,'Cheryl','Mysore'); Insert into CUSTOMER values (6,'Jason','Mangalore');

Insert into ORDER1 values (1, '01-Jun-2016',1,1000); Insert into ORDER1 values (2, '03-Jun-2016',1,2000); Insert into ORDER1 values (3, '03-Jun-2016',3,3000); Insert into ORDER1 values (4, '05-Jun-2016',4,4000); Insert into ORDER1 values (5, '06-Jun-2017',5,5000);

Insert into ITEM values(1,100); Insert into ITEM values(2,200); Insert into ITEM values(3,300);

Insert into ITEM values(4,400); Insert into ITEM values(10,500);

Insert into ORDER\_ITEM values(1,1,2); Insert into ORDER\_ITEM values(1,2,1); Insert into ORDER\_ITEM values(2,3,2); Insert into ORDER\_ITEM values(3,4,3); Insert into ORDER\_ITEM values(4,3,1); Insert into ORDER\_ITEM values(5,2,1);

Insert into WAREHOUSE values(1,'Bangalore'); Insert into WAREHOUSE values(2,'Bangalore'); Insert into WAREHOUSE values(3,'Mysore'); Insert into WAREHOUSE values(4,'Mangalore'); Insert into WAREHOUSE values(5,'Mangalore');

Insert into SHIPMENT values(1,1,'03-Jun-2016'); Insert into SHIPMENT values(2,1,'03-Jun-2016'); Insert into SHIPMENT values(3,2,'05-Jun-2016'); Insert into SHIPMENT values(4,3,'05-Jun-2016'); Insert into SHIPMENT values(5,4,'06-Jun-2016');

//List the customer names who have placed more than 2 orders Select Cname FROM CUSTOMER

where (Select count(Ono) from ORDER1 where Cno=Ocno)>=2;

//Find the total order amount for each day. Select Odate,SUM(Oamt)

from ORDER1 group by Odate;

//List customer details who has the largest order amount.

Select Cno,Cname,Ccity from CUSTOMER,ORDER1

where Cno=Ocno and Oamt in(select max(Oamt) from ORDER1);

//9B)Consider the following Movie table with the following attributes -

Actor\_name,Actor\_id, Actor\_birthdate , Dirctor\_name,Director\_id, Director\_birthdate, film\_title, year of production ,type (thriller, comedy, etc.)

Create 10 collections with data relevant to the following questions. Write and execute MongoDB queries:

1. List all the movies acted by John in the year 2018
2. List only the actors names and type of the movie directed by Ram

db.createCollection("movie")

{ "ok" : 1 }

db.movie.insert([{act\_n:"ram",act\_id:13,act\_bdate:"2/3/1997",dir\_n:"williams",dir\_id:101,dir\_bdat e:"12/9/1987",film:"battleship",year:2015,type:"thriller"}])

db.movie.insert([{act\_n:"john",act\_id:11,act\_bdate:"1/2/1998",dir\_n:"ram",dir\_id:100,dir\_bdate:"2/ 3/1997",film:"john wick",year:2012,type:"killer"}])

db.movie.insert([{act\_n:"elly",act\_id:12,act\_bdate:"4/12/1998",dir\_n:"ram",dir\_id:100,dir\_bdate:"2

/3/1997",film:"aquaman",year:2012,type:"action"}])

db.movie.insert([{act\_n:"ram",act\_id:13,act\_bdate:"2/3/1997",dir\_n:"thomas",dir\_id:103,dir\_bdate: "12/3/1999",film:"xxx",year:2018,type:"action"}])

db.movie.insert([{act\_n:"john",act\_id:11,act\_bdate:"1/2/1998",dir\_n:"ram",dir\_id:100,dir\_bdate:"2/ 3/1997",film:"mr.bean",year:2018,type:"comedy"}])

//List all the movies acted by John in the year 2018. db.movie.find({$and : [{act\_n:"john"},{year:2018}]},{film:1}).pretty()

{ "\_id" : ObjectId("5c273f627fd87cec5944fac3"), "film" : "mr.bean" }

//List only the actors names and type of the movie directed by Ram. db.movie.find({dir\_n:"ram"},{act\_n:1,type:1}).pretty()

{

"\_id" : ObjectId("5c273e247fd87cec5944fabf"), "act\_n" : "john",

"type" : "killer"

}

{

"\_id" : ObjectId("5c273e2e7fd87cec5944fac0"), "act\_n" : "elly",

"type" : "action"

}

{

"\_id" : ObjectId("5c273f627fd87cec5944fac3"), "act\_n" : "john",

"type" : "comedy"

}

//10A)Consider the following shipment schema. The primary keys are underlined. Assume relevant data types for attributes.

CUSTOMER (cust # , cname, city) ORDER (order#, odate, cust #, ord-Amt) ORDER – ITEM (order #, Item #, qty) ITEM (item #, unit price)

SHIPMENT (order #, ship-date)

Create the above tables in SQL. Specify primary and foreign keys properly. Enter at least 5 tuples in each table with relevant data. Solve the following queries.

1. List name of the customer, no. of orders placed by each customer residing in Bangalore city.
2. List the names of the customers who have ordered at least 10 items
3. List the customer names who have not ordered for item no. 10.

//create tables

Create table CUSTOMER( Cno INT,

Cname VARCHAR(50), Ccity VARCHAR(50),

Primary key(Cno)

);

Create table ORDER1(

Ono INT,

Odate DATE, Ocno INT, Oamt INT,

Primary key(Ono),

Foreign Key(Ocno) references CUSTOMER(Cno) on delete cascade

);

Create table ITEM( Ino INT ,

Uprice INT, Primary key(Ino)

);

Create table ORDER\_ITEM( Iono INT,

Oino INT, Qty INT,

Primary key(Iono,Oino),

Foreign Key(Iono) references ORDER1(Ono) on delete cascade, Foreign Key(Oino) references ITEM(Ino) on delete cascade

);

Create table WAREHOUSE( Wno INT,

Wcity VARCHAR(50),

Primary Key(Wno)

);

Create table SHIPMENT( Sono INT,

Swno INT, Shipdate DATE,

Primary key(Sono,Swno),

Foreign Key(Sono) references ORDER1(Ono) on delete cascade, Foreign Key(Swno) references WAREHOUSE(Wno) on delete cascade

);

//insert values

Insert into CUSTOMER values (1,'Archie','Bangalore'); Insert into CUSTOMER values (2,'Veronica','Bangalore'); Insert into CUSTOMER values (3,'Betty','Mysore'); Insert into CUSTOMER values (4,'Jughead','Bangalore'); Insert into CUSTOMER values (5,'Cheryl','Mysore'); Insert into CUSTOMER values (6,'Jason','Mangalore');

Insert into ORDER1 values (1, '01-Jun-2016',1,1000); Insert into ORDER1 values (2, '03-Jun-2016',1,2000); Insert into ORDER1 values (3, '03-Jun-2016',3,3000); Insert into ORDER1 values (4, '05-Jun-2016',4,4000); Insert into ORDER1 values (5, '06-Jun-2017',5,5000);

Insert into ITEM values(1,100); Insert into ITEM values(2,200); Insert into ITEM values(3,300); Insert into ITEM values(4,400);

Insert into ITEM values(10,500);

Insert into ORDER\_ITEM values(1,1,2); Insert into ORDER\_ITEM values(1,2,1); Insert into ORDER\_ITEM values(2,3,2); Insert into ORDER\_ITEM values(3,4,3); Insert into ORDER\_ITEM values(4,3,1); Insert into ORDER\_ITEM values(5,2,1);

Insert into WAREHOUSE values(1,'Bangalore'); Insert into WAREHOUSE values(2,'Bangalore'); Insert into WAREHOUSE values(3,'Mysore'); Insert into WAREHOUSE values(4,'Mangalore'); Insert into WAREHOUSE values(5,'Mangalore');

Insert into SHIPMENT values(1,1,'03-Jun-2016'); Insert into SHIPMENT values(2,1,'03-Jun-2016'); Insert into SHIPMENT values(3,2,'05-Jun-2016'); Insert into SHIPMENT values(4,3,'05-Jun-2016'); Insert into SHIPMENT values(5,4,'06-Jun-2016');

//List name of customer, no. of orders placed by each customer residing in Bangalore city. Select Cname,count(Ono)

from CUSTOMER,ORDER1

where Ocno=Cno and Ccity=’Bangalore’ group by Cname;

//List the names of customers who have ordered at least 10 items. Select Cname,count(\*)

from CUSTOMER,ORDER1

where Ocno=Cno group by Cname having count(\*)>=10;

//List the customer names who have not ordered for item no. 10 Select distinct(Cname)

from ORDER1,CUSTOMER,ORDER\_ITEM

where Ono=Iono and Ocno=Cno and Iono!=10;

//10B)Consider the following Movie table with the following attributes -

Actor\_name, Actor\_id, Actor\_birthdate, Director\_name, Director\_id, Director\_birthdate, film\_title, year of production, type (thriller, comedy, etc.)

Create 10 collections with data relevant to the following questions. Write and execute MongoDB queries:

* 1. List all the movies acted by John and Elly in the year 2012.
  2. List only the name and type of the movie where Ram has acted, sorted by movie names.

db.createCollection("movie")

{ "ok" : 1 }

db.movie.insert([{act\_n:"ram",act\_id:13,act\_bdate:"2/3/1997",dir\_n:"williams",dir\_id:101,dir\_bdat e:"12/9/1987",film:"battleship",year:2015,type:"thriller"}])

db.movie.insert([{act\_n:"john",act\_id:11,act\_bdate:"1/2/1998",dir\_n:"ram",dir\_id:100,dir\_bdate:"2/ 3/1997",film:"john wick",year:2012,type:"killer"}])

db.movie.insert([{act\_n:"elly",act\_id:12,act\_bdate:"4/12/1998",dir\_n:"ram",dir\_id:100,dir\_bdate:"2

/3/1997",film:"aquaman",year:2012,type:"action"}])

db.movie.insert([{act\_n:"ram",act\_id:13,act\_bdate:"2/3/1997",dir\_n:"thomas",dir\_id:103,dir\_bdate: "12/3/1999",film:"xxx",year:2018,type:"action"}])

db.movie.insert([{act\_n:"john",act\_id:11,act\_bdate:"1/2/1998",dir\_n:"ram",dir\_id:100,dir\_bdate:"2/ 3/1997",film:"mr.bean",year:2018,type:"comedy"}])

//List all the movies acted by John and Elly in the year 2012.

db.movie.find({$and : [{act\_n:{$in : ["john","elly"]}},{year:2012}]},{film:1}).pretty()

{ "\_id" : ObjectId("5c273e247fd87cec5944fabf"), "film" : "john wick" }

{ "\_id" : ObjectId("5c273e2e7fd87cec5944fac0"), "film" : "aquaman" }

//ii. List only the name and type of the movie where Ram has acted sorted by movie names. db.movie.find({act\_n:"ram"},{film:1,type:1}).sort({film:1}).pretty()

{ "\_id" : ObjectId("5c273ddb7fd87cec5944fabd"), "film" : "battleship", "type" : "thriller" }

{ "\_id" : ObjectId("5c273ef97fd87cec5944fac1"), "film" : "xxx", "type" : "action" }