String x="nihao3woshi9linran0this89is990non3pppp1111";

StringTokenizer y=new StringTokenizer(x, "123456789");

while(y.hasMoreTokens()) {

System.out.println(y.nextToken());

}

将第一个参数分割，分割标记默认是空格，制表符，换行符，回车符

如果有第二个参数，则分隔符变为第二个参数字符串中的任意字符

第三个参数为true，nextToken()中分隔符也包括。为false，则不包括

示例代码打印![](data:image/png;base64,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)

StringTokenizer y=new StringTokenizer(x, "123456789", true);
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**正则表达式**

^\d+(\.\d+)?

^ 定义了以什么开始

\d+ 匹配一个或多个数字

? 设置括号内的选项是可选的

\. 匹配 "."

可以匹配的实例："5", "1.5" 和 "2.21

在其他语言中，\\ 表示：我想要在正则表达式中插入一个普通的（字面上的）反斜杠，请不要给它任何特殊的意义。

在 Java 中，\\ 表示：我要插入一个正则表达式的反斜线，所以其后的字符具有特殊的意义。

所以，在其他的语言中（如Perl），一个反斜杠 \ 就足以具有转义的作用，而在 Java 中正则表达式中则需要有两个反斜杠才能被解析为其他语言中的转义作用。也可以简单的理解在 Java 的正则表达式中，两个 \\ 代表其他语言中的一个 \，这也就是为什么表示一位数字的正则表达式是 \\d，而表示一个普通的反斜杠是 \\\\。

\ [\\d](file:///\\d) \\( \\) \\\\

^ 匹配输入字符串开始的位置

$ 匹配输入字符串结尾的位置。

\* 零次或多次匹配前面的字符或子表达式，等效于 {0,}。

+ 一次或多次匹配前面的字符或子表达式，等效于 {1,}。

? 零次或一次匹配前面的字符或子表达式。等效于 {0,1}。

{n} 正好匹配 n 次

{n,} 至少匹配 n 次。"o{0,}"等效于"o\*"。

{n,m} 匹配至少 n 次，至多 m 次。注意：您不能将空格插入逗号和数字之间。

? 当此字符紧随任何其他限定符（\*、+、?、{n}、{n,}、{n,m}）之后时，匹配模式是"非贪心的"。"非贪心的"模式匹配搜索到的、尽可能短的字符串，而默认的"贪心的"模式匹配搜索到的、尽可能长的字符串。例如，在字符串"oooo"中，"o+?"只匹配单个"o"，而"o+"匹配所有"o"。跟在括号后的话就不是这种用法

. 匹配除"\r\n"之外的任何单个字符

x|y 匹配 x 或 y。例如，'z|food' 匹配"z"或"food"。'(z|f)ood' 匹配"zood"或"food"。

[xyz] 字符集。匹配包含的任一字符

[^xyz] 反向字符集。匹配未包含的任何字符

[a-z] 字符范围。匹配指定范围内的任何字符

[^a-z] 反向范围字符。匹配不在指定的范围内的任何字符

\d 数字字符匹配。等效于 [0-9]。

\D 非数字字符匹配。等效于 [^0-9]

\b 匹配一个字边界，即字与空格间的位置。例如，"er\b"匹配"never"中的"er"，但不匹配"verb"中的"er"。\\bcat\\b匹配cat单词

\B 非字边界匹配。"er\B"匹配"verb"中的"er"，但不匹配"never"中的"er"。

import java.util.regex.Matcher;

import java.util.regex.Pattern;

public class RegexMatches

{

public static void main( String args[] ){

// 1.创建 Pattern 对象

Pattern p = Pattern.compile("[\\bcat\\b](file:///\\bcat\\b)");

//2.创建Matcher对象

Matcher m = p.matcher("cat cat cat cattie cat");

//m.matches()返回 整个字符串 匹不匹配

System.out.println(m.matches());

//m.lookingAt()返回 从第一个字符开始的部分字符串 匹不匹配

System.out.println(m.lookingAt());

int count = 0;

while(m.find()) {

//find()尝试查找与该模式匹配的输入序列的下一个子序列

count++;

System.out.println("Match number "+count);

//start()返回以前匹配的初始索引

System.out.println("start(): "+m.start());

//end()返回结束索引+1

System.out.println("end(): "+m.end());

//m.group(0)提取字符串

}

}

}

还有一些替换的方法，不写了

false

true

Match number 1

start(): 0

end(): 3

Match number 2

start(): 4

end(): 7

Match number 3

start(): 8

end(): 11

Match number 4

start(): 19

end(): 22

**重载**(overloading) 是在一个类里面，方法名字相同，而参数不同。返回类型可以相同也可以不同。

public class Overloading {

public int test(){

System.out.println("test1");

return 1;

}

public void test(int a){

System.out.println("test2");

}

}
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**数据类型**

1. 基本数据类型

* boolean
* char 和ASCII码对应 2字节
* byte 1字节

-128~127

* short 2字节

-2^15~2^15-1

2^15=32768

2^16=65536

* int 4字节

-2^31~2^31-1

-2147483648~2147483647 10位

2^32=4294967296

* long 8字节

-2^63~2^63-1

-9223372036854775808 19位

2^64=18446744073709551616 20位

* double 8字节

2^1024 308位

2^2048 616位

* float 4字节

2^128 38位

2^256 77位

2. 引用类型

数组

类

接口

* 未声明数据类型的整形，默认为int型
* 未声明数据类型的浮点型，默认为double型。

float a=1.5;

ERROR! Type mismatch: cannot convert from double to float

一个数值范围小的类型，赋给一个数值范围大的数值型变量，jvm在编译过程中将此数值的类型进行了自动提升。

在数值类型的自动类型提升过程中，数值精度至少不应该降低

但是byte a=5;可以，jvm隐式转换了。整型的是特例

long a = 10000000000; //编译出错: The literal 10000000000 of type int is out of range

long b = 10000000000L; //编译正确

10000000000默认是int类型， int类型的数值范围是-2^31 ~ 2^31-1，因此，10000000000已经超过此范围。故而其自身已经编译出错，更谈不上赋值给long型变量a了。

将一个大数值范围的变量，赋给小范围的变量，可能丢失精度。需要强制转换

byte p=3;//隐式类型转换

int a=0;

byte b=a; //error，注意这种情况不发生隐式转换

byte c=(byte)a;

float d=(float)4.0;

byte a1=(byte)128; //-128

int i = Integer.parseInt("13");

String s1 = String.valueOf(123);

int i;

i=-i;

这种操作时不安全的，如果i=-2147483648