<script type='application/javascript' src=''></script>

text/javascript 过时了

null转换成boolean是false

{} []转换成boolean是true

变量名以字母、下划线或者$开头

JS里单引号里边可以套双引号，双引号里也可以套单引号。里边的引号被当作是字符串的一部分。

document.getElementById("myDIV").classList.add("mystyle");

document.getElementById("myDIV").classList.remove("mystyle");

myDiv.classList.contains('myCssClass'); //return true or false

全局变量：函数外声明的变量，称为全部变量

局部变量：函数内部使用var声明的变量，称为局部变量

在JS中，只有函数作用域，没有块级作用域！也就是说，if/for等有{}的结构体，并不能具备自己的作用域。

## foreach

let array=[2, 4, 23, {}]

for(let index **in** array) {

console.log(index,array[index]);

};
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for(let v **of** array) {

console.log(v);

};
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## Number

var x=0.2+0.1; //0.30000000000000004

0.4-0.3; //0.10000000000000003

整数最大2^53-1 9007199254740992

不能精确表示十进制小数

2.445.toFixed(2); //IE 2.45 chrome 2.44

判断obj是否为一个整数

function isInteger(obj) {

return Math.floor(obj) === obj

}

避免小数精度问题，要将小数转换成整数进行运算

## 定时器

每隔1000ms执行一次

setInterval(function(){

console.log("alf"):

}, 1000);

停1000毫秒执行，只执行一次

setTimeout(function(){

console.log("asd");

}, 1000);

window的方法,内部的this指向window

var time1=setInterval(function(){}, 1000);

clearInterval(time1);

time1是1,2,3这种值，代表一个定时器的编号

clearTimeout(time2)

setTimeout(func1, 1000, 'hello')

第三个及以后的参数将作为参数传递给func1

var progress=0;

function render() { //回调函数

a.style.marginLeft=progress+'px'; //修改图像的位置

console.log(progress); //以屏幕刷新的频率运动

if (progress < 100) {

window.requestAnimationFrame(render);

}

}

window.requestAnimationFrame(render); //第一帧渲染

与setTimeout相比，requestAnimationFrame最大的优势是由系统来决定回调函数的执行时机。具体一点讲，如果屏幕刷新率是60Hz,那么回调函数就每16.7ms被执行一次，如果刷新率是75Hz，那么这个时间间隔就变成了1000/75=13.3ms。

它能保证回调函数在屏幕每一次的刷新间隔中只被执行一次，这样就不会引起丢帧现象，也不会导致动画出现卡顿的问题。

setTimeout看起来时间差严格，其实也不准，做出来也就看个样子。不如直接硬规定频率用requestAnimationFrame做出来依据效果再改动

## json

var obj={

name : "liu",

age : 12

};

JSON.stringify(obj);

{

"name" : "liu",

"age" : 19

}

json属性名必须加双引号

* string🡪json

JSON.parse()

* json🡪string

JSON.stringify()

## Event事件

* clientX,clientY：鼠标相对于浏览器窗口可视文档区域的左上角的位置；可视区域不包括工具栏和滚动条。![](data:image/png;base64,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)就是相对于这个点的位置
* pageX,pageY (x,y)：鼠标相对于文档左上角的位置，而不是可视区域。因为有可能有滚动条，所以pageX>clientX。经测试page=x，但x, y不推荐使用
* offsetX,offsetY：鼠标相对于srcElement左上角的位置
* layerX,layerY：鼠标相对于最近的有定位的元素左上角的距离
* screenX、screenY：鼠标相对于显示器左上角的位置
* type：事件的类型，如click；
* srcElement/target：事件源，就是发生事件的元素；

jquery只能用target

* button：声明被按下的鼠标键，整数，1代表左键，2代表右键，4代表中键，如果按下多个键，酒把这些值加起来，所以3就代表左右键同时按下；（firefox中 0代表左键，1代表中间键，2代表右键）(没看出来)
* altKey,ctrlKey,shiftKey等：返回一个布尔值；
* keyCode：返回keydown何keyup事件发生的时候按键的代码，以及keypress 事件的Unicode字符；(firefox2不支持 event.keycode，可以用 event.which替代 )
* fromElement,toElement：前者指mouseover事件中鼠标移动过的文档元素，后者指代mouseout事件中鼠标移动到的文档元素；
* cancelBubble：一个布尔属性，把它设置为true的时候，将停止事件进一步起泡到包容层次的元素；(e.cancelBubble = true; 相当于 e.stopPropagation();)
* returnValue：一个布尔属性，设置为false的时候可以组织浏览器执行默认的事件动作；(e.returnValue = false; 相当于 e.preventDefault();)
* attachEvent(),detachEvent()/addEventListener(),removeEventListener：为制定 DOM对象事件类型注册多个事件处理函数的方法，它们有两个参数，第一个是事件类型，第二个是事件处理函数。在attachEvent()事件执行的时候，this关键字指向的是window对象，而不是发生事件的那个元素。attachEvent()在IE11以下版本使用

firefox里的event跟IE里的不同，IE里的是全局变量，随时可用；firefox里的要用参数引导才能用，是运行时的临时变量。

在IE/Opera中是window.event，在Firefox中是event；而事件的对象，在IE中是 window.event.srcElement，在Firefox中是event.target，Opera中两者都可用。

var evt = evt || window.event; // firefox下window.event为null, IE下event为null

事件先捕获后冒泡

捕获：从根节点（body）到div

冒泡：从div到根节点

e.stopPropagation()阻止冒泡

* && 操作符特点：只要一个是false就返回，都是true，返回最后一个
* || 操作符特点：只要一个是true就返回，都是false，返回最后一个。

在js逻辑运算中，0、""、null、false、undefined、NaN都会被判断为false

&&和||都是：当运算到某一个变量就得出最终结果之后，就返回哪个变量。

注意：返回的不是True或false，是变量的值

* 立即执行函数( function(){…} )()和( function (){…} () )两种写法都行

通过定义一个匿名函数，创建了一个新的函数作用域，相当于创建了一个“私有”的命名空间，该命名空间的变量和方法，不会破坏污染全局的命名空间

**let** 所声明的变量，只在let命令所在的代码块内有效

for (let i = 0; i < 10; i++) {

// 以后for循环用let吧

}

var b=[];

for(var i=0; i<10; i++){

b[i]=function(){

console.log(i);

}

}

b[6]()输出10

var a = [];

for (let i = 0; i < 10; i++) {

a[i] = function () {

console.log(i);

};

}

a[6]()输出6

和这样写效果一样

var b=[];

for(var i=0; i<10; i++){

(function(m){

b[i]=function(){

console.log(m);

}

})(i);

}

var t1;

let t2;

console.log(t1);

console.log(t2);

输出

undefined

undefined

console.log(t1);

报错

Uncaught ReferenceError: t1 is not defined at ttt.html:13

console.log(t1);

console.log(t2);

var t1;//var如果没赋值，定义在前面或者后面没有关系

let t2;//let定义在后边会报错

输出

undefined

ttt.html:14 Uncaught ReferenceError: t2 is not defined at ttt.html:14

<h1 id="nihao">

<p>hello world</p>

</h1>

var a=document.getElementById('nihao');

* console.log(a)

<h1 id="nihao">

<p>hello world</p>

</h1>

* a.innerText

"hello world"

a.innerText='<em>你好世界</em>'

改变内容

* a.innerHTML

"<p>hello world</p>"

* parentNode

返回父元素

节点类型

* 元素节点
* 属性节点
* 文本节点
* 注释节点

<h1 id="a">

<p>hello world</p>

</h1>

* a.childNodes

输出这个数组NodeList(3) [text, p, text]

0:text

1:p

2:text

length:3

\_\_proto\_\_:NodeList

* a.nextSibling
* a.previousSibling

a里 两个文本节点（空文本节点）一个元素节点

以上三个方法返回节点

* a.parentElement
* a.children
* a.firstElementChild
* a.lastElementChild
* a.nextElementSibling
* a.previousElementSibling

以上六个方法返回元素节点

javascript对象是基于原型prototye-based的，而java C++是基于类class-based的

js通过一个prototype对象创建更多的对象

{

f1: function(){

console.log('aaa')

}

}

和

{

f1(){

console.log('aaa');

}

}

是一种写法

## prototype 原型

函数（除了一些内建函数）都有一个名为prototype（原型）的属性，这个属性是一个指针，指向一个对象，而这个对象的用途是，包含可以有特定类型的所有实例共享的属性和方法。prototype是通过调用构造函数而创建的对象实例的原型对象。

hasOwnProperty()判断指定属性是否为自有属性；in操作符对原型属性和自有属性都返回true。

var obj = {a: 1};

obj.hasOwnProperty("a"); // true

obj.hasOwnProperty("toString"); // false

"a" in obj; // true

"toString" in obj; // true

示例：鉴别原型属性

function hasPrototypeProperty(obj, name){

return name in obj && !obj.hasOwnProperty(name);

}

\_\_proto\_\_

对象具有属性\_\_proto\_\_，可称为隐式原型，指向构造该对象的构造函数的原型，这也保证了实例能够访问在构造函数原型中定义的属性和方法。

var Boo = {name: "Boo"};

function Foo(){}

Foo.prototype = Boo;

var f = new Foo();

Object.getPrototypeOf(obj)

使用原型对象的好处是可以让所有对象实例共享它所包含的属性和方法

obj.isPrototypeOf(obj) 方法检查某个对象是否是另一个对象的原型对象

function F1(){

}

var obj1=new F1();

* F1.prototype

返回 一个对象

{

constructor:ƒ F1()

\_\_proto\_\_:Object

}

这就是典型的，一个由构造函数创建的对象的prototype。除了自带一个constructor属性之外就是个空对象。现在我们可以往这个prototype里面加东西A。以后所有F1构造出来的对象都有东西A

* obj1.\_\_proto\_\_

返回 上边那个对象

对象.\_\_proto\_\_=构造器.prototype

* obj1.\_\_proto\_\_.\_\_proto\_\_

返回null

* obj1.constructor

返回函数F1

实际上返回的是obj1.\_\_proto\_\_的属性

* 对象没有prototype，函数的\_\_proto\_\_没有意义

F1.\_\_proto\_\_

返回ƒ () { [native code] }

出问题了。函数的\_\_proto\_\_也是有意义的

F1.\_\_proto\_\_=Function.prototype

而这个Function.prototype 是一个function

基于原型创建多个对象

* 定义原型对象
* 定义对象的构造函数
* 将构造函数关联到原型
* 实例化对象

var person={

name: "aaa",

age: 12

}

function Person(a, b){

this.name=a;

this.age=b;

}

Person.prototype=person;

var p1=new Person('nihao', 23);

这个new看起来违背了基于原型的思想，来自原型的Object.create登场

var p2 = Object.create(person);

p2.name="nihao";

p2.age=23;

这样写又重复了，于是

function cons(a, b){

var obj=Object.create(person);

obj.name=a;

obj.age=2;

return obj

}

var p3=cons("nihao", 23);

变量和函数**提升**

javascript引擎进入作用域时对代码进行两轮处理

1.

* 声明并初始化函数参数
* 声明局部变量(undefined)
* 声明并初始化函数

2.执行代码

所以会出现

情况1

var a=11;

function f1(){

console.log(a);

var a;

}

输出undefined，因为里边的a在第一轮处理时就声明，但并未赋值

情况2

var a=11;

function f1(aa){

console.log(aa);//11

var aa;//这行相当于啥也没干。如果是var aa=22, 则arguments[0]也变成22

console.log(aa);//11

}

f1(a);

* 任何数据类型+字符串都=字符串
* 1+1+"a"+1+1="2a11" 从左向右执行
* 1 \* "3" = 3
* "6" - "4" = 2
* 1/0 Infinity
* 0/0 NaN
* NaN==NaN false

Undefined===Undefined true

null===null true

Undefined==null true

Undefined===null false

* undefined, NaN, null, "", 0, false转换成布尔值都是false
* window.prompt 可提示用户进行输入的对话框
* typeof null 🡪 object

typeof [213, 3] 🡪 object

* 沿着函数作用域链向上查找变量
* 沿着对象原型链向上查找属性

js执行会阻塞DOM树的解析和渲染

css加载不会阻塞DOM树的解析

css加载会阻塞DOM树的渲染

css加载会阻塞后面js语句的执行

## 变量类型

* 基本数据类型 number string boolean undefined null

保存在栈内存中

var a= 1;

操作的是变量实际保存的值。

基本类型变量的复制：在栈中创建一个新值，然后把值复制到为新变量分配的位置上。

* 引用数据类型：object array function

保存在堆内存中

也就是，变量中保存的实际上的只是一个指针，这个指针指向堆中的一个位置，该位置保存着对象。访问方式是按引用访问。

操作时，需要先从栈中读取内存地址，然后再延指针找到保存在堆内存中的值再操作。

引用类型变量的复制：复制的是存储在栈中的指针，将指针复制到栈中未新变量分配的空间中，而这个指针副本和原指针指向存储在堆中的同一个对象；复制操作结束后，两个变量实际上将引用同一个对象。改变其中的一个变量的值，将影响另一个变量。

声明object

var aaa={name: "xiaolin", age: 18}

var aaa=new Object();

aaa.age=18;

* symbol

JavaScript的第七种数据类型

* 对象的属性名现在可以有两种类型，一种是原来的字符串，另一种就是新增的 Symbol 类型。
* 凡是属性名属于 Symbol 类型，就都是独一无二的，可以保证不会与其他属性名产生冲突。

let s=**Symbol**(); //通过Symbol()函数生成symbol，注意没有new

let s1=Symbol();

typeof s; // 'symbol'

s==s1; //false

Symbol函数可以接受一个字符串作为参数，表示对 Symbol 实例的描述，主要是为了在控制台显示，或者转为字符串时，比较容易区分

let s2 = Symbol('foo');

想读取的话显式toString()

s2.toString() // 'Symbol(foo)'

作为属性名

a[s] = 'Hello!';

let a = { [s]: 'Hello!' };

let a={ [s](param){console.log(param)} }; //结合增强对象写法的花式写法

这玩意可以当枚举使？

const log = {};

log.levels = {

DEBUG: Symbol('debug'),

INFO: Symbol('info'),

WARN: Symbol('warn')

};

console.log(log.levels.DEBUG, 'debug message');

console.log(log.levels.INFO, 'info message');

Symbol 作为属性名，该属性不会出现在for...in、for...of循环中，也不会被Object.keys()、Object.getOwnPropertyNames()、JSON.stringify()返回。但是，它也不是私有属性，有一个Object.getOwnPropertySymbols方法，可以获取指定对象的所有 Symbol 属性名

Object.getOwnPropertySymbols(a); //[Symbol()]

Object.getOwnPropertyNames(a); //["rq"]

Reflect.ownKeys(a); //["rq", Symbol()] 这个可以返回所有，包括Symbol的属性名

Symbol.for方法它接受一个字符串作为参数，然后搜索有没有以该参数作为名称的 Symbol 值。如果有，就返回这个 Symbol 值，否则就新建并返回一个以该字符串为名称的 Symbol 值。

let s1 = Symbol.**for**('foo');

let s2 = Symbol.for('foo');

s1 === s2 // true

## 类型检查

**typeof** true; //'boolean'

typeof null; //'object'

typeof undefined; //'undefined'

typeof (()=>{}); //'function'

typeof Symbol(); //'symbol'

* object instanceof constructor

instanceof运算符用来检测 constructor.prototype 是否存在于 object 的原型链上

非object不能用instance检测

let x1=3;

let x2=new Number(3);

typeof x2; //"object"

x1 instanceof Object; //false

x2 **instanceof** Number; //true

x2.\_\_proto\_\_ instanceof Object; //true

Number instanceof Object; //true 不是因为number是object的实例，而是因为Number是一个函数，函数是Object的实例

[] instanceof Object; //true 总之右边如果是Object，则总为true。

理解这句

F1.\_\_proto\_\_==Function.\_\_proto\_\_ == Function.prototype

Function.\_\_proto\_\_.\_\_proto\_\_==Function.prototype.\_\_proto\_\_==Object.prototype

F1.\_\_proto\_\_.\_\_proto\_\_== Object.prototype

Function instanceof Object; //true

Object instanceof Function; //true

let F1=()=>{};

F1 instanceof F1; //false 右边F1的prototype是一个对象。左边F1找的是\_\_proto\_\_,是一个函数，等于Function.prototype，所以不再原型链上

F1 instanceof Function; //true

js 在底层存储变量的时候，会在变量的机器码的低位1-3位存储其类型信息

* 000：对象
* 010：浮点数
* 100：字符串
* 110：布尔
* 1：整数

对于 undefined 和 null 来说，较为特殊

* null：所有机器码均为0
* undefined：用 -2^30 整数来表示

所以，typeof 在判断 null 的时候就出现问题了，由于 null 的所有机器码均为0，因此直接被当做了对象来看待。

**Object.prototype.toString**.call(1) // "[object Number]"

Object.prototype.toString.call('hi') // "[object String]"

Object.prototype.toString.call({a:'hi'}) // "[object Object]"

Object.prototype.toString.call([1,'a']) // "[object Array]"

Object.prototype.toString.call(true) // "[object Boolean]"

Object.prototype.toString.call(() => {}) // "[object Function]"

Object.prototype.toString.call(null) // "[object Null]"

Object.prototype.toString.call(undefined) // "[object Undefined]"

Object.prototype.toString.call(Symbol(1)) // "[object Symbol]"

## 类型转换

var m= Number('456');

var m2=parseInt('123abc234feaw');//123

var m3=Boolean('{}'); //true

## window.onload

window.onload=function(){

alert('hello');

}

$(window).load(function(){});

$(document).ready(function(){

})

$(function(){}) //上一种方法的简写

等待文档加载完毕后执行

等待document只需要整个DOM结构加载完，等待window要等待图片等等

ducument.querySelector()

返回选中的第一个

document.querySelectorAll()

返回一个数组

## Date

GMT Greenwich Mean Time 格林尼治标准时间/世界时

UTC Coordinated Universal Time 协调世界时/世界协调时间

UTC是经过平均太阳时(以格林威治时间GMT为准)、地轴运动修正后的新时标以及以「秒」为单位的国际原子时所综合精算而成的时间，计算过程相当严谨精密，因此若以「世界标准时间」的角度来说，UTC比GMT更加精准。其误差值必须保持在0.9秒以内，若大于0.9秒则由位于巴黎的国际地球自转事务中央局发布闰秒，使UTC与地球自转周期一致。

大多数情况，UTC和GMT一样

地球二十四个时区，经度15度，差1小时。北京东八区

北京时间=GMT时间+8小时

如果GMT 2019.05.13 0:00，那么北京时间2019.05.13 8:00, 东十一区2019.05.13 11:00, 西十一区2019.05.12 13:00，按这样算，东十二区是5月13号中午12点，西十二区是5月12号中午12点，真的就是这样。其实，东西十二区是一个时区，加起来15度，时刻相同但是日期不同。中间有条线叫日界线，从东到西日期加一天，从西到东日期减一天。

var aaa=new Date();

console.log(aaa);

Mon May 13 2019 11:24:06 GMT+0800 (中国标准时间)

getDate() 1 ~ 31 13

getDay() 0 ~ 6 周日是1！ 1

getMonth() 0 ~ 11 4

getFullYear() 2019

getHours() 0 ~ 23 11

getMinutes() 0 ~ 59 24

getSeconds() 0 ~ 59 6

getMilliseconds() 0 ~ 999 963，也就是当前时间24分06秒963毫秒

getTime() 自1970.01.01的毫秒数 1557718435471

getTimezoneOffset() 与GMT的分钟差 -480

aaa.toDateString() "Mon May 13 2019"

aaa.toTimeString() "11:40:35 GMT+0800 (中国标准时间)"

aaa.toUTCString() "Mon, 13 May 2019 03:40:35 GMT"

aaa.toLocaleString() "2019/5/13 上午11:40:35"

aaa.toLocaleTimeString() "上午11:40:35"

aaa.toLocaleDateString() "2019/5/13"

## Array

var a = Array(); // []

var a = Array(3); // [undefined,undefined,undefined]

var a = Array(3,11,8); // [ 3,11,8 ]

console.log(a.length) // 3

遍历

a.forEach(function (item, index, array) {

console.log(item, index);

});

item是值

index是索引

array是数组本身

a.push(12)

向末尾添加元素，返回新的长度。

a.unshift('Strawberry')

向头部添加元素，返回新的长度。

var last = a.pop();

删除末尾元素。返回删除的值

var first = a.shift()

删除第一个元素。返回

var pos = a.indexOf(11);

查找位置

指定位置删除/替换/添加

let a = [5, 12, 132, 'nihao']

var removedItem = a.splice(1)

// a = [5], removedItem = [12, 132, "nihao"]

删除a[1]-a[a.length-1]的元素，包括a[1]，返回删除了的元素

var removedItem = a.splice(1,2) // a=[5, "nihao"]

从a[1]开始，删两个

a.splice(1, 2, 'shijie', 321) // a = [5, "shijie", 321, "nihao"]

从a[1]开始，删两个，再添加后边的元素

提取/复制

let a = [5, 12, 'nihao']

let newArr = a.slice(1) //a不变，newArr = [12, 'nihao']

复制a[1]-a[a.length-1]，包括a[1]，返回新数组

a.slice(1, 4)

复制a[1]-a[4]，包括a[1]不包括a[4]

连接

let a=[1, 2, 3]

a.concat([8], ['12', 're']) // a不变，返回[1, 2, 3, 8, "12", "re"]

会把数组拆成一项一项的连

slice和concat都是浅拷贝。map和filter也是

对于对象，只复制引用。改变原数组，还会影响新数组里的元素

对于string，number，boolean，复制值过去

let a=[1, 2]

a.map(item => item\*2)

创建一个新数组，由回调函数的结果组成

map也是浅拷贝，如果item是一个对象或者引用类型，新数组会影响原数组。所以其实新数组的对象和老数组的对象是一样的，都是修改后的结果

const words = ['spray', 'limit', 'elite', 'exuberant', 'present'];

const result = words.filter(word => word.length > 6);

filter 为数组中的每个元素调用一次 callback 函数，返回所有使得 callback 返回 true 或等价于 true 的值的元素组成的新数组。

callback 三个参数，后两个可选：元素的值element，元素索引index，被遍历的数组本身array

* join() 把数组的所有元素放入一个字符串。元素通过指定的分隔符进行分隔。
* reverse() 颠倒顺序
* sort() 排序

字符串不需要写排序函数，数字需要

function sortNumber(a,b){

return a - b

}

var arr = []

arr[0] = "10"

arr[1] = "5"

arr[2] = "40"

document.write(arr.sort(sortNumber))

* valueOf() 返回数组对象的原始值

字符串🡪数组

**Array.from**('hello') // ["h", "e", "l", "l", "o"]

类数组🡪数组

function(x, y){

return Array.from(arguments);

}

## String

let str = 'nihao';

str.includes('hao') //true

判断一个字符串是否包含另一个字符串，返回 true 或 false。

str.includes('hao', 3) //false

从str.charAt(3)开始搜索

## 立即执行函数

var mmm = [];

for (var i = 0; i < 6; i++) {

mmm[i] = function() {

console.log(i)

}

}

这样写，mmm[3](100)也输出6，因为这个函数里边的i相当于是找全局的i

for (var i = 0; i < 6; i++) {

mmm[i] = function(i) {

console.log(i)

}

}

这样写，mmm[3](100)输出100

for (var i = 0; i < 6; i++) {

mmm[i] = (function() {

console.log(i)

})()

}

这样写，直接打印012345，而且mmm=[undefined, undefined, undefined, undefined, undefined, undefined]

## 深拷贝

function deepClone(obj){

let objClone = Array.isArray(obj)?[]:{};

if(obj && typeof obj==="object"){

for(key in obj){

if(obj.hasOwnProperty(key)){

//判断ojb子元素是否为对象，如果是，递归复制

if(obj[key]&&typeof obj[key] ==="object"){

objClone[key] = deepClone(obj[key]);

}else{

//如果不是，简单复制

objClone[key] = obj[key];

}

}

}

}

return objClone;

}

.concat(), .slice()方法都是浅拷贝，string，number，boolean复制一份副本，object，array，function指向同一个对象。

## defer async

<script src="path/to/myModule.js" **defer**></script>

<script src="path/to/myModule.js" **async**></script>

defer要等到整个页面在内存中正常渲染结束（DOM 结构完全生成，以及其他脚本执行完成），才会执行；async一旦下载完，渲染引擎就会中断渲染，执行这个脚本以后，再继续渲染。一句话，defer是“渲染完再执行”，async是“下载完就执行”。另外，如果有多个defer脚本，会按照它们在页面出现的顺序加载，而多个async脚本是不能保证加载顺序的。

## 装箱

* 基本类型转换成对应的引用类型称为装箱
* 引用类型转换为对应的基本类型称为拆箱

每当读取一个基本类型的时候，后台就会创建一个对应的基本包装类型对象，从而能够调用一些方法来操作这些数据。这就是**装箱**

var str='nihao';

str.substring(2); //'hao'

相当于这个过程

var n1 = new Number(23);

var n2 = n1.toFixed(2); //"23.00"

n1 = null;

而Number的prototype有以下方法

* toExponential: ƒ toExponential()
* toFixed: ƒ toFixed()
* toPrecision: ƒ toPrecision()
* toString: ƒ toString()
* valueOf: ƒ valueOf()

所以number基本类型也能使用这些方法

相比起来string基本类型可以使用的方法就有很多

* substr: ƒ substr()
* substring: ƒ substring()
* toUpperCase: ƒ toUpperCase()
* trim: ƒ trim()
* ...

**拆箱**

* 手动拆箱

numObj.valueOf();

strObj.toString();

* 隐式拆箱或自动拆箱

拆箱过程内部调用了ToPrimitive抽象操作

该操作接收两个参数，要转变的对象和PreferredType被期待转成的类型

PreferredType不是必须的，默认number

先调用valueOf方法看有没有返回值，如果没有则调用toString方法，如果toString也没有返回值则报错TypeError

let obj={

valueOf: ()=>{return 'invoke valueOf first'},

toString: ()=>{return 'invoke toString first'}

}

console.log(obj+' aaaa');//invoke valueOf first aaaa

Number(obj); //Uncaught TypeError: Cannot convert object to primitive value

如果使用String(obj)方法，PreferredType参数会传入string，则先调用toString()方法，后调用valueOf()，都不返回基本类型时报错

String(obj)

String(obj)

显示"invoke toString first"

但是不能理解为String(x)返回x.toString()

let obj={

valueOf: ()=>{return 23},

toString: ()=>{return {nihao:3}}

}

String(obj)

"23"

obj.toString()

{nihao: 3}

## canvas

<canvas id="tutorial" width="300" height="300"></canvas>

* ​<canvas>默认 width为300、height 为 150，单位都是 px。
* 建议永远不要使用 css 属性来设置 <canvas> 的宽高。

<canvas>

如果你的浏览器不支持 canvas，就会出现这一段话。

</canvas>

支持 <canvas> 的浏览器会只渲染 <canvas> 标签，而忽略其中的内容。不支持 <canvas> 的浏览器会直接渲染替代内容。

* fillRect(x, y, width, height)：**绘制矩形**。
* strokeRect(x, y, width, height)：绘制一个矩形的边框。
* clearRect(x, y, widh, height)：清除指定的矩形区域，然后这块区域会变的完全透明。

function draw(){

var canvas = document.getElementById('tutorial');

if(!canvas.getContext) return;

var ctx = canvas.getContext("2d");

ctx.fillRect(10, 10, 100, 50); // 绘制矩形，填充的默认颜色为黑色

ctx.strokeRect(10, 70, 100, 50); // 绘制矩形边框

}

draw();

只有矩形能够通过给定的函数画出，其他形状都需要绘制路径完成

**绘制路径**

* 一个路径，甚至一个子路径，都是闭合的。但是绘制下一个路径之前必须要闭合上一个路径。。。

function draw(){

var canvas = document.getElementById('tutorial');

if (!canvas.getContext) return;

var ctx = canvas.getContext("2d");

ctx.beginPath(); //新建一条path

ctx.moveTo(50, 50); //把画笔移动到指定的坐标

ctx.lineTo(200, 50); //绘制一条从当前位置到指定坐标(200, 50)的直线.同时移动画笔

ctx.lineTo(125, 150);

ctx.closePath(); //闭合路径，把当前画笔位置移到起点

ctx.stroke();

}

draw();

moveTo(x, y)把画笔移动到指定的坐标(x, y)。相当于设置路径的起始点坐标。

closePath()闭合路径之后，图形绘制命令又重新指向到上下文中

stroke()通过线条绘制图形轮廓。stroke不会自动闭合路径，试了一下好像fill会

fill()填充路径的内容区域生成实心的图形

**绘制圆弧**

有两个方法可以绘制圆弧：

* arc(x, y, r, startAngle, endAngle, anticlockwise)

以(x, y)为圆心，以r为半径，从 startAngle弧度开始到endAngle弧度结束。

anticlosewise是布尔值，true表示逆时针，false表示顺时针。默认顺时针。

这里的度数都是弧度。

radians=(Math.PI/180)\*degrees //角度转换成弧度

ctx.beginPath();

ctx.arc(10, 10, 100, 0, Math.PI);

ctx.fill();

其实是画了一条路径，然后描边或填充。

有时候画的超出去canvas的范围了，但还是画了，填充也填了，只不过超出范围看不到。

* arcTo(x1, y1, x2, y2, radius): 根据给定的控制点和半径画一段圆弧，最后再以直线连接两个控制点。

这个方法可以这样理解。绘制的弧形是由两条切线所决定。

第 1 条切线：起始点和控制点1决定的直线。

第 2 条切线：控制点1 和控制点2决定的直线。

**绘制贝塞尔曲线**

* 二次贝塞尔曲线:

quadraticCurveTo(cp1x, cp1y, x, y)

​参数 1 和 2：控制点坐标

​参数 3 和 4：结束点坐标

* 三次贝塞尔曲线:

bezierCurveTo(cp1x, cp1y, cp2x, cp2y, x, y)

​参数 1 和 2：控制点 1 的坐标

​参数 3 和 4：控制点 2 的坐标

​参数 5 和 6：结束点的坐标

添加颜色

fillStyle = color 设置图形的填充颜色

strokeStyle = color 设置图形轮廓的颜色

color 可以是表示 css 颜色值的字符串、渐变对象或者图案对象。

一旦设置了 strokeStyle 或者 fillStyle 的值，那么这个新值就会成为新绘制的图形的默认值。如果要给每个图形上不同的颜色，需要重新设置 fillStyle 或 strokeStyle 的值。

ctx.fillStyle='#f40';

ctx.strokeStyle='rgba(20, 344, 125, 1)';

* ctx.lineWidth = 20; 线宽。默认1
* ctx.lineCaps = "butt" 线段末尾样式，

"butt" / "round" / "square"

方形/圆形/方形但是增加了一个宽度和线段相同，高度是线段厚度一半的矩形区域

* ctx.lineJoin = 'round'; 同一个 path 内，线条与线条间接合处的样式。

'round' / 'bevel' / 'miter

round 通过填充一个额外的，圆心在相连部分末端的扇形，绘制拐角的形状。圆角的半径是线段的宽度。

bevel 在相连部分的末端填充一个额外的以三角形为底的区域， 每个部分都有各自独立的矩形拐角。

miter(默认) 通过延伸相连部分的外边缘，使其相交于一点，形成一个额外的菱形区域。

* 虚线

setLineDash 方法接受一个数组，来指定线段与间隙的交替

lineDashOffset属性设置起始偏移量

ctx.setLineDash([20, 5]); // [实线长度, 间隙长度]

ctx.lineDashOffset = -0;

**绘制文本**

fillText(text, x, y [, maxWidth])填充文本，绘制的最大宽度是可选的。

strokeText(text, x, y [, maxWidth]) 描边文本，绘制的最大宽度是可选的。

ctx.font = "100px sans-serif"

ctx.fillText("天若有情", 10, 100);

ctx.strokeText("天若有情", 10, 200)

* font字体。这个字符串使用和 CSS font 属性相同的语法。 默认 10px sans-serif。
* textAlign = value 文本对齐选项。 可选的值包括：start, end, left, right or center。 默认 start。
* textBaseline = value 基线对齐选项，可选的值包括：top, hanging, middle, alphabetic, ideographic, bottom。默认 alphabetic。。
* direction = value 文本方向。可能的值包括：ltr, rtl, inherit。默认 inherit。

strokeText效果如下：

**伤过的心就像玻璃碎片**

**绘制图片**

var img = new Image(); // 创建一个<img>元素

img.src = 'myImage.png'; // 设置图片源地址

参数 1：要绘制的 img

参数 2、3：绘制的 img 在 canvas 中的坐标

ctx.drawImage(img,0,0);

注意：考虑到图片是从网络加载，如果 drawImage 的时候图片还没有完全加载完成，则什么都不做，个别浏览器会抛异常。所以我们应该保证在 img 绘制完成之后再 drawImage。

var img = new Image(); // 创建img元素

img.onload = function(){

ctx.drawImage(img, 0, 0)

}

img.src = 'myImage.png'; // 设置图片源地址

img 先加载，然后调用onload()

绘制 img 标签元素中的图片

​img 可以 new 也可以来源于我们页面的 <img>标签。

<img src="./美女.jpg" alt="" width="300"><br>

<canvas id="tutorial" width="600" height="400"></canvas>

function draw(){

var canvas = document.getElementById('tutorial');

if (!canvas.getContext) return;

var ctx = canvas.getContext("2d");

var img = document.querySelector("img");

ctx.drawImage(img, 0, 0);

}

document.querySelector("img").onclick = function (){

draw();

}

drawImage(image, x, y, width, height)

​这个方法多了 2 个参数：width 和 height，这两个参数用来控制当像 canvas 画入时应该缩放的大小。

切片

drawImage(image, sx, sy, sWidth, sHeight, dx, dy, dWidth, dHeight)

在sx,sy坐标绘制sWidth, sHeight大小的图片，在图片内部的dx, dy坐标处裁剪出dWidth, dHeight大小的子图片

**保存状态**

Saving and restoring state 是绘制复杂图形时必不可少的操作。

save 和 restore 方法是用来保存和恢复 canvas 状态的，都没有参数。

​Canvas 的状态就是当前画面应用的所有样式和变形的一个快照。

* 关于 save() ：Canvas状态存储在栈中，每当save()方法被调用后，当前的状态就被推送到栈中保存。

一个绘画状态包括：

* 当前应用的变形（即移动，旋转和缩放）
* strokeStyle, fillStyle, globalAlpha, lineWidth, lineCap, lineJoin, miterLimit, shadowOffsetX, shadowOffsetY, shadowBlur, shadowColor, globalCompositeOperation 的值
* 当前的裁切路径（clipping path）
* 可以调用任意多次 save方法(类似数组的push())。
* 关于restore()：每一次调用 restore 方法，上一个保存的状态就从栈中弹出，所有设定都恢复(类似数组的 pop())

var ctx;

function draw(){

var canvas = document.getElementById('tutorial');

if (!canvas.getContext) return;

var ctx = canvas.getContext("2d");

ctx.fillRect(0, 0, 150, 150); // 使用默认设置绘制一个黑矩形

ctx.save(); // 保存默认状态

ctx.fillStyle = 'red' // 在原有配置基础上对颜色做改变

ctx.fillRect(15, 15, 120, 120); // 使用新的设置绘制一个小红矩形

ctx.restore(); // 重新加载之前的颜色状态

ctx.fillRect(45, 45, 60, 60); // 使用上一次的配置绘制一个更小的黑矩形

}

draw();

translate(x, y) 用来移动 canvas 的原点到指定的位置

​translate 方法接受两个参数。x 是左右偏移量，y 是上下偏移量

ctx.strokeRect(0, 0, 100, 100)

ctx.translate(100, 100);

ctx.fillRect(0, 0, 100, 100)

移动不影响移动前已经绘制出的图形

rotate(angle) ​旋转坐标轴。

旋转的中心是坐标原点。

scale(x, y) 缩放

x,y 分别是横轴和纵轴的缩放因子

transform矩阵变形，有点复杂，不看了

transform(a, b, c, d, e, f)

**合成**

两个图像摞在一起

ctx.fillStyle = "blue";

ctx.fillRect(0, 0, 200, 200);

ctx.globalCompositeOperation = "source-over"; //全局合成操作

ctx.fillStyle = "red";

ctx.fillRect(100, 100, 200, 200);

type 是下面 13 种字符串值之一：

* source-over这是默认设置，新图像会覆盖在原有图像。
* source-in仅仅会出现新图像与原来图像重叠的部分，其他区域都变成透明的。(包括其他的老图像区域也会透明)
* source-out仅仅显示新图像与老图像没有重叠的部分，其余部分全部透明。(老图像也不显示)
* source-atop新图像仅仅显示与老图像重叠区域。老图像仍然可以显示。
* destination-over新图像会在老图像的下面。
* destination-in仅仅新老图像重叠部分的老图像被显示，其他区域全部透明。
* destination-out仅仅老图像与新图像没有重叠的部分。 注意显示的是老图像的部分区域。
* destination-atop老图像仅仅仅仅显示重叠部分，新图像会显示在老图像的下面。
* lighter新老图像都显示，但是重叠区域的颜色做加处理。
* darken保留重叠部分最黑的像素。(每个颜色位进行比较，得到最小的)
* lighten保证重叠部分最量的像素。(每个颜色位进行比较，得到最大的)
* xor重叠部分会变成透明。
* copy只有新图像会被保留，其余的全部被清除(边透明)。

**裁剪路径**

clip() ​把已经创建的路径转换成裁剪路径。

裁剪路径的作用是遮罩。只显示裁剪路径内的区域，裁剪路径外的区域会被隐藏。

**动画**

配合这三个函数

setInterval()

setTimeout()

requestAnimationFrame()

模拟时钟

init();

function init(){

let canvas = document.querySelector("#solar");

let ctx = canvas.getContext("2d");

draw(ctx);

}

function draw(ctx){

requestAnimationFrame(function step(){

drawDial(ctx); //绘制表盘

drawAllHands(ctx); //绘制时分秒针

requestAnimationFrame(step);

});

}

/\*绘制时分秒针\*/

function drawAllHands(ctx){

let time = new Date();

let s = time.getSeconds();

let m = time.getMinutes();

let h = time.getHours();

let pi = Math.PI;

let secondAngle = pi / 180 \* 6 \* s; //计算出来s针的弧度

let minuteAngle = pi / 180 \* 6 \* m + secondAngle / 60; //计算出来分针的弧度

let hourAngle = pi / 180 \* 30 \* h + minuteAngle / 12; //计算出来时针的弧度

drawHand(hourAngle, 60, 6, "red", ctx); //绘制时针

drawHand(minuteAngle, 106, 4, "green", ctx); //绘制分针

drawHand(secondAngle, 129, 2, "blue", ctx); //绘制秒针

}

/\*绘制时针、或分针、或秒针

\* 参数1：要绘制的针的角度

\* 参数2：要绘制的针的长度

\* 参数3：要绘制的针的宽度

\* 参数4：要绘制的针的颜色

\* 参数4：ctx

\* \*/

function drawHand(angle, len, width, color, ctx){

ctx.save();

ctx.translate(150, 150); //把坐标轴的远点平移到原来的中心

ctx.rotate(-Math.PI / 2 + angle); //旋转坐标轴。 x轴就是针的角度

ctx.beginPath();

ctx.moveTo(-4, 0);

ctx.lineTo(len, 0); // 沿着x轴绘制针

ctx.lineWidth = width;

ctx.strokeStyle = color;

ctx.lineCap = "round";

ctx.stroke();

ctx.closePath();

ctx.restore();

}

/\*绘制表盘\*/

function drawDial(ctx){

let pi = Math.PI;

ctx.clearRect(0, 0, 300, 300); //清除所有内容

ctx.save();

ctx.translate(150, 150); //一定坐标原点到原来的中心

ctx.beginPath();

ctx.arc(0, 0, 148, 0, 2 \* pi); //绘制圆周

ctx.stroke();

ctx.closePath();

for (let i = 0; i < 60; i++){//绘制刻度。

ctx.save();

ctx.rotate(-pi / 2 + i \* pi / 30); //旋转坐标轴。坐标轴x的正方形从 向上开始算起

ctx.beginPath();

ctx.moveTo(110, 0);

ctx.lineTo(140, 0);

ctx.lineWidth = i % 5 ? 2 : 4;

ctx.strokeStyle = i % 5 ? "blue" : "red";

ctx.stroke();

ctx.closePath();

ctx.restore();

}

ctx.restore();

}

## this

普通函数中，this对象是在运行时基于函数的执行环境绑定的：在全局函数中，this指向的是window；当函数被作为某个对象的方法调用时，this就等于那个对象。

var name='Mike';

var a={

name:'Bob',

f1: function(){

return this.name;

},

f2: function(){

return function(){

return this.name;

}

},

f3: function(){

return name;

}

}

console.log(a.name);

console.log(a.f1());

console.log(a.f2()());

console.log(a.f3());

仔细读上面这段代码，我觉得很经典。

* 如果在浏览器里执行，返回Bob Bob Mike Mike，在node里执行返回Bob Bob undefined Mike。
* 浏览器里全局对象是window，node里没有window对象，全局的this是一个空对象。即，在浏览器中，直接conosle.log(this)输出window，在node中，直接conosle.log(this)输出{}.
* 匿名函数的执行环境是全局。所以对于f2，浏览器里this.name返回window.name，即Mike。node里返回{}.name，即undefined。
* 函数里不是this.name，而是直接一个name，那么即使通过对象调用，也去全局范围内找。

不对不对不对不对，不能这么解释。node全局并不是一个空对象，对于f2，node虽然返回undefined，但是却不是因为this是{}。相反，this里边有很多很多属性，像是node的window，但是这个this里边却没有name。现在把这个node里边一大堆属性的对象叫NoWindow。

(function(){

console.log(this)

})()

console.log(this)

在浏览器里运行，都是window，OK。在node里运行，前面输出NoWindow，后面输出{}。

好，现在我知道了不管node还是浏览器里都有全局对象。现在再看这个问题，f2在node下执行为什么是undefined。想不通，放弃了。

node里也别在函数外卵用this

val=1;

var obj={

val: 2,

f:function(){

console.log(this.val);

}

}

var func=obj.f;

func();//1

不通过对象调用，而是var func=obj.f;用一个变量把它提取出来了，那么因为this在运行时基于函数的执行环境绑定，所以绑定了window，this.val=1。

关键的问题来了，这一段在node中运行还是输出1.

针对以上所有问题，唯一合理的解释就是，匿名函数也在定义时绑定this，和箭头函数一样。所以匿名函数绑定的全局对象没有name属性，而正常函数都是在运行时绑定this。然而，至今没有看到任何和我猜想相同的说法。

至于箭头函数中的this，等然后再说吧。我服了。

## 事件循环event loop

JavaScript有一个基于事件循环的并发模型

* 栈stack

函数调用形成了一个栈，栈由若干帧frame组成。

function foo(b) {

let a = 10;

return a + b + 11;

}

function bar(x) {

return foo(x);

}

console.log(bar(7));

* 当调用 bar 时，一个包含了 bar 的参数和局部变量的帧被创建。
* 当 bar 调用 foo 时，第二个帧被创建并被压入栈中，放在第一个帧之上，帧中包含 foo 的参数和局部变量。参数就是b，局部变量就是a
* 当 foo 执行完毕然后返回时，第二个帧就被弹出栈。当 bar 也执行完毕然后返回时，第一个帧也被弹出，栈就被清空了。
* 堆Heap

对象被分配在堆中

* 队列Queue

一个 JavaScript 运行时JavaScript runtime包含了一个消息队列message queue。每一个消息都关联着一个用以处理这个消息的回调函数。

在事件循环期间的某个时刻，运行时会开始处理队列中的消息，从最先进入队列的消息开始。

处理过程：消息关联的函数被调用，消息被作为输入参数传入。被处理的消息会被移出队列。调用一个函数总是会为其创造一个新的栈帧。

然后事件循环将会处理队列中的下一个消息。

消息好像由监听点击事件产生，还有setTimeOut这种产生。具体不清楚，然后再看看吧

# ES6

## Promise

A Promise is a proxy for a value not necessarily known when the promise is created.

Promise是一个值得代理，这个值在Promise创建时未知

The Promise object represents the eventual completion (or failure) of an asynchronous operation and its resulting value.

Promise对象代表一个异步操作的最终完成或失败，以及操作结果

### 创建Promise

const promiseA = new Promise(function(resolve, reject){

});

* 构造函数接受一个名为executor的函数
* executor函数接受两个参数resolve和reject，它们都是函数。
* reject一般返回错误原因
* new Promise()之后executor函数立即执行，即使不then()也会执行

let p1 = new Promise(function(resolve, reject){

resolve('p1666')

})

console.log(p1)

Promise {<fulfilled>: "p1666"}

[[PromiseState]]: "fulfilled"

[[PromiseResult]]: "p1666"

Promise在声明之后会立即执行，所以此时Promise的状态是fulfilled，已经resolve了p1666

这应该就是Observable比Promise的先进之处，Observable声明之后不会立即执行

let p1 = new Promise(function(resolve, reject){

reject('p1000')

})

console.log(p1);

Promise {<rejected>: "p1000"}

[[PromiseState]]: "rejected"

[[PromiseResult]]: "p1000"

表示Promise的状态是rejected

let p = new Promise(function (resolve, reject) {

setTimeout(() => {

resolve("nihao");

}, 10000);

});

console.log(p);

Promise {<pending>}

[[PromiseState]]: "pending"

[[PromiseResult]]: undefined

设置一个setTimeout()，这样就能看到Promise的初始状态是pending

在调用resolve或reject函数之后，就变为fulfilled或者rejected状态

* 一个Promise有以下状态

1. nothing happened yet

2. "lock in" to another promise

3. fulfilled

4. rejected

其中{1, 2}为pending，{3, 4}为settled，{2, 3, 4}为resolved，{1}为unresolved

所以也可以说有pending, fulfilled, rejected三种状态

也可以说有pending、resolved两种状态

有篇教程能console.log出resolve，但是我试不出来

### 原型方法then, catch, finally

promise.then(successCallback, failureCallback);

let p = new Promise(function (resolve, reject) {

resolve(200);

});

p.then((a) => {console.log(a)})

200

* then、catch、finally都应用于Promise的一个实例，所以不管是通过new Promise()还是别人已经创建好的函数返回的Promise对象，都需要先获得一个Promise实例
* 此例中then方法没有failureCallBack方法，当Promise里是reject(200)时，控制台会报错，但是程序可以运行
* 对于successCallback，接受的参数就是Promise的结果，返回值有两种情况
* 返回一个Promise，比如return new Promise()，则then()的返回值就是这个Promise，所以可以继续链式调用
* 不显示指定return的Promise，例如return 0. 则自动将这个返回值包装成Promise.resolve(0)返回，所以还是可以链式调用
* 如果没有return语句，则返回一个Promise.resolve(undefined)

let p = new Promise(function (resolve, reject) {

reject(200);

});

p.then(() => {}).catch(a => console.log(a));

当Promise中是reject(200)时，有两种解决方法

* 给then()方法提供第二个参数，即failureCallback，failureCallback的参数就是reject的值。
* 指定.catch()方法，.catch也提供failureCallback。即使then()不返回Promise，catch和finally也会生效

p.finally(function(){

})

finally()方法不能带参数。它接收不到resolve或者reject传出的值

### 静态方法

let p = Promise.reject("ok");

等效于

let p = new Promise((resolve, reject) => {

reject('ok')

}

Promise.resolve(value)同理

* Promise.All

let generatePromise = function(x){

return new Promise(function(resolve, reject){

resolve(x);

})

}

let promiseList = [generatePromise(1), generatePromise(2), generatePromise('nihao')];

let promisesHandler = Promise.all(promiseList);

promisesHandler.then(x => {

console.log(x);

})

显示[1, 2, "nihao"]

generatePromises()生成Promise

promiseList是一个Promise的数组

Promise.all()接收一个参数，参数是由Promise组成的数组

Promise.all()返回一个Promise，此Promise在参数数组中所有Promise resolve之后resolve

返回的Promise resolve会得到一个数组，值为PromiseList所有Promise resolve的值组成的list

如果有其中一个Promise reject，则返回第一个失败Promise的结果

* Promise.race

All是等所有Promise resolve完毕后返回所有结果的数组，race是返回最先结束的Promise的结果

## async和await

这已经是ES2017的内容了

async关键字代表后面的函数中有异步操作，await表示等待一个异步方法执行完成。

let generatePromise = function () {

console.log("firstline in generatePromise()!");

let m = new Promise(function (resolve, reject) {

setTimeout(() => {

reject;

resolve("promise resovled");

}, 3000);

});

return m;

};

let completePromise = async function () {

let v = await generatePromise();

console.log(v);

console.log("last output in complete");

};

completePromise();

console.log("outside2");

显示

firstline in generatePromise()!

outside2

promise resovled

last output in complete

* 有一个返回Promise的函数generatePromise()。这个函数声明很正常，啥都没有
* 有一个要执行Promise的函数completePromise()，这个函数带有async
* completePromise返回一个Promise，如果不返回Promise或者没有return语句，立刻包装一个Promise。但是感觉这个Promise没啥用
* await表示等待一个Promise。如果是await 200这种不是等待Promise对象的，立刻包装
* let value = await generatePromise()相当于

let p = generatePromise();

let value;

p.then(a => value = a)

* 但还不是完全等价，因为await会造成阻塞，阻止后边代码。但是p.then()不会阻止后边代码的异步执行。比如对比下列代码

let completePromise = async function () {

let v = generatePromise();

v.then(a => console.log(a));

console.log("last output in complete");

};

completePromise();

console.log("outside2");

显示

firstline in generatePromise()!

last output in complete

outside2

promise resovled

1234变成了1423

* 总结：async函数调用不会造成代码的阻塞，但是await会引起async函数内部代码的阻塞。

## const

const保证变量指向的那个内存地址不得改动。

对于简单类型的数据（数值、字符串、布尔值），值就保存在变量指向的那个内存地址，因此等同于常量。

对于复合类型的数据（主要是对象和数组），变量指向的内存地址，保存的只是一个指针，const只能保证这个指针固定。至于它指向的数据结构是不是可变的，就完全不能控制了。

const foo = {};

// 为 foo 添加一个属性，可以成功

foo.prop = 123;

foo.prop // 123

// 将 foo 指向另一个对象，就会报错

foo = {}; // TypeError: "foo" is read-only

const a = [];

a.push('Hello'); // 可执行

a.length = 0; // 可执行

a = ['Dave']; // 报错

如果真的想将对象冻结，应该使用Object.freeze方法。

const foo = Object.freeze({});

// 常规模式时，下面一行不起作用；

// 严格模式时，该行会报错

foo.prop = 123;

## 变量的解构赋值

**字符串的解构赋值**

let [a, b, c, d]='xyz4';

console.log(a); // x

类似数组的对象都有一个length属性，因此还可以对这个属性解构赋值。

let {length : len} = 'hello';

len // 5

**对象的解构赋值**

let {p1, p2}={p1: 'nihao', p2: 12};

console.log(p1); //nihao

console.log(p2); //12

const { log } = console;

log('hello') // hello

妙啊

let { first, second, third } = { second: "aaa", third: "bbb" };

first: undefined 没有对应的同名属性，则等于undefined。

second: "aaa"

third: "bbb"

如果变量名与对象的属性名不一致，但还想用解构赋值，则必须这么写

let { p1 : value } = { p1: 'aaa'};

value: 'aaa'

p1 is not defined

实际上是想给value赋值，并且要和右面模式匹配

**数组的解构赋值**

let [a, b, c, d] = [3, 5, 9, 12];

console.log(c) // 9

本质是'模式匹配'，只要等号两边模式相同，左边的变量就会被赋予相应的值。

可以用嵌套数组进行解构。虽然我觉得这样写没有任何实际意义

let [foo, [[bar], baz]] = [1, [[2], 3]];

foo // 1

bar // 2

baz // 3

所有解构不成功的都被赋予undefined

还有各种各样的默认值，我实在是不像看了

* 写成这样会报错，所以要非常注意！

let x;

{x} = {x: 1};

大括号写在行首会解析为一个代码块，导致语法错误

迭代器

next()方法返回一个结果对象

{

value: 444, //value返回下一个值

done: false //done是否没有更多数据可以返回。最后一个值返回后再next()，done=true

}

对象字面量

当属性与值的变量同名时。

const name = 'Jane';

const age = 20

// es6

const person = {

name,

age

}

// es5

var person = {

name: name,

age: age

};

计算对象键

var heat = '50%';

var field = 'rock';

var music = {

[field]: heat

}

console.log(music); // Object {rock: "50%"}

## unicode

'\u0061' 'a'

a的ascii码97, 16进制61

'\u5F62' "形"

但是，这种表示法只限于在\u0000~\uFFFF之间的字符，超过FFFF，需要连续两个\u

"\uD842\uDFB7" "𠮷" 55362 57271

Unicode应该可以避免这种的编码，前4位是其他字符的编码吧，比如\uD842是？

ES6之前: \u20BB7 "₻7"

ES6: \u{20BB7} "𠮷" 134071

D83D 55327 DE80 56960 1F680 128640

'\u{1F680}' === '\uD83D\uDE80' //true

## 遍历字符串

let text = String.fromCodePoint(0x20BB7); // "𠮷"

for (let i = 0; i < text.length; i++) {

console.log(text[i]);

}

text.length=2 打印 � �

for (let i of text) {

console.log(i);

}

打印 "𠮷"

for of可以识别大于0xFFFF的码点，传统for循环不能。当然，传统的字就没有超过0xFFFF的

'你好世界'.length 4

'𠮷𠮷𠮷𠮷'.length 8

## 模板字符串

var aaa=12;

document.querySelector('#result').innerHTML=`<div>nihao, ${aaa}</div>`;

<div>你好，12</div>

## 默认参数

function aaa(x, y=6){

}

aaa(3);

aaa()

aaa({})

aaa({x:'fefe'})

aaa({x:'fefe', y:123})

参数和解构赋值一同使用

function aaa({x, y=3}){

console.log(x, y);

}

error

undefined 3

fefe 3

fefe 123

function aaa({x, y=3}={}){

console.log(x, y);

}

undefined 3

undefined 3

fefe 3

fefe 123

function aaa({x, y}={x: 1, y:3}){

console.log(x, y)

}

1 3

undefined undefined

fefe undefined

fefe 123

function aaa({x, y=3}={x: 3, y:6}){

console.log(x, y);

}

3 6

undefined 3

fefe 3

fefe 123

以上有4种写法

* 只要在参数中用到了对象的解构赋值，想要正确的传递一个参数，就必须记住这个形参的名字，然后传一个对象进去。对象的格式为 { 形参名 : 实参 }
* 不管哪种写法，只要包含了所有的参数，就按传进去的为准，不管默认的是啥。比如只要有{x: 12, y:'13'}，x, y就必定是指定的这两个
* 函数接收参数的时候，首先判断是否有默认参数，然后如果传进了参数，再解构赋值
* 一旦发现没有传进参数，就不管结构赋值是什么样的，统一使用默认参数
* 同理，一旦传入了参数，就不管默认参数是什么样的，开始解构赋值。
* 开始解构赋值后，还有可能属性仍然有默认参数。如果传进来的这个参数没有这个属性，而且这个属性有默认参数，则还可以使用默认参数。
* 以写法4为例，如果aaa()，也就是不传参数，则使用默认参数{x: 3, y:6}；如果传了参数，但属性不全，比如传了个{x:'fefe'}，则y=3；如果传个{}，则x=undefined, y=3
* 只要函数参数使用了默认值，解构赋值，扩展运算符，函数内部就不能'use strict'
* 因为函数运行时先执行参数，后函数体，但是执行参数时不知道函数体有没有使用严格模式，所以矛盾。
* 解决方法：

1. 全局'use strict'

2. 用一个立即执行函数包起来

aaa=(function(){

'use strict'

return function(...ar){

//...

return ar;

}

})()

## rest 参数

let m=(var1, ...var2)=>var2;

是一个真正的数组

而arguments不是

## 箭头函数

let m= nihao => nihao;

等同于

let m=function(nihao){

return nihao;

}

箭头函数参数的解构赋值

let m=({var1, var2}) => var1+var2

* 箭头函数体内的this对象，就是定义时所在的对象，而不是使用时所在的对象。
* 不能当做构造函数
* 没有arguments对象

## 数组

扩展运算符spread ...

相当于rest参数逆运算，把数组转换成逗号分割的参数序列

var aaa=(var1, var2) => console.log(var1, var2);

aaa(...[12, 'qq']); //用作参数时，放在一个数组前面

[...[1, '2'], 3] //[1, 2, 3]

[...document.querySelectorAll('div')] //也可以转换NodeList等任何实现了Iterator的对象

也可以跟表达式

...(x > 0 ? ['a'] : [])

将字符串转化成数组

[...'hello world'] //["h", "e", "l", "l", "o", " ", "w", "o", "r", "l", "d"]

三种写法效果相同。apply()可以废弃了

Math.max.apply(null, [14, 3, 77])

Math.max(...[14, 3, 77])

Math.max(14, 3, 77);

* 克隆数组

ES5方法

const a1 = [1, 2];

const a2 = a1.concat();

ES6方法

const a1 = [1, 2];

const a2 = [...a1];

或

const [...a2] = a1;

都是浅拷贝

注意，即使是浅拷贝也是拷贝。和a2=a1是有区别的。

## 模块

export

**export** var m1=1;

var m2='nihao';

var m3=(a)=>console.log(a);

export { m2 as NihaoString, m3}

两种export方法，推荐第二种

as 关键词指定别名

<script type="**module**" src="./foo.js"></script>

默认defer属性开启

代码是在模块作用域之中运行，而不是在全局作用域运行。模块内部的顶层变量外部不可见。

模块脚本自动采用严格模式

## 正则

# webpack

安装最新版本

npm install --save-dev webpack

-D/--save-dev webpack将出现在package.json的devDependencies中

安装 CLI

npm install --save-dev webpack-cli

npx webpack

打包，项目目录生成了一个dist 目录并且创建了一个main.js

* entry：入口文件
* output：出口文件
* module：模块
* plugins：插件
* devServer：服务器（webpack提供的本地服务器）
* mode：模式

两种模式production/development

如果没有创建webpack.config.js 配置文件，指定mode为生产模式或开发模式，打包运行会直接默认生产模式并且进行压缩。

webpack配置文件的默认名称是webpack.config.js或webpackfile.js

手动配置webpack

项目根目录创建webpack.config.js 配置文件

const path = require("path"); //node.js path模块

module.exports = {

mode: "development", //打包模式 development开发模式

entry: "./src/index.js", //入口文件指定

output: {

//出口文件配置 配置出口打包路径

filename: "build.js", //打包后的文件名称

path: path.resolve(\_\_dirname, "build") //resolve绝对路径引入

}

};

path.resolve() 方法将路径或路径片段的序列解析为绝对路径。

\_\_dirname E:\tempDirectory\www 项目的绝对路径

在项目文件里设置配置文件后，再运行

npx webpack

就在创建了一个build目录，生成了build/build.js。

全局安装webpack后，能使用webpack命令，好像效果一样

build.js文件中，包含以下内容

* 一个匿名函数
* installedModules 先定一个缓存，如果当前模块加载完成没有必要再进行加载
* webpack\_require 实现了一个require方法，因为浏览器无法直接执行node的require方法
* return \_\_webpack\_require\_\_(\_\_webpack\_require\_\_.s = "./src/index.js"); 接受入口模块
* 大致意思就是创建了一个module，前面检查了是否是installed/在缓存中，如果不是就记录moduleID

var module = installedModules[moduleId] = {

i: moduleId,

l: false,

exports: {}

};

tm的还能这么写，连等

重命名webpack.config.js => webpack.test.js

npx webpack --config webpack.test.js

另一种执行webpack打包的方法

安装webpck内置服务 webpack-dev-server

npm i webpack-dev-server -d -save

安装完成可以执行 npx webpack-dev-server 按提示打开http://localhost:8080/

如何配置开发服务运行目录可以在配置文件中添加在webpack.config.js添加devServer

输入webpack命令后

1. 先打开根目录下的webpack.config.js
2. 找entry（入口）属性的值
3. 进入到main.js里，看到它又依赖show.js，再找到show.js
4. 把main.js与show.js合并成一个js文件
5. 在webpack.config.js里找到output（出口）属性
6. 解析output里的path与filename属性的值
7. 把第4步合并成的js文件放到dist文件夹里，并起个名字叫bundle.js

## plugins

插件

* html-webpack-plugin

第一步：安装

npm i html-webpack-plugin -D

第二步：在webpack.config.js里引入模块

const HtmlWebpackPlugin=require('html-webpack-plugin');

第三步：在webpack.config.js=>module.exports中添加

plugins:[

new HtmlWebpackPlugin()

]

此时webpack.config.js的内容如下：

const path=require('path');

const HtmlWebpackPlugin=require('html-webpack-plugin');

module.exports={

entry:{

one:'./src/1.js',

two:'./src/2.js'

},

output:{

path:path.resolve(\_\_dirname,'dist'),

filename:'[name].bundle.js'

},

plugins:[

new HtmlWebpackPlugin()

]

}

1.js的内容如下：

console.log('这是第一个入口文件');

2.js的内容如下

console.log('这是第二个入口文件！');