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Sinh viên làm bài trực tiếp trên tệp này, lưu tệp với định dạng MSSV\_HọTên.pdf và nộp bài thông qua MS Teams.

***Câu 1*** (*2 điểm*): Cho M=50 và N=500. Viết chương trình (có sử dụng hàm) thực hiện:

1. *(1.0 điểm)* Tìm số lượng các số nguyên tố nằm trong khoảng M đến N, liệt kê và tính tổng của chúng.

|  |
| --- |
| **# Trả lời: Dán code bên dưới:**  #include <stdio.h>  int is\_prime(int num) {  if (num < 2) {  return 0; // False  }  for (int i = 2; i \* i <= num; ++i) {  if (num % i == 0) {  return 0; // False  }  }  return 1; // True  }  void find\_primes\_and\_sum(int M, int N) {  int count = 0;  int sum = 0;  printf("Cac so nguyen to tu %d den %d la:\n", M, N);  for (int i = M; i <= N; ++i) {  if (is\_prime(i)) {  printf("%d ", i);  count++;  sum += i;  }  }  printf("\nTong cua cac so nguyen to: %d\n", sum);  printf("So luong cac so nguyen to: %d\n", count);  }  int main() {  int M = 50;  int N = 500;  find\_primes\_and\_sum(M, N);  return 0;  }  **# Trả lời: Dán kết quả thực thi vào bên dưới:** |

1. *(1.0 điểm) Tìm số nào gần với số 300 nhất* Trong các số nguyên tố vừa tìm được ở ý a)

|  |
| --- |
| **# Trả lời: Dán code bên dưới:**  #include <stdio.h>  #include <stdlib.h>  int is\_prime(int num) {  if (num < 2) {  return 0;  }  for (int i = 2; i \* i <= num; ++i) {  if (num % i == 0) {  return 0;  }  }  return 1;  }  void find\_primes\_and\_sum(int M, int N) {  int count = 0;  int sum = 0;  int nearest\_prime = 0;  int min\_difference = abs(300 - M);  printf("Cac so nguyen to tu %d den %d la:\n", M, N);  for (int i = M; i <= N; ++i) {  if (is\_prime(i)) {  printf("%d ", i);  count++;  sum += i;  int difference = abs(300 - i);  if (difference < min\_difference) {  min\_difference = difference;  nearest\_prime = i;  }  }  }  printf("\nTong cua cac so nguyen to: %d\n", sum);  printf("So luong cac so nguyen to: %d\n", count);  printf("So nguyen to gan nhat voi 300: %d\n", nearest\_prime);  }  int main() {  int M = 50;  int N = 500;  find\_primes\_and\_sum(M, N);  return 0;  }  **# Trả lời: Dán kết quả thực thi vào bên dưới:** |

***Câu 2*** (*3 điểm*): Cho ma trận A. Viết chương trình (có sử dụng hàm) phân rã ma trận A bằng phương pháp SVD.

|  |
| --- |
| **# Trả lời:** **Dán code vào bên dưới**  #include <iostream>  #include <cmath>  #include <iomanip>  #include <Eigen/Eigenvalues>  using Eigen::MatrixXd;  using std::cout;  using std::cin;  const int \_SIZE\_MAX = 10;  const double eps = 1e-7;  typedef double matrix[\_SIZE\_MAX][\_SIZE\_MAX];  void enterMatrix(matrix mat, int& rows, int& cols) {  cout << "Enter number of rows of the matrix: ";  cin >> rows;  cout << "Enter number of columns of the matrix: ";  cin >> cols;  cout << "Enter the matrix " << rows << " x " << cols << ":\n";  for (int i = 0; i < rows; i++) {  for (int j = 0; j < cols; j++) {  cin >> mat[i][j];  }  }  }  void printMatrix(matrix mat, const int rows, const int cols) {  int i, j;  for (i = 0; i < rows; i++) {  for (j = 0; j < cols; j++) {  cout << std::setw(8) << std::setprecision(5) << mat[i][j] << " ";  }  cout << "\n";  }  }  void transpose(matrix In, const int rows, const int cols, matrix result) {  for (int i = 0; i < rows; i++) {  for (int j = 0; j < cols; j++) {  result[j][i] = In[i][j];  }  }  }  void getColumns(matrix In, const int size, int index, matrix result) {  for (int i = 0; i < size; i++) {  result[i][0] = In[i][index];  }  }  void setColumns(matrix In, const int size, int index, matrix result) {  for (int i = 0; i < size; i++) {  result[i][index] = In[i][0];  }  }  void multiplyMatrices(matrix A, matrix B, const int rows1, const int cols1, const int cols2, matrix result) {  for (int i = 0; i < rows1; i++) {  for (int j = 0; j < cols2; j++) {  result[i][j] = 0;  for (int k = 0; k < cols1; k++) {  result[i][j] += A[i][k] \* B[k][j];  }  }  }  }  void scaleMatrix(matrix In, const int rows, const int cols, const double scale, matrix result) {  for (int i = 0; i < rows; i++) {  for (int j = 0; j < cols; j++) {  result[i][j] = scale \* In[i][j];  }  }  }  void eigen(matrix In, const int size, double resEigenvalues[], matrix resEigenvectors) {  MatrixXd m(size, size);  for (int i = 0; i < size; i++) {  for (int j = 0; j < size; j++) {  m(i, j) = In[i][j];  }  }  Eigen::EigenSolver<Eigen::MatrixXd> solver(m);  Eigen::VectorXd eigenvalues = solver.eigenvalues().real();  Eigen::MatrixXd eigenvectors = solver.eigenvectors().real();  for (int i = 0; i < eigenvalues.size(); i++) {  resEigenvalues[i] = eigenvalues[i];  if (fabs(resEigenvalues[i]) <= eps)  resEigenvalues[i] = 0;  }  for (int i = 0; i < size; i++) {  for (int j = 0; j < size; j++) {  resEigenvectors[i][j] = eigenvectors(i, j);  if (fabs(resEigenvectors[i][j]) <= eps)  resEigenvectors[i][j] = 0;  }  }  }  void sigmaMatrix(double eigenvalues[], const int rows, const int cols, matrix result) {  // values on init square matrix  int num = 0;  for (int i = 0; i < rows; i++) {  for (int j = 0; j < cols; j++) {  if (i == j) {  while (eigenvalues[num] == 0) num++;  result[i][j] = sqrt(eigenvalues[num++]);  }    else  result[i][j] = 0;  }  }  }  void leftSingularMatrix(matrix A, const int rows, const int cols, double eigenvalues[], matrix eigenVectors, matrix result) {  matrix tmp, ans;  int pos = 0;  for (int i = 0; i < cols; i++) {  if (eigenvalues[i] == 0) continue;  matrix vctCol;  getColumns(eigenVectors, cols, i, vctCol);  multiplyMatrices(A, vctCol, rows, cols, 1, tmp);  scaleMatrix(tmp, rows, 1, 1 / sqrt(eigenvalues[i]), ans);  setColumns(ans, rows, pos, result);  pos++;  }  }  void singularValueDecomposition(matrix A, const int rows, const int cols) {  matrix AT;  transpose(A, rows, cols, AT);  matrix mRes;  multiplyMatrices(AT, A, cols, rows, cols, mRes);  cout << "\nAT \* A = \n";  printMatrix(mRes, cols, cols);  double eigenValues[cols];  matrix eigenVectors;  int num = 0;  eigen(mRes, cols, eigenValues, eigenVectors);  cout << "\nEigenvalues: ";  for (int i = 0; i < cols; i++) cout << eigenValues[i] << " ";  cout << "\n\nEigenvectors matrix P = \n";  printMatrix(eigenVectors, cols, cols);  matrix VT;  transpose(eigenVectors, cols, cols, VT);  matrix sigma;  sigmaMatrix(eigenValues, rows, cols, sigma);  matrix leftSingular;  leftSingularMatrix(A, rows, cols, eigenValues, eigenVectors, leftSingular);  // Conclusion  cout << "\nSolution: A = U \* sigma \* VT, with:\n";  cout << "\nU = \n";  printMatrix(leftSingular, rows, rows);  cout << "\nsigma = \n";  printMatrix(sigma, rows, cols);  cout << "\nVT = \n";  printMatrix(VT, cols, cols);  }  int main()  {  int r, c;  matrix A;  enterMatrix(A, r, c);  singularValueDecomposition(A, r, c);}  **# Trả lời: Dán kết quả thực thi vào bên dưới biết rằng** , sai số . |

***Câu 3*** (*2 điểm*): Cho mười điểm trong không gian Oxy như sau: (2, 5); (3,7); (4,3); (2,9); (6,12); (7,16); (8,3); (9,8); (10,7); (11,12)

1. *(1.0 điểm) Mô tả thuật toán xác định bao lồi*

|  |
| --- |
| **# Trả lời:** **dán sơ đồ khối hoặc mã giả**  function GrahamScan(D):  # D là danh sách các điểm đầu vào  # Bước 1: Chọn điểm bắt đầu  P0 = Chọn điểm có tọa độ y nhỏ nhất, nếu tie, chọn x nhỏ nhất  # Bước 2: Sắp xếp các điểm theo góc so với P0  Sắp xếp các điểm còn lại của D theo góc tạo bởi đường thẳng từ P0  # Bước 3: Khởi tạo ngăn xếp với ba điểm đầu  stack = [P0, điểm đầu tiên sau P0 sau khi sắp xếp, điểm thứ hai sau P0 sau khi sắp xếp]  # Bước 4: Duyệt qua các điểm còn lại  for i từ 3 đến số lượng điểm trong D:  while stack có nhiều hơn 1 điểm và thêm điểm tiếp theo làm phá vỡ tính lồi:  Loại bỏ điểm đỉnh cùng của stack  # Thêm điểm tiếp theo vào stack  Đẩy điểm D[i] vào stack  # Bước 5: Kết quả là ngăn xếp chứa các điểm trên bao lồi  return stack |

1. *(1.0 điểm)* Viết hàm xác định bao lồi và tính diện tích bao lồi tìm được.

|  |
| --- |
| **# Trả lời:** **Dán code bên dưới:**  #include <bits/stdc++.h>  #include <set>  #define llu long long int  #define RIGHT\_TURN -1 // CW  #define LEFT\_TURN 1 // CCW  #define COLLINEAR 0 // Collinear  using namespace std;  struct Point {  llu x, y;  bool operator<(Point p)  {  return x < p.x || (x == p.x && y < p.y);  }    bool operator>(Point p)  {  return x > p.x || (x == p.x && y > p.y);  }  friend bool operator== (const Point& p1,const Point& p2){  return (p1.x==p2.x && p1.y==p2.y);  }    friend bool operator!= (const Point& p1,const Point& p2){  return (!(p1.x==p2.x && p1.y==p2.y));  }  };  llu Orientation(Point O, Point A, Point B)  {  return (A.x - O.x) \* (B.y - O.y)  - (A.y - O.y) \* (B.x - O.x);  }  Point p0;  Point NextToTop(vector<Point> &S)  {  Point p = S.back();  S.pop\_back();  Point res = S.back();  S.push\_back(p);  return res;  }  double DistSq(Point p1, Point p2)  {  return sqrt((p1.x - p2.x)\*(p1.x - p2.x) +  (p1.y - p2.y)\*(p1.y - p2.y));  }  int Compare(const void \*vp1, const void \*vp2)  {  Point \*p1 = (Point \*)vp1;  Point \*p2 = (Point \*)vp2;    // Find orientation  int o = Orientation(p0, \*p1, \*p2);  if (o == 0) return DistSq(p0, \*p1) - DistSq(p0, \*p2);    return o;  }  bool IsValueInVector(vector<Point> vec, Point value) {  return find(vec.begin(), vec.end(), value) != vec.end();  }  int Tangent(vector<Point> v,Point p){  int l = 0;  int r = v.size();  int l\_before = Orientation(p, v[0], v[v.size()-1]);  int l\_after = Orientation(p, v[0], v[(l + 1) % v.size()]);  while (l < r){  int c = ((l + r)>>1);  int c\_before = Orientation(p, v[c], v[(c - 1) % v.size()]);  int c\_after = Orientation(p, v[c], v[(c + 1) % v.size()]);  int c\_side = Orientation(p, v[l], v[c]);  if (c\_before >=0 and c\_after >=0)  return c;  else if ((c\_side > 0) and (l\_after < 0 or l\_before == l\_after) or (c\_side < 0 and c\_before < 0))  r = c;  else  l = c + 1 ;  l\_before = -c\_after;  l\_after = Orientation(p, v[l], v[(l + 1) % v.size()]);  }  return l;  }  // Tim bao loi bang thuat toan Monotone Chain  vector<Point> MonotoneChainMethod (vector<Point> A, vector<Point>& M)  {  int n = A.size(), k = 0;  if (n <= 3)  return A;  vector<Point> ans(2 \* n);  // Build lower hull  for (int i = 0; i < n; ++i) {  while (k >= 2 && Orientation(ans[k - 2], ans[k - 1], A[i]) <= 0)  k--;  ans[k++] = A[i];  }  // Build upper hull  for (size\_t i = n - 1, t = k + 1; i > 0; --i) {  while (k >= t && Orientation(ans[k - 2], ans[k - 1], A[i - 1]) <= 0)  k--;  ans[k++] = A[i - 1];  }  ans.resize(k - 1);  for(int i = 0; i < n; i++){  if(!IsValueInVector(ans, A[i])) M.push\_back(A[i]);  }  return ans;  }  // Tim bao loi bang thuat toan Jarvis Wrapping  vector<Point> JarvisWrappingMethod (vector<Point> A)  {  int n = A.size();  vector<Point> ans;  // Find the leftmost point  int l = 0;  int p = l, q;  do  {  ans.push\_back(A[p]);  q = (p+1)%n;  for (int i = 0; i < n; i++)  {  if (Orientation(A[p], A[i], A[q]) < 0)  q = i;  }  p = q;  } while (p != l);  return ans;  }  // Tim bao loi bang thuat toan Graham Scan  vector<Point> GrahamScanMethod(vector<Point> A)  {  int n = A.size();  if(n <= 1) return A;  // Find the bottommost point  int ymin = A[0].y, min = 0;  for (int i = 1; i < n; i++)  {  int y = A[i].y;    if ((y < ymin) || (ymin == y && A[i].x < A[min].x))  ymin = A[i].y, min = i;  }  swap(A[0], A[min]);  p0 = A[0];  qsort(&A[1], n-1, sizeof(Point), Compare);  int m = 1;  for (int i=1; i<n; i++)  {  while (i < n-1 && Orientation(p0, A[i], A[i+1]) == 0)  i++;    A[m] = A[i];  m++;  }  vector<Point> ans;  ans.push\_back(A[0]);  ans.push\_back(A[1]);  ans.push\_back(A[2]);  for (int i = 3; i < m; i++)  {  while (ans.size()>1 && Orientation(NextToTop(ans), ans.back(), A[i]) >= 0)  ans.pop\_back();  ans.push\_back(A[i]);  }  return ans;  }  pair<int,int> Extreme\_hullpt\_pair(vector<vector<Point> >& hulls){  int h = 0,p = 0;  for (int i = 0; i < hulls.size(); ++i){  int min\_index = 0, min\_y = hulls[i][0].y;  for(int j = 1; j < hulls[i].size(); ++j){  if(hulls[i][j].y < min\_y){  min\_y = hulls[i][j].y;  min\_index = j;  }  }  if(hulls[i][min\_index].y < hulls[h][p].y){  h = i;  p = min\_index;  }  }  return make\_pair(h,p);  }  pair<int,int> Next\_hullpt\_pair(vector<vector<Point> >& hulls, pair<int,int> lpoint){  Point p = hulls[lpoint.first][lpoint.second];  pair<int,int> next = make\_pair(lpoint.first, (lpoint.second + 1) % hulls[lpoint.first].size());  for (int h=0; h< hulls.size(); h++){  if(h != lpoint.first){  int s= Tangent(hulls[h],p);  Point q= hulls[next.first][next.second];  Point r= hulls[h][s];  int t= Orientation(p,q,r);  if( t < 0 || (t == 0) && DistSq(p,r) > DistSq(p,q))  next = make\_pair(h,s);  }  }  return next;  }  vector<Point> Keep\_left (vector<Point>& v,Point p){  while(v.size()>1 && Orientation(v[v.size()-2],v[v.size()-1],p) <= 0)  v.pop\_back();  if(!v.size() || v[v.size()-1] != p)  v.push\_back(p);  return v;  }  vector<Point> GrahamScan(vector<Point>& points){  if(points.size()<=1)  return points;  qsort(&points[0], points.size(), sizeof(Point), Compare);  vector<Point> lower\_hull;  for(int i=0; i<points.size(); ++i)  lower\_hull = Keep\_left(lower\_hull,points[i]);  reverse(points.begin(),points.end());  vector<Point> upper\_hull;  for(int i=0; i<points.size(); ++i)  upper\_hull = Keep\_left(upper\_hull,points[i]);  for(int i=1;i<upper\_hull.size();++i)  lower\_hull.push\_back(upper\_hull[i]);  return lower\_hull;  }  // Tim bao loi bang thuat toan Chan  vector<Point> ChansMethod(vector<Point> v){  for(int t=0; t< v.size(); ++t){  for(int m=1; m< (1<<(1<<t)); ++m){  vector<vector<Point> > hulls;  for(int i=0;i<v.size();i=i+m){  vector<Point> chunk;  if(v.begin()+i+m <= v.end())  chunk.assign(v.begin()+i,v.begin()+i+m);  else  chunk.assign(v.begin()+i,v.end());  hulls.push\_back(GrahamScan(chunk));  }    vector<pair<int,int> > hull;  hull.push\_back(Extreme\_hullpt\_pair(hulls));  for(int i=0; i<m; ++i){  pair<int,int> p= Next\_hullpt\_pair(hulls,hull[hull.size()-1]);  vector<Point> output;  if(p==hull[0]){  for(int j=0; j<hull.size();++j){  if (output.size() == 0 || output.front() != hulls[hull[j].first][hull[j].second])  output.push\_back(hulls[hull[j].first][hull[j].second]);  }  return output;  }  hull.push\_back(p);  }  }  }  }  // Tinh dien tich bao loi  double PolygonArea (vector<Point> M){  double area = 0;  int n = M.size();  for (int i = 0; i < n; i++){  area += M[i].x\*M[(i+1)%n].y+M[(i+1)%n].x\*M[i].y;  }  return area/2;  }  // Tim canh nho nhat cua bao loi  double MinDistOfConvexHull(vector<Point> M, vector<Point>& ans){  int n = M.size();  double min = DistSq(M[n-1], M[0]);  int index = n-1;  for (int i = 0; i < n-1; i++) {  if (DistSq(M[i], M[i+1]) < min){  min = DistSq(M[i], M[i+1]);  index = i;  }  }  ans.push\_back(M[index]);  ans.push\_back(M[(index+1)%n]);    return min;  }  int CompareX(const void\* a, const void\* b)  {  Point \*p1 = (Point \*)a, \*p2 = (Point \*)b;  return (p1->x != p2->x) ? (p1->x - p2->x) : (p1->y - p2->y);  }  int CompareY(const void\* a, const void\* b)  {  Point \*p1 = (Point \*)a, \*p2 = (Point \*)b;  return (p1->y != p2->y) ? (p1->y - p2->y) : (p1->x - p2->x);  }  double BruteForce(Point P[], int n)  {  double min = FLT\_MAX;  for (int i = 0; i < n; ++i)  for (int j = i+1; j < n; ++j)  if (DistSq(P[i], P[j]) < min)  min = DistSq(P[i], P[j]);  return min;  }  double StripClosest(Point strip[], int size, double d, vector<Point>& ans)  {  double min = d;  int imin = 0;  int jmin = 0;  for (int i = 0; i < size; ++i)  for (int j = i+1; j < size && (strip[j].y - strip[i].y) < min; ++j)  if (DistSq(strip[i],strip[j]) < min) {  min = DistSq(strip[i], strip[j]);  imin = i;  jmin = j;  }  ans.clear();  ans.push\_back(strip[imin]);  ans.push\_back(strip[jmin]);  return min;  }  double ClosestUtil(Point Px[], Point Py[], int n, vector<Point>& ans)  {  if (n <= 3)  return BruteForce(Px, n);  int mid = n/2;  Point midPoint = Px[mid];  Point Pyl[mid];  Point Pyr[n-mid];  int li = 0, ri = 0;  for (int i = 0; i < n; i++)  {  if ((Py[i].x < midPoint.x || (Py[i].x == midPoint.x && Py[i].y < midPoint.y)) && li<mid)  Pyl[li++] = Py[i];  else  Pyr[ri++] = Py[i];  }  double dl = ClosestUtil(Px, Pyl, mid, ans);  double dr = ClosestUtil(Px + mid, Pyr, n-mid, ans);  double d = min(dl, dr);  Point strip[n];  int j = 0;  for (int i = 0; i < n; i++)  if (abs(Py[i].x - midPoint.x) < d)  strip[j] = Py[i], j++;  return StripClosest(strip, j, d, ans);  }  double MinDistInside(vector<Point> X, vector<Point>& ans)  {  int n = X.size();  Point P[n];  for (int i = 0; i < n; i++){  P[i] = X[i];  }  Point Px[n];  Point Py[n];  for (int i = 0; i < n; i++)  {  Px[i] = P[i];  Py[i] = P[i];  }  qsort(Px, n, sizeof(Point), CompareX);  qsort(Py, n, sizeof(Point), CompareY);    return ClosestUtil(Px, Py, n, ans);  }  float MinDistInside2(vector<Point> P, vector<Point>& ans)  {  int size = P.size();  float min = DistSq(P[0], P[size-1]);  int imin = 0;  int jmin = size - 1;  for (int i = 0; i < size; ++i)  for (int j = i+1; j < size; ++j)  if (DistSq(P[i], P[j]) < min){  min = DistSq(P[i], P[j]);  imin = i;  jmin = j;  }  ans.clear();  ans.push\_back(P[imin]);  ans.push\_back(P[jmin]);  return min;  }  void PrintVector(vector<Point> A){  for (int i = 0; i < A.size(); i++)  cout << "(" << A[i].x << ", " << A[i].y << ")" << "; ";  }  bool compare\_point(const Point& p1, const Point& p2) {  return p1.x != p2.x || p1.y != p2.y;  }  int main()  {  int n = (int)(rand()%10+10);  vector<Point> A, M, B;  set<Point, bool (\*)(const Point&, const Point&)> input(compare\_point);  A.push\_back({2, });  A.push\_back({3, 7});  A.push\_back({4, 3});  A.push\_back({2, 9});  A.push\_back({6, 12});  A.push\_back({7, 16});  A.push\_back({8, 3});  A.push\_back({9, 8});  A.push\_back({10, 7});  A.push\_back({11, 12});  // Sort points lexicographically  sort(A.begin(), A.end());    cout << "n = " << n << endl;  cout << "Toa do cac diem la: \n";  PrintVector(A);  // Tim bao loi bang thuat toan Monotone Chain  M = MonotoneChainMethod(A, B);  cout << "\nToa do cac diem nam tren bao loi theo thuat toan Monotone Chain la: \n";  PrintVector(M);  cout << "\nToa do cac diem khong nam tren bao loi la: \n";  PrintVector(B);    // Tim bao loi bang thuat toan Jarvis Wrapping  cout << "\nToa do cac diem nam tren bao loi theo thuat toan Jarvis Wrapping la: \n";  PrintVector(JarvisWrappingMethod(A));  // Tim bao loi bang thuat toan Graham Scan  cout << "\nToa do cac diem nam tren bao loi theo thuat toan Graham Scan la: \n";  PrintVector(GrahamScanMethod(A));  // Tim bao loi bang thuat toan Chan  cout << "\nToa do cac diem nam tren bao loi theo thuat toan Chan la: \n";  PrintVector(ChansMethod(A));  // Dien tich cua bao loi  cout << "\n\nDien tich cua bao loi la: " << PolygonArea(M);    return 0;  }  **# Trả lời:** **Dán kết quả thực thi vào bên dưới:** |
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|  |
| --- |
| **# Trả lời: dán sơ đồ khối hoặc mã giả**  function gradientDescentWithMomentum(f\_dh, x0, learning\_rate, momentum\_coefficient, max\_iterations, epsilon):  x = x0  delta\_x = -1  for iteration in range(max\_iterations):  # Tính gradient tại điểm hiện tại  gradient = f\_dh(x)  # Cập nhật delta\_x theo phương pháp Momentum  delta\_x = delta\_x \* momentum\_coefficient - learning\_rate \* gradient  # Cập nhật vị trí mới của x  x = x + delta\_x  # Kiểm tra điều kiện dừng  if abs(gradient) < epsilon:  break  return x |

1. *(1 điểm)* Viết chương trình (có dùng hàm) tính giá trị bé nhất của f(x) sử dụng phương pháp *gradient descent với momentum* với số bước lặp *N* và sai số ![](data:image/png;base64,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):

|  |
| --- |
| **# Trả lời**: **Dán code vào bên dưới:**  #include <bits/stdc++.h>  #include <iostream>  using namespace std;  const double GAMMA = 0.001;  const double alpha = 0.5;  const double epsilon = 0.00001;  const int MAX\_LOOP = 1000;  // f\_1(x) = (e^(2x) + x - 10)^2 + 2(x + 1)^2  double f\_1(double x)  {  // return pow((exp(2 \* x) + x - 10), 2) + 2 \* pow((x + 1), 2);  return log(x+45)+2\*exp(pow(x,5)-pow(x,3))-5\*pow(x,3)-x+20;  }  // f\_1\_dh\_1 = 6x + 4e^(2x)x + 4\*e^(4x) - 38\*e(2x) - 16  double f\_1\_dh\_1(double x)  {  //return 2 \* (exp(2 \* x) + x - 10) \* (2 \* exp(2 \* x) + 1) + 4 \* (x + 1);  return 2\*(5\*pow(x,4)-3\*pow(x,2))\*exp(pow(x,5)-pow(x,3))+1/(x+45)-15\*pow(x,2)-1;  }  double f\_1\_dh\_2(double x)  {  // return 2 \* pow(2 \* exp(2 \* x) + 1, 2) + 8 \* (exp(2 \* x) + x - 10) \* exp(2 \* x) + 4;  return 2 \* pow(5 \* pow(x, 4) - 3 \* pow(x, 2), 2) \* exp(pow(x, 5) - pow(x, 3))  + 2 \* (20 \* pow(x, 3) - 6 \* x) \* exp(pow(x, 5) - pow(x, 3))  - 1 / pow(x + 45.0, 2) - 30 \* x;}  // f\_2(x) = (e^(2x^2+1) - 2x + 1)^2 - 5(x + 1)^3  double gradientDescent(double (\*f\_dh\_1)(double), double x0)  {  double x = x0;  for (int i = 0; i < MAX\_LOOP; i++)  {  x -= GAMMA \* f\_dh\_1(x);  if (fabs(f\_dh\_1(x)) < epsilon)  {  break;  }  }  return round(x \* 100000) / 100000;  }  double gradientDescentWithMomentum(double (\*f\_dh\_1)(double), double x0)  {  double x = x0, x\_temp;  double delta\_x = -1;  for (int i = 0; i < MAX\_LOOP; i++)  {  // x\_temp = x; // luu lai gia tri truoc ne  delta\_x = delta\_x \* alpha - GAMMA \* f\_dh\_1(x);  x = x - GAMMA \* f\_dh\_1(x) + delta\_x \* alpha;  if (fabs(f\_dh\_1(x)) < epsilon)  {  break;  }  }  return round(x \* 100000) / 100000;  }  int main()  {  double x0f\_1 = 0.5;    double xfgd = gradientDescent(f\_1\_dh\_1, x0f\_1);  double xfgdm = gradientDescentWithMomentum(f\_1\_dh\_1, x0f\_1);  cout << "f\_1(x) = ln(2x^2+1) ^2+9x +3\*e^(x^2)-5 "  << "\n"  << "\tGD with Momentum:global min = " << f\_1(xfgdm) << " at x = " << xfgdm << "\n";  }  **# Trả lời**: **Dán kết quả thực thi** với điểm khởi , tham số học học (*learning rate*) , hệ số động lượng (*momentum coefficient*) là , số bước lặp và sai số : |

***Câu 5*** (*1 điểm*): Một hệ thống có chế độ làm việc ở mỗi giai đoạn vận hành chỉ với các trạng thái từ 1 đến 4. Chế độ làm việc của hệ thống này được mô tả bằng ma trận chuyển như sau:

![](data:image/png;base64,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)

a) (*0.5 điểm*) Vẽ đồ thị biểu diễn chuỗi Markov tương ứng đã cho

|  |
| --- |
| **# Trả lời:** **Dán kết quả vào bên dưới** |

b) (*0.5 điểm*) Giả sử rằng hệ thống bắt đầu học ở trạng thái 3. Tính xác suất hệ thống làm việc ở trạng thái 1 sau 1, 2 và 3 bước thời gian vận hành.

|  |
| --- |
| **# Trả lời**: **Dán kết quả tính toán vào bên dưới:** |

Đà Nẵng, ngày 04 tháng 12 năm 2023

|  |  |
| --- | --- |
| **GIẢNG VIÊN BIÊN SOẠN ĐỀ THI** | **KHOA CÔNG NGHỆ THÔNG TIN**  **( đã duyệt)** |
|  |  |