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## Introduction

This document defines a coding style guide aimed at standardizing the source code for automotive development. For coding regulations that ensure software safety, we use MISRA-C:2012, and this document mainly focuses on the style of writing source code, serving as a supplementary position to the aforementioned regulation.

This document defines SQT project unique coding style guide, using "Revised Edition: Coding Practices Guide for Embedded Software Developers [C Language Edition] Ver1.0"

## Character Encoding and Line Break Code

### Character Encoding

The character encoding for creating automotive program code shall be UTF-8.

### Line Break Code

The line break code for creating automotive program code shall be CR+LF.

## Unified Coding Style

### Position of Curly Braces ({ })

The position of curly braces should be standardized to make the beginning and end of blocks easier to see.

1. Functions

The opening brace should be placed on the same line as the function or on a separate line, and the closing brace should be placed on a separate line from the code.

Example:

|  |
| --- |
| void Dem\_GetVersionInfo( Std\_VersionInfoType\* versioninfo ) {  } |

Example:

|  |
| --- |
| void Dem\_GetVersionInfo( Std\_VersionInfoType\* versioninfo )  {  } |

1. Control Statements

The opening brace should be placed on the same line as the control statement, and the closing brace should be placed on a separate line from the code.

Example:

|  |
| --- |
| if ( NUM\_OF\_EVENT\_DATA == data ){  } |

1. else Statement

The else keyword and the opening brace should be placed on the same line as the closing brace of the control statement, and the closing brace should be placed on a separate line from the code.

Example:

|  |
| --- |
| if ( NUM\_OF\_EVENT\_DATA == data ) {  } else if ( MIN\_EVENT\_DATA == data ) {  } else {  } |

### Indentation

Indentation should be used to make declarations and blocks of code easier to read. The indentation should be 4 spaces (^^^^). Tabs should not be used because they can cause misalignment in different editors, so spaces should be used instead.

**Note:** "^" represents a half-width space

Example:

|  |
| --- |
| if ( 1 == data ) {  ^^^^p = &list[0];  } |

### Use of Spaces

Insert a single space to make the code easier to read and to help spot coding errors.

1. Functions

Example:

|  |
| --- |
| void⌃Dem\_GetVersionInfo(⌃Std\_VersionInfoType\*⌃versioninfo⌃)⌃{  } |

1. Control statement

Example:

|  |
| --- |
| if⌃(⌃MAX\_DATA⌃==⌃data⌃)⌃{  } |

Example:

|  |
| --- |
| for⌃(⌃i=0;⌃i<max;⌃i++⌃)⌃{  } |

1. Expression

Example:

|  |
| --- |
| SEventStatusBuffer[i].faultDetectionCounter⌃=⌃0U; |

### Line Breaks in Continuation Lines

When an expression becomes long and readability is compromised, break the line at an appropriate position. However, to improve readability on the monitor display and when printing, if a line exceeds 100 characters, break the line at 100 characters. Place the operator at the beginning of the continuation line.

The indentation of the continuation line after a line break should be adjusted with spaces (half-width spaces) to a position that enhances readability, and the number of indentation spaces is not specified.

**Note:** "^" represents a half-width space

Example:

|  |
| --- |
| dataNum = DemConfigData.FreezeFrameData.FreezeFrameDataNum  ⌃⌃⌃⌃⌃⌃⌃⌃+ DemConfigData.ExtendedData.ExtendedDataNum  ⌃⌃⌃⌃⌃⌃⌃⌃+ DemConfigData.ExtendedData.OtherDataNum; |

Example:

|  |
| --- |
| if (( SWC\_E\_SYSTEM\_POWER\_BROWNOUT == data1 )  ⌃&& ( SWC\_E\_SENSOR\_POWER\_BROWNOUT == data2 )) { |

### Variable Initialization

All variables must be initialized.

### Precautions When Using Global Variables

The use of global variables must be clearly identified, and their necessity and safety must be explained.

### Prohibition of Implicit Type Conversion

All type conversions must be explicit.

Example:

|  |
| --- |
| uint8 data; data = (uint8)1U; |

### Conditions in If Statements

When comparing constants and variables in if statements, write the constant on the left side and the variable on the right side, as shown below.

Example:

|  |
| --- |
| /\* MAX\_DATA: constant / data: variable \*/  if ( MAX\_DATA == data ) {  } |

When the condition expression in an if statement "if (variable == constant)" is mistakenly written as "if (variable = constant)", it is interpreted as an assignment to the variable and does not result in a compile error. This can delay the detection of bugs. By writing the condition expression in the if statement as "if (constant == variable)", a mistaken "if (constant = variable)" will result in a compile error, allowing the bug to be detected at compile time.

### Prohibition of Unconditional Jumps

Do not use goto statements or jump processing.

### Prohibition of Recursive Processing

Do not use recursive processing.

### Return Statements in void Functions

Do not write return statements in void functions. Writing return statements in void functions can sometimes cause the compiler to generate unexpected code.

### Permission for Mid-Function Return

MISRA-C:2012 Rule 15.5 recommends that "a function should have a single exit point at the end of the function." This recommendation is based on the consideration that having multiple exit points in a function can cause control flow to be interrupted in the middle of processing or require different handling for each exit point, which can potentially induce bugs.

However, in cases where code becomes heavily nested (such as during configuration checks), readability can suffer, which in turn might induce bugs. Additionally, modularizing code to reduce nesting can impact execution speed.

Therefore, if there is a justification to prevent increased nesting or a corresponding reason, multiple exit points (returns) within a function are permitted but must be subject to review, and the results should be documented as evidence.

Example:

|  |
| --- |
| /\* If configuration data 1-3 are out of range, return an error and exit processing \*/  if (((s\_config.data1 < MIN1) || (s\_config.data1 > MAX1))   || ((s\_config.data2 < MIN2) || (s\_config.data2 > MAX2))   || ((s\_config.data3 < MIN3) || (s\_config.data3 > MAX3))) {      return (E\_NOT\_OK);  }  /\* If configuration data 4-5 are out of range, return an error and exit processing \*/  if (((s\_config.data4 < MIN4) || (s\_config.data4 > MAX4))   || ((s\_config.data5 < MIN5) || (s\_config.data5 > MAX5))) {      return (E\_NOT\_OK);  }  /\* Normal processing \*/  ...  return (E\_OK); |

## Standardization of Comment Writing

### How to Write Comments

To improve the readability of the source code, write comments as follows:

1. Write comments on the line preceding the source code in the same column, independent of the source code.

For long source code lines or control statements, it is better for readability to have comments on a separate line.

Example:

|  |
| --- |
| /\* check DTC par event \*/  if ( dtc == eventdata.dtc ) {  } |

Example:

|  |
| --- |
| /\* check EventId  \* NOTE: 0xFFFF is not valid  \*/  if ( NO\_EVENT\_ID != eventId ) {  } |

1. Write comments on the same line as the source code, following the code.

For data assignments or local variable declarations, it is better for readability to write comments after the source code.

Example:

|  |
| --- |
| dtc = eventdata.dtc; /\* set DTC \*/ |

### Special Cases

For cases where it is difficult to determine whether it is a coding mistake, comments are mandatory.

1. When not writing break in a switch case statement

Provide a comment explaining why break is not needed. Generally, break should be written.

1. When there is no processing in an if statement

Provide a comment explaining why processing is not needed.

1. #endif

Include a comment indicating which #if it corresponds to.

### Prohibition of Commenting Out Code Sections

Leaving unused code sections commented out in the source file makes the code harder to read. Therefore, do not comment out parts of the code. If it is necessary to disable a code section, use "#if 0".

[MISRA-C:2012 Dir] 4.4 (recommended)

The following is an example of prohibited code commenting:

Example:

|  |
| --- |
| /\* if ( TRUE == flag ) { }\*/ |

If you want to leave a code section in the source file, use "#if 0" as shown below.

Example:

|  |
| --- |
| #if 0 If ( TRUE == flag ) { #endif |

### Comment Blocks

1. Header Comment Block

At the beginning of the source code, include a description of the source code using the following format.

Example:

|  |  |  |  |
| --- | --- | --- | --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ | | | |
| /\* Copyright | : 2024 FPT Software Corporation | \*/① |
| /\* System Name | : AUTOSAR BSW | \*/② |
| /\* File Name | : Dem.c | \*/③ |
| /\* Version | : v1.00.00 | \*/④ |
| /\* Contents | : The service component Diagnostic Event Manager (Dem) is | \*/⑤ |
| /\* | responsible for processing and storing diagnostic events | \*/ |
| /\* | (errors) and associated data. Further, the Dem provides | \*/ |
| /\* | fault information to the Dcm (e.g. read all stored DTCs | \*/ |
| /\* | from the event memory). The Dem offers interfaces to the | \*/ |
| /\* | application layer and to other BSW modules. | \*/ |
| /\* |  | \*/ |
| /\* | The basic target of the Dem specification document is to | \*/ |
| /\* | define the ability for a common approach of “diagnostic | \*/ |
| /\* | fault memory” for automotive manufacturers and component | \*/ |
| /\* | suppliers. | \*/ |
| /\* |  | \*/ |
| /\* | This specification defines the functionality, API and | \*/ |
| /\* | the configuration of the AUTOSAR basic software module | \*/ |
| /\* | Diagnostic Event Manager (Dem). Parts of the internal | \*/ |
| /\* | behavior are manufacturer specific and described in the | \*/ |
| /\* | Limitations chapter. | \*/ |
| /\* Author | : HaoNP2 | \*/⑥ |
| /\* Note | : | \*/⑦ |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ | | | |

① Copyright holder and the initial year of publication (if revised in 2025, write as "2024-2025")

② System name, product name

③ File name

④ Version of the file (Refer to "8.2 Software Version of Source Files" for details)

⑤ Description of the file

⑥ Author's name

⑦ Remarks (content is optional)

1. Footer Comment Block

At the end of the source code, include a comment indicating the end of the source code using the following format.

Example:

|  |
| --- |
| /\* EOF Dem.c \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ |

1. Function Comment Block

At the beginning of a function, include a description of the function using the following format.

Example:

|  |  |  |  |
| --- | --- | --- | --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ | | | |
| /\* ModuleID | : MODULE\_ID\_DEM (054) | | \*/① |
| /\* ServiceID | : DEM\_INIT\_ID (0x02) | | \*/② |
| /\* Name | : Dem\_Init | | \*/③ |
| /\* Param | : (in) ConfigPtr | Pointer to the configuration set in | \*/④ |
| /\* |  | VARIANT-POST-BUILD | \* |
| /\* Return | : void | | \*/⑤ |
| /\* Contents | : Initializes or reinitializes this module. | | \*/⑥ |
| /\* Author | : HaoNP2 | | \*/⑦ |
| /\* Note | : [SWS\_Dem\_00181] | | \*/⑧ |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ | | | |

① Module name and Module ID

② Service name and Service ID

③ Function name

④ Function parameters (specify in/out/inout)

⑤ Return value

⑥ Description of the function

⑦ Name of the function creator

⑧ Remarks (SRS/SWS Item, etc.)

1. Change History

Write the change history in the header comment block and function comment block using the following format.

**Note**: The history should be recorded when the minor and patch versions of the file are updated. When the major version of the file is updated, the file is newly created, so the history is not retained.

In the header comment block, write the date, file version, and the name of the modified function (or variable).

### Traceability Compliance

To confirm whether the Software Requirements Specification (SRS) or AUTOSAR requirements (SWS) are linked to the API, a traceability matrix must be documented.

[MISRA-C:2012 Dir] 3.1 (Required)

Additionally, based on the created traceability matrix, requirement IDs need to be embedded in the source code.

1. Function Comment Block

If requirement IDs are defined for the function itself, the requirement ID should be noted in the "Note" section of the function comment block. The requirement ID should be enclosed in brackets [] for extraction by tools.

Example:

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  ：  /\* Note : [SWS\_Dem\_00181] \*/  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ |

1. Code Comments

If requirement IDs are defined for specific functionalities, the requirement ID should be noted in the comments of the code implementing that functionality. The requirement ID should be enclosed in brackets [] for extraction by tools.

Example:

|  |
| --- |
| /\* [SWS\_Dem\_00181] \*/  /\* check EventId \*/  if ( NO\_EVENT\_ID != eventId ) {  } |

## Standardization of Naming Conventions

Establish naming conventions for variables, constants, etc., within the project and ensure uniformity in naming. Also, make sure that identifiers within the same namespace (e.g., "label names", "tags of structures, unions, and enumerations", "members of structures or unions", and "all other identifiers") are distinguishable from each other.

For Latin alphabet identifiers, ensure that there are no identifiers with different combinations of the following: [MISRA-C:2012 Dir] 4.5 (recommended)

**Table 1:** Identifiers That Are Not Distinguishable

|  |  |  |
| --- | --- | --- |
| **Combination of Identifiers.**  **That Are Not Distinguishable** | **Example** | |
| Lowercase/Uppercase | Lowercase | returnCode |
| Uppercase | ReturnCode |
| Underscore/No Underscore | Underscore | returnCode |
| No Underscore | return\_Code |
| Letter "O"/Number "0" | Letter "O" | ChannelO |
| Number "0" | Channel0 |
| Letter "I"/Number "1" | Letter "I" | counter\_I |
| Number "1" | counter\_1 |
| Letter "I"/Letter "l" (lowercase L) | Letter "I" | counter\_I |
| Letter "l" (lowercase L) | counter\_l |
| Letter "l" (lowercase L)/Number "1" | Letter "l" (lowercase L) | counter\_l |
| Number "1" | counter\_1 |
| Letter "S"/Number "5" | Letter "S" | counter\_S |
| Number "5" | counter\_5 |
| Letter "Z"/Number "2" | Letter "Z" | counter\_Z |
| Number "2" | counter\_2 |
| Letter "n" (lowercase n)/Letter "h" (lowercase h) | Letter "n" (lowercase n) | counter\_n |
| Letter "h" (lowercase h) | counter\_h |
| Letter "B"/Number "8" | Letter "B" | counter\_B |
| Number "8" | counter\_8 |
| Sequence of letters "rn" (r followed by n)/Letter "m" | Sequence "rn" (r followed by n) | Dcrn |
| Letter "m" | Dcm |

## Standardization of Pointer Writing

### Pointers

Declare pointers without adding a space after the type.

Example:

|  |
| --- |
| char\*⌃p; |

### Null Pointer

Write null pointers as "NULL". Do not use "NULL" for anything other than null pointers.

Example:

|  |
| --- |
| char\* p; p = NULL; |

## Standardization of Writing Dummy Functions

When implementing a program, there may be instances where you need to implement function (API) calls for modules that are not yet implemented. The following defines how to code in such cases.

### Dummy Header File

To compile code that calls functions (APIs) of unimplemented modules, create a dummy header file (module\_name.h) for the unimplemented module, and declare the functions (APIs) there. Do not write the declarations of functions (APIs) in the header files or source files of the module you are trying to compile.

Example:

|  |
| --- |
| void Dem\_GetVersionInfo( Std\_VersionInfoType\* versioninfo );  Std\_ReturnType NvM\_RestorePRAMBlockDefaults( NvM\_BlockIdType BlockId ); |

### Dummy Program File

To link (build) code that calls functions (APIs) of unimplemented modules, create a dummy source file (module\_name.c) for the unimplemented module, and implement the bodies of the functions (APIs) there. Do not write the bodies of functions (APIs) in the header files or source files of the module you are trying to link.

The bodies of the functions (APIs) should be empty (no processing). For functions (APIs) with return values, return a fixed normal value (such as E\_OK). For functions (APIs) that return set values through return values or arguments, you can either return fixed values within the valid range or not set anything.

Example:

|  |
| --- |
| void Dem\_GetVersionInfo( Std\_VersionInfoType\* versioninfo ) {}  Std\_ReturnType NvM\_RestorePRAMBlockDefaults( NvM\_BlockIdType BlockId ) {  return E\_OK;  } |

## Standardization of Software Version Update Rules

The rules for updating software versions are defined as follows.

### Software Version

Define and manage the software version within the project.

### Software Version of Source Files

Manage the version of each source file according to the following rules, and include it in the header comment block. (Refer to ④ in "(1) Header Comment Block" of "4.4 Comment Blocks")

v1. 00. 00

Patch Version

Minor Version

Major Version

* Major Version

Update when adding new features.

* Minor Version

Update for incompatible changes such as modifications to functions involving changes to the interface (IF). Set to "0" when the major version is updated.

* Patch Version

Update for compatible changes such as modifications to functions not involving changes to the interface (IF). Set to "0" when the major or minor version is updated.

**Note**: The version of this source file should be updated for each file (this is different from the software version)

## Functional Safety Compliance

The guidelines and rules of MISRA-C:2012 related to functional safety compliance are defined as follows.

Documentation of System Definitions

The behavior of system definitions on which program output depends must be documented and understood. Therefore, this will be described in this section.

[MISRA-C:2012 Dir] 1.1 (Required)

### The behavior of dependent system definitions is defined as follows:

* + - C Language Standard

Targeting C99.

### Detection of Compile Errors and Warnings

Compile errors and warnings must not be detected in any source files.

Depending on the functionality being implemented, fixing warning points might cause issues that prevent the intended purpose from being achieved. In such cases, deviations should be made, and the reasons for the exceptions should be clearly stated in the release notes.

[MISRA-C:2012 Dir] 2.1 (Required)

### Error Checking Implementation

#### Runtime Error Checking

Perform error checks at places where runtime errors are likely to occur.

[MISRA-C:2012 Dir] 4.1 (Required)

Below are examples of locations where error checks should be performed.

* + - * Consider overflow

Example:

|  |
| --- |
| /\* Left side: buffer size, Right side: actual data length \*/  /\* Check if the actual data is larger than the buffer size \*/  if ( s\_Dlt\_MBuff\_RemainSize < ( message\_length + header\_length + 1U ) ) {      /\* Error handling \*/  } |

* + - * Guard against division by zero

Example:

|  |
| --- |
| /\* data: denominator, Division: quotient \*/  /\* Check if the denominator is 0 \*/  if ( 0U == data ) {      /\* If the denominator is 0, do not perform the calculation \*/      Division = 0;  } else {      /\* Perform the calculation only if the denominator is not 0 (normal processing) \*/      Division = 100 / data;  } |

* + - * For pointer arithmetic, ensure that the results are as intended by reviewing the code to confirm that the intended operations can be performed correctly.

Example:

|  |
| --- |
| uint8 buff[10];  uint8 offset = 5;  uint8\* ptr = buff;  ptr += offset; |

![](data:image/png;base64,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)

In this case, during code review, it is necessary to confirm that ptr correctly points to buff[5] as intended by the operation.

* + - * Check the parameters of functions

For details, refer to '9.3.3 Argument Error Checking.

* + - * Do not access NULL pointers

Example:

|  |
| --- |
| /\* Check if the address is not NULL when using a pointer \*/  if ( NULL == PduInfoPtr ) {      /\* Error handling \*/  } |

* + - * Ensure that array indices are not negative or out of range

Below is an example of checking to ensure that array indices are not negative.

Example:

|  |
| --- |
| uint8 buff[200];  /\* Check that the index is 0 or above \*/  for ( i = (sint8)100 ; i >= 0 ; i-- ) {      /\* Normal processing \*/      buff[i] = TRUE;  } |

Below is an example of checking to ensure that array indices are not out of range.

Example:

|  |
| --- |
| /\* CANIF\_Q\_NUM\_OF\_TRCV: Number of elements in the array \*/  CanIf\_TrcvInfoType s\_TrcvInfo[CANIF\_Q\_NUM\_OF\_TRCV];  /\* Check that the index is less than the number of elements \*/  for ( i = (uint32\_least)0x0U; i < CANIF\_Q\_NUM\_OF\_TRCV; i++ ) {      /\* Normal processing \*/      s\_TrcvInfo[i].WakeupValidationCtrl = FALSE;  } |

* + - * Do not use dynamic memory allocation

For details, refer to '9.10 Prohibition of Dynamic Memory Allocation'

#### Error Checking for Functions that Return Error Information

If a function returns error information, it is considered that an error might occur internally. Therefore, when calling a function that returns error information, proper checks of the output values should be performed.

[MISRA-C:2012 Dir] 4.7 (Required)

Below are examples of proper error checking for return values.

Example:

|  |
| --- |
| /\* The return value of Func1 includes error information (= E\_NOT\_OK) \*/  Std\_ReturnType Func1 ( uint8 Num );  void main( void ) {  uint8 num = 0x01U;  Std\_ReturnType retCode = E\_OK;  retCode = Func1( num );  /\* Check if the return value of function Func1 is error information \*/  if ( E\_NOT\_OK == retCode ) {  /\* Error handling \*/  }  } |

Example:

|  |
| --- |
| /\* The return value of Func2 is a pointer \*/  uint8\* Func2 ( uint8 Num );  void main( void ) {  uint8 num = 0x01U;  uint8\* retPtr = NULL;  retPtr = Func2( num );  /\* Check if the address returned by function Func2 is NULL \*/  if ( NULL == retPtr ) {  /\* Error handling \*/  }  } |

Below is an example of performing appropriate checks on arguments.

Example:

|  |
| --- |
| /\* The argument pointer of Func3 contains error information \*/  void Func3 ( uint8\* Status );  void main( void ) {  uint8 status;  Func3( &status );  /\* Check if the argument pointer of function Func3 contains error information \*/  if ( XXX\_ERROR\_STATUS == status ) {  /\* Error handling \*/  }  } |

Example:

|  |
| --- |
| /\* When the argument pointer address of Func4 is NULL \*/  void Func4 ( uint8\* Ptr );  void main( void ) {  uint8\* ptr = NULL;  Func4( ptr );  /\* Check if the argument pointer address of function Func4 is NULL \*/  if ( NULL == ptr ) {  /\* Error handling \*/  }  } |

#### Argument Error Checking

At the beginning of each API processing, perform a validity check of the input values (excluding internal functions).

[MISRA-C:2012 Dir] 4.14 (Required)

1. When checking the validity of input values against a threshold

Example:

|  |
| --- |
| void Func1 ( uint8 Number) {  /\* Check if the argument exceeds the threshold \*/  if ( NUM\_OF\_CONFIG < Number ) {  /\* Error handling \*/  }  } |

1. When checking if the input pointer is not NULL

Example:

|  |
| --- |
| void Func2 ( uint8\* Ptr) {  /\* Check if the argument is not NULL \*/  if ( NULL == Ptr) {  /\* Error handling \*/  }  } |

1. When the input value is an enumerated type

It is necessary to perform error checks in case a value that is not set in the enumeration is passed to the function.

Example:

|  |
| --- |
| typedef enum {  BSWM\_FALSE = ( 0U ),  BSWM\_TRUE,  BSWM\_UNDEFINED  } BswM\_Q\_RuleStateType;  void Func2 ( BswM\_Q\_RuleStateType Status ) {  switch ( Status ) {  case BSWM\_FALSE:  /\* Processing \*/  break;  case BSWM\_TRUE:  /\* Processing \*/  break;  case BSWM\_UNDEFINED:  /\* Processing \*/  break;  default:  /\* Error handling for arguments that are not declared in the enumerated type \*/  break;  }  } |

### Prohibition of Using Assembly Language

Assembly language should not be used as it is dependent on the compiler.

If it is absolutely necessary to use assembly language, the files using assembly language should be isolated in separate files from the C language files to clearly identify the parts that need to be rewritten during porting (prohibition of inline assembly). [MISRA-C:2012 Dir] 4.3 (Required)

Additionally, when using assembly language, the compiler dependency and the reasons for using assembly language must be documented as comments in the source file. [MISRA-C:2012 Dir] 4.2 (Recommended)

### Prohibition of Using Basic Types

The size of types may vary depending on the system. Therefore, basic types (such as "int") should not be used directly. Instead, use typedefs (such as "uint8") that clearly indicate the size and whether the type is signed or unsigned. [MISRA-C:2012 Dir] 4.6 (Recommended)

Below are specific examples of types on a 32-bit machine.

**Table 2**: Specific Examples of Types on a 32-bit Machine

|  |  |  |  |
| --- | --- | --- | --- |
| **typedef** | **Type Names** | **typedef** | **Type Names** |
| unsigned char | uint8 | unsigned long | uint8\_least |
| unsigned short | uint16 | unsigned long | uint16\_least |
| unsigned long | uint32 | unsigned long | uint32\_least |
| unsigned long long | uint64 | signed long | sint8\_least |
| signed char | sint8 | signed long | sint16\_least |
| signed short | sint16 | signed long | sint32\_least |
| signed long | sint32 | float | float32 |
| signed long long | sint64 | double | float64 |

**Note:** Align with the ECU being used. For loop variables, use the type defined as least to optimize processing speed. (Defined in SWS\_Platform)

### Caution When Creating Functions and Function Macros

When using functions or function-like macros, consider whether functions or function-like macros are more appropriate for the specific processing.

[MISRA-C:2012 Dir] 4.9 (Recommended)

Ensure the code complies with the following guidelines:

* If the function is called frequently, functions are more suitable than function macros.
* If speed is a priority, function macros are more suitable than functions. Specific values will be considered separately.

### Caution When Using Pointers

When using pointers, it must be clear what type of pointer variables are being used, and the necessity and safety must be explainable.

Additionally, it is necessary to consider whether it is better to declare an incomplete type pointer or a complete type pointer.

[MISRA-C:2012 Dir] 4.8 (Recommended)

Below are examples of incomplete and complete type pointers.

Example:

|  |
| --- |
| struct ImpfType; /\* Incomplete type \*/  struct ImpfType\* ptr1; /\* Pointer to an incomplete type = Incomplete type pointer \*/  uint8\* ptr2; /\* Pointer to a complete type = Complete type pointer \*/ |

When an address is assigned to the above pointers, an incomplete type pointer (ptr1) cannot reference the members of the assigned address, whereas a complete type pointer (ptr2) can reference the members of the assigned address. By using an incomplete type pointer only for passing addresses, the type can be hidden from external access.

### Prohibition of Multiple Includes

Multiple includes may result in undefined or incorrect behavior; therefore, multiple includes are prohibited. Accordingly, it must be ensured that multiple includes are prevented. However, multiple includes are allowed when used for memory mapping.

[MISRA-C:2012 Dir] 4.10 (Required)

Below is an example of preventing multiple includes in a header file.

Example:

|  |
| --- |
| #ifndef BSWM\_H  #define BSWM\_H  /\* Processing \*/  #endif /\* BSWM\_H \*/ |

Below is an example of an exception where multiple includes are used for memory mapping.

Example:

|  |
| --- |
| #define BSWM\_START\_SEC\_VAR\_INIT\_LOCAL\_8  #include "BswM\_MemMap.h"  static bool\_t s\_BswMInit[ BSWM\_Q\_P\_NUM ] = {FALSE};  #define BSWM\_STOP\_SEC\_VAR\_INIT\_LOCAL\_8  #include "BswM\_MemMap.h" |

### Prohibition of Standard Library Usage

The standard library shall not be used. Therefore, standard library header files shall not be included.

[MISRA-C:2012 Dir] 4.11 (Required)

[MISRA-C:2012 Rule] 22.1, 22.3 (Required)

### Prohibition of Dynamic Memory Allocation

All objects shall be statically allocated, ensuring no objects are created only for a specific period. Dynamic memory allocation shall not be performed.

[MISRA-C:2012 Dir] 4.12 (Required)

The following are prohibited, and it must be confirmed during code review that no dynamic memory allocation is used:

* Use of standard library functions for dynamic memory allocation. Representative examples: calloc, malloc, realloc, and free functions.
* Custom dynamic memory allocation (including third-party packages) that does not use standard library functions.

### Prohibition of File Operations

No operations shall be performed on files.

[MISRA-C:2012 Dir] 4.13 (Recommended)

[MISRA-C:2012 Rule] 22.3 (Required), 22.4, 22.6 (Mandatory))

The following operations are prohibited:

* Resource allocation (e.g., opening a file).
* Resource deallocation (e.g., closing a file).
* Other operations (e.g., reading from a file).