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Abstract

The R-Type protocol was developed over the last week since it was first implemented as a means for users on a r-type. Now it supports a world-wide network of network of servers and clients.

The R-Type protocol is a binary protocol, with the simplest client being any socket program capable of connecting to the server.

Table of Contents

[1. Introduction 4](#_Toc258322660)

[1.1. Servers 5](#_Toc258322661)

[1.2. Clients 5](#_Toc258322661)

[2. Conventions used in this document 5](#_Toc258322662)

[3. COMMON-HEADER Format 6](#_Toc258322663)

[3.1. Header Game protocol 6](#_Toc258322664)

[3.2. Header Room protocol 6](#_Toc258322664)

[4. Commands Format 6](#_Toc258322663)

[4.1. Commands Game protocol 6](#_Toc258322664)

[4.1.1. MOVE 6](#_Toc258322665)

[4.1.2. SHOT 6](#_Toc258322665)

[4.1.3. TAKE 6](#_Toc258322665)

[4.1.4. BEAM 6](#_Toc258322665)

[4.1.5. DROP 6](#_Toc258322665)

[4.1.6. DIE 6](#_Toc258322665)

[4.1.7. CREATE 6](#_Toc258322665)

[4.1.8. LAUNCH 6](#_Toc258322665)

[4.1.9. STATUS 6](#_Toc258322665)

[4.1.10. AUTHENTICATE 6](#_Toc258322665)

[4.2. Commands Room protocol 6](#_Toc258322665)

[4.2.1. CREATE 6](#_Toc258322665)

[4.2.2. JOIN 6](#_Toc258322665)

[4.2.3. QUIT 6](#_Toc258322665)

[4.2.4. AUTHENTICATE 6](#_Toc258322665)

[4.2.5. PLUGED 6](#_Toc258322665)

[4.2.6. SWAP 6](#_Toc258322665)

[4.2.7. GET 6](#_Toc258322665)

[4.2.8. FAILURE 6](#_Toc258322665)

[5. Security Considerations 7](#_Toc258322676)

[6. References 7](#_Toc258322679)

[6.1. Normative References 8](#_Toc258322680)

[6.2. Informative References 8](#_Toc258322681)

[7. Acknowledgments 8](#_Toc258322682)

[Appendix A. <First Appendix> 9](#_Toc258322683)

[A.1. <Second Header level 1> 9](#_Toc258322685)

[A.1.1. <H1> 10](#_Toc258322686)

# Introduction

The R-Type protocol has been designed over one week for use with based conferencing. This document describes the current R-Type protocol.

The R-Type protocol has been developed on systems using the TCP/IP network protocol between the client room and the server room. But it has been also developed on systems using the UDP network protocol between the client game and the server game.

R-Type itself is a video game, which (through the use of the client-server model) is well-suited to running on many machines in a distributed fashion. A typical setup involves four processes (two clients and two servers). The client room will be connected to the server room with TCP protocol and the client game will be connected to the server game with UDP protocol.

+------------------------------------------------+

| |

| |

| |

| [ Server game ] --------- [ Client game ] |

| \ / |

| \ / |

| \ / |

| [ create ] |

| / \ |

| / \ |

| / \ |

| / \ |

| / \ |

| / \ |

| [ Server room ] -------- [ Client room ] |

| |

| |

| |

+------------------------------------------------+

1. Format of the R-Type architecture

## Servers

There are two kind of server:

* The server room is the main server of R-Type. This server shows every rooms, create server game and makes redirection.

A room is an pre instance of a game, it contains the map of the game and players which are waiting.

The server room uses TCP protocol.

* The server game is the second server of R-Type. This server manages the game (monster, AI, map, players). It is created by the server’s room with a port and a secret string.

The secret is using to identified the client’s connection. The client MUST give the secret for the connection.

When the game is over the server stop and notify the server’s room.

The server game uses UDP protocol.

## Clients

A client is anything connecting to a server that is not another server. Each client is distinguished from other clients by a unique pseudo having a maximum length of nine (9) characters. See the protocol grammar rules for what MAY and MAY NOT be used in a pseudo.

There are two kind of client:

* The client room is the main client of R-Type.

It will display what the server room is sending to him:

* + Authentication screen (the user can choose his pseudo)
  + Room screen (display every rooms that the user MAY join)
  + Room selected (display the room selected and display which player are inside)
  + Launch screen (waiting the swap to the server game and client game)

The client room uses TCP protocol.

* The client game is the second client of R-Type.

It will display what the server game is sending to him:

* + Monster
  + Players
  + Map
  + Objects

At the end of the game, the client game return to the client room and will be deleted.

The client game uses UDP protocol.

# Conventions used in this document

# In examples, "C:" and "S:" indicate lines sent by the client and server respectively.

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in RFC 2119 [RFC2119].

In this document, these words will appear with that interpretation only when in ALL CAPS. Lower case uses of these words are not to be interpreted as carrying significance described in RFC 2119.

In this document, the characters ">>" preceding an indented line(s) indicates a statement using the key words listed above. This convention aids reviewers in quickly identifying or finding the portions of this RFC covered by these keywords.

# COMMON-HEADER Format

The R-Type project handle two protocols. The first protocol is used between client game and server game, the second is used between client room and server room. They are not the same.

Each packet MUST have a header. The header contains information about the status of the packet, it MUST be verified every time.

The following is the format of two protocols header.

## Header Game protocol

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

|Ver| Reserved|R| Payload Length | Sequence |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| id | Purpose | Transaction ID |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. HEADER Game format

Ver: The 2-bit version field MUST be set to 1 to indicate this

version of R-Type.

Reserved: At this point, the 5 bits in the reserved field.

The 1, 3 and 5 bits MUST be set to 1 by the sender of the message and MUST be verified by the receiver. The other bits are randomly set.

R: This 1-bit field identify the main purpose of the message.

If the field is set to 1 then the packet is reliable.

That means it’s an important packet and you MUST verify if the packet is correctly arrived. This is commonly send by the server.

If you received a reliable packet, you MUST send a confirmation to the sender. You MAY ignore every identic packet after received this last.

If the field is set to 0 then the packet is unreliable.

That means you MUST NOT send a response that confirm you got it.

Payload Length: This 16-bit field contains the length of the message, excluding the game header.

Sequence id: Is a number that increases with each packet sent (and wraps around after 65535).

Purpose: That contains the type of the packet, you SHOULD identify the kind of the packet (movement, attack, defence, object apparition etc…). It will be explain later.

Transaction ID: This field contains a 16-bit value that allows users to match a given message with its response. The value of the Transaction ID in server-initiated transactions is 0.

## Header Room protocol

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Ver | Reserved| Payload Length | Purpose |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. HEADER Room format

Ver: The 3-bit version field MUST be set to 1 to indicate this

version of R-Type.

Reserved: At this point, the 5 bits in the reserved field.

The 1, 3 and 5 bits MUST be set to 1 by the sender of the message and MUST be verified by the receiver. The other bits are randomly set.

Payload Length: This 16-bit field contains the length of the message, excluding the room header.

Purpose: That contains the type of the packet, you SHOULD identify the kind of the packet (create/join/leave rooms, connection etc…). It will be explaining later.

4. Commands Format

4.1 Commands Game protocol

4.1.1. MOVE

This packet MUST be unreliable.

Purpose: The purpose MUST be set to 1, it defines the movement packet.

This packet moves the Object ID to x/y axis.

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Position X |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Position Y |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Object ID | Padding |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. Move packet

Position X: Determine the position in X axis of the Object ID.

Position Y: Determine the position in Y axis of the Object ID.

Object ID: Determine the ID of the current object that is moving. It’s defined at the create of the object. (and wraps around after 65535).

4.1.2. SHOT

This packet MUST be reliable.

In case Server game receives data from Client Game: (client -> server)

The server MUST send to all client games a CREATE packet that include the type of the shot.

Purpose: The purpose is set to 2, it defines the “shot packet”.

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Object ID | Padding |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. Shot packet

Object ID: Determine the ID of the current object that is shooting. It’s defined at the create of the object. (and wraps around after 65535).

4.1.3. TAKE

This packet MUST be reliable.

Purpose: The purpose MUST be set to 3, it defines the “take packet”.

The user MAY take item object and uses it.

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Object ID | Object taken ID |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. Take packet

Object ID: Determine the ID of the current object that is taking. It’s defined at the create of the object. (and wraps around after 65535).

Object taken ID: Determine the Object ID that is taken.

4.1.4. BEAM

This packet MUST be reliable.

Purpose: The purpose MUST be set to 4, it defines the “beam packet”.

This packet initialise the BEAM shot, you SHOULD send Beam packet before the Shot packet. The server confirms and calculates the delay between the packet beam and packet shot.

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Object ID | Padding |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. Beam packet

Object ID: Determine the ID of the current object that is shooting. It’s defined at the create of the object. (and wraps around after 65535).

4.1.5. DROP

This packet MUST be reliable.

Purpose: The purpose MUST be set to 5, it defines the “drop packet”.

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Object ID | Padding |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. Drop packet

Object ID: Determine the ID of the current object that is shooting. It’s defined at the create of the object. (and wraps around after 65535).

4.1.6. DIE

This packet MUST be reliable.

Purpose: The purpose MUST be set to 6, it defines the “die packet”

The die packet deletes the object ID.

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Object ID | Padding |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. Die packet

Object ID: Determine the ID of the current object that is shooting. It’s defined at the create of the object. (and wraps around after 65535).

4.1.7 CREATE

This packet MUST be reliable.

Purpose: The purpose MUST be set to 7, it defines the “create packet”

The create packet creates a new instance of an object. Every object has an ID which IS NOT the Object ID. It creates an object at x and y position and set an Object ID.

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Position X |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Position Y |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Object ID | ID |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. Create packet

Position X: Determine the position in X axis of the Object ID.

Position Y: Determine the position in Y axis of the Object ID.

Object ID: Determine the ID of the current object that is moving. It’s defined at the create of the object. (and wraps around after 65535).

ID: The ID which can identified which Object has been created.

4.1.8. LAUNCH

This packet MUST be reliable.

Purpose: The purpose MUST be set to 8, it defines the “launch packet”

This package is used when the client has an item. He can launch it.

Create a move packet to the player’s focus.

If the user doesn’t have an item. Then you MUST NOT send launch packet.

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Object ID | Padding |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. Launch packet

Object ID: Determine the ID of the current object that is moving. It’s defined at the create of the object. (and wraps around after 65535).

4.1.9. STATUS

This packet MAY be unreliable.

Purpose: The purpose MUST be set to 9, it defines the “status packet”

The status informs the status of the game:

* + High score of a user id
  + Game’s status

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| Object ID | High |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| score |R| Padding |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. Status packet

Object ID: Determine the ID of the current object that is moving. It’s defined at the create of the object. (and wraps around after 65535).

High score: It’s the high score of the Object ID. (coded unsigned int).

R: Determine if the game is running or not, if set to 0 then the game has stopped, it’s the end of the game. The packet MUST be reliable. If set to 1 then the game is running. The packet MUST be unreliable.

4.1.10. AUTHENTICATE

This packet MUST be reliable.

Purpose: The purpose MUST be set to 10, it defines the “authenticate packet”

This packet MUST be sent to the server to inform him that the client is allowed to join this server. If the secret is false, then the server game deletes the client.

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| secret |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. AUTHENTICATE Packet

Secret: is the secret code that the user MUST use for the game server authenticate. The server room gives the secret.

4.2. Commands Room protocol

4.2.1. CREATE

CREATE packet performs the operation to create a room.

If the operation succeeds:

* + The client receives CREATE packet.
  + The client sends JOIN packet
  + The server sends GET packet.

If the operation fails:

* + The server sends FAILURE packet.

Purpose: The purpose MUST be set to 1, it defines the “create packet”

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| room player | room player max |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| name |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| name |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| room id | map id |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. CREATE Packet

Room player: The number of player inside the room.

Room player max: The number max of player who MAY join the room.

Name: The name of the room. (8 bytes).

Room id: The id of the room. (2 bytes).

Map id: The id of the map (2bytes).

The map id is set by the rtype\_”file”.

4.2.2. JOIN

JOIN packet performs the operation to join a room.

If the operation succeeds:

* + The server sends GET packet.
  + The server sends PLUGED packet.
  + The client receives the JOIN packet

If the operation fails:

* + The server sends FAILURE packet.

Purpose: The purpose MUST be set to 2, it defines the “join packet”

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| room id | Padding |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. JOIN packet

room id: The id of the room that the user wants to join.

4.2.3. QUIT

QUIT packet performs the operation to leave a room.

If the operation succeeds:

* + The client receives QUIT packet.
  + The server sends GET packet.

If the operation fails:

* + The server sends FAILURE packet.

Purpose: The purpose MUST be set to 3, it defines the “quit packet”

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| user id |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| room id | Padding |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. QUIT Packet

room id: The id of the room that the user wants to quit.

User id: the id of the user. It MUST be set to 0 if the client sends this packet. The attribute MUST be set when the server sends it.

4.2.4. AUTHENTICATE

AUTHENTICATE packet is the first operation that the user MUST do.

If the operation succeeds:

* + The client sends AUTENTICATE packet
  + The server sends GET packet (for each rooms).

If the operation fails:

* + The server sends FAILURE packet.

Purpose: The purpose MUST be set to 4, it defines the “authenticate packet”

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| pseudo |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| pseudo |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| user id |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. AUTHENTICATE Packet

pseudo: is the name of the user (8 bytes).

User id: the id of the user. It MUST be set to 0 if the client sends this packet. The attribute MUST be set when the server sends it.

4.2.5. PLUGED

PLUGED packet informs who has join your room.

Purpose: The purpose MUST be set to 5, it defines the “pluged packet”

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| pseudo |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| pseudo |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| user id |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| room id | Padding |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. PLUGED Packet

pseudo: is the name of the user (8 bytes).

User id: the id of the user. It MUST be set to 0 if the client sends this packet. The attribute MUST be set when the server sends it.

room id: The id of the room that the user has join.

4.2.6. SWAP

SWAP packet MUST be send when the user MAY swap to the server game.

Purpose: The purpose MUST be set to 6, it defines the “swap packet”

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| addr ip |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| addr ip |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| addr ip |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| addr ip |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| port |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| secret |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. SWAP Packet

addr ip: is the game server’s IP that the user MAY connect.

Port: is the game server’s port that the user MAY connect.

Secret: is the secret code that the user MUST use for the game server authenticate.

4.2.7. GET

GET packet SHOULD be sent when a CREATE packet is used. It gives information about a room.

Purpose: The purpose MUST be set to 7, it defines the “get packet”

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| room player | room player max |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| name |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| name |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| room id | Padding |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. GET packet

Room player: The number of player inside the room.

Room player max: The number max of player who MAY join the room.

Name: The name of the room. (8 bytes).

Room id: The id of the room. (2 bytes).

4.2.8. FAILURE

FAILURE packet is used to inform the client that an operation has failed.

Purpose: The purpose MUST be set to 8, it defines the “failure packet”

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

|purpose failed | msg |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| msg |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

| msg |

+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+

1. FAILURE packet

Purpose failed: Is the id of the command which has failed.

Msg: Is the message of the failure.

# Security Considerations

For both server connections you have to send the AUTHENTICATE packet and follow the instruction about the packet as describe in section 4.1.10 and 4.2.4.

# References

### Normative References

1. Bradner, S., "Key words for use in RFCs to Indicate Requirement Levels", BCP 14, RFC 2119, March 1997.
2. Crocker, D. and Overell, P.(Editors), "Augmented BNF for Syntax Specifications: ABNF", RFC 2234, Internet Mail Consortium and Demon Internet Ltd., November 1997.

[RFC2119] Bradner, S., "Key words for use in RFCs to Indicate Requirement Levels", BCP 14, RFC 2119, March 1997.

[RFC2234] Crocker, D. and Overell, P.(Editors), "Augmented BNF for Syntax Specifications: ABNF", RFC 2234, Internet Mail Consortium and Demon Internet Ltd., November 1997.

## Informative References

1. Faber, T., Touch, J. and W. Yue, "The TIME-WAIT state in TCP and Its Effect on Busy Servers", Proc. Infocom 1999 pp. 1573-1583.

[Fab1999] Faber, T., Touch, J. and W. Yue, "The TIME-WAIT state in TCP and Its Effect on Busy Servers", Proc. Infocom 1999 pp. 1573-1583.

# Acknowledgments

This document was prepared using 2-Word-v2.0.template.dot.

1. <First Appendix>
   1. <Second Header level 1>

Copyright (c) 0000 IETF Trust and the persons identified as authors of the code. All rights reserved.

Redistribution and use in source and binary forms, with or without modification, is permitted pursuant to, and subject to the license terms contained in, the Simplified BSD License set forth in Section 4.c of the IETF Trust’s Legal Provisions Relating to IETF Documents (http://trustee.ietf.org/license-info).

Copyright (c) 0000 IETF Trust and the persons identified as authors of the code. All rights reserved.

Redistribution and use in source and binary forms, with or without modification, are permitted provided that the following conditions are met:

* Redistributions of source code must retain the above copyright notice, this list of conditions and the following disclaimer.
* Redistributions in binary form must reproduce the above copyright notice, this list of conditions and the following disclaimer in the documentation and/or other materials provided with the distribution.
* Neither the name of Internet Society, IETF or IETF Trust, nor the names of specific contributors, may be used to endorse or promote products derived from this software without specific prior written permission.

THIS SOFTWARE IS PROVIDED BY THE COPYRIGHT HOLDERS AND CONTRIBUTORS "AS IS" AND ANY EXPRESS OR IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE ARE DISCLAIMED. IN NO EVENT SHALL THE COPYRIGHT OWNER OR CONTRIBUTORS BE LIABLE FOR ANY DIRECT, INDIRECT, INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; LOSS OF USE, DATA, OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY OF LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT (INCLUDING NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS SOFTWARE, EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE.Authors’ Addresses
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