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|  | 1 | **Lab 11 – Data Structures with AI: Implementing Fundamental Structures**  **Lab Objectives**   * Use AI to assist in designing and implementing fundamental data structures in Python. * Learn how to prompt AI for structure creation, optimization, and documentation. * Improve understanding of Lists, Stacks, Queues, Linked Lists, Trees, Graphs, and Hash Tables. * Enhance code quality with AI-generated comments and performance suggestions.   **Task 1: Smart Contact Manager (Arrays & Linked Lists)**  **Scenario:** SR University’s student club wants a simple **Contact Manager App** to store members’ names and phone numbers. The app should allow adding, searching, and deleting contacts efficiently.   * Use **arrays** to store contacts initially. * Implement the same system using a **linked list** for dynamic memory allocation. * Compare both approaches (array vs. linked list) in terms of insertion and deletion efficiency. * Use **GitHub Copilot** suggestions to implement search and delete methods   **PROMPT:**  Write Python code for a Contact Manager that stores names and phone numbers. Implement two versions: one using arrays (list) and another using a linked list. Provide methods for add, search, and delete. Compare efficiency of arrays vs linked lists for insertion and deletion.  **CODE-1:**        **OUTPUT-1:**        **CODE-2:**      **OUTPUT-2:**    **EXPLANATION:**  1. Insertion   * Array (Python list):   Adding at the end → O(1) (amortized, because Python lists resize dynamically).  Adding at the beginning or middle → O(n) (because elements need to be shifted).   * Linked List:   Adding at the head (beginning) → O(1) (just change one pointer).  Adding at the end → O(n) (need to traverse unless a tail pointer is kept).  Adding at any position → O(n) (traversal needed).  2. Deletion   * Array (Python list):   Deleting the last element → O(1).  Deleting from the middle or beginning → O(n) (elements shift left).   * Linked List:   Deleting a known node (with pointer/reference) → O(1).  Deleting by value/searching first → O(n) (since you must traverse).  **Task 2: Emergency Help Desk (Stack Implementation)**  **Scenario:** SR University’s IT Help Desk receives **support tickets** from students and staff. Since urgent issues need to be resolved in the order they were received, but escalation requires “last in, first out,” a **stack-based system** is ideal.   * Implement a **stack** to handle support tickets. * Provide operations: push(ticket), pop(), and peek(). * Simulate at least 5 tickets arriving and being resolved. * Use **Copilot AI** to suggest additional stack operations (like checking if stack is empty or full).   **PROMPT:**  Write a Python program for emergency help desk that receives support tickets from students and staff based on last in first out a stack-based system provide operations like push, pop, peek and other stack operations and stimulate at least 5 tickets arriving and being resolved  **CODE:**        **OUTPUT:**      **Task 3: Library Book Search (Queues & Priority Queues)**  **Scenario:** The SRU Library system manages book borrow requests. Students join a **queue** when they request books. However, faculty requests should be given higher priority.   * Implement a **queue** for book requests (FIFO). * Extend it to a **priority queue** where faculty members’ requests are served before students. * Use **Copilot** to generate enqueue and dequeue methods. * Test with a mix of student and faculty requests.   **PROMPT:**  Write Python code for a library system that manages book borrow requests. Implement a normal queue (FIFO) for requests and extend it into a priority queue where faculty requests are served before student requests. Provide enqueue and dequeue methods and test with both student and faculty requests.    **CODE:**      **OUTPUT:**    **Task 4: Navigation Assistant (Trees & Graphs)**  **Scenario:** The university’s navigation app helps new students find classrooms. Buildings and rooms are represented as **nodes** connected by **paths**. A **graph** or **tree** structure can model this system.   * Create a **binary search tree (BST)** to store building names in alphabetical order. * Implement insert, search, and traversal (inorder, preorder, postorder) using **Copilot**. * Extend the system into a **graph** representation of rooms and paths. * Implement a shortest path algorithm (like BFS) with Copilot’s assistance.   **PROMPT:**  Top of Form  Write a Python program that models a university navigation assistant using trees and graphs. First, create a Binary Search Tree (BST) to store building names in alphabetical order. Implement functions to insert new building names, search for a building, and perform inorder, preorder, and postorder traversals. Next, extend the program by representing rooms and paths as a graph where nodes represent rooms and edges represent paths. Finally, implement a shortest path algorithm, such as Breadth-First Search (BFS), to help students find the shortest path between two rooms  **CODE:**        **OUTPUT:** | | | | | | Week 6 - Friday |  |