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## **Постановка задачи**

### **Цель работы**

Целью является приобретение практических навыков в:

* Управлении серверами сообщений
* Применение отложенных вычислений
* Интеграция программных систем друг с другом

### **Задание**

Реализовать распределенную систему по асинхронной обработке запросов. В данной

распределенной системе должно существовать 2 вида узлов: «управляющий» и

«вычислительный». Необходимо объединить данные узлы в соответствии с той топологией, которая определена вариантом. Связь между узлами необходимо осуществить при помощи технологии очередей сообщений.

Также в данной системе необходимо предусмотреть проверку доступности узлов в соответствии с вариантом. При убийстве любого вычислительного узла система должна пытаться максимально сохранять свою работоспособность, а именно все

дочерние узлы убитого узла могут стать недоступными, но родительские узлы должны сохранить свою работоспособность. Управляющий узел отвечает за ввод команд от пользователя и отправку этих команд на вычислительные узлы. Список основных поддерживаемых команд:

* Создание нового вычислительного узла: create <id> [<parent>]
* Исполнение команды на вычислительном узле: exec <id> [<param>]
* Проверка доступности узла (формат указан в варианте)
* Удаление узла: remove <id>

### **Вариант 43**

#### **Топология**

Все вычислительные узлы находятся в идеально сбалансированном бинарном дереве.

#### **Набор команд**

Необходимо реализовать таймер. Формат команды сохранения значения:

exec id subcommand

где, subcommand – одна из трех команд:

1. start – запустить таймер
2. stop – остановить таймер
3. time – показать время локального таймера в миллисекундах

#### **Команда проверки**

Формат команды: pingall

Вывод всех недоступных узлов вывести разделенные через точку запятую.

## **Общие сведения о программе**

Основная команда компилируется из файла main.c. Использует следующие вспомогательные модули: worker\_tree, worker, queue, user\_commands, mq. Также, используются заголовочные файлы string.h, sys/wait.h, stdio.h.

Программа, представляющая исполнительный узел, компилируется из файла node.c и использует вспомогательные модули mq, worker, time. Также, используются заголовочные файлы stdlib, string, unistd.h, sys/wait.h, stdio.h.

### **Системные вызовы**

1. zmq\_ctx\_new() – создает новый ZeroMQ контекст. В нем мы можем запустить сокеты. Контекст является потокобезопасным.
2. zmq\_socket(ctx, type) – создает новый сокет. Первым параметром передается контекст, относительно которого создается сокет. Вторым параметром указывается тип паттерна соединения сокета: PUSH / PULL, SEND / RECV, PAIR.
3. zmq\_setsockopt(socket, name, value, length) – позволяет определить значение некоторого параметра сокета. Название сокета указывается в параметре name. Значение и размер значения указываются в параметрах value и length соответственно.
4. zmq\_bind(socket, endpoint) – подключает socket к endpoint, который представляет собой строку-адрес, состоящую из IP и PORT. Далее сокет является серверным. То есть, принимает входные соединения.
5. zmq\_connect(socket, endpoint) – подключает сокет к endpoint. Далее сокет играет роль клиентского.
6. zmq\_msg\_init(msg) – инициализирует объект сообщения, выделяя память под него.
7. zmq\_msg\_init\_size(msg, size) – выделяет необходимое количество ресурсов для сообщения.
8. zmq\_msg\_data(msg) – возвращает указатель на начало области памяти, где хранятся данные сообщения
9. zmq\_msg\_send(msg, socket, flag) – отправляет сообщение msg по сокету socket. Дополнительно можно указать опции в параметре flag. Например, флаг ZMQ\_DONTWAIT устанавливает операции неблокирующий режим.
10. zmq\_msg\_close(msg) – очищает память, занятую под сообщение
11. zmq\_msg\_recv(msg, socket, flags) – считывает входящее сообщение с сокета socket. Результат записывается в сообщение msg. Также, можно указать специальные опции при получении сообщения. Указываются они в параметре flags. Среди них есть флаг ZMQ\_DONTWAIT, который делает операцию чтения неблокирующей
12. zmq\_msg\_size(msg) – возвращает количество байтов, занимаемых содержанием сообщения
13. zmq\_ctx\_destroy(ctx) – удаляет ранее созданный контекст
14. zmq\_close(socket) – удаляет ранее созданный сокет.

### **Описание**

Библиотека ZeroMQ основана на сокетах. Сокеты – один из способов межпроцессорного взаимодействия, который позволяет общаться процессам как на одной ЭВМ, так и на разных. Главное – чтобы они были соединены сетью. Но, из названия следует, что библиотека должна быть связана с очередью сообщений, а мы взаимодействуем лишь с сокетами. Дело в том, что при установлении соединения между двумя сокетами создается очередь сообщений, в которую и записываются или считываются сообщения. Иными словами, сокеты являются лишь оберткой для работы с очередями сообщений.

Для общения по сети сокеты используют стек протоколов TCP / IP, следуя которому каждому узлу сети соответствует пара из адреса и порта. **Адрес** – битовая структура, размер которой зависит от версии протокола. Так, для протокола IPv4 адрес имеет размер в 32 бита, а для IPv6 – 128 битов. **Порт** – целое число в диапазоне от . Порты созданы с целью того, чтобы при сгруппировать сообщения, посылаемые ЭВМ, на принадлежность каждому процессу, чтобы не возникло ситуации, что процесс A считал сообщение, предназначенное процессу B.

Для организации общения между узлами вычислительной системы я использовал паттерн обмена сообщениями Pipeline. При таком паттерне мы ограничиваем все сокеты, участвующие в обмене сообщения на PUSH и PULL сокеты. Задача PUSH сокетов заключается в отправке сообщений, а задача PULL сокетов – в чтении отправленных сообщений. По моему мнению, такой паттерн ближе всего относится к идее очереди сообщений. Процесс обмена сообщениями между двумя узлами приведен ниже.
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При создании очереди сообщений ее идентификатор генерируется самостоятельно. Если посмотреть на реализацию создания очередей сообщений, то мы увидим, что на самом деле создается PULL сокет, порт которого подбирается автоматически. Идентификатор очереди на самом деле является портом, который прослушивает соответствующий сокет.

Чтобы вычислительная система следовала топологии, указанной в варианте задания, я выстроил соответствующую иерархии из вычислительных узлов. То есть, если в топологии указано, что узел 2 является дочерним по отношению к узлу 1, то это же отношение иерархии сохраняется и на их процессы (процесс, соответствующий узлу 1, является родительским по отношению к процессу, соответствующему узлу 2). Отправка сообщения осуществляется через broadcast. То есть, изначально корневой узел отправляет сообщение, полученное от пользователя, своим дочерним узлам. Далее, дочерние узлы, получив сообщение от родительского либо обрабатывают его и возвращают результат обратно родительскому узлу, либо передают сообщение своим дочерним узлам и ждут ответа от них. Если при получении ответов от дочерних узлов оба оказались отрицательными, то только в этом случае обратно возвращается отрицательный ответ.

Проверка на работоспособность узла осуществляется через timeout. Устанавливается определенное количество миллисекунд, после истечения которых узел считается неактивным.

Также, было создано “мнимое” представление топологии узлов в виде структуры данных бинарного дерева. Такое дерево будет играть роль виртуальной копии иерархии узлов, что позволит быстро определить, какому узлу необходимо послать запрос на создание дочернего узла, при этом поддерживая сбалансированность двоичного дерева.

### **Исходный код**

#### **mq/mq.c**

| #include "mq.h"  #include <zmq.h>  #include <stdlib.h>  #include <assert.h>  #include <string.h>  #include <error.h>  int listeners\_counter = 0;  static char \* \_\_mq\_server\_address = "0.0.0.0";  static int \_\_max\_endpoint\_size = 256;  #define HANDLE\_ERROR \  exit(errno)  int \_\_auto\_bind(void \* socket) {  char endpoint[\_\_max\_endpoint\_size];  char addr[\_\_max\_endpoint\_size];  size\_t endpoint\_size = \_\_max\_endpoint\_size;  int port;  sprintf(endpoint, "tcp://%s:\*", \_\_mq\_server\_address);  if (zmq\_bind(socket, endpoint) != 0)  return -1;  zmq\_getsockopt(socket, ZMQ\_LAST\_ENDPOINT, & endpoint, & endpoint\_size);  sscanf(endpoint, "tcp://0.0.0.0:%d", & port);  # // TODO: добавить зависимость от \_\_mq\_server\_address:  return port;  }  void mq\_create(MessageQueue \* mq) {  mq -> context = zmq\_ctx\_new();  mq -> socket = zmq\_socket(mq -> context, ZMQ\_PULL);  zmq\_setsockopt(mq -> socket, ZMQ\_IDENTITY, & listeners\_counter, sizeof(listeners\_counter));  listeners\_counter++;  mq -> id = \_\_auto\_bind(mq -> socket);  if (mq -> id == -1) {  HANDLE\_ERROR;  }  }  void mq\_connect(MessageQueue \* mq, int mq\_id) {  char endpoint[\_\_max\_endpoint\_size];  mq -> context = zmq\_ctx\_new();  mq -> socket = zmq\_socket(mq -> context, ZMQ\_PUSH);  mq -> id = mq\_id;  sprintf(endpoint, "tcp://%s:%d", \_\_mq\_server\_address, mq\_id);  int res = zmq\_connect(mq -> socket, endpoint);  assert(res == 0);  }  int mq\_id(MessageQueue \* mq) {  return mq -> id;  }  void mq\_send(MessageQueue \* mq, void \* data, size\_t size) {  zmq\_msg\_t message;  int res;  if (zmq\_msg\_init( & message) != 0) {  HANDLE\_ERROR;  }  if (zmq\_msg\_init\_size( & message, size) != 0) {  HANDLE\_ERROR;  }  memcpy(zmq\_msg\_data( & message), data, size);  if (zmq\_msg\_send( & message, mq -> socket, 0) == -1) {  HANDLE\_ERROR;  }  if (zmq\_msg\_close( & message) != 0) {  HANDLE\_ERROR;  }  }  void mq\_recv(MessageQueue \* mq, void \*\* buff, size\_t \* size) {  zmq\_msg\_t message;  int res;  if (zmq\_msg\_init( & message) != 0) {  HANDLE\_ERROR;  }  if (zmq\_msg\_recv( & message, mq -> socket, 0) == -1) {  if (errno == EAGAIN) {  \* buff = NULL;  \* size = -1;  return;  } else {  HANDLE\_ERROR;  }  }  \* size = zmq\_msg\_size( & message);  \* buff = malloc( \* size);  memcpy( \* buff, zmq\_msg\_data( & message), \* size);  if (zmq\_msg\_close( & message) != 0) {  HANDLE\_ERROR;  }  }  void mq\_set\_timeout(MessageQueue \* mq, int timeout) {  int res;  if (zmq\_setsockopt(mq -> socket, ZMQ\_RCVTIMEO, & timeout, sizeof(timeout))) {  HANDLE\_ERROR;  }  if (zmq\_setsockopt(mq -> socket, ZMQ\_SNDTIMEO, & timeout, sizeof(timeout))) {  HANDLE\_ERROR;  }  }  void mq\_close(MessageQueue \* mq) {  zmq\_close(mq -> socket);  zmq\_ctx\_destroy(mq -> context);  } |
| --- |

#### **mq/mq.h**

| #ifndef \_\_MESSAGE\_QUERY\_H\_\_  #define \_\_MESSAGE\_QUERY\_H\_\_  #include <stddef.h>  #define WORKER\_OK 0  #define WORKER\_ERROR\_TIMEOUT 1  #define WORKER\_ERROR\_INTERNAL 2  typedef struct {  int id;  void \* socket;  void \* context;  } MessageQueue;  void mq\_create(MessageQueue \* mq);  void mq\_connect(MessageQueue \* mq, int mq\_id);  int mq\_id(MessageQueue \* mq);  void mq\_send(MessageQueue \* mq, void \* data, size\_t size);  void mq\_recv(MessageQueue \* mq, void \*\* buff, size\_t \* size);  void mq\_set\_timeout(MessageQueue \* mq, int timeout);  void mq\_close(MessageQueue \* mq);  #endif |
| --- |

#### **queue/queue.c**

| #include "queue.h"  void queue\_init(Queue \* q) {  q -> head = NULL;  }  void queue\_push(Queue \* q, void \* value, size\_t value\_size) {  QElement \* element = (QElement \* ) malloc(sizeof(QElement));  element -> value = value;  element -> value\_size = value\_size;  element -> next = NULL;  QElement \* head = q -> head;  if (head == NULL) {  q -> head = element;  return;  }  while (head -> next != NULL) head = head -> next;  head -> next = element;  }  bool queue\_empty(Queue \* q) {  return q -> head == NULL;  }  void queue\_pop(Queue \* q, void \*\* value, size\_t \* value\_size) {  void \* res\_value = NULL;  size\_t res\_size = -1;  if (q -> head != NULL) {  QElement \* head = q -> head;  q -> head = q -> head -> next;  res\_value = head -> value;  res\_size = head -> value\_size;  free(head);  }  if (value != NULL) \* value = res\_value;  if (value\_size != NULL) \* value\_size = res\_size;  }  void queue\_delete(Queue \* q) {  while (!queue\_empty(q)) queue\_pop(q, NULL, NULL);  } |
| --- |

#### **queue/queue.h**

| #ifndef \_\_QUEUE\_H\_\_  #define \_\_QUEUE\_H\_\_  #include <stdlib.h>  #include <stdbool.h>  typedef struct \_\_QElement {  void \* value;  size\_t value\_size;  struct \_\_QElement \* next;  } QElement;  typedef struct {  QElement \* head;  } Queue;  void queue\_init(Queue \* q);  void queue\_push(Queue \* q, void \* value, size\_t value\_size);  void queue\_pop(Queue \* q, void \*\* value, size\_t \* value\_size);  bool queue\_empty(Queue \* q);  void queue\_delete(Queue \* q);  #endif |
| --- |

#### **timer/timer.c**

| #include "timer.h"  #include <sys/time.h>  #include <stddef.h>  Timemark \_\_get\_time() {  struct timeval timemark;  gettimeofday( & timemark, NULL);  return timemark.tv\_sec \* 1000 LL + timemark.tv\_usec / 1000;  }  void \_\_timer\_update(Timer \* timer) {  Timemark curr\_timemark = \_\_get\_time();  timer -> passed\_time += (curr\_timemark - timer -> last\_timemark);  timer -> last\_timemark = curr\_timemark;  }  void timer\_init(Timer \* timer) {  timer -> passed\_time = 0;  timer -> last\_timemark = \_\_get\_time();  timer -> is\_active = 0;  }  void timer\_start(Timer \* timer) {  timer -> last\_timemark = \_\_get\_time();  timer -> is\_active = 1;  }  void timer\_stop(Timer \* timer) {  \_\_timer\_update(timer);  timer -> is\_active = 0;  }  Milliseconds timer\_time(Timer \* timer) {  if (timer -> is\_active) \_\_timer\_update(timer);  return timer -> passed\_time;  } |
| --- |

#### **timer/timer.h**

| #ifndef \_\_TIMER\_H\_\_  #define \_\_TIMER\_H\_\_  typedef unsigned long Milliseconds;  typedef unsigned long Timemark;  typedef struct {  Milliseconds passed\_time;  Timemark last\_timemark;  int is\_active;  } Timer;  void timer\_init(Timer \* timer);  void timer\_start(Timer \* timer);  void timer\_stop(Timer \* timer);  Milliseconds timer\_time(Timer \* timer);  #endif |
| --- |

#### **worker/worker.c**

| #include "worker.h"  #include <zmq.h>  #include <unistd.h>  #include <stdio.h>  #include <stdlib.h>  #include <assert.h>  #include <string.h>  void \_\_send\_unavailable\_error(WorkerMessage \* message, MessageQueue \* callback) {  WorkerResult result = {  .message\_id = message -> message\_id,  .worker\_id = message -> receiver\_id,  .message\_type = message -> type,  .result\_type = RESULT\_UNAVAILABLE  };  mq\_send(callback, & result, sizeof(result));  }  pid\_t worker\_create(Worker \* worker, char \* execute\_path, int worker\_id) {  MessageQueue callback;  pid\_t pid;  mq\_create( & callback);  pid = fork();  if (pid == 0) {  char callback\_id\_str[256];  char worker\_id\_str[256];  sprintf(callback\_id\_str, "%d", mq\_id( & callback));  sprintf(worker\_id\_str, "%d", worker\_id);  char \* args[] = {  execute\_path,  worker\_id\_str,  callback\_id\_str,  NULL  };  execv(execute\_path, args);  exit(2);  }  if (pid > 0) {  CreateResult \* recv\_data;  size\_t recv\_data\_size;  pid\_t created\_worker\_pid;  mq\_recv( & callback, (void \*\* ) & recv\_data, & recv\_data\_size);  assert(recv\_data != NULL);  mq\_connect( & worker -> mq, recv\_data -> worker\_mq\_id);  worker -> id = worker\_id;  worker -> pid = recv\_data -> worker\_pid;  free(recv\_data);  return worker -> pid;  }  if (pid < 0) {  exit(2);  }  }  void worker\_send\_message(Worker \* worker, WorkerMessage \* message, size\_t message\_size) {  MessageQueue local\_callback, callback;  WorkerMessage \* message\_copy;  void \* recv\_data;  size\_t recv\_data\_size;  mq\_connect( & callback, message -> callback\_id);  mq\_create( & local\_callback);  mq\_set\_timeout( & local\_callback, 1000);  message\_copy = (WorkerMessage \* ) malloc(message\_size);  memcpy(message\_copy, message, message\_size);  message\_copy -> callback\_id = mq\_id( & local\_callback);  mq\_send( & worker -> mq, message\_copy, message\_size);  mq\_recv( & local\_callback, & recv\_data, & recv\_data\_size);  if (recv\_data == NULL)  \_\_send\_unavailable\_error(message, & callback);  else {  mq\_send( & callback, recv\_data, recv\_data\_size);  free(recv\_data);  }  free(message\_copy);  mq\_close( & local\_callback);  mq\_close( & callback);  }  void worker\_delete(Worker \* worker) {  mq\_close( & worker -> mq);  } |
| --- |

#### **worker/worker.h**

| #ifndef \_\_WORKER\_H\_\_  #define \_\_WORKER\_H\_\_  #include "../mq/mq.h"  #include "../queue/queue.h"  #include <stdbool.h>  #include <unistd.h>  typedef struct {  int id;  MessageQueue mq;  pid\_t pid;  } Worker;  typedef enum {  CREATE,  PING,  DELETE,  TIMER\_START,  TIMER\_STOP,  TIMER\_TIME  } MessageType;  typedef enum {  RESULT\_OK,  RESULT\_UNAVAILABLE,  RESULT\_PING,  NOT\_FOUND,  ALREADY\_EXISTS  } ResultType;  typedef struct {  int message\_id;  int receiver\_id;  int callback\_id;  MessageType type;  } WorkerMessage;  typedef struct {  int message\_id;  int receiver\_id;  int callback\_id;  MessageType type;  int created\_worker\_id;  } CreateMessage;  typedef struct {  int message\_id;  int receiver\_id;  int callback\_id;  MessageType type;  } PingMessage;  typedef struct {  int message\_id;  int receiver\_id;  int callback\_id;  MessageType type;  } DeleteMessage;  typedef struct {  int message\_id;  int receiver\_id;  int callback\_id;  MessageType type;  } StartTimerMessage;  typedef struct {  int message\_id;  int receiver\_id;  int callback\_id;  MessageType type;  } StopTimerMessage;  typedef struct {  int message\_id;  int receiver\_id;  int callback\_id;  MessageType type;  } GetTimeMessage;  typedef struct {  int message\_id;  int worker\_id;  MessageType message\_type;  ResultType result\_type;  } WorkerResult;  typedef struct {  int message\_id;  int worker\_id;  MessageType message\_type;  ResultType result\_type;  pid\_t worker\_pid;  int worker\_mq\_id;  } CreateResult;  typedef struct {  int message\_id;  int worker\_id;  MessageType message\_type;  ResultType result\_type;  unsigned long time;  } TimeResult;  typedef struct {  int message\_id;  int worker\_id;  MessageType message\_type;  ResultType result\_type;  Queue unavailable\_nodes;  } PingResult;  pid\_t worker\_create(Worker \* worker, char \* execute\_path, int worker\_id);  void worker\_send\_message(Worker \* worker, WorkerMessage \* message, size\_t message\_size);  void worker\_delete(Worker \* worker);  #endif |
| --- |

#### **worker\_tree/worker\_tree.c**

| #include "worker\_tree.h"  #include <stdlib.h>  #include <stdio.h>  void node\_init(Node \* node, WorkerId id) {  node -> id = id;  node -> left = NULL;  node -> right = NULL;  }  bool node\_full(Node \* node) {  return node -> left != NULL && node -> right != NULL;  }  void node\_add(Node \* parent, Node \* child) {  if (parent -> left == NULL) parent -> left = child;  else if (parent -> right == NULL) parent -> right = child;  }  void tree\_init(WorkerTree \* tree) {  tree -> root = NULL;  }  Result tree\_create\_node(WorkerTree \* tree, WorkerId worker\_id) {  Result res = {  .parent = -1,  .child = worker\_id  };  if (tree -> root == NULL) {  tree -> root = (Node \* ) malloc(sizeof(Node));  node\_init(tree -> root, worker\_id);  return res;  }  Queue q;  queue\_init( & q);  queue\_push( & q, (void \* ) tree -> root, sizeof(tree -> root));  while (!queue\_empty( & q)) {  Node \* node;  queue\_pop( & q, (void \*\* ) & node, NULL);  if (!node\_full(node)) {  Node \* c = (Node \* ) malloc(sizeof(Node));  node\_init(c, worker\_id);  node\_add(node, c);  queue\_delete( & q);  res.parent = node -> id;  return res;  }  queue\_push( & q, node -> left, sizeof(node -> left));  queue\_push( & q, node -> right, sizeof(node -> right));  }  queue\_delete( & q);  }  bool \_\_find\_node(Node \* node, WorkerId worker\_id) {  if (node == NULL) return false;  if (node -> id == worker\_id) return true;  return \_\_find\_node(node -> left, worker\_id) || \_\_find\_node(node -> right, worker\_id);  }  bool tree\_exists(WorkerTree \* tree, WorkerId worker\_id) {  return \_\_find\_node(tree -> root, worker\_id);  }  void \_\_print\_node(Node \* node, int layer) {  if (node == NULL) return;  \_\_print\_node(node -> right, layer + 1);  for (int i = 0; i < layer; i++) printf("\t");  printf("[Worker #%d]\n", node -> id);  \_\_print\_node(node -> left, layer + 1);  }  void print\_tree(WorkerTree \* tree) {  \_\_print\_node(tree -> root, 0);  }  void \_\_delete\_node(Node \* node) {  if (node == NULL) return;  \_\_delete\_node(node -> left);  \_\_delete\_node(node -> right);  free(node);  }  void tree\_delete(WorkerTree \* tree) {  \_\_delete\_node(tree -> root);  }  Node \* \_\_remove\_node(Node \* node, WorkerId worker\_id) {  if (node == NULL) return NULL;  if (node -> id == worker\_id) {  \_\_delete\_node(node);  return NULL;  }  node -> left = \_\_remove\_node(node -> left, worker\_id);  node -> right = \_\_remove\_node(node -> right, worker\_id);  return node;  }  void tree\_remove\_node(WorkerTree \* tree, WorkerId worker\_id) {  tree -> root = \_\_remove\_node(tree -> root, worker\_id);  }  void tree\_get\_nodes(WorkerTree \* tree, Queue \* nodes) {  Queue q;  queue\_init( & q);  queue\_push( & q, (void \* ) tree -> root, sizeof(tree -> root));  while (!queue\_empty( & q)) {  Node \* node;  queue\_pop( & q, (void \*\* ) & node, NULL);  if (node == NULL) continue;  queue\_push(nodes, (void \* ) & node -> id, sizeof(node -> id));  queue\_push( & q, (void \* ) node -> left, sizeof(node -> left));  queue\_push( & q, (void \* ) node -> right, sizeof(node -> right));  }  queue\_delete( & q);  } |
| --- |

#### **worker\_tree/worker\_tree.h**

| #ifndef \_\_WORKER\_TREE\_H\_\_  #define \_\_WORKER\_TREE\_H\_\_  #include "../queue/queue.h"  #include <stdbool.h>  #include <stdlib.h>  typedef int WorkerId;  typedef struct \_\_Node {  WorkerId id;  struct \_\_Node \* left;  struct \_\_Node \* right;  } Node;  typedef struct {  Node \* root;  } WorkerTree;  typedef struct {  WorkerId parent;  WorkerId child;  } Result;  void tree\_init(WorkerTree \* tree);  Result tree\_create\_node(WorkerTree \* tree, WorkerId worker\_id);  void tree\_remove\_node(WorkerTree \* tree, WorkerId worker\_id);  bool tree\_exists(WorkerTree \* tree, WorkerId worker\_id);  void tree\_get\_nodes(WorkerTree \* tree, Queue \* nodes);  void print\_tree(WorkerTree \* tree);  void tree\_delete(WorkerTree \* tree);  #endif |
| --- |

#### **main.c**

| #include "./worker\_tree/worker\_tree.h"  #include "./worker/worker.h"  #include "./queue/queue.h"  #include "user\_commands.h"  #include "./mq/mq.h"  #include <string.h>  #include <sys/wait.h>  #include <stdio.h>  MessageQueue callback;  Worker root\_worker;  WorkerTree tree;  int command\_counter = 1;  WorkerResult base\_result(UserCommand cmd, MessageType message\_type, ResultType result\_type) {  WorkerResult result = {  .message\_id = cmd.command\_id,  .worker\_id = cmd.worker\_id,  .message\_type = message\_type,  .result\_type = result\_type  };  return result;  }  void send\_to\_output(WorkerResult \* result, size\_t result\_size) {  MessageQueue output;  mq\_connect( & output, mq\_id( & callback));  mq\_send( & output, result, result\_size);  mq\_close( & output);  }  void send\_not\_found\_result(UserCommand cmd, MessageType type) {  WorkerResult result = base\_result(cmd, type, NOT\_FOUND);  send\_to\_output( & result, sizeof(result));  }  void send\_already\_exists\_result(UserCommand cmd, MessageType type) {  WorkerResult result = base\_result(cmd, type, ALREADY\_EXISTS);  send\_to\_output( & result, sizeof(result));  }  int get\_command\_id() {  return command\_counter++;  }  UserCommand scan\_user\_command() {  char command\_type[256];  int command\_id = get\_command\_id();  UserCommand command;  printf("(%d) > ", command\_id);  scanf("%s", command\_type);  if (!strcmp(command\_type, "create")) {  command.type = USER\_CREATE;  scanf("%d", & command.worker\_id);  }  if (!strcmp(command\_type, "remove")) {  command.type = USER\_REMOVE;  scanf("%d", & command.worker\_id);  }  if (!strcmp(command\_type, "ping")) {  command.type = USER\_PING;  command.worker\_id = -1;  }  if (!strcmp(command\_type, "exec")) {  scanf("%d", & command.worker\_id);  char action[256];  scanf("%s", action);  if (!strcmp(action, "start")) command.type = USER\_EXEC\_START;  if (!strcmp(action, "stop")) command.type = USER\_EXEC\_STOP;  if (!strcmp(action, "time")) command.type = USER\_EXEC\_TIME;  }  if (!strcmp(command\_type, "close")) {  command.type = USER\_CLOSE;  command.worker\_id = -1;  }  command.command\_id = command\_id;  return command;  }  void result\_type\_repr(char \* str, ResultType type) {  switch (type) {  case RESULT\_OK:  strcpy(str, " : ok");  break;  case RESULT\_UNAVAILABLE:  strcpy(str, " : error : node is unavailable");  break;  case NOT\_FOUND:  strcpy(str, " : error : not found");  break;  case ALREADY\_EXISTS:  strcpy(str, " : error : already exists");  break;  case RESULT\_PING:  strcpy(str, " : ok");  break;  }  }  void handle\_result\_messages() {  WorkerResult \* result;  size\_t result\_size;  char result\_type\_str[256];  mq\_recv( & callback, (void \*\* ) & result, & result\_size);  result\_type\_repr(result\_type\_str, result -> result\_type);  printf("[Main] <<< (%d)", result -> message\_id);  if (result -> message\_type == TIMER\_TIME || result -> message\_type == TIMER\_START || result -> message\_type == TIMER\_STOP) {  printf(" : %d", result -> worker\_id);  }  printf("%s", result\_type\_str);  if (result -> result\_type == NOT\_FOUND || result -> result\_type == ALREADY\_EXISTS || result -> result\_type == RESULT\_UNAVAILABLE) {  printf("\n");  return;  }  if (result -> result\_type == RESULT\_PING) {  PingResult \* ping\_result = (PingResult \* ) result;  printf(": ");  while (!queue\_empty( & ping\_result -> unavailable\_nodes)) {  int \* unavailable\_node\_id;  queue\_pop( & ping\_result -> unavailable\_nodes, (void \*\* ) & unavailable\_node\_id, NULL);  printf("%d; ", \* unavailable\_node\_id);  }  }  if (result -> message\_type == CREATE) {  CreateResult \* create\_result = (CreateResult \* ) result;  printf(" : %d", create\_result -> worker\_pid);  }  if (result -> message\_type == TIMER\_TIME) {  TimeResult \* time\_result = (TimeResult \* ) result;  printf(" : %lu", time\_result -> time);  }  printf("\n");  }  void handle\_create\_command(UserCommand cmd) {  Result add\_node\_result;  CreateMessage message;  if (tree\_exists( & tree, cmd.worker\_id)) {  send\_already\_exists\_result(cmd, CREATE);  return;  }  add\_node\_result = tree\_create\_node( & tree, cmd.worker\_id);  message.message\_id = cmd.command\_id;  message.receiver\_id = add\_node\_result.parent;  message.callback\_id = mq\_id( & callback);  message.type = CREATE;  message.created\_worker\_id = add\_node\_result.child;  worker\_send\_message( & root\_worker, (WorkerMessage \* ) & message, sizeof(message));  }  void handle\_remove\_command(UserCommand cmd) {  Result remove\_node\_result;  DeleteMessage message;  if (!tree\_exists( & tree, cmd.worker\_id)) {  send\_not\_found\_result(cmd, DELETE);  return;  }  tree\_remove\_node( & tree, cmd.worker\_id);  message.message\_id = cmd.command\_id;  message.receiver\_id = cmd.worker\_id;  message.callback\_id = mq\_id( & callback);  message.type = DELETE,  worker\_send\_message( & root\_worker, (WorkerMessage \* ) & message, sizeof(message));  }  void handle\_exec\_start\_command(UserCommand cmd) {  StartTimerMessage message = {  .message\_id = cmd.command\_id,  .receiver\_id = cmd.worker\_id,  .callback\_id = mq\_id( & callback),  .type = TIMER\_START  };  if (!tree\_exists( & tree, cmd.worker\_id)) {  send\_not\_found\_result(cmd, TIMER\_START);  return;  }  worker\_send\_message( & root\_worker, (WorkerMessage \* ) & message, sizeof(message));  }  void handle\_exec\_stop\_command(UserCommand cmd) {  StopTimerMessage message = {  .message\_id = cmd.command\_id,  .receiver\_id = cmd.worker\_id,  .callback\_id = mq\_id( & callback),  .type = TIMER\_STOP  };  if (!tree\_exists( & tree, cmd.worker\_id)) {  send\_not\_found\_result(cmd, TIMER\_STOP);  return;  }  worker\_send\_message( & root\_worker, (WorkerMessage \* ) & message, sizeof(message));  }  void handle\_exec\_time\_command(UserCommand cmd) {  GetTimeMessage message = {  .message\_id = cmd.command\_id,  .receiver\_id = cmd.worker\_id,  .callback\_id = mq\_id( & callback),  .type = TIMER\_TIME  };  if (!tree\_exists( & tree, cmd.worker\_id)) {  send\_not\_found\_result(cmd, TIMER\_TIME);  return;  }  worker\_send\_message( & root\_worker, (WorkerMessage \* ) & message, sizeof(message));  }  void handle\_ping\_command(UserCommand cmd) {  Queue nodes, unavailable\_nodes;  MessageQueue local\_callback, output;  PingResult result;  queue\_init( & nodes);  queue\_init( & unavailable\_nodes);  mq\_create( & local\_callback);  mq\_connect( & output, mq\_id( & callback));  tree\_get\_nodes( & tree, & nodes);  while (!queue\_empty( & nodes)) {  int \* worker\_id;  queue\_pop( & nodes, (void \*\* ) & worker\_id, NULL);  PingMessage ping\_message = {  .message\_id = -1,  .receiver\_id = \* worker\_id,  .callback\_id = mq\_id( & local\_callback),  .type = PING  };  WorkerResult \* ping\_result;  size\_t ping\_result\_size;  worker\_send\_message( & root\_worker, (WorkerMessage \* ) & ping\_message, sizeof(ping\_message));  mq\_recv( & local\_callback, (void \*\* ) & ping\_result, & ping\_result\_size);  if (ping\_result -> result\_type == RESULT\_UNAVAILABLE)  queue\_push( & unavailable\_nodes, (void \* ) worker\_id, sizeof( \* worker\_id));  }  result.message\_id = cmd.command\_id;  result.worker\_id = -1;  result.message\_type = PING;  result.result\_type = RESULT\_PING;  memcpy( & result.unavailable\_nodes, & unavailable\_nodes, sizeof(unavailable\_nodes));  mq\_send( & output, & result, sizeof(result));  }  void handle\_close\_command(UserCommand cmd) {  MessageQueue local\_callback;  mq\_create( & local\_callback);  DeleteMessage message = {  .message\_id = cmd.command\_id,  .receiver\_id = root\_worker.id,  .callback\_id = mq\_id( & local\_callback),  .type = DELETE  };  worker\_send\_message( & root\_worker, (WorkerMessage \* ) & message, sizeof(message));  waitpid(root\_worker.pid, NULL, 0);  exit(0);  }  int main(void) {  mq\_create( & callback);  tree\_init( & tree);  worker\_create( & root\_worker, "worker", -1);  tree\_create\_node( & tree, root\_worker.id);  while (1) {  UserCommand cmd = scan\_user\_command();  switch (cmd.type) {  case USER\_CREATE:  handle\_create\_command(cmd);  print\_tree( & tree);  break;  case USER\_PING:  handle\_ping\_command(cmd);  break;  case USER\_REMOVE:  handle\_remove\_command(cmd);  print\_tree( & tree);  break;  case USER\_EXEC\_START:  handle\_exec\_start\_command(cmd);  break;  case USER\_EXEC\_STOP:  handle\_exec\_stop\_command(cmd);  break;  case USER\_EXEC\_TIME:  handle\_exec\_time\_command(cmd);  break;  case USER\_CLOSE:  handle\_close\_command(cmd);  break;  }  handle\_result\_messages();  }  } |
| --- |

#### **node.c**

| #include "./mq/mq.h"  #include "./worker/worker.h"  #include "./timer/timer.h"  #include <stdlib.h>  #include <string.h>  #include <unistd.h>  #include <sys/wait.h>  #include <stdio.h>  int id;  MessageQueue mq;  Timer timer;  #define WORKERS\_AMOUNT 2  int created\_workers = 0;  Worker child\_workers[WORKERS\_AMOUNT];  void delete\_child\_worker(int worker\_id) {  int i;  int found = 0;  for (i = 0; i < created\_workers; i++) {  if (child\_workers[i].id == worker\_id) {  found = 1;  break;  }  }  for (int j = i; j < created\_workers - 1; j++) {  memcpy( & child\_workers[j], & child\_workers[j + 1], sizeof(child\_workers[j]));  }  if (found) created\_workers--;  if (created\_workers < 0) created\_workers = 0;  }  void init\_worker(int worker\_id, int callback\_id) {  MessageQueue callback;  int worker\_mq\_id;  mq\_create( & mq);  id = worker\_id;  mq\_connect( & callback, callback\_id);  CreateResult result = {  .worker\_id = id,  .message\_type = CREATE,  .result\_type = RESULT\_OK,  .worker\_pid = getpid(),  .worker\_mq\_id = mq\_id( & mq)  };  mq\_send( & callback, & result, sizeof(result));  timer\_init( & timer);  }  void handle\_ping\_message(PingMessage \* message) {  MessageQueue callback;  WorkerResult result = {  .message\_id = message -> message\_id,  .worker\_id = id,  .message\_type = message -> type,  .result\_type = RESULT\_OK  };  mq\_connect( & callback, message -> callback\_id);  mq\_send( & callback, & result, sizeof(result));  mq\_close( & callback);  }  void handle\_create\_message(CreateMessage \* message) {  MessageQueue callback;  CreateResult result = {  .message\_id = message -> message\_id,  .worker\_id = id,  .message\_type = message -> type,  .result\_type = RESULT\_OK,  .worker\_pid = -1,  .worker\_mq\_id = -1  };  mq\_connect( & callback, message -> callback\_id);  if (created\_workers >= WORKERS\_AMOUNT) {  mq\_close( & callback);  exit(2);  }  result.worker\_pid = worker\_create( & child\_workers[created\_workers], "worker", message -> created\_worker\_id);  result.worker\_mq\_id = mq\_id( & child\_workers[created\_workers].mq);  created\_workers++;  mq\_send( & callback, & result, sizeof(result));  mq\_close( & callback);  }  void handle\_delete\_message(DeleteMessage \* message) {  DeleteMessage local\_message;  MessageQueue local\_callback, callback;  WorkerResult result = {  .message\_id = message -> message\_id,  .worker\_id = id,  .message\_type = message -> type,  .result\_type = RESULT\_OK  };  mq\_create( & local\_callback);  mq\_connect( & callback, message -> callback\_id);  memcpy( & local\_message, message, sizeof(local\_message));  local\_message.callback\_id = mq\_id( & local\_callback);  for (int i = 0; i < created\_workers; i++) {  local\_message.receiver\_id = child\_workers[i].id;  mq\_send( & child\_workers[i].mq, & local\_message, sizeof(local\_message));  }  mq\_send( & callback, & result, sizeof(result));  mq\_close( & local\_callback);  mq\_close( & callback);  exit(0);  }  void handle\_timer\_start\_message(StartTimerMessage \* message) {  MessageQueue callback;  WorkerResult result = {  .message\_id = message -> message\_id,  .worker\_id = id,  .message\_type = message -> type,  .result\_type = RESULT\_OK  };  mq\_connect( & callback, message -> callback\_id);  timer\_start( & timer);  mq\_send( & callback, & result, sizeof(result));  mq\_close( & callback);  }  void handle\_timer\_stop\_message(StopTimerMessage \* message) {  MessageQueue callback;  WorkerResult result = {  .message\_id = message -> message\_id,  .worker\_id = id,  .message\_type = message -> type,  .result\_type = RESULT\_OK  };  mq\_connect( & callback, message -> callback\_id);  timer\_stop( & timer);  mq\_send( & callback, & result, sizeof(result));  mq\_close( & callback);  }  void handle\_timer\_time\_message(GetTimeMessage \* message) {  MessageQueue callback;  TimeResult result = {  .message\_id = message -> message\_id,  .worker\_id = id,  .message\_type = message -> type,  .result\_type = RESULT\_OK,  .time = 0  };  mq\_connect( & callback, message -> callback\_id);  result.time = timer\_time( & timer);  mq\_send( & callback, & result, sizeof(result));  mq\_close( & callback);  }  void delegate\_message(WorkerMessage \* message, size\_t message\_size) {  MessageQueue callback, local\_callback;  mq\_connect( & callback, message -> callback\_id);  mq\_create( & local\_callback);  mq\_set\_timeout( & local\_callback, 100);  message -> callback\_id = mq\_id( & local\_callback);  for (int i = 0; i < created\_workers; i++)  mq\_send( & child\_workers[i].mq, message, message\_size);  int res = 0;  for (int i = 0; i < created\_workers; i++) {  WorkerResult \* recv\_data;  size\_t recv\_data\_size;  mq\_recv( & local\_callback, (void \*\* ) & recv\_data, & recv\_data\_size);  if (recv\_data == NULL)  continue;  if (recv\_data -> result\_type != RESULT\_UNAVAILABLE) {  mq\_send( & callback, recv\_data, recv\_data\_size);  mq\_close( & local\_callback);  free(recv\_data);  res = 1;  break;  }  free(recv\_data);  }  if (message -> type == DELETE) {  delete\_child\_worker(message -> receiver\_id);  }  if (res) return;  WorkerResult result = {  .message\_id = message -> message\_id,  .worker\_id = message -> receiver\_id,  .message\_type = message -> type,  .result\_type = RESULT\_UNAVAILABLE  };  mq\_send( & callback, & result, sizeof(result));  }  int main(int argc, char \* argv[]) {  WorkerMessage \* message;  size\_t message\_size;  init\_worker(atoi(argv[1]), atoi(argv[2]));  while (1) {  mq\_recv( & mq, (void \*\* ) & message, & message\_size);  if (message -> receiver\_id != id) {  delegate\_message(message, message\_size);  free(message);  continue;  }  switch (message -> type) {  case PING:  handle\_ping\_message((PingMessage \* ) message);  break;  case CREATE:  handle\_create\_message((CreateMessage \* ) message);  break;  case DELETE:  handle\_delete\_message((DeleteMessage \* ) message);  break;  case TIMER\_START:  handle\_timer\_start\_message((StartTimerMessage \* ) message);  break;  case TIMER\_STOP:  handle\_timer\_stop\_message((StopTimerMessage \* ) message);  break;  case TIMER\_TIME:  handle\_timer\_time\_message((GetTimeMessage \* ) message);  break;  }  free(message);  }  return 0;  } |
| --- |

#### **user\_commands.h**

| #ifndef \_\_USER\_COMMANDS\_H\_\_  #define \_\_USER\_COMMANDS\_H\_\_  typedef enum {  USER\_CREATE,  USER\_PING,  USER\_REMOVE,  USER\_EXEC\_START,  USER\_EXEC\_STOP,  USER\_EXEC\_TIME,  USER\_CLOSE  } UserCommandType;  typedef struct {  int command\_id;  UserCommandType type;  int worker\_id;  } UserCommand;  #endif |
| --- |

### **Пример работы**

![](data:image/png;base64,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)

![](data:image/png;base64,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)

## **Вывод**

В ходе выполнения лабораторной работы я получил опыт работы с библиотекой ZeroMQ, ознакомился с основными концептами идеи сервера очереди сообщений. Также, я изучил основные классификации очередей сообщений: синхронное или асинхронное взаимодействие, сохранение на диск, пересылка по сети, использование брокера.

Использование очереди сообщений в вычислительных сетях заметно повышает ее эффективность, однако, добавляет не меньше трудностей, так как теперь возникает необходимость в мониторинге системы в реальном времени, чтобы отслеживать моменты, когда какие-либо узлы стали неработоспособными. В вычислительных сетях основная трудность заключается в организации обмена сообщениями, так как при отправке мы не можем быть уверенными, что ответ нам придет, или что сообщение вообще пришло получателю.

По своей идее архитектура вычислительных сетей очень похожа на микросервисную архитектуру. Отличие заключается лишь в назначении узлов. В микросервисной архитектуре каждый узел имеет более широкое применение, так как выполнять они могут разные задачи, в то время как в вычислительных сетях все узлы по своей сути являются простыми репликами.