# 配置线(好像只下发了配置没有修改硬件啊啊啊)

### kochab

int

dl\_wfradio\_set\_chanbw (struct db\_table\_hdr \*tbh, int m,

int chanbw)

{

dl\_iwpriv\_set(tb[m].name, "bhuChanBw", (char \*)&val, 1, sizeof(int))

}

int

dl\_iwpriv\_set(const char \*ifname, const char \*cmdname, const char \*args, int count, int sz)

{

skfd = if\_enter() //创建socket

dl\_iwpirv\_cmd(skfd, ifname, cmdname, &priv, &cmd, &subcmd)//获取正真的ioctl命令

ioctl(skfd, cmd->cmd, &wrq)//下发命令

}

## 获取ioctl命令列表 dl\_iwpirv\_cmd

### kochab

int

dl\_iwpirv\_cmd(int skfd, const char \*ifname, const char \*cmdname,

iwprivargs \*\*privp, iwprivargs \*\*cmd, iwprivargs \*\*subcmd)

{

num = iw\_get\_priv\_info(skfd, ifname, &priv);//获取该接口（ifname）支持的ioctl命令列表。

。。。。

匹配出真正的ioctl命令

}

int

iw\_get\_priv\_info(int skfd,

const char \* ifname,

iwprivargs \*\* ppriv)

{

Do

{

//每次读取16个命令。

iw\_get\_ext(skfd, ifname, SIOCGIWPRIV, &wrq)

}

}

static inline int

iw\_get\_ext(int skfd, /\* Socket to the kernel \*/

const char \* ifname, /\* Device name \*/

int request, /\* WE ID \*/

struct iwreq \* pwrq) /\* Fixed part of the request \*/

{

ioctl(skfd, request, pwrq) //下内核 (SIOCGIWPRIV)

}

### 内核：

static const struct file\_operations socket\_file\_ops = {

.unlocked\_ioctl = sock\_ioctl,

.compat\_ioctl = compat\_sock\_ioctl,

};

sock\_ioctl/ compat\_sock\_ioctl

---🡪 **dev\_ioctl**(){

if (cmd >= SIOCIWFIRST && cmd <= SIOCIWLAST) // SIOCIWFIRST:0x8B00 SIOCIWLAST:0x8BFF

return wext\_handle\_ioctl(net, &ifr, cmd, arg);

}

---🡪 wext\_handle\_ioctl(){}

---🡪 **wext\_ioctl\_dispatch**(){}

---🡪 wireless\_process\_ioctl(){

dev = \_\_dev\_get\_by\_name(net, ifr->ifr\_name))//获取接口对应的dev

if (cmd == SIOCGIWSTATS)

return standard(dev, iwr, cmd, info,

&iw\_handler\_get\_iwstats);

/\*\*\* **[dev->wireless\_handlers]** **这个wifi和vap使用不同的attach** \*\*\*/

if (cmd == SIOCGIWPRIV && dev->**wireless\_handlers**) //获取ioctl命令列表

return standard(dev, iwr, cmd, info,

&iw\_handler\_get\_private);

/\* New driver API : try to find the handler \*/

handler = get\_handler(dev, cmd); //获取iw ioctl命令的处理函数

if (handler) {

/\* Standard and private are not the same \*/

if (cmd < SIOCIWFIRSTPRIV) // SIOCIWFIRSTPRIV:0x8BE0

return standard(dev, iwr, cmd, info, handler);

else

return private(dev, iwr, cmd, info, handler);

}

/\* Old driver API : call driver ioctl handler \*/

if (dev->netdev\_ops->ndo\_do\_ioctl)

return dev->netdev\_ops->ndo\_do\_ioctl(dev, ifr, cmd);

}

----🡪 iw\_handler\_get\_private(){

memcpy(extra, dev->wireless\_handlers->private\_args,

sizeof(struct iw\_priv\_args) \* wrqu->data.length);

}

### 驱动Ath\_wlan

dev->wireless\_handlers是哪来的呢？

\_\_ath\_attach //

---🡪 ath\_iw\_attach(dev){

dev->wireless\_handlers = &ath\_iw\_handler\_def;

}

#ifdef ATH\_SUPPORT\_HTC

#else

static struct iw\_handler\_def ath\_iw\_handler\_def = {

.standard = (iw\_handler \*) NULL,

.num\_standard = 0,

.private = (iw\_handler \*) ath\_iw\_priv\_handlers,

.num\_private = TABLE\_SIZE(ath\_iw\_priv\_handlers),

.private\_args = (struct iw\_priv\_args \*) ath\_iw\_priv\_args,

.num\_private\_args = TABLE\_SIZE(ath\_iw\_priv\_args),

.get\_wireless\_stats = NULL,

};

#endif

ath\_iw\_priv\_args 即为ioctl参数列表。

## 下发真正的命令

### kochab ioctl(skfd, cmd->cmd, &wrq)

### 内核

同样先到---🡪 **wireless\_process\_ioctl**(){

dev = \_\_dev\_get\_by\_name(net, ifr->ifr\_name))//获取接口对应的dev

if (cmd == SIOCGIWSTATS)

return standard(dev, iwr, cmd, info,

&iw\_handler\_get\_iwstats);

if (cmd == SIOCGIWPRIV && dev->wireless\_handlers) //获取ioctl命令列表

return standard(dev, iwr, cmd, info,

&iw\_handler\_get\_private);

/\* New driver API : try to find the handler \*/

handler = get\_handler(dev, cmd); //获取iw ioctl命令的处理函数

if (handler) {

/\* Standard and private are not the same \*/

if (cmd < SIOCIWFIRSTPRIV) // SIOCIWFIRSTPRIV:0x8BE0

return standard(dev, iwr, cmd, info, handler);

else

return private(dev, iwr, cmd, info, handler);

}

/\* Old driver API : call driver ioctl handler \*/

if (dev->netdev\_ops->ndo\_do\_ioctl)

return dev->netdev\_ops->ndo\_do\_ioctl(dev, ifr, cmd);

}

----🡪 get\_handler (){

/\* Try as a private command \*/

index = cmd - SIOCIWFIRSTPRIV;

if (index < dev->wireless\_handlers->num\_private)

return dev->wireless\_handlers->private[index];

}

----🡪（private）//int ioctl\_private\_call()//见驱动

### 驱动Ath\_wlan

还是这个结构体

#ifdef ATH\_SUPPORT\_HTC

#else

static struct iw\_handler\_def ath\_iw\_handler\_def = {

.standard = (iw\_handler \*) NULL,

.num\_standard = 0,

.private = (iw\_handler \*) **ath\_iw\_priv\_handlers**,

.num\_private = TABLE\_SIZE(ath\_iw\_priv\_handlers),

.private\_args = (struct iw\_priv\_args \*) ath\_iw\_priv\_args,

.num\_private\_args = TABLE\_SIZE(ath\_iw\_priv\_args),

.get\_wireless\_stats = NULL,

};

#endif

static const iw\_handler **ath\_iw\_priv\_handlers**[] = {

(iw\_handler) ath\_iw\_setparam, /\* SIOCWFIRSTPRIV+0 \*/

(iw\_handler) ath\_iw\_getparam, /\* SIOCWFIRSTPRIV+1 \*/

(iw\_handler) ath\_iw\_setcountry, /\* SIOCWFIRSTPRIV+2 \*/

(iw\_handler) ath\_iw\_getcountry, /\* SIOCWFIRSTPRIV+3 \*/

(iw\_handler) ath\_iw\_sethwaddr, /\* SIOCWFIRSTPRIV+4 \*/

(iw\_handler) ath\_iw\_gethwaddr, /\* SIOCWFIRSTPRIV+5 \*/

/\* begin: liurq@BHU, 2013-3-4 \*/

(iw\_handler) ath\_iw\_setparam, /\* SIOCWFIRSTPRIV+6 \*/

(iw\_handler) ath\_iw\_getparam, /\* SIOCWFIRSTPRIV+7 \*/

/\* end: liurq@BHU, 2013-3-4 \*/

};

struct iwreq

{

union

{

char ifrn\_name[IFNAMSIZ]; /\* if name, e.g. "eth0" \*/

} ifr\_ifrn;

/\* Data part (defined just above) \*/

union iwreq\_data u;

};

union iwreq\_data

{

/\* Config - generic \*/

char name[IFNAMSIZ];

/\* Name : used to verify the presence of wireless extensions.

\* Name of the protocol/provider... \*/

struct iw\_point essid; /\* Extended network name \*/

struct iw\_param nwid; /\* network id (or domain - the cell)

struct iw\_freq freq; /\* frequency or channel :

\* 0-1000 = channel

\* > 1000 = frequency in Hz \*/

struct iw\_param sens; /\* signal level threshold \*/

struct iw\_param bitrate; /\* default bit rate \*/

struct iw\_param txpower; /\* default transmit power \*/

struct iw\_param rts; /\* RTS threshold threshold \*/

struct iw\_param frag; /\* Fragmentation threshold \*/

\_\_u32 mode; /\* Operation mode \*/

struct iw\_param retry; /\* Retry limits & lifetime \*/

struct iw\_point encoding; /\* Encoding stuff : tokens \*/

struct iw\_param power; /\* PM duration/timeout \*/

struct iw\_quality qual; /\* Quality part of statistics \*/

struct sockaddr ap\_addr; /\* Access point address \*/

struct sockaddr addr; /\* Destination address (hw/mac) \*/

struct iw\_param param; /\* Other small parameters \*/

struct iw\_point data; /\* Other large parameters \*/

};

()

static int ioctl\_private\_call(struct net\_device \*dev, struct iwreq \*iwr,

unsigned int cmd, struct iw\_request\_info \*info,

iw\_handler handler)

{

int extra\_size = 0, ret = -EINVAL;

const struct iw\_priv\_args \*descr;

extra\_size = get\_priv\_descr\_and\_size(dev, cmd, &descr);

/\* Check if we have a pointer to user space data or not. \*/

if (extra\_size == 0) {

/\* No extra arguments. Trivial to handle \*/

ret = handler(dev, info, &(iwr->u), (char \*) &(iwr->u));

} else {

ret = ioctl\_private\_iw\_point(&iwr->u.data, cmd, descr,

handler, dev, info, extra\_size);

}

/\* Call commit handler if needed and defined \*/

if (ret == -EIWCOMMIT)

ret = call\_commit\_handler(dev);

return ret;

}

int

dl\_iwpriv\_set(const char \*ifname, const char \*cmdname, const char \*args, int count, int sz)

{

…

u8 buff[1024];

if(offset) {

((u32 \*) buff)[0] = subcmd->cmd;

}

memcpy(buff+offset, args, sz\*count<1024 ? sz\*count : 1024);

wrq.u.data.pointer = (caddr\_t) buff;

wrq.u.data.flags = cmd->cmd;

…

}

(handler(dev, info, &(iwr->u), (char \*) &(iwr->u));)

static int **ath\_iw\_setparam**(struct net\_device \*dev,

struct iw\_request\_info \*info,

void \*w,

char \*extra)

{

int \*i = (int \*) extra;

if (param & ATH\_PARAM\_SHIFT){

param -= ATH\_PARAM\_SHIFT;

retval = scn->sc\_ops->ath\_set\_config\_param(scn->sc\_dev,

(ath\_param\_ID\_t)param,

&(i[1]));//&value); //liurq@BHU, 2013-3-4

}

}

{ **ATH\_PARAM\_TXPOWER\_LIMIT2G** | ATH\_PARAM\_SHIFT,

IW\_PRIV\_TYPE\_INT | IW\_PRIV\_SIZE\_FIXED | 1, 0, "TXPowLim2G" },

static const struct ath\_ops ath\_ar\_ops = {

…

ath\_set\_config // sc\_ops->ath\_set\_config\_param

…

}

int

ath\_set\_config(ath\_dev\_t dev, ath\_param\_ID\_t ID, void \*buff)

{

case **ATH\_PARAM\_TXPOWER\_LIMIT2G**:

if (\*(int \*)buff > ATH\_TXPOWER\_MAX\_2G) {

retval = -1;

} else {

**sc->sc\_config.txpowlimit2G = \*(int \*)buff;**

}

}

struct ifreq \*ifr, 🡸🡺 struct iwreq \*iwr

struct iw\_point

{

**void \_\_user \*pointer; /\* Pointer to the data (in user space) \*/**

\_\_u16 length; /\* number of fields or size in bytes \*/

\_\_u16 flags; /\* Optional params \*/

};

# 创建VAP

## Kochab

char \*

dl\_wfvap\_create\_vap (char \*radio, const char \*name, char mode)

{

struct ieee80211\_clone\_params cp;

struct ifreq ifr;

…

switch(mode) {

case 1:/\* **AP** \*/

cp.icp\_opmode = IEEE80211\_M\_HOSTAP;

cp.icp\_flags = IEEE80211\_CLONE\_BSSID;

break;

case 2:/\* **STA** \*/

cp.icp\_opmode = IEEE80211\_M\_STA;

cp.icp\_flags = IEEE80211\_CLONE\_BSSID;

break;

…

strncpy(ifr.ifr\_name, radio, IFNAMSIZ);

strncpy(cp.icp\_name, name, IFNAMSIZ);

ifr.**ifr\_data** = (void \*) &cp;

ioctl(skfd, SIOC80211IFCREATE, &ifr)

}

## 内核

先到---🡪 **wireless\_process\_ioctl**()

{

struct net\_device \*dev;

dev = \_\_dev\_get\_by\_name(net, ifr->**ifr\_name**)) /\* namePCI设备名： wifi0 \*/

if (dev->netdev\_ops->ndo\_do\_ioctl)

return dev->netdev\_ops->ndo\_do\_ioctl(dev, ifr, cmd);

}

static const struct net\_device\_ops athdev\_net\_ops = {

.ndo\_open = ath\_netdev\_open,

.ndo\_stop = ath\_netdev\_stop,

.ndo\_start\_xmit = ath\_netdev\_hardstart,

.ndo\_set\_mac\_address = ath\_netdev\_set\_macaddr,

.ndo\_tx\_timeout = ath\_netdev\_tx\_timeout,

.ndo\_get\_stats = ath\_getstats,

.ndo\_change\_mtu = ath\_change\_mtu,

.ndo\_set\_multicast\_list = ath\_netdev\_set\_mcast\_list,

**.ndo\_do\_ioctl = ath\_ioctl,**

};

## 驱动

static int

ath\_ioctl(struct net\_device \*dev, struct ifreq \*ifr, int cmd)

{ switch (cmd){

。。。

case SIOC80211IFCREATE:

error = osif\_ioctl\_create\_vap(dev, ifr, scn->sc\_osdev);

。。。

}

}

---🡪

int

osif\_ioctl\_create\_vap(struct net\_device \*comdev, struct ifreq \*ifr, osdev\_t os\_handle)

{

struct ieee80211\_clone\_params cp;

wlan\_dev\_t devhandle = ath\_netdev\_priv(comdev);

ifc\_name2unit(cp.icp\_name, &unit); /\* wlan1 🡺 1 \*/

**\_copy\_from\_user(&cp, ifr->ifr\_data, sizeof(cp))**

strncpy(name, cp.icp\_name, sizeof(name));

// Allocate net device for this network interface （for vap like : **wlan0**）

dev = alloc\_netdev(sizeof(osif\_dev), name, ether\_setup);

if (cp.icp\_opmode == IEEE80211\_M\_HOSTAP) {

scan\_priority\_mapping\_base = DEF\_VAP\_SCAN\_PRI\_MAP\_OPMODE\_AP\_BASE;

}

vap = **wlan\_vap\_create**(**devhandle**, cp.icp\_opmode, scan\_priority\_mapping\_base, cp.icp\_flags, cp.icp\_bssid);

**osifp->****os\_if = vap;**

osifp->os\_handle = os\_handle;

osifp->os\_devhandle = devhandle;

osifp->os\_comdev = comdev;

osifp->os\_opmode = cp.icp\_opmode;

osifp->os\_unit = unit;

osif\_vap\_setup(vap, dev, cp.icp\_opmode); /\* ? 各种event注册，状态机初始化 ? \*/

#if LINUX\_VERSION\_CODE > KERNEL\_VERSION(2,6,30)

dev->netdev\_ops = &osif\_dev\_ops;

register\_netdevice(dev);

}

------🡪

wlan\_if\_t

**wlan\_vap\_create**(wlan\_dev\_t **devhandle**,

enum ieee80211\_opmode opmode,

int scan\_priority\_base,

int flags,

u\_int8\_t \*bssid)

{

**struct ieee80211vap \*vap;**

struct ieee80211com \*ic = devhandle;

vap = ic->ic\_vap\_create(ic, opmode, scan\_priority\_base, flags, bssid);

//ath\_vap\_create

TAILQ\_INSERT\_TAIL(&ic->ic\_vaps, vap, iv\_next);

}

---🡪

static struct ieee80211vap \*

ath\_vap\_create(struct ieee80211com \*ic,

int opmode,

int scan\_priority\_base,

int flags,

const u\_int8\_t bssid[IEEE80211\_ADDR\_LEN])

{

struct ath\_vap\_net80211 \*avn;

ic\_opmode = IEEE80211\_M\_HOSTAP;

avn = (struct ath\_vap\_net80211 \*)OS\_ALLOC\_VAP(scn->sc\_osdev,

sizeof(struct ath\_vap\_net80211));

avn->av\_sc = scn;

vap = &avn->av\_vap;

scn->**sc\_ops**->add\_interface(scn->sc\_dev, id, vap, ic\_opmode, ath\_opmode, nostabeacons) // ath\_vap\_attach

//配置VAP，

ieee80211\_vap\_setup(ic, vap, opmode, scan\_priority\_base, flags, bssid);

}

static int

ath\_vap\_attach(ath\_dev\_t dev, int if\_id, ieee80211\_if\_t if\_data, HAL\_OPMODE opmode, HAL\_OPMODE iv\_opmode, int nostabeacons)

{

struct ath\_softc \*sc;

avp = (struct ath\_vap \*)OS\_MALLOC(sc->sc\_osdev, sizeof(struct ath\_vap), GFP\_KERNEL);

avp->av\_if\_data = if\_data;

sc->sc\_vaps[if\_id] = avp;

}

int

ieee80211\_vap\_setup(struct ieee80211com \*ic, struct ieee80211vap \*vap,

int opmode, int scan\_priority\_base, int flags,

const u\_int8\_t bssid[IEEE80211\_ADDR\_LEN])

{

vap->iv\_ic = ic;

**vap->iv\_opmode = opmode;**

}

# 启动VAP（BSS）

## Kochab

const struct db\_table g\_dbtb\_if = {

.name = "interface",

. . .

.load = dl\_if\_load,

. . .

};

dl\_if\_enable(tbh, m, tc\_str2enable(s), 0)

{

if\_modify\_flags(iftb->name, IFF\_UP | IFF\_RUNNING, enable);

}

static int

if\_modify\_flags (char \*if\_name, short int flags, int fill)

{

ioctl(if\_ctl\_fd, **SIOCSIFFLAGS**, &ifr);

}

## 内核

-----🡪ioctl()

->sock\_ioctl()

->dev\_ioctl(){

->SIOCSIFFLAGS

}

->dev\_ifsioc()->dev\_change\_flags(){

((old\_flags & IFF\_UP) ? dev\_close : dev\_open)(dev); /\* 哎呀还可以这样写 \*/

}

->dev\_open()

{

const struct net\_device\_ops \*ops = dev->netdev\_ops;

ops->ndo\_open(dev);

}

// osif\_ioctl\_create\_vap ()🡪dev->netdev\_ops = &osif\_dev\_ops;

static const struct net\_device\_ops **osif\_dev\_ops** = {

.ndo\_open = **osif\_vap\_open**,

};

## 驱动

int

osif\_vap\_open(struct net\_device \*dev)

{

return osif\_vap\_init(dev, 0);

}

int

osif\_vap\_init(struct net\_device \*dev, int forcescan)

{

struct net\_device \*parent = osifp->**os\_comdev**;

if (osif\_get\_num\_active\_vaps(comhandle) == 0 &&

(parent->flags & IFF\_RUNNING) == 0){

return\_val=**dev\_open(parent)**;

}

dev->flags |= IFF\_RUNNING; /\* mark us running \*/

opmode = wlan\_vap\_get\_opmode(vap);

if (opmode == BSS){

//Stop the bss if it is already running

wlan\_mlme\_stop\_bss(vap, 0);

//Delay for BSS to stop

OS\_DELAY(1000);

chan = wlan\_get\_current\_channel(vap, false);

//kochab: dl\_wfradio\_set\_channel应该会先设置下

//先假设没有HT20/HT40这个好像是传说中的扩展信道便宜。

**wlan\_mlme\_start\_bss(vap);**

//Initiate BSS start processing in UMAC

wlan\_mlme\_connection\_up(vap);

}

osifp->is\_up = 1;

}

int wlan\_mlme\_start\_bss(wlan\_if\_t vaphandle)

{

struct ieee80211vap \*vap = vaphandle;

case IEEE80211\_M\_HOSTAP:

mlme\_create\_infra\_bss(vap);

}

int

mlme\_create\_infra\_bss(struct ieee80211vap \*vap)

{

/\* create BSS node for infra network \*/

ieee80211\_create\_infra\_bss(vap,ssid->ssid, ssid->len);

/? ? ?/

ieee80211\_resmgr\_vap\_start(ic->ic\_resmgr,vap,chan,MLME\_REQ\_ID,0);

/? ? ?/

ieee80211\_vap\_join(vap);

ieee80211\_mlme\_create\_infra\_continue(vap);

}

int

ieee80211\_create\_infra\_bss(struct ieee80211vap \*vap,

const u\_int8\_t \*essid,

const u\_int16\_t esslen)

{

struct ieee80211com \*ic = vap->iv\_ic;

**struct ieee80211\_node \*ni;**

ni = ieee80211\_alloc\_node(&ic->ic\_sta, vap, vap->iv\_myaddr);

ieee80211\_copy\_bss(ni, vap->iv\_bss);

return ieee80211\_sta\_join\_bss(ni);

}

# VAP 状态机

# 数据流（Tx）

static int

ath\_netdev\_hardstart(struct sk\_buff \*skb, struct net\_device \*dev)

{

do\_ath\_netdev\_hardstart(skb,dev);

}

----🡪

int

ath\_netdev\_hardstart\_aponly(struct sk\_buff \*skb, struct net\_device \*dev)

{

ath\_tx\_send\_aponly(skb);

}.

static inline int

ath\_tx\_send\_aponly(wbuf\_t wbuf)

{

struct ieee80211\_node \*ni = wbuf\_get\_node(wbuf);

struct ieee80211com \*ic = ni->ni\_ic;

struct ath\_softc\_net80211 \*scn = ATH\_SOFTC\_NET80211(ic);

wbuf\_t next\_wbuf;

**//.3🡪.11**

wbuf = ieee80211\_encap\_8023\_aponly(ni, wbuf);

ieee80211\_tx\_control\_t ltxctl; \

ieee80211\_tx\_control\_t \* **txctl** = &ltxctl

//准备该报文txctl相关的信息

**ath\_tx\_prepare**\_aponly(scn, wbuf, nextfraglen, **txctl**);

ath\_tx\_start\_aponly(scn->sc\_dev, wbuf, txctl)

}

**ath\_tx\_prepare**\_aponly()

{

//txctl\_tab\_index :根据报文的类型决定

acnum = **txctl\_cap**[txctl\_tab\_index].ac; //不同的报文使用不同的队列

txctl->**qnum** = scn->**sc\_ac2q**[acnum];

// **WMM AC -> h/w qnum** 在ath\_attach中被初始化。

// WMM : wmm(无线多媒体)是**802.11e** 标准的一个子集

}

static inline int

ath\_tx\_start\_aponly(ath\_dev\_t dev, wbuf\_t wbuf, ieee80211\_tx\_control\_t \*txctl)

{

\_\_ath\_tx\_prepare\_aponly(sc, wbuf, txctl);// 速率控制相关

// Start DMA mapping

error = \_\_wbuf\_map\_sg\_aponly(sc->sc\_osdev, **wbuf**,

OS\_GET\_DMA\_MEM\_CONTEXT(txctl, dmacontext),

txctl);

}

static inline int

\_\_wbuf\_map\_sg\_aponly(osdev\_t osdev, adf\_nbuf\_t **nbf**, dma\_addr\_t \*pa, void \*arg)

{

struct scatterlist sg;

\*pa = bus\_map\_single(osdev, nbf->data, UNI\_SKB\_END\_POINTER(nbf) - nbf->data, **BUS\_DMA\_TODEVICE**);

//放到一个scatterlist里

//sg\_dma\_address(&sg) // (sg)->dma\_address

sg\_dma\_address(&sg) = \*pa; // (sg)->length = \*pa

sg\_dma\_len(&sg) = skb->len;

ath\_tx\_start\_dma\_aponly(nbf, &sg, **1**, arg);

}

static inline int

**ath\_tx\_start\_dma\_aponly**(wbuf\_t wbuf, sg\_t \***sg**, u\_int32\_t n\_sg, void \*arg)

{

ieee80211\_tx\_control\_t \***txctl** = (ieee80211\_tx\_control\_t \*)**arg**;

**struct ath\_txq \*txq = &sc->****sc\_txq[txctl->qnum];**

struct ath\_node \*an = txctl->an;

/\* For each sglist entry, allocate an ath\_buf for DMA \*/

for (i = 0; i < n\_sg; i++, sg++) {

/\* 从bf上摘一个节点放到bf\_head上 \*/

retval = ath\_tx\_get\_buf\_aponly(sc, sg, &bf, &**bf\_head**, buf\_used);

}

bf->bf\_mpdu = **wbuf**;

struct ath\_atx\_tid \***tid** = ATH\_AN\_2\_TID(an, txctl->tidno);

// (&(\_an)->**an\_aggr.tx.tid**[(\_tidno)])

if (likely(txctl->**ht** && sc->**sc\_txaggr**))

{

if (likely(ath\_aggr\_query(**tid**))) {

/\*

\* Try aggregation if it's a unicast data frame

\* and the destination is HT capable.

\*/

ath\_tx\_send\_ampdu(sc, txq, tid, &**bf\_head**, txctl);

} else {

/\*

\* Send this frame as regular when ADDBA exchange

\* is neither complete nor pending.

\*/

ath\_tx\_send\_normal(sc, txq, tid, &**bf\_head**, txctl);

}

}

int

ath\_tx\_send\_normal(struct ath\_softc \***sc**, struct ath\_txq \***txq**, struct ath\_atx\_tid \***tid**, ath\_bufhead \***bf\_head**, ieee80211\_tx\_control\_t \***txctl**)

{

if (!**TAILQ\_EMPTY**(&tid->**buf\_q**) || tid->paused || txq->**axq\_depth**)

{

//Add this frame to software queue for scheduling later.

\_\_11nstats(sc, tx\_queue);

TAILQ\_CONCAT(&tid->buf\_q, bf\_head, bf\_list);

//各种链表挂接

ath\_tx\_queue\_tid(txq, tid);

if (!txq->axq\_depth && !tid->paused)

{

ath\_txq\_schedule(sc, txq);

}

/\* Queue to h/w directly \*/

return 0;

}

/? ? ?/

bf->bf\_nframes = 1;

bf->bf\_lastbf = bf->bf\_lastfrm; /\* one single frame \*/

ath\_buf\_set\_rate(sc, bf);

return ath\_tx\_txqaddbuf(sc, txq, bf\_head);

}

ath\_tx\_queue\_tid(struct ath\_txq \*txq, struct ath\_atx\_tid \*tid)

{

tid->sched = AH\_TRUE;

TAILQ\_INSERT\_TAIL(&ac->tid\_q, tid, tid\_qelem);

ac->sched = AH\_TRUE;

TAILQ\_INSERT\_TAIL(&txq->axq\_acq, ac, ac\_qelem);

}

void

**ath\_txq\_schedule**(struct ath\_softc \*sc, struct ath\_txq \*txq)

{

struct ath\_atx\_ac \*ac;

struct ath\_atx\_tid \*tid = NULL;

TAILQ\_HEAD(,ath\_atx\_tid)paused\_tid\_q;

do{

ac = TAILQ\_FIRST(&txq->axq\_acq);

TAILQ\_REMOVE(&txq->axq\_acq, ac, ac\_qelem);

tid = TAILQ\_FIRST(&ac->tid\_q);

TAILQ\_REMOVE(&ac->tid\_q, tid, tid\_qelem);

if (tid->paused)

{ /\* check next tid to keep h/w busy \*/

TAILQ\_INSERT\_TAIL(&paused\_tid\_q, tid, tid\_qelem);

tid->sched = AH\_TRUE;

continue;

}

ath\_tx\_sched\_normal(sc, txq, tid);

// \* add tid to round-robin queue if more frames are pending for the tid

}

}

// process pending HT single or legacy frames

INLINE void

ath\_tx\_sched\_normal(struct ath\_softc \*sc, struct ath\_txq \*txq, ath\_atx\_tid\_t \*tid)

{

struct ath\_buf \*bf, \*tbf, \*bf\_last;

do{

if ((sc->sc\_enhanceddmasupport) && (txq->axq\_depth >= HAL\_TXFIFO\_DEPTH)) {

/\* Reached the MAX FIFO DEPTH - do not add any more buffer to the HW \*/

break;

}

ath\_bufhead **bf\_q**;

**bf** = TAILQ\_FIRST(&tid->buf\_q);

ath\_hal\_setdesclink(sc->sc\_ah, bf->bf\_lastfrm->bf\_desc, 0);

/\*

\* this packet will be send as a single

\* - remove all descriptors belonging to this frame from software queue

\* 从TID上摘除【bf 到 bf->lastfrm（last buf of this frame）】的bf挂到bf\_q,

\*/

TAILQ\_REMOVE\_HEAD\_UNTIL(&tid->buf\_q, &**bf\_q**, bf->bf\_lastfrm, bf\_list);

ath\_tx\_txqaddbuf(sc, txq, &**bf\_q**)

}

}

int

ath\_tx\_txqaddbuf(struct ath\_softc \*sc, struct ath\_txq \*txq, ath\_bufhead \*head)

{

tbf = TAILQ\_FIRST(head);

ATH\_TXQ\_CONCAT(txq, head);

//cache的刷新

TAILQ\_FOREACH(tbf, head, bf\_list) {

OS\_SYNC\_SINGLE(sc->sc\_osdev, tbf->**bf\_daddr**,

sc->sc\_txdesclen, **BUS\_DMA\_TODEVICE**, NULL);

}

//吧一帧的bf挂到txq的axq\_fifo[x]上

ATH\_EDMA\_TXQ\_CONCAT(txq, head);

/\* Write the tx descriptor address into the hw fifo \*/

//把bf->bf\_daddr 写到txq寄存器

//把准备发送的帧写入硬件队列的寄存器，硬件QCU则读出//内存🡪DMA🡪QCU

ath\_hal\_puttxbuf(ah, txq->axq\_qnum, bf->bf\_daddr); // ar9300SetTxDP

ath\_hal\_txstart(ah, txq->axq\_qnum);

}

static ath\_get\_buf\_status\_t

ath\_tx\_get\_buf\_aponly(struct ath\_softc \*sc, sg\_t \*sg, struct ath\_buf \*\*pbf,

ath\_bufhead \*bf\_head, u\_int32\_t \*buf\_used)

{

**bf = TAILQ\_FIRST(&sc->sc\_txbuf);**

\*pbf = bf;

**TAILQ\_REMOVE(&sc->sc\_txbuf, bf, bf\_list);**

sc->sc\_txbuf\_free--;

(\*buf\_used)++;

**TAILQ\_INSERT\_TAIL(bf\_head, bf, bf\_list);**

**bf->bf\_buf\_addr[sc->sc\_num\_txmaps - bf->bf\_avail\_buf] = sg\_dma\_address(sg);**

**bf->bf\_buf\_len[sc->sc\_num\_txmaps - bf->bf\_avail\_buf] = sg\_dma\_len(sg);**

}

ath\_hal\_puttxbuf

ar9300SetTxDP设置的地址在：

*WQCU Registers* 的Q\_TXDP
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ath\_isr\_generic()

{

}

ath\_tasklet🡪

do\_ath\_handle\_intr🡪

ath\_handle\_intr\_generic🡪

scn->sc\_ops->handle\_intr🡪

ath\_handle\_intr(){

ath\_handle\_tx\_intr();

if (status & rxmask) {

ath\_handle\_rx\_intr(sc);

}

}

ath\_handle\_tx\_intr 🡪 scn->sc\_ops->tx\_proc 🡪 ath\_tx\_tasklet

* ath\_tx\_processq

ath\_handle\_rx\_intr 🡪 scn->sc\_ops->rx\_proc 🡪 ath\_rx\_tasklet

\_\_ath\_tx\_prepare\_aponly()

{

\_\_ath\_tx\_prepare ();

}

\_\_ath\_tx\_prepare()

{

txctl->tidno = **wbuf\_get\_tid**(wbuf);

}

# Tx Descriptor

ath\_tx\_start\_dma()

{

**ath\_hal\_filltxdesc**(ah, ds

, (bf->bf\_buf\_addr) /\* buffer address \*/

, bf->bf\_buf\_len /\* buffer length \*/

, 0 /\* descriptor id \*/

, bf->bf\_qnum /\* QCU number \*/

, txctl->keytype /\* key type \*/

, AH\_TRUE /\* first segment \*/

/\* last segment \*/

, (n\_sg <= sc->sc\_num\_txmaps) ? AH\_TRUE : AH\_FALSE

, ds /\* first descriptor \*/

);

}

HAL\_BOOL

**ar9300FillTxDesc**(

struct ath\_hal \*ah,

void \*ds,

dma\_addr\_t \*bufAddr,

u\_int32\_t \*segLen,

u\_int descId,

u\_int qcu,

HAL\_KEY\_TYPE keyType,

HAL\_BOOL firstSeg,

HAL\_BOOL lastSeg,

const void \*ds0)

{

struct ar9300\_txc \*ads = AR9300TXC(ds);

}

# RX流

bf[512]

|

|[10]

|

V

PHY—>FIFO->DMA->rxfifo[10]

|

|

V

后半部

|

|

V

内核（netif\_rx(skb);）

# DMA

/\*

\* Initialize TX queue and h/w

\*/

int

**ath\_tx\_init**(ath\_dev\_t dev, int **nbufs**)

{

/\* Setup tx descriptors \*/

/\*

\*\* This function will allocate both the DMA descriptor structure, and the

\*\* buffers it contains. These are used to contain the descriptors used

\*\* by the system.

\*\* 申请**DMA descriptor** 和 **ath\_buf** 结构体。

\*/

error = **ath\_descdma\_setup**(sc, &sc->sc\_txdma, &sc->sc\_txbuf,

"tx", nbufs, ATH\_TXDESC, 1, ATH\_FRAG\_PER\_MSDU);

}

int

ath\_descdma\_setup( //下文有在此解释这个函数

struct ath\_softc \*sc,

struct ath\_descdma \*dd, ath\_bufhead \*head,

const char \*name, int nbuf, int ndesc, int is\_tx, int frag\_per\_msdu)

{

/\* allocate descriptors \*/

dd->dd\_desc = (void \*)**OS\_MALLOC\_CONSISTENT**(sc->sc\_osdev,

dd->dd\_desc\_len, &dd->dd\_desc\_paddr,

OS\_GET\_DMA\_MEM\_CONTEXT(dd, dd\_dmacontext),

sc->sc\_reg\_parm.shMemAllocRetry);}

} }

static INLINE void \*

**OS\_MALLOC\_CONSISTENT** (osdev\_t osdev, u\_int32\_t **size**, dma\_addr\_t \***pa**, dma\_context\_t context,

u\_int32\_t shmemalloc\_retry)

{

return **bus\_alloc\_consistent**(osdev, **size**, **pa**);

}

**bus\_alloc\_consistent**(void \*hwdev, size\_t size, dma\_addr\_t \* dma\_handle)

{

return **ahb\_alloc\_consistent**(devhandle->bdev, size, dma\_handle);

}

/\* NOTE: returns uncached (kseg1) address. \*/

void \***ahb\_alloc\_consistent**(void \*hwdev, size\_t **size**,

dma\_addr\_t \* **dma\_handle**)

{

void \*ret;

int gfp = GFP\_ATOMIC;

ret = (void \*) \_\_get\_free\_pages(gfp, get\_order(size));

if (ret != NULL) {

memset(ret, 0, size);

\*dma\_handle = \_\_pa(ret);

dma\_cache\_wback\_inv((unsigned long) **ret**, **size**);

ret = UNCAC\_ADDR(ret);

}

return ret;

}

# Tasklet 中断后半部(RX)

static void

ath\_tasklet(TQUEUE\_ARG data)

{

struct net\_device \*dev = (struct net\_device \*)data;

struct ath\_softc\_net80211 \*scn = ath\_netdev\_priv(dev);

do\_ath\_handle\_intr(scn->sc\_dev);

}

#define do\_ath\_handle\_intr(\_dev) do{ \

**ath\_handle\_intr\_aponly**(\_dev);\

}while(0)

void

ath\_handle\_intr\_aponly(ath\_dev\_t dev)

{

if (status & (HAL\_INT\_RXHP | HAL\_INT\_RXEOL | HAL\_INT\_RXORN)) {

**ath\_rx\_handler\_aponly**(dev, 0, **HAL\_RX\_QUEUE\_HP**);

}

if (status & HAL\_INT\_RXLP) {

**ath\_rx\_handler\_aponly**(dev, 0, **HAL\_RX\_QUEUE\_LP**);

}

}

static int

ath\_rx\_handler\_aponly(ath\_dev\_t dev, int flush, HAL\_RX\_QUEUE qtype)

{

struct ath\_softc \*sc = ATH\_DEV\_TO\_SC(dev);

struct ath\_rx\_edma \*rxedma;

wbuf\_t wbuf = NULL;

wbuf = bf->bf\_mpdu;

struct ath\_buf \*bf;

do

{

**bf = TAILQ\_FIRST(&rxedma->rxqueue);**

ds = (void \*)wbuf\_raw\_data(wbuf);

/\* point to the beginning of actual frame \*/

bf->bf\_vdata = (void \*)((u\_int8\_t \*)ds + sc->sc\_rxstatuslen);

// Init wbuf with recv data length

wbuf\_init(wbuf, (rxs->rs\_datalen + sc->sc\_rxstatuslen));

/\* 这个好像很高端的样子 \*/

ath\_rx\_bf\_handler(dev, wbuf, rxs, bf);

**ath\_rx\_process\_aponly**(sc, bf, rxs, wh->i\_fc[0], &rx\_status, &chainreset);

}while();

}

static inline void

**ath\_rx\_process\_aponly**(struct ath\_softc \*sc, struct ath\_buf \*bf, struct ath\_rx\_status \*rxs, u\_int8\_t frame\_fc0,

ieee80211\_rx\_status\_t \*rx\_status, u\_int8\_t \*chainreset)

{

type = ath\_rx\_indicate\_aponly(sc, wbuf, rx\_status, rxs->rs\_keyix);

}

static inline int **ath\_rx\_indicate\_aponly**(struct ath\_softc \*sc, wbuf\_t wbuf, ieee80211\_rx\_status\_t \*status, u\_int16\_t keyix)

{

struct ath\_buf \*bf = ATH\_GET\_RX\_CONTEXT\_BUF(wbuf);

wbuf\_t nwbuf;

/\* allocate a new wbuf and queue it to for H/W processing \*/

nwbuf = ath\_rxbuf\_alloc(sc, sc->sc\_rxbufsize);

// 非aponely走的这个：

// type = sc->sc\_ieee\_ops->rx\_indicate(sc->sc\_ieee, wbuf, status, keyix);

//🡪 ath\_net80211\_rx

type = ath\_net80211\_rx\_aponly(sc->**sc\_ieee**, wbuf, status, keyix);// sc->**sc\_ieee**??

}

ath\_net80211\_rx\_aponly(ieee80211\_handle\_t ieee, wbuf\_t wbuf, ieee80211\_rx\_status\_t \*rx\_status, u\_int16\_t keyix)

{

struct ieee80211com \*ic = NET80211\_HANDLE(ieee);

struct ath\_softc\_net80211 \*scn = ATH\_SOFTC\_NET80211(ic);

struct ieee80211\_node \*ni;

struct ieee80211\_frame \*wh;

ni = ieee80211\_find\_rxnode(ic, (struct ieee80211\_frame\_min \*)

wbuf\_header(wbuf));

if (ni == NULL) {

struct **ieee80211\_rx\_status** rs;

return ieee80211\_input\_all(ic, wbuf, &rs);

}

type = **ath\_net80211\_input**(ni, wbuf, rx\_status);

return type;

}

ieee80211\_input\_all(struct ieee80211com \*ic,

wbuf\_t wbuf, struct ieee80211\_rx\_status \*rs)

{

struct ieee80211\_iter\_input\_all\_arg params;

u\_int32\_t num\_vaps;

params.wbuf = wbuf;

params.rs = rs;

params.type = -1;

//把数据发给所有的VAP

ieee80211\_iterate\_vap\_list\_internal(ic,**ieee80211\_iter\_input\_all**,(void \*)&params,num\_vaps);

}

--🡪

for (idx=0; idx<vaps\_count; ++idx) {

**ieee\_80211\_iter\_input\_all**(arg, bss\_node[idx]->ni\_vap, (idx == (vaps\_count -1)));

ieee80211\_free\_node(bss\_node[idx]);

}

static INLINE void

ieee80211\_iter\_input\_all(void \*arg, struct ieee80211vap \*vap, bool is\_last\_vap)

{

struct ieee80211\_iter\_input\_all\_arg \*params = (struct ieee80211\_iter\_input\_all\_arg \*) arg;

struct ieee80211\_node \*ni;

wbuf\_t wbuf1;

ni = vap->iv\_bss;

wbuf1 = params->wbuf;

params->type = **ieee80211\_input**(ni, wbuf1, params->rs);

}

int

ieee80211\_input(struct ieee80211\_node \*ni, wbuf\_t wbuf, struct ieee80211\_rx\_status \*rs)

{

wbuf\_set\_node(wbuf, ni);

if (type == IEEE80211\_FC0\_TYPE\_DATA) {

ieee80211\_input\_data(ni, wbuf, rs, subtype, dir);

}

}

/\*

\* processes data frames.

\* ieee80211\_input\_data consumes the wbuf .

\*/

static void

ieee80211\_input\_data(struct ieee80211\_node \*ni, wbuf\_t wbuf, struct ieee80211\_rx\_status \*rs, int subtype, int dir)

{

key = ieee80211\_crypto\_decap(ni, wbuf, hdrspace, rs);

ieee80211\_deliver\_data(vap, wbuf, ni, rs, hdrspace, is\_mcast, is\_bcast, subtype);

}

static void

ieee80211\_deliver\_data(struct ieee80211vap \*vap, wbuf\_t wbuf, struct ieee80211\_node \*ni, struct ieee80211\_rx\_status \*rs,

u\_int32\_t hdrspace, int is\_mcast, int is\_bcast, u\_int8\_t subtype)

{

ieee80211\_deliver\_data\_part1(vap, wbuf, ni, rs, hdrspace);

ieee80211\_deliver\_data\_part2(vap, wbuf, ni, is\_bcast, is\_mcast, subtype);

}

static int

ieee80211\_deliver\_data\_part1(struct ieee80211vap \*vap, wbuf\_t wbuf, struct ieee80211\_node \*ni, struct ieee80211\_rx\_status \*rs,

u\_int32\_t hdrspace)

{

if (!IEEE80211\_VAP\_IS\_DELIVER\_80211\_ENABLED(vap)) {

**//.11🡪.3**

wbuf = **ieee80211\_decap**(vap, wbuf, hdrspace, rs);

}

}

void

**ieee80211\_deliver\_data\_part2**(struct ieee80211vap \*vap, wbuf\_t wbuf, struct ieee80211\_node \*ni, int is\_bcast, int is\_mcast, u\_int8\_t subtype)

{

//**deliver the data frame to the os**. the handler cosumes the wbuf.

vap->iv\_evtable->**wlan\_receive**(vap->iv\_ifp, wbuf, IEEE80211\_FC0\_TYPE\_DATA, subtype, NULL);

}

static void **osif\_receive** (os\_if\_t osif, wbuf\_t wbuf,

u\_int16\_t type, u\_int16\_t subtype,

ieee80211\_recv\_status \*rs)

{

**struct sk\_buff \*skb = (struct sk\_buff \*)wbuf;**

\_\_osif\_deliver\_data(\_osif, \_skb);

}

#define \_\_osif\_deliver\_data(\_osif, \_skb) osif\_deliver\_data(\_osif, \_skb)

void

osif\_deliver\_data(os\_if\_t osif, struct sk\_buff \*skb)

**osif\_deliver\_data\_ol**

{

/\* 交给内核协议 \*/

netif\_rx(skb);

}

## 非aponly

ath\_net80211\_rx(){

scn->sc\_ops->rx\_proc\_frame()

//🡪 ath\_rx\_input

}

ath\_rx\_input()

{

ath\_ampdu\_input();

}

//ATH\_SUPPORT\_HT被定义了

ath\_ampdu\_input()

{

return sc->sc\_ieee\_ops->rx\_subframe(an->an\_node, wbuf, rx\_status);

// rx\_subframe 🡪 ath\_net80211\_input

}

ath\_net80211\_input()

{

return ieee80211\_input(ni, wbuf, &rs);

}

## OFFLOAD

adf\_nbuf\_t buf

eth\_hdr = (struct ether\_header \*)(adf\_nbuf\_data(msdu));

[osif\_deliver\_data\_ol:1017]

Call Trace:

[<8028e390>] dump\_stack+0x8/0x34

[<c07bb868>] **osif\_deliver\_data\_ol**+0x68/0x170 [umac]

[<c081a3ec>] ol\_rx\_deliver+0x308/0x380 [umac]

[<c081aac4>] ol\_rx\_indication\_handler+0x3a0/0x9bc [umac]

[<c082d7c4>] htt\_t2h\_msg\_handler\_fast+0x1b4/0x1ec [umac]

[<c08142e8>] CE\_per\_engine\_service\_each+0x590/0x5dc [umac]

[<c08183ec>] ath\_tasklet+0x5c/0x10c [umac]

[<80028bb0>] tasklet\_action+0x88/0xdc

[<80029310>] \_\_do\_softirq+0xb0/0x148

[<800293f0>] do\_softirq+0x48/0x6c

[<80006204>] ath\_dispatch\_wlan\_intr+0x4c/0xa8

[<8000674c>] ret\_from\_irq+0x0/0x4

[<80006940>] r4k\_wait+0x20/0x40

[<8000857c>] cpu\_idle+0x24/0x44

[<803369e0>] start\_kernel+0x2f8/0x310

#if UMAC\_SUPPORT\_PROXY\_ARP

#else

#endif

**ol\_rx\_reorder\_flush**(

vdev, peer, tid, seq\_num\_start,

seq\_num\_end, htt\_rx\_flush\_release);

ol\_ath\_vap\_create()

{

}

vap->**iv\_wrap\_mat\_rx** = **ol\_if\_wrap\_mat\_rx**;

}

ol\_txrx\_pdev\_attach()

{

pdev->**rx\_opt\_proc** = ol\_rx\_fwd\_check;

**pdev->rx\_opt\_proc = ol\_rx\_deliver;**

}

ol\_rx\_deliver()

{

**OL\_RX\_DELIVER\_RAW();**

}

#define **OL\_RX\_DELIVER\_RAW**(\_vdev, \_peer, \_tid, \_msdu\_list) \

ol\_rx\_deliver\_raw((\_vdev), (\_peer), (\_tid), (\_msdu\_list))

ol\_txrx\_osif\_vdev\_register()

{

vdev->osif\_rx = txrx\_ops->rx.std;

// txrx\_ops->rx.std = **osif\_deliver\_data\_ol**

}

**configs/UrouterAC/drivers.makefile: 275:export QCA\_OL\_SUPPORT\_RAWMODE\_TXRX=1**

ol\_rx\_deliver\_raw()

{

}

## Offload RX流

**ol\_txrx\_pdev\_attach**

{

pdev->**rx\_opt\_proc** = **ol\_rx\_deliver**;

}

void

**ol\_rx\_deliver**(

struct ol\_txrx\_vdev\_t \*vdev,

struct ol\_txrx\_peer\_t \*peer,

unsigned tid,

adf\_nbuf\_t msdu\_list)

{

vdev->**osif\_rx**(vdev->osif\_vdev, deliver\_list\_head);

}

ol\_txrx\_osif\_vdev\_register()

{

vdev->**osif\_rx** = txrx\_ops->rx.std;

// txrx\_ops->rx.std = **osif\_deliver\_data\_ol**

}

static void **osif\_vap\_setup**(wlan\_if\_t vap, struct net\_device \*dev,

enum ieee80211\_opmode opmode)

{

ops.rx.std = (ol\_txrx\_rx\_fp) **osif\_deliver\_data\_ol**;

}

**osif\_deliver\_data\_ol**(os\_if\_t osif, struct sk\_buff \***skb\_list**)

{

netif\_rx(skb);

}

# 中断线

ath\_isr(int irq, void \*dev\_id)

{

do\_ath\_isr(irq,dev\_id);

}

**configs/BXO2000n\_2S\_v2/drivers.makefile:#export UMAC\_SUPPORT\_APONLY=1**

#define do\_ath\_isr(\_irq,\_dev\_id) do{\

return ath\_isr\_aponly(\_irq,\_dev\_id); \

}while(0)

irqreturn\_t

ath\_isr\_aponly(int irq, void \*dev\_id)

{

struct net\_device \*dev = dev\_id;

struct ath\_softc\_net80211 \*scn = ath\_netdev\_priv(dev);

sched = ath\_intr\_aponly(scn->sc\_dev);

/\* 激活调度后半部 \*/

**ATH\_SCHEDULE\_TQUEUE**(&scn->sc\_osdev->intr\_tq, &needmark);

// tasklet\_schedule(bh); --🡪 **ath\_tasklet**

}

int

ath\_intr\_aponly(ath\_dev\_t dev)

{

ath\_hal\_getisr(ah, &**status**, HAL\_INT\_LINE, 0);//获取触发中断的原因

sc->sc\_intrstatus |= status;

isr\_status = ath\_common\_intr\_aponly(dev, status);

}

static inline int

ath\_common\_intr\_aponly(ath\_dev\_t dev, HAL\_INT status)

{

struct ath\_softc \*sc = ATH\_DEV\_TO\_SC(dev);

struct ath\_hal \*ah = sc->sc\_ah;

int sched = ATH\_ISR\_NOSCHED;

ath\_rx\_edma\_intr\_aponly(sc, status, &sched);

}

ath\_rx\_edma\_intr\_aponly(ath\_dev\_t dev, HAL\_INT status, int \*sched)

{

struct ath\_softc \*sc = ATH\_DEV\_TO\_SC(dev);

struct ath\_hal \*ah = sc->sc\_ah;

// Atheros 新的芯片系列支持两个收报队列，采用不同的优先级，以保证高优先级队列能够优先处理

if (likely(status & (HAL\_INT\_RXHP | HAL\_INT\_RXEOL | HAL\_INT\_RXORN))) {

**ath\_rx\_intr\_aponly**(dev, **HAL\_RX\_QUEUE\_HP**);

\*sched = ATH\_ISR\_SCHED;

}

if (likely(status & (HAL\_INT\_RXLP | HAL\_INT\_RXEOL | HAL\_INT\_RXORN))) {

**ath\_rx\_intr\_aponly**(dev, **HAL\_RX\_QUEUE\_LP**);

\*sched = ATH\_ISR\_SCHED;

}

}

void

ath\_rx\_intr\_aponly(ath\_dev\_t dev, HAL\_RX\_QUEUE qtype)

{

struct **ath\_rx\_edma** \*rxedma;

rxedma = &sc->sc\_rxedma[qtype];

do

{

**wbuf = rxedma->rxfifo[rxedma->rxfifoheadindex];**

**bf = ATH\_GET\_RX\_CONTEXT\_BUF(wbuf);**

rxs = bf->bf\_desc;

/\***访问流式DMA缓冲区（RAM）**

**刷新D-Cache**

\*/

OS\_SYNC\_SINGLE(sc->sc\_osdev,

bf->bf\_buf\_addr[0], sc->sc\_rxstatuslen, **BUS\_****DMA\_FROMDEVICE**,

OS\_GET\_DMA\_MEM\_CONTEXT(bf, bf\_dmacontext));

/\* 配置些状态 **rxs** \*/

retval = ath\_hal\_rxprocdescfast(ah, NULL, 0, NULL, rxs, wbuf\_raw\_data(wbuf));

/\* bf挂到rxqueue \*/

**TAILQ\_INSERT\_TAIL(&rxedma->rxqueue, bf, bf\_list);**

}while();

**// remove ath\_bufs from free list and add it to fifo**

**ath\_rx\_addbuffer\_aponly(sc, qtype, frames);**

}

static void

ath\_rx\_addbuffer\_aponly(struct ath\_softc \*sc, HAL\_RX\_QUEUE qtype, int size)

{

/\* Add free buffers to rx queue \*/

i = 0;

TAILQ\_FOREACH\_SAFE(bf, &sc->sc\_rxbuf, bf\_list, tbf) {

**if (i == size)**

break;

TAILQ\_REMOVE(&sc->sc\_rxbuf, bf, bf\_list);

if (bf == NULL) {

break;

}

i++;

**ath\_rx\_buf\_link\_aponly(sc, bf, qtype);**

}

}

static inline void

ath\_rx\_buf\_link\_aponly(struct ath\_softc \*sc, struct ath\_buf \*bf, HAL\_RX\_QUEUE qtype)

{

/\*

\*\* Since the descriptor header (48 bytes, which is 64 bytes, 2-3 cache lines

\*\* depending on alignment) is cached, we need to sync to ensure harware sees

\*\* the proper information, and we don't get inconsistent cache data. So sync

\*/

//啥啊？先打扰下设备，但我现在cache里面有数据，不能去rx新的数据

OS\_SYNC\_SINGLE(sc->sc\_osdev, bf->bf\_buf\_addr[0], sc->sc\_rxstatuslen,

**BUS\_DMA\_TODEVICE**, OS\_GET\_DMA\_MEM\_CONTEXT(bf, bf\_dmacontext));

//-🡪// dma\_cache\_sync //**局部映射**

**rxedma->rxfifo[rxedma->rxfifotailindex] = bf->bf\_mpdu;**

/\* push this buffer in the MAC Rx fifo 告知DMA控制器新的总线地址 \*/

ath\_hal\_putrxbuf(ah, bf->**bf\_buf\_addr[0]**, qtype);

}

# 创建AHB设备

int \_\_init

init\_ath\_ahb(void)

{

init\_ahb();

}

int init\_ahb(void)

{

devid = AR9300\_DEVID\_AR9340;

init\_ath\_wmac(devid, 0);

}

static int

init\_ath\_wmac(u\_int16\_t devid, u\_int16\_t wlanNum)

{

struct **net\_device** \*dev;

struct ath\_pci\_softc \*sc；

dev = alloc\_netdev(sizeof(struct ath\_pci\_softc), "**wifi%d**", ether\_setup);

sc = ath\_netdev\_priv(dev);

sc->aps\_osdev.netdev = dev;

**dev->irq** = get\_wmac\_irq(wlanNum); //=2

\_\_ath\_attach(devid, dev, &bc, &sc->**aps\_osdev**)

}

\_\_ath\_attach(u\_int16\_t devid, struct net\_device \*dev, HAL\_BUS\_CONTEXT \*bus\_context, **osdev\_t osdev**)

{

ath\_attach(devid, bus\_context, scn, **osdev**, &ath\_params, &hal\_conf\_parm, &wlan\_reg\_params);

// initialize tx/rx engine

//configs/BXO5000n\_2S\_v2/drivers.makefile:export **ATH\_TXBUF=512**

error = scn->sc\_ops->**tx\_init**(scn->sc\_dev, **ATH\_TXBUF**);

// **ATH\_TXBUF:** **540**  //🡪 ath\_tx\_init

// configs/**BXO5000n\_2S\_v2**/drivers.makefile:export **ATH\_RXBUF=512**

error = scn->sc\_ops->**rx\_init**(scn->sc\_dev, **ATH\_RXBUF**);// 🡪**ath\_rx\_edma\_init;**

dev->netdev\_ops = &**athdev\_net\_ops**; /\* 在kernel里面用到了呀 \*/

request\_irq(dev->irq, **ath\_isr**, IRQF\_SHARED|IRQF\_SAMPLE\_RANDOM, dev->name, dev);

/\* 创建tasklet处理中断下半部 \*/

ATH\_INIT\_TQUEUE(&osdev->intr\_tq, **ath\_tasklet**, dev);

//🡪 **tasklet\_init**(bh, (adf\_os\_bh\_fn\_t)func, (unsigned long)arg);

}

static const struct net\_device\_ops athdev\_net\_ops = {

.ndo\_open = ath\_netdev\_open,

.ndo\_stop = ath\_netdev\_stop,

**.ndo\_start\_xmit = ath\_netdev\_hardstart,**

.ndo\_set\_mac\_address = ath\_netdev\_set\_macaddr,

.ndo\_tx\_timeout = ath\_netdev\_tx\_timeout,

.ndo\_get\_stats = ath\_getstats,

.ndo\_change\_mtu = ath\_change\_mtu,

.ndo\_set\_multicast\_list = ath\_netdev\_set\_mcast\_list,

**.ndo\_do\_ioctl = ath\_ioctl,**

};

int

ath\_attach(u\_int16\_t devid, void \*base\_addr,

**struct ath\_softc\_net80211 \*scn**,

**osdev\_t osdev**, struct ath\_reg\_parm \*ath\_conf\_parm,

struct hal\_reg\_parm \*hal\_conf\_parm, IEEE80211\_REG\_PARAMETERS \*ieee80211\_conf\_parm)

{

**struct ieee80211com \*ic;**

scn->sc\_osdev = osdev;

ic = &scn->sc\_ic;

ic->ic\_osdev = osdev;

**ic->ic\_vap\_create = ath\_vap\_create;**

ic->ic\_vap\_delete = ath\_vap\_delete;

/\*

\* Create an Atheros Device object

\*/

ath\_dev\_attach(devid, base\_addr,

ic, &**net80211\_ops**, **osdev**,

&**scn->sc\_dev**, **&scn->sc\_ops**,

scn->amem.handle,

ath\_conf\_parm, hal\_conf\_parm);

/\* attach channel width management \*/

error = ath\_cwm\_attach(scn, ath\_conf\_parm);

/\*

\* Set the Atheros Advanced Capabilities from station config before

\* starting 802.11 state machine.

\* 这个东西好像很厉害的样子

\*/

ieee80211com\_set\_athcap(ic, (ops->have\_capability(dev, ATH\_CAP\_BURST) ? IEEE80211\_ATHC\_BURST : 0));

}

int ath\_dev\_attach(u\_int16\_t devid,

void \*bus\_context,

ieee80211\_handle\_t ieee,

struct ieee80211\_ops \*ieee\_ops,

osdev\_t **osdev**,

**ath\_dev\_t \*dev**,

**struct ath\_ops \*\*ops,**

asf\_amem\_instance\_handle amem\_handle,

struct ath\_reg\_parm \*ath\_conf\_parm,

struct hal\_reg\_parm \*hal\_conf\_parm)

{

struct ath\_softc \*sc = NULL;

sc = (struct ath\_softc \*)OS\_MALLOC(osdev, sizeof(struct ath\_softc), GFP\_KERNEL);

**\*dev = (ath\_dev\_t)sc;**

sc->sc\_ath\_ops = ath\_ar\_ops;

**\*ops = &sc->sc\_ath\_ops;**

**sc->sc\_osdev = osdev;**

sc->sc\_ieee = ieee;

sc->sc\_ieee\_ops = ieee\_ops;

ah = \_ath\_hal\_attach(devid, osdev, sc, bus\_context, hal\_conf\_parm,

amem\_handle, &halCallbackTable, &status);

sc->sc\_ah = ah;

// Attach the enhanced DMA module.

ath\_edma\_attach(sc, ops);

}

\_ath\_hal\_attach(u\_int16\_t devid,

HAL\_ADAPTER\_HANDLE osdev,

HAL\_SOFTC sc,

HAL\_BUS\_CONTEXT \*bus\_context,

struct hal\_reg\_parm \*hal\_conf\_parm,

asf\_amem\_instance\_handle amem\_handle,

const struct ath\_hal\_callback \*callbackTable,

void \*s)

{

ah = ath\_hal\_attach(

devid, osdev, sc,

bus\_context->bc\_info.bc\_tag, bus\_context->bc\_handle, bus\_context->bc\_bustype,

amem\_handle, hal\_conf\_parm, &status);

}

struct ath\_hal\* \_\_ahdecl

ath\_hal\_attach(u\_int16\_t devid, HAL\_ADAPTER\_HANDLE osdev, HAL\_SOFTC sc,

HAL\_BUS\_TAG st, HAL\_BUS\_HANDLE sh, HAL\_BUS\_TYPE bustype,

asf\_amem\_instance\_handle amem\_handle,

struct hal\_reg\_parm \*hal\_conf\_parm, HAL\_STATUS \*error)

{

case AR9300\_DEVID\_AR9340:

ah = ar9300Attach(devid, osdev, sc, st, sh, bustype, amem\_handle,

hal\_conf\_parm, error);

}

ar9300Attach(u\_int16\_t devid, HAL\_ADAPTER\_HANDLE osdev, HAL\_SOFTC sc,

HAL\_BUS\_TAG st, HAL\_BUS\_HANDLE sh, HAL\_BUS\_TYPE bustype,

asf\_amem\_instance\_handle amem\_handle,

struct hal\_reg\_parm \*hal\_conf\_parm, HAL\_STATUS \*status)

{

struct ath\_hal\_9300 \*ahp;

struct ath\_hal \*ah;

struct ath\_hal\_private \*ahpriv;

ahp = ar9300NewState(

devid, osdev, sc, st, sh, bustype, amem\_handle, hal\_conf\_parm, status);

ah = &ahp->ah\_priv.priv.h;

/\* 下面大概是在初始化wifi芯片 和各种结构体 \*/

if (!ar9300SetResetReg(ah, **HAL\_RESET\_POWER\_ON**)) { /\* reset chip \*/

if (!ar9300SetPowerMode(ah, HAL\_PM\_AWAKE, AH\_TRUE)) {

}

struct ath\_hal\_9300 \*

ar9300NewState(u\_int16\_t devid, HAL\_ADAPTER\_HANDLE osdev, HAL\_SOFTC sc,

HAL\_BUS\_TAG st, HAL\_BUS\_HANDLE sh, HAL\_BUS\_TYPE bustype,

asf\_amem\_instance\_handle amem\_handle,

struct hal\_reg\_parm \*hal\_conf\_parm, HAL\_STATUS \*status)

{

struct ath\_hal\_9300 \*ahp;

struct ath\_hal \*ah;

ahp = amalloc\_adv(

amem\_handle, sizeof(struct ath\_hal\_9300), adf\_os\_mem\_zero\_outline);

**ah = &ahp->****ah\_priv.priv.h;**

OS\_MEMCPY(&ahp->ah\_priv.priv, &ar9300hal, sizeof(ahp->ah\_priv.priv));

ah->ah\_osdev = osdev;

ah->ah\_sc = sc;

return ahp;

}

void

ath\_edma\_attach(struct ath\_softc \*sc, struct ath\_ops \*\*ops)

{

if (ath\_hal\_hasenhanceddmasupport(sc->sc\_ah)) {

**sc->sc\_enhanceddmasupport = 1;**

**(\*ops)->rx\_init = ath\_rx\_edma\_init;**

**(\*ops)->rx\_proc = ath\_rx\_edma\_tasklet;**

**(\*ops)->rx\_requeue = ath\_rx\_edma\_requeue;**

**(\*ops)->rx\_cleanup = ath\_rx\_edma\_cleanup;**

**(\*ops)->tx\_proc = ath\_tx\_edma\_tasklet;**

} else {

sc->sc\_enhanceddmasupport = 0;

}

}

int

ath\_rx\_edma\_init(ath\_dev\_t dev, int **nbufs**) // **BXO5000n\_2S\_v2 : nbufs=512**

{

struct ath\_softc \*sc = ATH\_DEV\_TO\_SC(dev);

wbuf\_t wbuf;

struct ath\_rx\_status \*rxs;

struct ath\_buf \*bf;

sc->sc\_rxbufsize = OS\_MAX\_RXBUF\_SIZE(sc->sc\_rxstatuslen);

// Sets receive buffer size in the hardware.

ath\_hal\_setrxbufsize(sc->sc\_ah, sc->sc\_rxbufsize - sc->sc\_rxstatuslen);

ath\_rxfifo\_alloc(sc, HAL\_RX\_QUEUE\_HP);

ath\_rxfifo\_alloc(sc, HAL\_RX\_QUEUE\_LP);

/\* allocate ath\_buf pool \*/

bsize = sizeof(struct ath\_buf) \* **nbufs**;

bf = (struct ath\_buf \*)OS\_MALLOC(sc->sc\_osdev, bsize, GFP\_KERNEL);

/\* allocate ath\_rx\_status pool \*/

bsize = sizeof(struct ath\_rx\_status) \* nbufs;

rxs = (struct ath\_rx\_status \*)OS\_MALLOC(sc->sc\_osdev, bsize, GFP\_KERNEL);

for (i = 0; i < nbufs; i++, **bf++**, rxs++) {

**wbuf** = ath\_rxbuf\_alloc(sc, sc->sc\_rxbufsize);

bf->bf\_mpdu = **wbuf**;

/\*传说中的流式DMA映射。

\***一旦缓冲区被映射，它将属于设备，而不是处理器**

**\* FIFO一满就会DMA到这里来吧**

\*/

bf->bf\_buf\_addr[0] = wbuf\_map\_single(sc->sc\_osdev, **wbuf**, **BUS\_DMA\_FROMDEVICE**,

OS\_GET\_DMA\_MEM\_CONTEXT(bf, bf\_dmacontext));

ATH\_SET\_RX\_CONTEXT\_BUF(wbuf, bf);

bf->bf\_desc = (void \*)rxs;

/\* 把 bf 串起来 \*/

TAILQ\_INSERT\_TAIL(&sc->sc\_rxbuf, bf, bf\_list);

}

}

/\* 这个fifo是为了要保存硬件FIFO的数据，先申请的RAM \*/

static int

ath\_rxfifo\_alloc(struct ath\_softc \*sc, HAL\_RX\_QUEUE qtype)

{

struct ath\_rx\_edma \*rxedma;

int bsize, error;

rxedma = &sc->sc\_rxedma[qtype];

error = ath\_hal\_getrxfifodepth(sc->sc\_ah, qtype, **&rxedma->rxfifohwsize**);

bsize = sizeof(**wbuf\_t**) \* rxedma->rxfifohwsize;

rxedma->**rxfifo** = (wbuf\_t \*)OS\_MALLOC(sc->sc\_osdev, **bsize**, GFP\_KERNEL);

}

//但是不知道这个函数在哪里调用的。

int

ath\_edma\_startrecv(struct ath\_softc \*sc)

{

//设置了DMA的映射

OS\_EXEC\_INTSAFE(sc->sc\_osdev, ath\_rx\_addbuffer\_intsafe, sc);

}

/\*

\* Initialize TX queue and h/w

\*/

int

ath\_tx\_init(ath\_dev\_t dev, int nbufs)

{

/\* Setup tx descriptors \*/

error = ath\_descdma\_setup(sc, &sc->sc\_txdma, &**sc->sc\_txbuf**,

"tx", nbufs, ATH\_TXDESC, 1, ATH\_FRAG\_PER\_MSDU);

}

//**ath\_desc & ath\_buf**

int

ath\_descdma\_setup(

struct ath\_softc \*sc,

struct ath\_descdma \*dd, ath\_bufhead \*head,

const char \*name, int nbuf, int ndesc, int is\_tx, int frag\_per\_msdu)

{

u\_int8\_t \*ds;

struct ath\_buf \*\*bf\_arr;

dd->dd\_name = name;

dd->dd\_desc\_len = desc\_len \* nbuf \* ndesc;

/\* allocate **descriptors** \*/

// **dd->dd\_desc\_paddr:物理地址，总线地址**

**// 返回虚拟地址**

dd->dd\_desc = (void \*)OS\_MALLOC\_CONSISTENT(**sc->sc\_osdev**,

**dd->dd\_desc\_len**, &**dd->dd\_desc\_paddr**,

OS\_GET\_DMA\_MEM\_CONTEXT(dd, dd\_dmacontext),

sc->sc\_reg\_parm.shMemAllocRetry);

**ds = dd->dd\_desc;**

/\* allocate buffers \*/

//一次只能分配128K连续的内存，分成buf\_arr\_size次alloc

buf\_arr\_size = ((nbuf \* sizeof(struct ath\_buf))/MAX\_BUF\_MEM\_ALLOC\_SIZE + 2) ;

/\* one extra element is reserved at end to indicate the end of array \*/

bf\_arr = (struct ath\_buf \*\*)OS\_MALLOC(sc->sc\_osdev,

(sizeof(struct ath\_buf \*) \* buf\_arr\_size), GFP\_KERNEL);

//每次alloc的bf的个数

nbuf\_alloc = **(MAX\_BUF\_MEM\_ALLOC\_SIZE / (sizeof(struct ath\_buf)))**;

for(j = 0; (nbuf\_left && (j < (buf\_arr\_size-1))); j++)

{

nbuf\_alloc = MIN(nbuf\_left, nbuf\_alloc);

alloc\_size = (nbuf\_alloc \* sizeof(struct ath\_buf));

**bf\_arr[j] = (struct ath\_buf \*)OS\_MALLOC(sc->sc\_osdev, alloc\_size, GFP\_KERNEL);**

for (i = 0; i < nbuf\_alloc; i++, bf++, ds += (desc\_len \* ndesc)) {

bf->bf\_desc = ds; **/\* virtual** addr of desc **\*/**

bf->bf\_daddr = DS2PHYS(dd, ds); /\* **physical** addr of desc \*/

//bf挂到head()上

TAILQ\_INSERT\_TAIL(head, bf, bf\_list);

} }

}

# ratectrl\_11n

**rcUpdate\_11n** 356 Ratectrl\_11n.c (lmac\ratectrl) 2432

**ath\_rate\_node\_alloc** 18 If\_athrate.c (lmac\ratectrl) 140

**ath\_node\_attach** 63 Ath\_main.c (lmac\ath\_dev) 8461

**ath\_node\_attach** Ath\_main.c (lmac\ath\_dev) 148

**ath\_ar\_ops** Ath\_main.c (lmac\ath\_dev) 6150

**ath\_dev\_attach** 720 Ath\_main.c (lmac\ath\_dev) 6580

ath\_net80211\_node\_alloc()

{

anode->an\_sta = scn->sc\_ops->**alloc\_node**(scn->sc\_dev, avn->av\_if\_id, anode, tmpnode);

// **alloc\_node -> ath\_rate\_node\_alloc**

}

ic->**ic\_node\_alloc** = ath\_net80211\_node\_alloc;

ieee80211\_alloc\_node()

{

ni = ic->**ic\_node\_alloc**(nt, vap, FALSE /\* not temp node \*/);

}

调用ieee80211\_alloc\_node的地方

ieee80211\_sta\_roaming\_add 61 Ieee80211\_mgmt\_roaming\_sta.c (umac\mlme) 445

ieee80211\_reset\_bss 29 Ieee80211\_node.c (umac\base) 1343

ieee80211\_dup\_bss 15 Ieee80211\_node.c (umac\base) 1531

ieee80211\_alloc\_node Ieee80211\_node.h (umac\include) 587

ieee80211\_create\_infra\_bss 21 Ieee80211\_node\_ap.c (umac\base) 36

ieee80211\_dup\_ibss 26 Ieee80211\_node\_ibss.c (umac\base) 90

ieee80211\_join\_ibss 51 Ieee80211\_node\_ibss.c (umac\base) 134

ieee80211\_create\_ibss 23 Ieee80211\_node\_ibss.c (umac\base) 202

ieee80211\_add\_neighbor 31 Ieee80211\_node\_ibss.c (umac\base) 301

ieee80211\_sta\_join 66 Ieee80211\_node\_sta.c (umac\base) 71

ieee80211\_set\_keymapping\_key 59 Ieee80211\_rsn.c (umac\crypto) 419

![D:\Users\langyj\AppData\Roaming\Tencent\Users\825240885\QQ\WinTemp\RichOle\CO@)VW3EXP9[OUEIBW6BENS.png](data:image/png;base64,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)

ieee80211\_assoc\_sm\_info

ieee80211\_sm\_transition\_to

# ni管理

# 状态管理

ieee80211\_mlme\_recv\_assoc\_request

/\*

\* function to handle station joining infrastructure network.

\* used for AP mode vap only.

\*/

🡪ieee80211\_node\_join

mlme

ieee80211\_mlme\_register\_event\_handler

ieee80211\_mlme\_deliver\_event

# MPDU

聚合

## 1 HT

收到associated报文等，报文时根据报文里面带的IE设置这个终端是否支持HT。这个应该是协商出来的吧。

ieee80211\_recv\_asreq()

ieee80211\_parse\_htcap()

{

**ni->ni\_flags** |= IEEE80211\_NODE\_HT;

}

## 2 AMPDU 开关

**在kochab中开启关闭ampdu**

dl\_wfradio\_set\_ampdu\_en()

{

**dl\_iwpriv\_set**(tb[m].name, "**AMPDU**", (char \*)&en, 1, sizeof(int))

}

驱动中：

ath\_set\_config ()

{

case **ATH\_PARAM\_AMPDU**:

**sc->sc\_txaggr** = \*(int \*)buff;

break;

}

## A-MSUD

//在驱动里面好像和A-MPDU没什么关系

amsdu\_wbuf

ath\_tx\_send🡪

ath\_amsdu\_send()

{

struct ath\_node\_net80211 \***anode** = (struct ath\_node\_net80211 \*)ni;

struct ath\_amsdu\_tx \***amsdutx**;

**amsdutx** = &(anode->an\_amsdu->amsdutx[tidno]);

if (amsdutx->amsdu\_tx\_buf) { //如果tidno对应的amsdu存在，这添加

ieee80211\_amsdu\_encap(vap,amsdu\_wbuf, wbuf, wbuf\_get\_pktlen(wbuf), **0**);

} else { //不存在则创建一个喽

ieee80211\_amsdu\_encap(vap,amsdu\_wbuf, wbuf, framelen, **1**);

}

}

void **ieee80211\_amsdu\_encap**(

struct ieee80211vap \*vap,

wbuf\_t amsdu\_wbuf,

wbuf\_t wbuf,

u\_int16\_t framelen,

int append\_wlan)

{

if (IEEE80211\_VAP\_IS\_SEND\_80211\_ENABLED(vap)) {

ieee80211\_**80211frm**\_amsdu\_encap(amsdu\_wbuf,wbuf,framelen,append\_wlan);

}

else {

ieee80211\_**8023frm**\_amsdu\_encap(amsdu\_wbuf,wbuf,framelen,append\_wlan);

}

}

/\*

\* Form AMSDU frames and encapsulate into 802.11 frame format.

\*/

static void

ieee80211\_80211frm\_amsdu\_encap(

wbuf\_t amsdu\_wbuf,

wbuf\_t wbuf,

u\_int16\_t framelen,

int **append\_wlan**)

{

if (append\_wlan) {

/\*

\* Copy the original 802.11 header

\*/

wbuf\_init(amsdu\_wbuf, AMSDU\_BUFFER\_HEADROOM);

wbuf\_push(amsdu\_wbuf, hdrsize);

OS\_MEMCPY(wbuf\_header(amsdu\_wbuf), wh, hdrsize);

}

else {

/\* **If the length of former subframe is not round 4, has to pad it here,**

**or AP could not parse the following subframes.**

\*/

u\_int8\_t \*buf = (u\_int8\_t \*)wbuf\_header(amsdu\_wbuf);

pad = (wbuf\_get\_pktlen(amsdu\_wbuf) - hdrsize) % 4;

for (i = 0; i < pad; i++) {

buf[i + wbuf\_get\_pktlen(amsdu\_wbuf)] = 0;

}

wbuf\_append(amsdu\_wbuf, pad); //🡪skb\_put

}

}

## 3 RIFS配置

ar9300Attach 🡪

ar9300FillCapabilityInfo()

{

pCap->**halRifsTxSupport** = AH\_TRUE;

}

ath\_set\_config()

{

case **ATH\_PARAM\_BHU\_TXRIFS**:/\*yangbo@BHU \*/

{

if (ath\_hal\_hasrifstx(sc->sc\_ah)) { //pCap->**halRifsTxSupport** ? HAL\_OK : HAL\_ENOTSUPP;

sc->sc\_txrifs = \*(u\_int32\_t \*) buff;

} else if (\*(u\_int32\_t \*) buff){

retval = -1;

}

break;

}

}

但rifs在kochab中好像没有配置。

## 4, ADDBA DELBA

ath\_tx\_send()

{

/\* 如果该node支持HT,并且还没有发过ADDBA，则发一个ADDBA

\* If node is **HT capable**, then send out ADDBA if

\* we haven't done so.

\*

\* XXX: send ADDBA here to avoid re-entrance of other

\* tx functions.

\*/

if (IEEE80211\_NODE\_USEAMPDU(ni) &&

ic->ic\_addba\_mode == ADDBA\_MODE\_AUTO

/\* Begin: liurq@BHU \*/

&& !IEEE80211\_NODE\_IS\_ROAMING(ni)

/\* End \*/

) {

u\_int8\_t tidno = wbuf\_get\_tid(wbuf);

struct ieee80211\_action\_mgt\_args actionargs;

if (

(scn->sc\_ops->check\_aggr(scn->sc\_dev, ATH\_NODE\_NET80211(ni)->an\_sta, tidno)) &&

/\* don't allow EAPOL frame to cause addba to avoid auth timeouts \*/

!wbuf\_is\_eapol(wbuf))

{ // check\_aggr 🡪 ath\_aggr\_check();//检查是否发送过ADDBA，或者正在建立中的。

/\* Send ADDBA request \*/

actionargs.category = IEEE80211\_ACTION\_CAT\_BA;

actionargs.action = **IEEE80211\_ACTION\_BA\_ADDBA\_REQUEST**;

actionargs.arg1 = tidno; // tidno什么时候赋得值呢？

actionargs.arg2 = WME\_MAX\_BA;

actionargs.arg3 = 0;

ieee80211\_send\_action(ni, &actionargs, NULL);

}

}

}

ieee80211\_recv\_action()

{

switch (ia->ia\_category) {

case **IEEE80211\_ACTION\_CAT\_BA**: {

switch (ia->ia\_action) {

case IEEE80211\_ACTION\_BA\_ADDBA\_**REQUEST**:

{

/\* Process ADDBA request and save response in per TID data structure \*/

if (ic->ic\_addba\_**request**process(ni, addbarequest->rq\_dialogtoken,

&baparamset, batimeout, basequencectrl) == 0) {

/\* Send ADDBA response \*/

actionargs.category = IEEE80211\_ACTION\_CAT\_BA;

actionargs.action = **IEEE80211\_ACTION\_BA\_ADDBA\_RESPONSE**;

actionargs.arg1 = baparamset.tid;

actionargs.arg2 = 0;

actionargs.arg3 = 0;

ieee80211\_send\_action(ni, &actionargs, NULL);

}

}

case **IEEE80211\_ACTION\_BA\_ADDBA\_RESPONSE**:

{

ic->**ic\_addba\_responseprocess**(ni, statuscode, &baparamset, batimeout);

}

}

}

}

}

ic->ic\_addba\_responseprocess = ath\_net80211\_addba\_responseprocess;

ath\_net80211\_addba\_responseprocess()

🡪

scn->sc\_ops->addba\_response\_process();

🡪

ath\_addba\_responseprocess()

{

tid->baw\_size = MIN(baparamset->buffersize, tid->baw\_size); //一般为64

}

ic->ic\_addba\_**request**process(ni, addbarequest->rq\_dialogtoken,

&baparamset, batimeout, basequencectrl);

// ic\_addba\_**request**process -> ath\_net80211\_addba\_requestprocess

static int

**ath\_net80211\_addba\_requestprocess**(struct ieee80211\_node \*ni,

u\_int8\_t dialogtoken,

struct ieee80211\_ba\_parameterset \*baparamset,

u\_int16\_t batimeout,

struct ieee80211\_ba\_seqctrl basequencectrl

)

{

struct ieee80211com \*ic = ni->ni\_ic;

struct ath\_softc\_net80211 \*scn = ATH\_SOFTC\_NET80211(ic);

return scn->sc\_ops->**addba\_request\_process**(scn->sc\_dev, ATH\_NODE\_NET80211(ni)->an\_sta,

dialogtoken, baparamset, batimeout,

basequencectrl);

// **addba\_request\_process** -> ath\_addba\_requestprocess

}

/\*

\* **Process ADDBA request and save response information in per-TID data structure**

\*/

int

ath\_addba\_requestprocess(

ath\_dev\_t dev, ath\_node\_t node,

u\_int8\_t dialogtoken,

struct ieee80211\_ba\_parameterset \*baparamset,

u\_int16\_t batimeout,

struct ieee80211\_ba\_seqctrl basequencectrl

)

{

}

ieee80211\_send\_action()

{

ic->ic\_addba\_responsesetup();

}

static void

ath\_net80211\_addba\_responsesetup(struct ieee80211\_node \*ni,

u\_int8\_t tidno,

u\_int8\_t \*dialogtoken, u\_int16\_t \*statuscode,

struct ieee80211\_ba\_parameterset \*baparamset,

u\_int16\_t \*batimeout

)

{

struct ieee80211com \*ic = ni->ni\_ic;

struct ath\_softc\_net80211 \*scn = ATH\_SOFTC\_NET80211(ic);

scn->sc\_ops->**addba\_response\_setup**(scn->sc\_dev, ATH\_NODE\_NET80211(ni)->an\_sta,

tidno, dialogtoken, statuscode,

baparamset, batimeout);

// **addba\_response\_setup** -> ath\_addba\_responsesetup

}

ic->ic\_addba\_responseprocess(ni, statuscode, &baparamset, batimeout);

ath\_net80211\_addba\_responseprocess

ath\_addba\_responseprocess

wlan\_addba\_request\_handler

ath\_net80211\_addba\_send

### BAR

ath\_bar\_tx()

{

sc->sc\_ieee\_ops->send\_bar()

}

ath\_net80211\_send\_bar

**ieee80211\_send\_bar()**

{

}

## 5 Data flow

ath\_tx\_start\_dma()

{

#ifdef **ATH\_RIFS**

//include/wlan\_opts.h: **#define ATH\_RIFS 1** /\*default: support tx rifs. yangbo@BHU \*/

if (**txctl->ht** && (**sc->sc\_txaggr** || **sc->sc\_txrifs**))

#else

if (txctl->ht && sc->sc\_txaggr)

#endif

{

if (**ath\_aggr\_query**(tid)) {

// (tid->**addba\_exchangecomplete** || tid->**addba\_exchangeinprogress**)

//当前TID的addb交互已经完成，或者正在进行中。

/\*

\* Try aggregation if it's a unicast data frame

\* and the destination is HT capable.

\*/

**ath\_tx\_send\_ampdu**(sc, txq, tid, &bf\_head, txctl);

} else {

/\*

\* Send this frame as regular when ADDBA exchange

\* is neither complete nor pending.

\*/

**ath\_tx\_send\_normal**(sc, txq, tid, &bf\_head, txctl);

}

#if defined(ATH\_ADDITIONAL\_STATS) || ATH\_SUPPORT\_IQUE

sc->sc\_stats.ast\_txq\_packets[txq->axq\_qnum]++;

#endif

} else {

… …

}

}

\_\_ath\_tx\_prepare()

{

\*(u\_int16\_t \*)wh->**i\_seq** = htole16(**tid->seq\_next** << IEEE80211\_SEQ\_SEQ\_SHIFT);

**txctl->seqno = tid->seq\_next;**

**INCR(tid->seq\_next, IEEE80211\_SEQ\_MAX);**

ath\_tx\_seqno\_set();

//这里面又给((le16toh(\*(u\_int16\_t \*)&wh->i\_seq[0]) >> IEEE80211\_SEQ\_FRAG\_SHIFT)

//这个偏移是要干什么啊？？

}

ath\_tx\_send\_ampdu()

{

bf = TAILQ\_FIRST(bf\_head);

bf->**bf\_seqno** = txctl->**seqno**; /\* save seqno and tidno in buffer \*/

bf->bf\_tidno = txctl->tidno;

if (!TAILQ\_EMPTY(&tid->buf\_q) || tid->paused ||

txq->axq\_depth ||

!BAW\_WITHIN(tid->seq\_start, tid->baw\_size, bf->bf\_seqno))

{

TAILQ\_CONCAT(&tid->buf\_q, bf\_head, bf\_list);

ath\_tx\_queue\_tid(txq, tid);

ath\_txq\_schedule(sc, txq);

}

bf->bf\_isampdu = 1;

ath\_tx\_txqaddbuf(sc, txq, bf\_head);

}

ath\_txq\_schedule()

{

ath\_tx\_sched\_aggr();

}

ath\_tx\_sched\_aggr()

{

ath\_tx\_form\_aggr(sc, tid, &**bf\_q**, &**bf\_lastaggr**, &param,

0, &prev\_frames);

bf = TAILQ\_FIRST(&bf\_q);

bf\_last = TAILQ\_LAST(&bf\_q, ath\_bufhead\_s);

**bf->bf\_lastbf = bf\_last;**

bf->bf\_isaggr = 1;

**ath\_tx\_addto\_baw**(sc, tid, bf);

ath\_hal\_set11n\_aggr\_first(sc->sc\_ah, bf->bf\_desc, bf->bf\_al); //🡪 ar9300Set11nAggrFirst

tbf = **bf\_lastaggr**;

ath\_hal\_set11n\_aggr\_last(sc->sc\_ah, tbf->bf\_desc);

ath\_tx\_txqaddbuf(sc, txq, &**bf\_q**);

}

/\*

\* **For aggregation from software buffer queue.**

\* NB: must be called with txq lock held

\*/

ath\_tx\_form\_aggr(struct ath\_softc \*sc, struct ath\_atx\_tid \***tid**,

ath\_bufhead \***bf\_q**, struct ath\_buf \*\***bf\_last**,

struct aggr\_rifs\_param \*param, int mimoburst, int \*prev\_frames)

{

do {

bf = TAILQ\_FIRST(&tid->buf\_q);

if (!BAW\_WITHIN(tid->seq\_start, tid->baw\_size, bf->bf\_seqno)) {

// #define BAW\_WITHIN(\_start, \_bawsz, \_seqno) \

// ((((\_seqno) - (\_start)) & 4095) < (\_bawsz))

… …;

break;

}

ath\_hal\_setdesclink(sc->sc\_ah, bf->bf\_lastfrm->bf\_desc, 0);

//firstbf->**bf\_lastfrm** = bf //在函数**ath\_tx\_start\_dma**中设置

**TAILQ\_REMOVE\_HEAD\_UNTIL**(&tid->buf\_q, &bf\_head, bf->bf\_lastfrm, bf\_list);

// **TAILQ\_REMOVE\_HEAD\_UNTIL:把buf\_q中，从开头，到bf\_lastfrm的bf挂到**bf\_head，tid->buf\_q指

//向剩下的bf

tbf = TAILQ\_FIRST(&bf\_head);

tbf->bf\_isampdu = 1;

**ath\_tx\_addto\_baw**(sc, tid, bf);

TAILQ\_FOREACH(tbf, &**bf\_head**, bf\_list) {

ath\_hal\_set11n\_aggr\_middle(sc->sc\_ah, tbf->bf\_desc, ndelim);

}

TAILQ\_CONCAT(**bf\_q**, &bf\_head, bf\_list);

} while (!TAILQ\_EMPTY(&tid->buf\_q));

}

void

ar9300Set11nAggrFirst(struct ath\_hal \*ah, void \*ds, u\_int aggrLen)

{

struct ar9300\_txc \*ads = AR9300TXC(ds);

ads->ds\_ctl12 |= (AR\_IsAggr | AR\_MoreAggr);

ads->ds\_ctl17 &= ~AR\_AggrLen;

ads->ds\_ctl17 |= SM(aggrLen, AR\_AggrLen);

}

void

ar9300Set11nAggrMiddle(struct ath\_hal \*ah, void \*ds, u\_int numDelims)

{

struct ar9300\_txc \*ads = AR9300TXC(ds);

unsigned int ctl17;

ads->ds\_ctl12 |= (AR\_IsAggr | AR\_MoreAggr);

/\*

\* We use a stack variable to manipulate ctl6 to reduce uncached

\* read modify, modfiy, write.

\*/

ctl17 = ads->ds\_ctl17;

ctl17 &= ~AR\_PadDelim;

ctl17 |= SM(numDelims, AR\_PadDelim);

ads->ds\_ctl17 = ctl17;

}

tid->seq\_next是递减的。

## Baw index

# CB

Struct **sk\_buff** {

/\*

\* This is the control buffer. It is free to use for every

\* layer. Please put your private variables there. If you

\* want to keep them across layers you have to do a skb\_clone()

\* first. This is owned by whoever has the skb queued ATM.

\*/

char **cb**[48];

}

在wifi驱动中 **cb 🡪 struct ieee80211\_cb**

struct ieee80211\_cb

# ACS

Kochab中channel为0时会下发auto select channel

umac/scan/ieee80211\_scan.c implements the scanning task, which is started by the connection manager using the API ***wlan\_scan\_start*.** The client scans to find the infrastructure APs available in all the allowed channels. The list of channels to be scanned is created by ***ieee80211\_scan\_ update\_channel\_list*** during the initialization of the generic scanner task (*ieee80211\_scan\_attach*). This list is actually derived from a list of allowed channels prepared by the HAL module based on the device capabilities (bands of operation supported) and regulatory domain configured. The client scans by switching to each channel and collects the AP information from the beacons received. The available infrastructure networks (APs) are stored in the scan table. From this scan table, a candidate AP list is built (umac/scan/ieee80211\_aplist.c) that consists of those APs with SSIDs matching the desired SSIDs chosen by the user.

//配置信道

static int

**ieee80211\_ioctl\_siwfreq**(struct net\_device \*dev,

struct iw\_request\_info \*info,

struct iw\_freq \*freq, char \*extra)

{

retval = **wlan\_set\_channel**(vap, **i**); //i = **IEEE80211\_CHAN\_ANY** (i = **-1**)

}

int

**wlan\_set\_channel**(wlan\_if\_t vaphandle, int **chan**)

{

if (**chan == IEEE80211\_CHAN\_ANY**) { //自动扫描

if (**vap->iv\_opmode == IEEE80211\_M\_HOSTAP**) {

/\* allow IEEE80211\_CHAN\_ANYC for auto channel select in AP mode\*/

vap->iv\_des\_chan[vap->iv\_des\_mode] = IEEE80211\_CHAN\_ANYC;

TAILQ\_FOREACH(tmpvap, &vap->iv\_ic->ic\_vaps, iv\_next){

if(tmpvap->iv\_des\_chan[tmpvap->iv\_des\_mode])

tmpvap->iv\_des\_chan[tmpvap->iv\_des\_mode] = IEEE80211\_CHAN\_ANYC;

}/\* zhangjj@BHU: sync all vaps of same wifi to ANYC \*/

/\* Trigger EACS only when vap is ready or channel change issued by DCS module \*/

if (ieee80211\_vap\_ready\_is\_set(vap) || (ic->cw\_inter\_found)) {

**//扫描并自动选取完信道后的处理函数的注册**

**wlan\_autoselect\_register\_event\_handler(vap, &****spectral\_eacs\_event\_handler, (void \*)vap);**

**//注册并调用扫描**

**wlan\_autoselect\_find\_infra\_bss\_channel(vap);**

} else {

IEEE80211\_DPRINTF(vap, IEEE80211\_MSG\_ANY,"%s: failed due to vap not ready",\_\_func\_\_);

}

return 0;

} else {

}

} else {

}

}

**wlan\_autoselect\_register\_event\_handler ---🡪**

acs->**acs\_event\_handlers**[acs->acs\_num\_handlers] = evhandler;

//🡪 **spectral\_eacs\_event\_handler (在ieee80211\_acs\_post\_event()调用)**

acs->**acs\_event\_handler\_arg**[acs->acs\_num\_handlers++] = arg;

//🡪 **vap**

/\*

\* Auto Channel Select handler used for interface up.

\*/

static void spectral\_eacs\_event\_handler(void \*arg, wlan\_chan\_t channel)

{

error = **wlan\_set\_channel**(vap, chan);

}

//启动扫描

int **wlan\_autoselect\_find\_infra\_bss\_channel**(wlan\_if\_t vaphandle)

{

return **ieee80211\_autoselect\_infra\_bss\_channel**(**vaphandle**, **false** /\* is\_scan\_report \*/);

}

static int **ieee80211\_autoselect\_infra\_bss\_channel**(struct ieee80211vap \*vap, bool is\_scan\_report)

{

acs->acs\_scan\_req\_param.acs\_scan\_report\_active = is\_scan\_report;

if(acs->acs\_scan\_req\_param.acs\_scan\_report\_active) {

ieee80211\_acs\_construct\_chan\_list(acs, IEEE80211\_MODE\_AUTO);

} else {

//构建自动选择信道列表。不是扫描信道列表

**ieee80211\_acs\_construct\_chan\_list(acs,acs->acs\_vap->iv\_des\_mode);**

}

//挂载扫描信道信息读取函数

**rc = wlan\_scan\_register\_event\_handler(vap,** **ieee80211\_acs\_scan\_evhandler, (void \*) acs);**

/\*Flush scan table before starting scan \*/

wlan\_scan\_table\_flush(vap);

ieee80211\_acs\_flush\_olddata(acs);

if (**wlan\_scan\_start**(vap, //--🡪 **ath\_scan\_start**

&scan\_params,

acs->acs\_scan\_requestor,

IEEE80211\_SCAN\_PRIORITY\_HIGH,

&(acs->acs\_scan\_id)) != EOK) {}

}

ss->**ss\_event\_handlers**[ss->ss\_num\_handlers] = evhandler; //ieee80211\_acs\_scan\_evhandler

ss->ss\_event\_handler\_arg[ss->ss\_num\_handlers++] = arg;

/\*

\* 构建选择信道列表 \***construct the available channel list**

\*/

static void **ieee80211\_acs\_construct\_chan\_list**(ieee80211\_acs\_t acs, enum ieee80211\_phymode mode)

{

} else if (mode == IEEE80211\_MODE\_11AC\_VHT40) {

eacs\_trace(EACS\_DBG\_LVL0,( " get channels with phy mode VHT40 plus and minuse"));

/\* if PHY mode is not AUTO, get channel list by PHY mode directly \*/

**ieee80211\_acs\_get\_phymode\_channels(acs, IEEE80211\_MODE\_11AC\_VHT40PLUS);**

**ieee80211\_acs\_get\_phymode\_channels(acs, IEEE80211\_MODE\_11AC\_VHT40MINUS);**

} else if (mode == IEEE80211\_MODE\_11AC\_VHT80) {

}

static INLINE void **ieee80211\_acs\_get\_phymode\_channels**(ieee80211\_acs\_t acs, enum ieee80211\_phymode mode)

{

struct ieee80211\_channel \*channel;

int i, extchan, skipchanextinvalid;

struct ieee80211\_channel\_list chan\_info;

//**for(i = 0, channel = acs->acs\_ic->****ic\_channels;**

**i < acs->acs\_ic->ic\_nchans;**

**i++, channel++)**

**ieee80211\_enumerate\_channels(channel, acs->acs\_ic, i)** {

**acs->****acs\_chans[acs->acs\_nchans++] = channel;**

**//这个列表只是要选择的列表，即将会根据扫描的信息在这个列表里面选择一个信道。这个列表不是要扫描的列表。**

}

}

/\*

\* Iterator for channel list

\*/

#define **ieee80211\_enumerate\_channels**(\_c, \_ic, \_index) \

for ((\_index) = 0, (\_c) = (\_ic)->ic\_channels; \

(\_index) < (\_ic)->ic\_nchans; \

(\_index)++, (\_c)++)

**vaphandle->****iv\_ic->ic\_scanner**

/\*

\* scan handler used for **scan complete**

\*/

static **void ieee80211\_acs\_scan\_evhandler**(struct ieee80211vap \*originator, ieee80211\_scan\_event \*event, void \*arg)

{

//获取扫描到的信道信息。

if( event->type == IEEE80211\_SCAN\_FOREIGN\_CHANNEL\_**GET\_NF** ) {

now = (u\_int32\_t) CONVERT\_SYSTEM\_TIME\_TO\_MS(OS\_GET\_TIMESTAMP());

flags = ACS\_CHAN\_STATS\_NF;

/\* Get the noise floor value \*/

acs->acs\_noisefloor[ieee80211\_chan2ieee(originator->iv\_ic,event->chan)] = ic->ic\_get\_cur\_chan\_nf(ic);

eacs\_trace(EACS\_DBG\_SCAN,("Requesting for CHAN STATS and NF from Target \n"));

eacs\_trace(EACS\_DBG\_SCAN,("%d.%03d | %s:request stats and nf \n", now / 1000, now % 1000, \_\_func\_\_));

ic->**ic\_hal\_get\_chan\_info**(ic, flags); //🡪**ath\_net80211\_get\_chan\_info**

}

/\* To prevent channel selection when acs report is active \*/

if(!acs->acs\_scan\_req\_param.acs\_scan\_report\_active) {

//传说中的信道选择。

channel = **ieee80211\_acs\_find\_best\_centerchan(acs)**;

}

**scan\_done: //扫描完成**

**ieee80211\_acs\_post\_event(acs, channel);**

}

static void

**ieee80211\_acs\_post\_event**(ieee80211\_acs\_t acs,

struct ieee80211\_channel \*channel)

{

for (i=0; i < num\_handlers; ++i) {

acs\_event\_handlers[i] = **acs->acs\_event\_handlers[i]**;

acs\_event\_handler\_arg[i] = **acs->acs\_event\_handler\_arg[i]**;

}

spin\_unlock(&acs->acs\_lock);

for (i = 0; i < num\_handlers; ++i) {

(**acs\_event\_handlers**[i]) (**acs\_event\_handler\_arg[i]**, **channel**);

}

}

ic->**ic\_hal\_get\_chan\_info** = **ath\_net80211\_get\_chan\_info**; (at : ath\_attach())

/\*

\* **Read NF and channel load registers and invoke ACS update API**

\*/

static void ath\_net80211\_get\_chan\_info(struct ieee80211com \*ic, u\_int8\_t flags)

{

struct ath\_softc\_net80211 \*scn = ATH\_SOFTC\_NET80211(ic);

u\_int ieee\_chan\_num;

struct ieee80211\_chan\_stats chan\_stats;

int16\_t acs\_noisefloor = 0;

**ieee80211\_acs\_stats\_update**(ic->ic\_acs, flags, ieee\_chan\_num,

acs\_noisefloor, &chan\_stats);

}

## 设置扫描信道集合1

**（BXO5000n\_2S\_v2/AR9344）**

/\*

\* **Set country code**

\*/

int

**ieee80211\_set\_country\_code**(struct ieee80211com \*ic, char \*isoName, u\_int16\_t cc, enum ieee80211\_clist\_cmd cmd)

{

error = ic->**ic\_set\_country**(ic, isoName, cc, cmd);

//🡪 ***ath\_net80211\_set\_country***

/\* update channel list \*/

ieee80211\_update\_channellist(ic, 1);

**ieee80211\_build\_countryie\_all(ic);**

}

**//设置设备支持的信道列表**

***ic->ic\_set\_country = ath\_net80211\_set\_country;***

ath\_net80211\_set\_country(struct ieee80211com \*ic, char \*isoName, u\_int16\_t cc, enum ieee80211\_clist\_cmd c

{

struct ath\_softc\_net80211 \*scn = ATH\_SOFTC\_NET80211(ic);

int retval = 0;

retval = **scn->sc\_ops->set\_country**(scn->sc\_dev, isoName, cc, cmd);

//--🡪 **ath\_set\_country**, /\* set\_country \*/

return retval;

}

/\*

\* Set the **802.11D** country

\* 设置设备支持的信道。

\*/

static int

**ath\_set\_country**(ath\_dev\_t dev, char \*isoName, u\_int16\_t cc, enum ieee80211\_clist\_cmd cmd)

{

//先到EEPROM读表

**ath\_hal\_init\_channels**(ah, **chans**, IEEE80211\_CHAN\_MAX, (u\_int \*)&nchan,

regclassids, ATH\_REGCLASSIDS\_MAX, &nregclass,

sc->sc\_config.ath\_countrycode, wMode, outdoor,

sc->sc\_config.ath\_xchanmode,

sc->sc\_is\_blockdfs\_set));

**//设置给VAP**

if (sc->sc\_ieee\_ops->setup\_channel\_list) {

sc->sc\_ieee\_ops->**setup\_channel\_list**(sc->sc\_ieee, CLIST\_UPDATE,

**chans**, nchan, regclassids, nregclass,

CTRY\_DEFAULT);//

}

//-🡪 **ath\_net80211\_channel\_setup**

}

/\*

\* **update the country ie in all vaps**.

\*/

static void

**ieee80211\_build\_countryie\_all**(struct ieee80211com \*ic)

{

u\_int8\_t num\_vaps;

ieee80211\_iterate\_vap\_list\_internal(ic,**ieee80211\_build\_countryie\_vap**,NULL,num\_vaps);

}

static void

**ieee80211\_build\_countryie\_vap**(void \*arg,struct ieee80211vap \*vap, bool is\_last\_vap)

{

**ieee80211\_build\_countryie**(vap);

}

/\*

\* Build the country information element.

\*/

void

ieee80211\_build\_countryie(struct ieee80211vap \*vap)

{

ieee80211\_enumerate\_channels(c, ic, i) {

}

}

net80211\_ops-> **setup\_channel\_list** // **ath\_net80211\_channel\_setup**

//创建channel列表

// Callbacks for **ath\_dev** module, which calls net80211 API's

//(ieee80211\_xxx) accordingly.

static void

**ath\_net80211\_channel\_setup**(ieee80211\_handle\_t ieee,

enum ieee80211\_clist\_cmd cmd,

const HAL\_CHANNEL \***chans**, int nchan,

const u\_int8\_t \*regclassids, u\_int nregclass,

int countrycode) {

if ((countrycode == CTRY\_DEFAULT) || (cmd == CLIST\_NEW\_COUNTRY)) {

/\*

\* Convert HAL channels to ieee80211 ones.

\*/

for (i = 0; i < nchan; i++) {

c = **&chans[i];**

**ichan = ieee80211\_get\_channel(ic, i);//** **ic ->ic\_channels[i]**

OS\_MEMZERO(ichan, sizeof(struct ieee80211\_channel));

**IEEE80211\_CHAN\_SETUP**(ichan,

scn->sc\_ops->mhz2ieee(scn->sc\_dev, c->channel, c->channel\_flags),

c->channel,

c->channel\_flags,

0, /\* ic\_flagext \*/

c->max\_reg\_tx\_power, /\* dBm \*/

c->max\_tx\_power / 4, /\* 1/4 dBm \*/

c->min\_tx\_power / 4, /\* 1/4 dBm \*/

c->regClassId

);

}

}

}

/\*

\* Setup the channel list based on the information in the EEPROM and

\* any supplied country code. Note that we also do a bunch of EEPROM

\* verification here and setup certain regulatory-related access

\* control data used later on.

\*/

bool \_\_ahdecl

ath\_hal\_init\_channels(struct ath\_hal \*ah,

HAL\_CHANNEL \*chans, u\_int maxchans, u\_int \*nchans,

u\_int8\_t \*regclassids, u\_int maxregids, u\_int \*nregids,

HAL\_CTRY\_CODE cc, u\_int32\_t modeSelect,

bool enableOutdoor, bool enableExtendedChannels,

bool block\_dfs\_enable)

{

}

static INLINE int ieee80211\_scan\_update\_channel\_list(ieee80211\_scanner\_t ss)

{

return ((struct ieee80211\_scanner\_common \*)ss)->**scan\_update\_channel\_list(ss)**;

}

(\*ss)->ss\_common.scan\_update\_channel\_list = **\_ieee80211\_scan\_update\_channel\_list**;

（ set at *\_ieee80211\_scan\_attach()*）

**\_ieee80211\_scan\_update\_channel\_list//****设置要扫描的集合**

**ol\_scan\_update\_channel\_list //ofload: 设置要扫描的集合**

## 设置扫描信道集合2

**（BXO5000ac\_2S\_lite/AR9344/*offload*/11ac）**

**//设置设备支持的信道列表。**

**ol\_ath\_set\_country**(){

**chans** = ic->**ic\_channels**;

if (!ol\_regdmn\_init\_channels(ol\_regdmn\_handle, **chans**, IEEE80211\_CHAN\_MAX, (u\_int \*)&nchan,

regclassids, ATH\_REGCLASSIDS\_MAX, &nregclass,

cc, wMode, outDoor, xchanMode,

scn->sc\_is\_blockdfs\_set)) {

}

}

**ic\_dfs\_clist\_update**

**ol\_regdmn\_init\_channels**(struct ol\_regdmn \*ol\_regdmn\_handle,

struct ieee80211\_channel \***chans**, u\_int maxchans, u\_int \*nchans,

u\_int8\_t \*regclassids, u\_int maxregids, u\_int \*nregids,

REGDMN\_CTRY\_CODE cc, u\_int32\_t modeSelect,

bool enableOutdoor, bool enableExtendedChannels,

bool block\_dfs\_enable){

… …

OS\_MEMCPY(&**chans**[next++], &**icv**, sizeof(struct **ieee80211\_channel**));

… …

\*nchans = next;

ieee80211\_set\_nchannels(ic, next);

}

## 扫描

**ieee80211\_scan.c**

**ieee80211\_find\_channel**

**ss->ss\_all\_chans**

ath\_scan\_start, /\* scan\_start \*/

**//设置所有要扫描的信道。**

**int ieee80211\_scan\_update\_channel\_list(ieee80211\_scanner\_t ss)**

**{**

**//设置这次扫描的信道**

**static void scanner\_construct\_chan\_list(ieee80211\_scanner\_t ss)**

**{**

/\*

\* **get all the channels to scan** . 这个应该就是设置要扫描的信道了吧。

\* can be called whenever the set of supported channels are changed.

\* (ex: when a beacon with valid country code received )

\*/

static int **\_ieee80211\_scan\_update\_channel\_list**(ieee80211\_scanner\_t ss)

{

}

int **ieee80211\_scan\_run**(ieee80211\_scanner\_t ss,

wlan\_if\_t vaphandle,

scan\_request\_data\_t \*request\_data)

{

**scanner\_construct\_chan\_list**(ss, vaphandle);

if (ss->ss\_max\_scan\_time != 0) {

u\_int32\_t elapsed\_scan\_time;

u\_int32\_t remaining\_time;

elapsed\_scan\_time = CONVERT\_SYSTEM\_TIME\_TO\_MS(current\_system\_time - ss->ss\_scan\_start\_time);

if (ss->ss\_max\_scan\_time > elapsed\_scan\_time) {

remaining\_time = ss->ss\_max\_scan\_time - elapsed\_scan\_time;

}

else {

remaining\_time = 0;

}

//设置扫描定时器

**OS\_SET\_TIMER**(&ss->**ss\_maxscan\_timer**, **remaining\_time**);

}

}

OS\_INIT\_TIMER(osdev, &((\*ss)->**ss\_maxscan\_timer**), scanner\_timer\_maxtime\_handler, (void \*) (\*ss));

#define OS\_TIMER\_FUNC(\_fn) \

void \_fn(void \*timer\_arg)

static **OS\_TIMER\_FUNC**(**scanner\_timer\_maxtime\_handler**)

{ //--🡪 scanner\_timer\_maxtime\_handler\_fn

ieee80211\_scanner\_t ss;

OS\_GET\_TIMER\_ARG(ss, ieee80211\_scanner\_t);

**ieee80211\_sm\_dispatch**(ss->ss\_hsm\_handle,

**SCANNER\_EVENT\_MAXSCANTIME\_EXPIRE**,

0,

NULL);

}

static bool **is\_common\_event**(ieee80211\_scanner\_t ss,

enum scanner\_event event,

u\_int16\_t event\_data\_len,

void \*event\_data)

{

switch (event) {

case **SCANNER\_EVENT\_MAXSCANTIME\_EXPIRE**:

termination\_reason = **IEEE80211\_REASON\_TIMEDOUT**;

break;

}

}

**scanner\_post\_event**(ieee80211\_scanner\_t ss,

wlan\_if\_t vaphandle,

ieee80211\_scan\_event\_type type,

ieee80211\_scan\_completion\_reason reason,

IEEE80211\_SCAN\_ID scan\_id,

IEEE80211\_SCAN\_REQUESTOR requestor,

wlan\_chan\_t chan)

{

}

(\*ss)->ss\_common.scan\_register\_event\_handler = **\_ieee80211\_scan\_register\_event\_handler**;

# 自动选择扫描信道跳过：

1. ath\_net80211\_channel\_setup：设备支持的信道，去掉信新到后，将不支持去掉的信道，**页面**

**offload: ol\_regdmn\_init\_channels**

1. **\_ieee80211\_scan\_update\_channel\_list：设置所有要扫描的集合，需要在选择的集合中去掉**

**//offload ol\_scan\_update\_channel\_list**

1. **scanner\_construct\_chan\_list：设置这次扫描的信道**
2. **ieee80211\_acs\_construct\_chan\_list：设置要选择的信道集合列表。**
3. **2,4来自于1；3来自于2；**

# 问题：wlan\_mlme\_stop\_bss()

**IEEE80211\_DPRINTF**

wlan\_set\_debug\_flags

asf\_print\_mask\_set

ieee80211\_ioctl\_setparam

//offload打印debug的地方

**ol\_ath\_log\_text**(struct ieee80211com \*ic, char \*text)

osif\_acs\_start\_bss

wlan\_mlme\_start\_bss

**osif\_vap\_init**(struct net\_device \*dev, int forcescan){

if()

{

/\* Wait for previous vdev\_stop\_command to complete \*/

}

}

ol\_vdev\_wmi\_event\_handler

Call Trace:

[<8028f444>] dump\_stack+0x8/0x34

[<c0d87dac>] wlan\_autoselect\_register\_event\_handler+0x50/0x130 [umac]

[<c0db74f0>] osif\_vap\_init+0x6d8/0xcc8 [umac]

[<c0dab498>] ieee80211\_ioctl\_siwfreq+0x250/0x5ac [umac]

//直接调用ACS是失败在osif\_vap\_init启动了ACS

[<80289580>] ioctl\_standard\_call+0x98/0x3d8

[<80289a20>] wext\_handle\_ioctl+0xbc/0x218

[<801bb2ac>] dev\_ioctl+0x734/0x78c

[<8007fa4c>] vfs\_ioctl+0x2c/0x78

[<80080150>] do\_vfs\_ioctl+0x5bc/0x610

[<800801f4>] sys\_ioctl+0x50/0x8c

[<8000ea84>] stack\_done+0x20/0x3c

int wlan\_mlme\_stop\_bss(wlan\_if\_t vaphandle, int flags)

{

while (**vap->init\_in\_progress**) {

if (waitcnt >= OSIF\_MAX\_STOP\_VAP\_TIMEOUT\_CNT) {

ieee80211\_note (vap,"%s(): Timeout for start response event!!!\n", \_\_func\_\_);

error = -1;

goto out;

}

schedule\_timeout\_interruptible(OSIF\_STOP\_VAP\_TIMEOUT);

waitcnt++;

**ieee80211\_note (vap,"%s(): Init in progress. Delay vap\_stop\n", \_\_func\_\_);**

}

}

**ol\_vdev\_wmi\_event\_handler**（）{

vaphandle->init\_in\_progress = **false**;

}

3.4.5.22 umac/**resmgr**

The **Resource Manager** directory contains some functions to handle the driver global resources.

These functions are called from multiple locations within the driver to allocate and free these

resources.

ieee80211\_resmgr\_t ol\_resmgr\_create（）

{

/\* Register WMI event handlers \*/

**wmi\_unified\_register\_event\_handler**(scn->wmi\_handle, WMI\_VDEV\_START\_RESP\_EVENTID, **ol\_vdev\_wmi\_event\_handler**, resmgr);

}

**wmi\_unified\_event\_rx**

# WMI

ieee80211\_resmgr\_t **ol\_resmgr\_create**（）

{

/\* Register WMI event handlers \*/

**wmi\_unified\_register\_event\_handler**(scn->wmi\_handle, WMI\_VDEV\_START\_RESP\_EVENTID, **ol\_vdev\_wmi\_event\_handler**, resmgr);

}

int wmi\_unified\_register\_event\_handler(wmi\_unified\_t wmi\_handle,

WMI\_EVT\_ID event\_id,

wmi\_unified\_event\_handler handler\_func,

void\* cookie)

{

wmi\_handle->**event\_handler**[handler\_id] = handler\_func;

wmi\_handle->event\_handler\_cookie[handler\_id] = cookie;

}

static int **wmi\_unified\_event\_rx**(struct wmi\_unified \*wmi\_handle, wmi\_buf\_t evt\_buf)

{

/\* Call the WMI registered event handler \*/

status = wmi\_handle->**event\_handler**[handler\_id](wmi\_handle->scn\_handle, event, len,

wmi\_handle->event\_handler\_cookie[handler\_id]);

}

**wmi\_control\_rx**()

{

**wmi\_unified\_event\_rx**

}

wmi\_unified\_connect\_htc\_service()

{

connect.EpCallbacks.EpRecv = **wmi\_control\_rx** /\* Control path rx \*/;

if ((status = **HTCConnectService**(htc\_handle, &connect, &response)) != EOK)

}

**htc\_service ????**

## OL vap\_start +

[<8028f444>] dump\_stack+0x8/0x34

[<c0de2544>] **wmi\_unified\_vdev\_start\_send**+0x74/0x180 [umac]

[<c0df370c>] \_ieee80211\_resmgr\_vap\_start+0xa8/0x174 [umac]

[<c0d59158>] mlme\_create\_infra\_bss+0x19c/0x3a0 [umac]

[<c0db3c7c>] osif\_acs\_start\_bss+0x28/0xf8 [umac]

[<c0db7e34>] osif\_acs\_event\_handler+0xf0/0x104 [umac]

[<c0d79768>] ieee80211\_acs\_post\_event+0xa0/0x10c [umac]

[<c0d7eac4>] ieee80211\_autoselect\_infra\_bss\_channel+0x60c/0x940 [umac]

[<c0db8530>] osif\_vap\_init+0x6e8/0xcc8 [umac]

[<801ba3c0>] **dev\_open**+0xe8/0x15c

[<801b9780>] dev\_change\_flags+0xd0/0x1c8

[<802236e8>] devinet\_ioctl+0x2d4/0x80c

[<801a5f04>] sock\_ioctl+0x29c/0x2f4

[<8007fa4c>] vfs\_ioctl+0x2c/0x78

[<80080150>] do\_vfs\_ioctl+0x5bc/0x610

[<800801f4>] sys\_ioctl+0x50/0x8c

[<8000ea84>] stack\_done+0x20/0x3c

\_ieee80211\_resmgr\_vap\_start(

avn->**av\_ol\_resmgr\_wait** = TRUE;

**wmi\_unified\_vdev\_start\_send**();

vap->**init\_in\_progress** = true;

)

wmi\_unified\_vdev\_start\_send(wmi\_unified\_t wmi\_handle, u\_int8\_t if\_id, struct ieee80211\_channel \*chan,

u\_int32\_t freq, bool disable\_hw\_ack, void \*nl\_handle)

{

return **wmi\_unified\_cmd\_send**(wmi\_handle, buf, len, WMI\_VDEV\_START\_REQUEST\_CMDID);

}

/\* WMI command API \*/

int

**wmi\_unified\_cmd\_send**(wmi\_unified\_t wmi\_handle, wmi\_buf\_t buf, int len, WMI\_CMD\_ID cmd\_id)

{

status = **HTCSendPkt**(wmi\_handle->htc\_handle, &cookie->HtcPkt);

}

/\* HTC API - HTCSendPkt \*/

A\_STATUS  **HTCSendPkt**(HTC\_HANDLE HTCHandle, HTC\_PACKET \*pPacket)

{

HTC\_PACKET\_QUEUE queue;

**INIT\_HTC\_PACKET\_QUEUE\_AND\_ADD**(&queue,pPacket);

return **HTCSendPktsMultiple**(HTCHandle, &queue);

}

A\_STATUS HTCSendPktsMultiple()

{

**HTCTrySend**(target,pEndpoint,pPktQueue);

}

# HOSTAPD

static struct iw\_handler\_def ieee80211\_iw\_handler\_def = {

#define N(a) (sizeof (a) / sizeof (a[0]))

.standard = (iw\_handler \*) ieee80211\_handlers,

.num\_standard = N(ieee80211\_handlers),

.private = (iw\_handler \*) **ieee80211\_priv\_handlers**,

.num\_private = N(ieee80211\_priv\_handlers),

.private\_args = (struct iw\_priv\_args \*) **ieee80211\_priv\_args**,

.num\_private\_args = N(ieee80211\_priv\_args),

#if WIRELESS\_EXT > 18

.get\_wireless\_stats = ieee80211\_iw\_getstats

**ieee80211\_priv\_handlers**, //来自于hostap的配置回调集合

# netlink

## 配置交互：setKey为主线：

hostapd\_drv\_set\_key(){

hapd->driver->set\_key();

}

**Driver的加载**：

ps -w | grep hostap

1333 1 bhuroot 1688 416 S hostapd hostapd -dddd -B -P /tmp/run/pid\_wlan0 **/tmp/secwlan0**

# cat /tmp/secwlan0 | grep driver

driver=**atheros**

hostapd\_config\_read(){

for (j = 0; wpa\_drivers[j]; j++) {

if (os\_strcmp(pos, wpa\_drivers[j]->**name**) == 0){

conf->driver = **wpa\_drivers[j]**;

break;

}

}

}

src/drivers/drivers.c:

struct wpa\_driver\_ops \*wpa\_drivers[] = {

…

& **&wpa\_driver\_atheros\_ops**,

…

}

const struct wpa\_driver\_ops **wpa\_driver\_atheros\_ops** = {

.name = "**atheros**",

.hapd\_init = atheros\_init,

.hapd\_deinit = atheros\_deinit,

.set\_ieee8021x = atheros\_set\_ieee8021x,

.set\_privacy = atheros\_set\_privacy,

.**set\_key** = atheros\_set\_key,

.get\_seqnum = atheros\_get\_seqnum,

……….

}

set\_key()🡪atheros\_set\_key ()

atheros\_set\_key (){

ret = set80211priv(drv, **IEEE80211\_IOCTL\_SETKEY**, &wk, sizeof(wk));

}

然后就进内核了。-🡪 **ieee80211\_priv\_handlers**

# 无线配置 &　流程和关系

**hostapd**

**iwpriv**

**iwlist**

**iwconfig**

**wpa\_supplicant**

# DEBUG

**export DEBUG\_EACS=1**

# WORD

ACS :Auto Channel Selection (ACS)

CW :Continuous Wave (CW) Interference is caused by Video Bridges (VB) and Baby Monitors. They  
use the Frequency Modulation technique to transmit signals in some of the ISM bands. They are  
persistent and completely block the WLAN channel in which they operate

Acronyms

Table 1-1 Acronyms Used in This Document

Acronym Definition

ACL Access Control List

ACS Auto Channel Selection

ADF Atheros Driver Framework

ASF Atheros Service Framework

DBDC Dual Band Dual Concurrent

DFS Dynamic Frequency Selection

EAP Extensible Authentication Protocol

HAL Hardware Abstraction Layer

HIF Host Interface

HT High Throughout

HTC Host Target Communications

LAN Local Area Network

LMAC Lower MAC

MAC Medium Access Control

P2P Peer to Peer

RIFS Reduced Inter Frame Spacing

STBC Space-Time Block Codes

TDLS Tunneled Direct Link Setup

TxBF Transmit Beamforming

UAPSD Unscheduled Automatic Power Save Delivery

UMAC Upper MAC

WDS Wireless Distribution System

WLAN Wireless LAN

WMI Wireless Message Interface

WMM Wi-Fi Multimedia

WMM-AC WMM admission control

WPA Wi-Fi Protected Access

ADDBA add Block Acknowledgment

# D

RX FIFIO depth 16

TX 128

ol\_ath\_vap\_set\_param

# HAND

IEEE80211\_IS\_CHAN\_11AC(\_c)