**TO-DOs:**

* From: <https://github.com/openaps/docs/blob/master/docs/getting-started/rpi.md>
  + change user login password or disable, only use SSH keys
  + figure out accessing Git on the device (necessary if any changes are being made, probably also to store me-specific files
* Read this: <https://github.com/openaps/openaps/blob/master/README.md>
* ~~From:~~ [~~https://github.com/openaps/docs/blob/master/docs/Log-clean-analyze-with-openaps-tools/using.md~~](https://github.com/openaps/docs/blob/master/docs/Log-clean-analyze-with-openaps-tools/using.md)
  + ~~configure OPENAPS on the Pi~~
* From: <https://github.com/openaps/docs/blob/master/docs/Build-manual-system/Using-oref0-tools.md>
  + re-invoke and review the reports with insulin pump settings, after I get old pump setup
  + starting doing steps after here: $ openaps report add monitor/glucose.json JSON cgm iter\_glucose 5
* draw out flow chart of reports, checks, and enacts for me to follow

**NOTES:**

* OPENAPS raspi:
* 192.168.1.132
* pi, raspberry

$ openaps use pump -h

![](data:image/png;base64,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)

![](data:image/png;base64,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)

$ openaps use cgm –h:

![](data:image/png;base64,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)

git push to Bitbucket:

Top of Form

Bottom of Form

Repository setup

Your repository is empty — let's put some bits in your bucket.

[I have an existing project](https://bitbucket.org/mikestebbins/openaps00#command-line-existing)

Already have a Git repository on your computer? Let's push it up to Bitbucket.

cd /path/to/my/repogit remote add origin https://mikestebbins@bitbucket.org/mikestebbins/openaps00.gitgit push -u origin --all # pushes up the repo and its refs for the first timegit push -u origin --tags # pushes up any tags

In order to eliminate needing to enter the Bitbucket password every time I “git push”, use the following instead of above, “… add origin https://mikestebbins: [BeRtensg@bitbucket.org](mailto:BeRtensg@bitbucket.org)...”

Crontab

Examples: <https://www.raspberrypi.org/documentation/linux/usage/cron.md>

<https://www.raspberrypi.org/forums/viewtopic.php?f=91&t=39344>

Access via:

$ crontab –e

Enter in Nano:

\*/5 \* \* \* \* (cd ~/openaps00/ && git push)
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Nightscout integration

Followed these instructions: <https://github.com/openaps/docs/blob/dev/docs/Automate-system/vizualization.md>

Set-up clock zoned from line in script here: <https://github.com/openaps/oref0/blob/master/bin/ns-uploader-setup.sh#L51>

**More CRON to be set-up:**

live4sw 02:10

I think I may need to add something to retry-loop to deal with this scenario. My retry-loop is currently the default, which is retry-loop = ! bash -c "until( ! mm-stick warmup || openaps loop); do sleep 5; done". Has anyone here encountered a similar issue?

Basically, if I reboot, or reset the USB, it gets unstuck, but otherwise it just throws off that error every 5 minutes and doesn't even get to the preflight, even though everything is connected and i'm a few feet away from the stick

scottleibrand 03:48

openaps alias add preflight '! bash -c "rm -f monitor/clock.json && echo -n \"PREFLIGHT \" && openaps report invoke monitor/clock.json 2>/dev/null >/dev/null && grep -q T monitor/clock.json && echo OK || ( ( mm-stick warmup 2>&1 || sudo oref0-reset-usb ); echo FAIL; sleep 120; exit 1 )"'

openaps alias add retry-loop '! bash -c "openaps wait-loop || until( ! mm-stick warmup 2>&1 | egrep -v \"^ \" || ! openaps preflight || openaps loop); do sleep 10; done"'

live4sw 04:47

What do you use for your wait-loop alias? I didn't see that discussed in the docs.

scottleibrand 08:48

openaps alias add wait-loop '! bash -c "openaps preflight && openaps gather && openaps enact && openaps report invoke monitor/temp\_basal.json 2>/dev/null >/dev/null && openaps upload && openaps get-settings 2>/dev/null >/dev/null && openaps wait-for-bg && openaps enact && openaps upload-ns-status >/dev/null"'

live4sw 09:28

Thanks Scott, unfortunately this brings up wait-for-bg and several aliases not discussed in the docs. I see Jason uses these too. What is the purpose of the "wait" aliases? I think I may need to spend some time this weekend really trying to understand how these aliases do things differently.

jasoncalabrese 09:31

the wait-for-bg causes the loop to wait until BG changes, and just keeps polling

you then need a cron to killall openaps processes older than 10 minutes

\* \* \* \* \* killall -g --older-than 10m openaps

live4sw 09:40

Oh I see, so is the logic here that by using the wait, you can make sure that your loop runs immediately when there is a new bg? I assume your cron still runs retry-loop every 5 minutes, you're just killing old processes to make sure they don't snowball?

jasoncalabrese 09:49

the cron runs every minute, but checks if it's already running first

I use \* \* \* \* \* cd /home/edison/indy && ( ps aux | grep -v grep | grep -q 'openaps retry-loop' && echo OpenAPS already running || openaps retry-loop ) 2>&1 | logger -t openaps-loop

**Python file in Linux**

Create new file from terminal:

* touch /path/to/file for an empty file

Just put this in the first line of your script :

~~#!/usr/bin/env python~~

Actually, change it to this:

#!/usr/bin/python

Then make the file executable with

chmod +x myfile.py

Execute with

./myfile.py

Use subprocess to run it in the shell:

<https://docs.python.org/2/library/subprocess.html>

<http://stackoverflow.com/questions/89228/calling-an-external-command-in-python>

**Round two, 2016-03-26. Install Dev into a new folder and start fresh with the Dev docs.**

**Names of things:**

* pump name = pump
* Dexcom cgm = cgm

Changed password to “GlareBucket2” using:

sudo raspi-config

Ran:

sudo bash -c 'echo "options 8192cu rtw\_power\_mgnt=0 rtw\_enusbss=0" >>/etc/modprobe.d/8192cu.conf'

Installed watchdog via:

Enable the built-in hardware watchdog chip on the Raspberry Pi:

sudo modprobe bcm2708\_wdog

sudo bash -c 'echo "bcm2708\_wdog" >> /etc/modules'

Install the watchdog package, which controls the conditions under which the hardware watchdog restarts the Pi:

sudo apt-get install watchdog

Next, add watchdog to startup applications:

sudo update-rc.d watchdog defaults

Edit the config file by opening up nano text editor

sudo nano /etc/watchdog.conf

Uncomment the following: (remove the # from the following lines, scroll down as needed to find them):

max-load-1

watchdog-device

Finally, start watchdog by entering:

sudo service watchdog start

Update the RPi2.

sudo apt-get update && sudo apt-get -y upgrade

Install dev via package manager:

curl -s https://raw.githubusercontent.com/openaps/docs/dev/scripts/quick-src.sh | bash -

Install openaps via:

sudo easy\_install -ZU setuptools sudo easy\_install -ZU openaps

Run

sudo openaps-install-udev-rules

Run

sudo activate-global-python-argcomplete

log session via:

script logfile20160326

Initialize new Openaps environment

$ cd

$ openaps init openapsdev

$ cd openapsdev

Add devices:

$ openaps device add pump medtronic 012842

$ openaps device add cgm dexcom

$ openaps device show

$ cat openaps.ini

$ cat pump.ini

$ openaps use <my\_pump\_name> model

$ openaps use <my\_pump\_name> -h

$ openaps use <my\_dexcom\_name> iter\_glucose 1

Pull nightscout values:

[device "curl"] <br>

fields = <br>

cmd = bash <br>

vendor = openaps.vendors.process <br>

args = -c "curl -s https:// mikestebbinscgmsite.azurewebsites.net/api/v1/entries.json | json -e 'this.glucose = this.sgv'" <br>

[report "monitor/glucose.json"] <br>

device = curl <br>

use = shell <br>

reporter = text <br>

reports

$ openaps report add last\_five\_pump\_hours.json JSON pump iter\_pump\_hours 5

$ openaps report invoke last\_five\_pump\_hours.json

$ openaps report add last\_five\_cgm\_hours.json JSON cgm iter\_glucose\_hours 5

aliases:

$ openaps report invoke last\_five\_pump\_hours.json

$ openaps report invoke last\_five\_cgm\_hours.json

$ openaps alias add last\_five\_hours "report invoke last\_five\_pump\_hours.json last\_five\_cgm\_hours.json"

$ openaps last\_five\_hours

**Phase 2: build a manual system**

$ openaps device add oref0 process oref0

$ openaps device add get-profile process --require "settings bg\_targets insulin\_sensitivities basal\_profile max\_iob" oref0 get-profile

$ openaps device add calculate-iob process --require "pumphistory profile clock" oref0 calculate-iob

$ openaps device add determine-basal process --require "iob temp\_basal glucose profile" oref0 determine-basal

$ mkdir -p settings monitor enact

$ openaps report add settings/settings.json JSON pump read\_settings

$ openaps report add settings/bg\_targets.json JSON pump read\_bg\_targets

$ openaps report add settings/insulin\_sensitivities.json JSON pump read\_insulin\_sensitivies

$ openaps report add settings/basal\_profile.json JSON pump read\_basal\_profile\_std

Create max\_iob file in main directory:

From main openapsdev directory:

touch max\_iob.json

nano max\_iob.json

input:

{"max\_iob":2}

$ openaps report add settings/profile.json text get-profile shell settings/settings.json settings/bg\_targets.json settings/insulin\_sensitivities.json settings/basal\_profile.json max\_iob.json

$ openaps alias add gather-profile "report invoke settings/settings.json settings/bg\_targets.json settings/insulin\_sensitivities.json settings/basal\_profile.json settings/profile.json"

$ openaps report add monitor/pumphistory.json JSON pump iter\_pump\_hours 5

$ openaps report add monitor/clock.json JSON pump read\_clock

$ openaps report add monitor/iob.json JSON calculate-iob shell monitor/pumphistory.json settings/profile.json monitor/clock.json

$ openaps report add monitor/temp\_basal.json JSON pump read\_temp\_basal

$ openaps report add monitor/glucose.json JSON cgm iter\_glucose 5

$ openaps report add enact/suggested.json text determine-basal shell monitor/iob.json monitor/temp\_basal.json monitor/glucose.json settings/profile.json

$ openaps alias add monitor-pump "report invoke monitor/clock.json monitor/temp\_basal.json monitor/pumphistory.json monitor/iob.json"

$ openaps alias add monitor-cgm "report invoke monitor/glucose.json"

$ openaps report show

$ openaps alias show

test the full sequence of aliases and the that which depend on them:

$ rm -f settings/\* monitor/\* enact/\*

$ openaps gather-profile

$ openaps monitor-pump

$ ~~openaps monitor-cgm~~

$ openaps monitor-cgm-ns

$ openaps report invoke monitor/iob.json

$ openaps report invoke enact/suggested.json

rm -f settings/\* monitor/\* enact/\* | openaps gather-profile | openaps monitor-pump | openaps monitor-cgm-ns | openaps report invoke monitor/iob.json | openaps report invoke enact/suggested.json

**3.3.9**

$ openaps alias add preflight '! bash -c "rm -f monitor/clock.json && openaps report invoke monitor/clock.json 2>/dev/null && grep -q T monitor/clock.json && echo PREFLIGHT OK || (mm-stick warmup || (sudo oref0-reset-usb && echo PREFLIGHT SLEEP && sleep 120); echo PREFLIGHT FAIL; exit 1)"'

Added new Bitbucket repo for dev, pushed all to it using my password trick (earlier in this document)

Create loop

Perhaps re-check this: ktomy Jan 23 20:26: Also I have a very different "loop" command and maybe it would be good to add it to the documentation somewhere (without enact):

Loop:

openaps alias add loop '! bash -c "openaps monitor-cgm 2>/dev/null && ( openapspreflight && openaps gather && openaps enact) || echo No CGM data."'

Retry loop:

openaps alias add retry-loop '! bash -c "openaps preflight && until( ! mm-stick warmup || openaps loop); do sleep 5; done"'

3.3.16. Configuring Automatic Sensitivity Mode

Add nightscout upload functionality, Follow 3.4.4.1.2. Environment Variables for OpenAPS Access to Nightscout:

echo -n " thisismynewapisecret" | shasum

nano ~/.profile

NIGHTSCOUT\_HOST=https://mikestebbinscgmtest/azurewebsites.net/api/v1/entries.json; export $

API\_SECRET=ad28f5c7f3caa6679b83e8e7a2ed32c7aea3d962; export API\_SECRET

Save and exit, the run:

source /etc/profile

add a new ns-status device:

[device “ns-status”]   
fields = clock iob suggested enacted battery reservoir status  
cmd = ns-status  
vendor = openaps.vendors.process  
args =

$ openaps report add monitor/upload-status.json JSON ns-status shell monitor/clock-zoned.json monitor/iob.json enact/suggested.json enact/enacted.json monitor/battery.json monitor/reservoir.json monitor/status.json

$ openaps vendor add openapscontrib.timezones

$ openaps device add tz timezones

$ git add tz.ini

$ openaps report add monitor/clock-zoned.json JSON tz clock monitor/clock.json

$ openaps report add monitor/reservoir.json JSON pump reservoir

$ openaps report invoke monitor/reservoir.json

$ openaps report add monitor/battery.json JSON pump read\_battery\_status

$ openaps report invoke monitor/battery.json

$ openaps report add monitor/status.json JSON pump status

$ openaps report invoke monitor/status.json

Now, when I run:

$ openaps report invoke monitor/upload-status.json

I get:

ns-status://JSON/shell/monitor/upload-status.json

Could not require: /home/pi/openapsdev/enact/enacted.json { [Error: Cannot find module '/home/pi/openapsdev/enact/enacted.json'] code: 'MODULE\_NOT\_FOUND' }

Could not require: /home/pi/openapsdev/[ { [Error: Cannot find module '/home/pi/openapsdev/['] code: 'MODULE\_NOT\_FOUND' }

reporting monitor/upload-status.json

Added create\_enacted.py and delete\_files.py to pi@raspberry:

Run:

$ python3 create\_enacted.py

Status:

The python code runs when run from the openaps directory. When run from the loop code, I get the following error:

pi@raspberrypi:~/openapsdev $ openaps loop

curl://text/shell/monitor/glucose-NS.json

reporting monitor/glucose-NS.json

pump://JSON/read\_clock/monitor/clock.json

reporting monitor/clock.json

PREFLIGHT OK

pump://JSON/read\_settings/settings/settings.json

reporting settings/settings.json

pump://JSON/read\_bg\_targets/settings/bg\_targets.json

reporting settings/bg\_targets.json

pump://JSON/read\_insulin\_sensitivities/settings/insulin\_sensitivities.json

reporting settings/insulin\_sensitivities.json

pump://JSON/read\_basal\_profile\_std/settings/basal\_profile.json

reporting settings/basal\_profile.json

get-profile://text/shell/settings/profile.json

Could not parse carbratio\_data. Optional feature Meal Assist disabled.

reporting settings/profile.json

Traceback (most recent call last):

File "/usr/local/bin/openaps", line 6, in <module>

exec(compile(open(\_\_file\_\_).read(), \_\_file\_\_, 'exec'))

File "/home/pi/src/openaps/bin/openaps", line 168, in <module>

app( )

File "/home/pi/src/openaps/openaps/cli/\_\_init\_\_.py", line 44, in \_\_call\_\_

self.run(self.args)

File "/home/pi/src/openaps/bin/openaps", line 154, in run

builtins.dispatch(args, self)

File "/home/pi/src/openaps/openaps/builtins.py", line 48, in dispatch

get\_alias(args.command, app)(args)

File "/home/pi/src/openaps/openaps/builtins.py", line 34, in \_\_call\_\_

exit(call(cmd + args.args))

File "/usr/lib/python2.7/subprocess.py", line 522, in call

return Popen(\*popenargs, \*\*kwargs).wait()

File "/usr/lib/python2.7/subprocess.py", line 710, in \_\_init\_\_

errread, errwrite)

File "/usr/lib/python2.7/subprocess.py", line 1335, in \_execute\_child

raise child\_exception

OSError: [Errno 2] No such file or directory

No CGM data.

3/31: Seemed to finally get openaps to call python script using python3.

Alias’ are now as follows:

enact = ! bash -c "./create\_enacted.py &> /dev/null || echo "error creating enacted""

loop = ! bash -c "openaps monitor-cgm-NS 2>/dev/null && ( openaps preflight && openaps gather-profile && ./create\_enacted.py) || echo No CGM data."

Ns-upload: added:

$ openaps alias add latest-ns-treatment-time '! bash -c "nightscout latest-openaps-treatment $NIGHTSCOUT\_HOST | json created\_at"' || die "Can't add latest-ns-treatment-time"

$ openaps alias add format-latest-nightscout-treatments '! bash -c "nightscout cull-latest-openaps-treatments monitor/pumphistory-zoned.json settings/model.json $(openaps latest-ns-treatment-time) > upload/latest-treatments.json"' || die "Can't add format-latest-nightscout-treatments"

$ openaps alias add upload-recent-treatments '! bash -c "openaps format-latest-nightscout-treatments && test $(json -f upload/latest-treatments.json -a created\_at eventType | wc -l ) -gt 0 && (ns-upload $NIGHTSCOUT\_HOST $API\_SECRET treatments.json upload/latest-treatments.json ) || echo \"No recent treatments to upload\""' || die "Can't add upload-recent-treatments"

Running: openaps report invoke monitor/upload-status.json returns:

ns-status://JSON/shell/monitor/upload-status.json

Could not parse input data: [TypeError: Cannot read property 'duration' of undefined]

No JSON object could be decoded

Traceback (most recent call last):

File "/usr/local/bin/openaps-report", line 6, in <module>

exec(compile(open(\_\_file\_\_).read(), \_\_file\_\_, 'exec'))

File "/home/pi/src/openaps/bin/openaps-report", line 82, in <module>

app( )

File "/home/pi/src/openaps/openaps/cli/\_\_init\_\_.py", line 44, in \_\_call\_\_

self.run(self.args)

File "/home/pi/src/openaps/bin/openaps-report", line 75, in run

output = app(args, self)

File "/home/pi/src/openaps/openaps/cli/subcommand.py", line 52, in \_\_call\_\_

return self.method.main(args, app)

File "/home/pi/src/openaps/openaps/reports/invoke.py", line 48, in main

reporters.Reporter(report, device, task)(output)

File "/home/pi/src/openaps/openaps/reports/reporters/\_\_init\_\_.py", line 27, in \_\_call\_\_

self.blob = self.serialize(data)

File "/home/pi/src/openaps/openaps/reports/reporters/\_\_init\_\_.py", line 25, in serialize

return self.method.serialize(render(data), self)

File "/home/pi/src/openaps/openaps/vendors/process.py", line 56, in prerender\_json

return json.loads(data)

File "/usr/lib/python2.7/json/\_\_init\_\_.py", line 338, in loads

return \_default\_decoder.decode(s)

File "/usr/lib/python2.7/json/decoder.py", line 366, in decode

obj, end = self.raw\_decode(s, idx=\_w(s, 0).end())

File "/usr/lib/python2.7/json/decoder.py", line 384, in raw\_decode

raise ValueError("No JSON object could be decoded")

ValueError: No JSON object could be decoded

openaps report add monitor/upload-status.json JSON ns-status shell monitor/clock-zoned.json monitor/iob.json enact/suggested.json enact/enacted.json monitor/battery.json monitor/reservoir.json monitor/status.json

Deleted out the upload-status report definition from openaps.ini, then recreated the report with:

$ openaps report add monitor/upload-status.json JSON ns-status shell monitor/clock-zoned.json monitor/iob.json enact/suggested.json enact/enacted.json monitor/battery.json monitor/reservoir.json monitor/status.json

Went into openaps.ini, and in that just-created report, I deleted the “[]” from the line “remainder = []”.

Now, running openaps report invoke monitor/upload-status.json seems to work.

Conversation history from gitter that got me fixed-up:

**mikestebbins**

[13:20](https://gitter.im/nightscout/intend-to-bolus?at=57017b038d2a72471b7ca33c)

@jasoncalabrese I tried first deleting the [], but that didn't change anything.  
I then deleted the upload-status report from my openaps.ini, then recreated the report using the code straight from the docs openaps report add monitor/upload-status.json JSON ns-status shell monitor/clock-zoned.json monitor/iob.json enact/suggested.json enact/enacted.json monitor/battery.json monitor/reservoir.json monitor/status.json  
Invoking that report didn't work.  
I then went into openaps.ini, deleted the "[]" from the remainder line in the upload-status.json report, and after invoking that report, it worked.  
I must have messed up/corrupted my report definition somehow, but additionally, the brackets on the remainder line seem to have also been a problem. Thank you very much for the help!

**bewest**

[13:34](https://gitter.im/nightscout/intend-to-bolus?at=57017e4ebbffcc665fabc159)

the dev stuff for openaps has been updated recently, which fixes that issue

there's some new tools in oref0 topical/experimental branches to help create "recipes" and templates for dealing with lots of reports<https://github.com/openaps/oref0/pull/94#issuecomment-204616833>

**mikestebbins**

[13:46](https://gitter.im/nightscout/intend-to-bolus?at=57018135d9b73e635f68d26e)

@bewest I installed dev on the raspi using:

sudo easy\_install -ZU setuptools

sudo easy\_install -ZU openaps

sudo openaps-install-udev-rules

Do I just re-run sudo easy\_install -ZU openaps to update to the latest commit of dev with the changes you mentioned?

**bewest**

[14:15](https://gitter.im/nightscout/intend-to-bolus?at=570187f4d9b73e635f68d37c)

ah, easy\_install does not typicaly install dev

pip install git+git://github.com/openaps/openaps.git'#dev' might install dev

the usual workflow for using dev is to git clone the repo and install it from source using sudo python setup.py develop

**mikestebbins**

[14:19](https://gitter.im/nightscout/intend-to-bolus?at=570188f976b6f9de194dbb3d)

Dang. Thanks for the explanation @bewest. Can I update my existing openaps on the raspi from Master to Dev, or do I need to start from scratch using the workflow you describe?

I'm a bit confused. If I run sudo easy\_install -ZU openaps, it returns

Searching for openaps

Reading https://pypi.python.org/simple/openaps/

Best match: openaps 0.0.11.dev0

openaps 0.0.11.dev0 is already the active version in easy-install.pth

Using /home/pi/src/openaps

Processing dependencies for openaps

Finished processing dependencies for openaps

It says that openaps 0.0.11.dev0 is already the active version...but you're saying that I couldn't have dev if I installed with easy\_install?

**jasoncalabrese**

[14:27](https://gitter.im/nightscout/intend-to-bolus?at=57018ab3d478c81e2cbcaf4d)

the clone and setup above should replace the easy\_install version

**scottleibrand**

[14:29](https://gitter.im/nightscout/intend-to-bolus?at=57018b4876b6f9de194dbbac)

0.0.11 is not the latest dev. 0.1.0 is newer.

**bewest**

[14:30](https://gitter.im/nightscout/intend-to-bolus?at=57018b6abbffcc665fabc387)

that looks like you a have a checkout already

just need to fins it, issue git pull to bring it up to date

then sudo python setup.py develop

try cd ~/src/openaps

**mikestebbins**

[14:51](https://gitter.im/nightscout/intend-to-bolus?at=5701907a11ea211749c45fbc)

git pull returns Already up-to-date.. I'll try the clone and setup to replace my easy\_install version.

**bewest**

[14:52](https://gitter.im/nightscout/intend-to-bolus?at=570190878d2a72471b7ca6c5)

git status

your almost done

**mikestebbins**

[14:52](https://gitter.im/nightscout/intend-to-bolus?at=570190b211ea211749c45fc8)

git status returns

On branch master

Your branch is up-to-date with 'origin/master'.

Changes not staged for commit:

(use "git add <file>..." to update what will be committed)

(use "git checkout -- <file>..." to discard changes in working directory)

modified: enact/enacted.json

modified: openaps.ini

modified: pump.ini

no changes added to commit (use "git add" and/or "git commit -a")

**bewest**

[14:53](https://gitter.im/nightscout/intend-to-bolus?at=570190bfd478c81e2cbcb043)

hmmm

git remote -v?

pwd

**mikestebbins**

[14:54](https://gitter.im/nightscout/intend-to-bolus?at=5701910411ea211749c45fd6)

origin https://mikestebbins:BeRtensg@bitbucket.org/mikestebbins/openapsdev.git (fetch)

origin https://mikestebbins:BeRtensg@bitbucket.org/mikestebbins/openapsdev.git (push)

and

/home/pi/openapsdev

**bewest**

[14:54](https://gitter.im/nightscout/intend-to-bolus?at=5701910cd478c81e2cbcb056)

ok:

cd ~/src/openaps

**mikestebbins**

[14:54](https://gitter.im/nightscout/intend-to-bolus?at=5701912311ea211749c45fdb)

ok.

**bewest**

[14:55](https://gitter.im/nightscout/intend-to-bolus?at=57019138e4a8384a1bbe7714)

git status

**mikestebbins**

[14:55](https://gitter.im/nightscout/intend-to-bolus?at=5701914b76b6f9de194dbc9d)

On branch dev

Your branch is up-to-date with 'origin/dev'.

nothing to commit, working directory clean

**bewest**

[14:55](https://gitter.im/nightscout/intend-to-bolus?at=570191528d2a72471b7ca6ed)

geat: git pull origin

**mikestebbins**

[14:56](https://gitter.im/nightscout/intend-to-bolus?at=5701919cd9b73e635f68d51f)

Nice, that shows 22 files changed!

**bewest**

[14:56](https://gitter.im/nightscout/intend-to-bolus?at=5701919e11ea211749c45fec)

sudo python setup.py develop

sudo easy\_install -ZU dexcom\_reader

**mikestebbins**

[14:59](https://gitter.im/nightscout/intend-to-bolus?at=57019225d39de41b496031c5)

after running setup.py develop I see Finished processing dependencies for openaps==0.1.0.dev0. And after running dexcom\_reader, I seeFinished processing dependencies for dexcom\_reader.

**bewest**

[14:59](https://gitter.im/nightscout/intend-to-bolus?at=5701922bd9b73e635f68d537)

cd ~/src/decoding-carelink; git pull origin; sudo python setup.py develop

very good

oops fixed typo

**mikestebbins**

[15:00](https://gitter.im/nightscout/intend-to-bolus?at=57019266d39de41b496031d3)

returns Finished processing dependencies for decocare==0.0.23.dev0

**bewest**

[15:00](https://gitter.im/nightscout/intend-to-bolus?at=5701926bd478c81e2cbcb098)

fantastic

cd ~/openapsdev to get back to your instance

**mikestebbins**

[15:03](https://gitter.im/nightscout/intend-to-bolus?at=57019329d39de41b496031ec)

awesome, thanks @bewest! So, for future updates, I follow that same procedure of cd'ing into the appropriate directories, git pull origin, thne run setup.py develop?

**bewest**

[15:08](https://gitter.im/nightscout/intend-to-bolus?at=5701946811ea211749c4605e)

right

in case of dexcom\_reader, that just converted you to the release version for that package

now in your instance:

openaps report show --cli

**bewest**

[15:10](https://gitter.im/nightscout/intend-to-bolus?at=570194ddd478c81e2cbcb0f8)

or if that errors, openaps report show --json monitor/upload-status.json

**mikestebbins**

[15:12](https://gitter.im/nightscout/intend-to-bolus?at=57019553d39de41b49603238)

openaps report show --cli did not error.

returns: openaps use cgm iter\_glucose 5 openaps use curl shell openaps use pump iter\_pump\_hours 5.0 openaps use cgm iter\_glucose\_hours 5.0 openaps use pump read\_settings openaps use pump read\_bg\_targets openaps use pump read\_insulin\_sensitivities openaps use pump read\_basal\_profile\_std openaps use get-profile shell --not-json-default settings/settings.json settings/bg\_targets.json settings/insulin\_sensitivities.json settings/basal\_profile.json max\_iob.json openaps use pump iter\_pump\_hours 5.0 openaps use pump read\_clock openaps use calculate-iob shell --not-json-default monitor/pumphistory.json settings/profile.json monitor/clock.json openaps use pump read\_temp\_basal openaps use determine-basal shell --not-json-default monitor/iob.json monitor/temp\_basal.json monitor/glucose-NS.json settings/profile.json openaps use tz clock --timezone "PDT" --adjust "missing" --date "None" --astimezone monitor/clock.json openaps use pump reservoir openaps use pump read\_battery\_status openaps use pump status openaps use ns-status shell --not-json-default monitor/clock-zoned.json monitor/iob.json enact/suggested.json enact/enacted.json monitor/battery.json monitor/reservoir.json monitor/status.json

**bewest**

[15:13](https://gitter.im/nightscout/intend-to-bolus?at=57019570e4a8384a1bbe77b3)

that's a way to see exactly how openaps is running the **use** commands when you invoke

so, eg: openaps report show --cli monitor/upload-status.json will show how it's being run

**mikestebbins**

[15:13](https://gitter.im/nightscout/intend-to-bolus?at=570195a08d2a72471b7ca7a2)

Cool. Thanks for the help @bewest, I need to run out the door now. I'll dig deeper into this tonight!

Ran:

$ ns-upload $NIGHTSCOUT\_HOST $API\_SECRET devicestatus.json monitor/upload-status.json

For gitter:

I wonder if I don't have a mistake in my NIGHTSCOUT\_HOST environment variable. In section 3.4.4.1.2 "Environment Variables for OpenAPS Access to Nightscout", it says to edit `~/.profile` to include `NIGHTSCOUT\_HOST=https://<your Nightscout address>;`

Is my Nightscout address https://mikestebbinscgmtest.azurewebsites.net/, or do I need to append the .../api/v1/ to the address?

Up next:

* Finish drawing out system flow map of reports and alias’
* get nightscout upload working (could ask question above on gitter)
* make enacted alias and/or python code do all the other steps
* set up options in python for various suggested outputs
* set up cron job

$ crontab –e

Enter in Nano:

\*/5 \* \* \* \* (cd ~/openaps00/ && git push)

searching for proper enact code:

from AAybob Jan 31 20:03:

enact ! bash -c "rm -f enact/suggested.json; openaps report invoke enact/suggested.json && cat enact/suggested.json && grep -q duration enact/suggested.json || echo No action required"

[report "oref0-predict/enacted.json"]

device = pump

input = oref0-predict/oref0.json

use = set\_temp\_basal

reporter = JSON

from docs:

# 3.3.9. Enacting the suggested action

Based on suggested.json, which is the output of the determine-basal oref0 process, the next step is to enact the suggested action, i.e. to send a new temp rate to the pump, to cancel the current temp rate, or do nothing. The approach one may follow is to setup an enacted.jsonreport, and a corresponding enact alias. Thinking about how to setup the enact report and alias, you may consider the following questions:

* Which pump command could be used to enact a new basal temp, if necessary, and what inputs should that command take? Where should these inputs come from?
* How could a decision be made whether a new basal temp should be sent to the pump or not? What should enact do in the cases when no new temp basal is suggested?

Once you setup your enact alias, you should plan to experiment by running the required sequence of reports and by executing the enact alias using $ openaps enact. Plan to test and correct your setup until you are ceratin that enact works correctly in different situations, including recommendations to update the temp basal, cancel the temp basal, or do nothing.

Up next:

$ ns-upload $NIGHTSCOUT\_HOST $API\_SECRET devicestatus.json monitor/upload-status.json