**Основные характеристики языка Си**

***Конструирование ПО (часть 2)***

*Общая характеристика языка*

Чувствителен к регистру, т.е. abcd и AbCd – два разных идентификатора.

Разбиение программы на строки, как правило, не имеет значения. (исключения есть)

*Основные типы данных*

Тип void

Базовые типы:

* Знаковые и беззнаковые целочисленные
* Вещественные

Производные типы:

* Массивы
* Указатели
* Тип «функция»
* Структуры
* Объединения

*Тип void*

Множество значений – пустое

* Нет значений
* Нет операций
* Нет свойств значений

Используется для обозначения отсутствия информации о типе

*Целочисленные типы данных*

Точные размеры и диапазоны для целочисленных типов стандартом не определены.

* Заданы только минимальные

Есть без/знаковые

Модификаторы:

* Unsigned – беззнаковый
* Signed – знаковый (по умолчанию) (но это неточно)

int/signed int/signed [-32767; 32767]

unsigned int/ unsigned [0; 65535]

short/short int/ signed short/ signed short int -32767; 32767

unsigned short int/ unsigned short 0; 65535

long/long int/signed long/signed long int –(2^31-1)..(2^31-1)

unsigned long/unsigned long int 0..(2^32-1)

long long/long long int/signed long long/signed long long int –(2^63-1)..(2^63-1)

unsigned long long/unsigned long long int 0..(2^64-1)

char (как signed так и unsigned, в настройках)

signed char -127..127

unsigned char 0.255

Требования стандарта к байту:

* Байт – адресуемый элемент, достаточный для хранения одного символа базового набора символов
* Каждый байт любого значения можно адресовать независимо.
* Байт состоит из непрерывной последовательности бит, количество которых определяется реализацией

Количество бит в байте задается константой CHAR\_BIT (определена в модуле limits.h)

По стандарту минимальное значение CHAR\_BIT равно 8

Microsoft – (unsigned) \_\_int[8/16/32/64]

Определяются разработчиками компилятора в модуле stdint.h –

intN\_t/uintN\_t – знаковый/беззнаковый, ровно N

int\_leastN\_t/uint\_leastN\_t – знаковый/беззнаковый, не менее N

*Целочисленные литералы*

Десятичная система счисления:

* 42, 5321, 214

8-чная система счисления:

* 037, 0463, 02314

16-чная система счисления:

* 0хА2, 0ХС021, …

Постфиксы:

* 0x15CLU, 0xF48Du, 0x42ll

Символьные литералы:

* Записываются в апострофах
* Может использоваться префикс L
* Задают число, равное коду символа

‘a’, ‘b’, ‘#’

‘\0’, ‘\n’, ‘\r’

‘\xCD’

‘\123’

L’Q’, L’ы’

Типы целочисленных литералов:

* Для обычных литералов:
  + В зависимости от значения и постфиксов (если есть)
  + Но не менее int
* Для символьных литералов:
  + С префиксом L – wchar\_t
  + Без префикса – int

*Вещественные типы*

Точные размеры и диапазоны для вещественных типов стандартом не определены

* Заданы только минимальные

Минимальное основание системы счисления для вещественных типов = 2

|  |  |  |
| --- | --- | --- |
| Название типа | размер, бит | Название по IEEE 754 |
| Float | 32 | Single |
| Double | 64 | Double |
| Long double | 80 | Double-Extended |

Компиляторы не обязаны использовать IEEE-совместимые форматы

В компиляторах Microsoft long double эквивалентен double

Примеры:

1.42, -0.2

5.2e-8, -3.5E+6

268E16, 14e-6

0xDB.84A1p2, 0x4F5.45P4

Типы вещественных литералов:

* Без постфиксов – double
* Постфикс F – float
* Постфикс L – long double

**Структура программы и основы синтаксиса**

Программа представляет собой последовательность объявлений переменных и функций

* Кроме того, могут встречаться специальные директивы

int a = 8, b

signed long int x;

unsigned char mychar

\_\_int16 somevar

*Функция main*

Функция с именем main является точкой входа в программу

* Т.е. выполнение начинается с нее

В зависимости от компилятора и типа проекта она может называться иначе

Параметры:

* Количество аргументов, переданных в командной строке при запуске
* Сами аргументы

Возвращаемое значение – код результата

* 0 – успешно
* Другое значение – признак ошибки

Int main() | void main() | int main(int argc) …

**Модификаторы const и volatile**

Const

* Переменная не должна изменяться

Volatile

* Обращения к переменной не должны оптимизироваться

Const int maxCount = 32767

Const int step – 70

Const double pi = 3.1415

Volatile unsigned int timer

Volatile unsigned int event

**Функция консольного ввода-вывода**

*Функция printf*

Printf(“формат”, парам1, парам2, …);

printf(“Hello world!”);

printf(“Ответ: %d, answer);

printf(“Символ: %c”, symbol);

printf(“получено %f МБ (%f%%)”, done, done/total\*100);

|  |  |
| --- | --- |
| Символ | Способ вывода |
| %d, %i | Целое 10-чное число со знаком |
| %o | Целое 8-чное число без знака |
| %u | Целое 10-чное число без знака |
| %x | Целое 16-чное число без знака (символы: 0123456789abcdef) |
| %X | Целое 16-чное число без знака (символы: 0123456789ABCDEF) |
| %f | Вещественное со знаком вида  [-]dddd.dddd |
| %c | Одиночный символ (параметр задает код символа) |
| %s | Строка (параметр задает адрес строки) |
| %% | Символ процента |
| %p | Указатель (формат вывода зависит от модели памяти) |

Разобрать какие есть еще в своем компиляторе

*Функция puts*

Puts(“строковые данные”);

Puts(“Выполнено 0%);

Puts(mystr);

*Функция putc*

Putc(‘<символ>’);

Putc(‘a’);

*Функция scanf*

Scanf(“формат”, &парам1, &парам2, …);

Scanf(“%d”, x); //Ошибка!

Scanf(“%d”, &y);

Scanf(“%c”, &symbol);

*Функции gets и getchar*

Gets(str);

Char symbol = getchar();

Printf(“%c”, symbol);

Symbol = getchar()

Putchar(symbol)

**Операции и выражения**

Выражение – это последовательность:

* Операндов
* Знаков операций
* Символов - разделителей

Операции:

* Один или несколько операндов
* Результат вычисления
* Побочные эффекты

|  |  |  |
| --- | --- | --- |
| Символ | Операция | Аналог в Pascal |
| + | Сложение сохранение знака | + |
| - | Вычитание изменение знака | - |
| \* | Умножение | \* |
| / | Деление | div  / |
| % | Взятие по модулю (остаток) | mod |

int x = 10, y = 3

printf(“%d”, x / y); // 3

printf(“%d”, x % y); // 1

float x = 10, y = 3

printf(“%f”, x / y) ; // 3.333333

*Неявное преобразование типов*

Производится, если в выражении участвуют операнды разных типов

В общем случае операнды приводятся к «более старшему» типу

char 🡪 short 🡪 int 🡪 long 🡪 long long 🡪 float 🡪 double 🡪 long double

По стандарту:

* Для вещественных типов выбирается «более старший»
* Целочисленным типам назначается ранг (integer conversion rank):
  + Если оба типа знаковые/беззнаковые, выбирается «более старший»
  + Иначе возможны преобразования «знаковый ⬄ беззнаковый»

*Операция преобразования типов*

(тип) выражение

int x = 5;

float f;

f = x / 2

printf(“%f”, f); // 2

f = (float)x / 2

printf(“%f”, f); // 2.5

*Операция присваивания*

Имеет вид:

* <lvalue> = <выражение>

Поведение:

* Результат вычисления – значения правого операнда
* Побочный эффект – левому операнду присваивается значение

x = y = z = 0

*Инкремент и декремент*

Обозначения:

* ++ инкремент (увеличить на 1)
* -- декремент (уменьшить на 1)

Две формы:

* ++x префиксная
* x++ постфиксная

В префиксной форме (++х, --х):

* Увеличить/уменьшить
* Значение выражения равно новому значению переменной

В постфиксной форме (х++, х--):

* Значение выражения равно старому значению переменной
* Увеличить/уменьшить

x = 10 x = 10

y = ++x y = x++

// x = 11, y = 11 // x = 11, y = 10

|  |  |  |
| --- | --- | --- |
| Символ | Операция | Аналог в Pascal |
| & | Побитовое И | and |
| | | Побитовое ИЛИ | or |
| ^ | Побитовое исключающее ИЛИ | xor |
| ~ | Побитовая инверсия | not |
| >> | Сдвиг вправо | shr |
| << | Сдвиг влево | shl |

X = x + 10 x += 10

\*=, /=, <<=, >>=

Int x = 42, y = 98;

x ^= y ^= x ^= y (меняет местами значения x и y, часто где можно увидеть)

КОД СОДЕРЖИТ ГРУБУЮ ОШИБКУ

(но скорее всего будет работать)

*Операция Sizeof*

Вычисляет размер переменной или типа в байтах

float f;

printf(“%d”, sizeof f);

printf(“%d”, sizeof (int));

printf(“%d”, sizeof (f));

*Работа с логическими значениями*

В отличие от Pascal в языке C нет полноценного логического типа.

При проверке на истинность:

* Ненулевое значение – True
* Нулевое значение – False

При вычислении результата:

* 1, если результат – True
* 0, если результат – False

== – равно (=)

!= – не равно (<>)

&& – логическое И (and)

|| – логическое ИЛИ (or)

! – логическое отрицание (not)

*Приоритеты операций*

1. Постфиксные операции:

* Вызов функции
* Обращение к элементу массива
* Обращение к полю структуры (записи)
* Постфиксные инкремент/декремент

1. Унарные операции:

!х, ~x, +х, -х, префиксные инкремент/декремент,

Взятие адреса, обращение по указателю, определение размера sizeof x

1. Явное приведение типа (type)x
2. Мультипликативные операции:
   1. Умножение
   2. Деление
   3. Взятие остатка
3. Аддитивные операции
   1. Сложение
   2. Вычитание
4. Операции побитового сдвига
5. Операции сравнения (по убыванию):
   1. > < >= <=
   2. == !=
6. Побитовые операции (по убыванию):
   1. Побитовое И
   2. Побитовое исключающее ИЛИ
   3. Побитовое ИЛИ
7. Логические операции (по убыванию)
   1. Логическое И
   2. Логическое ИЛИ
8. Операция условия ?:
9. Операции присваивания
   1. В том числе составные
10. Операция запятая ,

**Операторы управления вычислительным процессом**

***Операторы ветвления***

*Оператор if*

if (выражение)

оператор\_1;

else

оператор\_2;

if (выражение)

{

Оператор\_1;

Оператор\_2;

}

else

оператор\_3

Pascal/Delphi:

* Точка с запятой – разделитель   
  begin оператор\_1; оператор\_2 end

C:

* Точка с запятой – признак конца оператора
* Закрывающая фигурная скобка } – признак конца составного оператора  
  {оператор\_1; оператор\_2;}

Побитовые операции:

* Вычисляются всегда
* Компилятор может изменять порядок вычисления операндов

Логические операции:

* Порядок вычисления операндов строго «слева направо»
* Сокращенное вычисление

Эквивалент оператора if для использования в выражениях

Синтаксис:

* операнд\_1 ? операнд\_2 : операнд\_3

Принцип работы:

* Вычислить операнд\_1
* Если операнд\_1 – истина, результат – операнд\_2
* Иначе результат – операнд\_3

*Оператор goto*

Позволяет выполнять безусловный переход к метке

Объявлять метку не требуется

int x = 5;

goto MyLabel;

x++;

MyLabel:

printf(“%d”, x);

Переход возможен только в пределах функции

*Оператор switch*

Switch (целое\_выражение)

{

case константа\_1: операторы\_1; break;

case константа\_2: операторы\_2; break;

…

case константа\_n: операторы\_n; break;

default: операторы\_n+1;

}

Только для целочисленных типов.

Значения в case – константы

Может быть указана ветвь Default, переход к которой выполняется, если нет подходящего case

Если не указан break, выполнение переходит в следующую ветвь

Switch(x)

{

Case 1:

Case 2:

Printf(“Good”);

Break;

Default;

PrintF(“Bad”);

}

*Операция запятая*

Символ «запятая» в языке С может быть:

* Разделителем
* Операцией

Операция запятая:

* Два операнда
* Результат – значение 2-го операнда

int x;

int y = (x = 3, 3 \* x);

// x = 3, y = 9

**Операторы циклов**

*Оператор for*

В заголовке – три предложения:

* Первое – инициализация цикла
* Второе – условие входа в цикл
* Третье – вычисления в конце итерации

Предложения могут быть:

* Выражениями – все три
* Объявлением переменных – первое

for (int i = 0; i < 5; i++)

printf(“%d”, i);

*Оператор while*

while (выражение)

оператор;

int k = 2;  
while (k <= 100)  
 k = k \* 2  
printf(“%d/n”, k);

*Оператор do…while*

Do  
 оператор;  
while (выражение);

Do  
{  
 Оператор;  
}  
while (выражение);

В отличие от Pascal/Delphi задается условие продолжения, а не выхода из цикла

*Оператор break*

Может использоваться для досрочного выхода из цикла (аналогично Pascal/Delphi).

Применяется в составе оператора switch для пропуска последующих ветвей

*Оператор continue*

for (int i = -5; i <= 5; i++)  
{  
 if (0 == i)  
 continue;  
 printf(“%f”, 25.0 / i);  
}

**Массивы и указатели**

*Массивы в языке С*

float arr[10];

int users[100], items[50];

Индексация элементов всегда начинается с нуля

Имя массива – константный указатель на его первый элемент (с индексом 0)\*

(\* в плане не совсем правда, но пока что пойдет)

int x[5][8];

int arr[5] = {3, 5, 8, 13, 21};\

int buf[256] = {}; (256 элементов ‘0’)

int x[] = {1, 3, 5};

int y[4][3] = {

{1, 3, 5},

{2, 4, 6},

{3, 5, 7}

};

==

1 3 5  
2 4 6  
3 5 7  
0 0 0

или

int y[4][3] = {

1, 3, 5, 2, 4, 6, 3, 5, 7

};

*Доступ к данным в памяти*

Доступ к данным в памяти:

* Прямой (по имени переменной)
* Косвенный (по указателю)

Указатель – переменная, значением которой является адрес другой переменной.

int x;

int \*p = &x;
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int \*p ⬄ int\* p

НО

int\* p1, p2;  
p1 имеет тип «указатель на int»  
p2 имеет тип «int»

void \*p; 😉 (просто pointer, не типизированный)

*Нулевой указатель*

Обозначается NULL

Совместим с указателями любого типа

Фактическое значение зависит от платформы

(void \*)0 == NULL

0 == NULL  
Но:

int x = 0;  
if (NULL == (void \*)x)  
 printf(“Не всегда!”);

*Операции над указателями*

Взятие адреса

…

*Взятие адреса*

var

int \*p; p: ^Integer;

int x; x: Integer;

p = &x; p := @x;

&(a + 1)  
Выражение не имеет адреса

&5  
Константа не имеет адреса

// int c[40];  
&c  
Имя массива – указатель на его первый элемент.  
Может компилироваться (в этом случае игнорируется)  
(на самом деле это не так, но пока схаваем такое, сойдет)

int x = 10;

int \*p;

p = &x;

\*p = 5;

![](data:image/png;base64,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) (ток не 13 68… а 05 00 00 00)

*Увеличение/уменьшение указателя на целое число*

int \*p;  
p = &a[0];  
p = p + 5;

// Значение p увеличилось на  
// 5 \* sizeof(int) = 10  
// т.е. p указывает на a[5]

*Разность указателей*

int \*p1, \*p2;  
int x;

p1 = &a[0];  
p2 = &a[5];  
x = p2 – p1;

// x будет присвоено значение 5

Сравнение указателей

p1 = &a[0];  
p2 = &a[3];

if (p1 > p2)

printf(“Случилось невозможное!”);

*Присваивание указателей*

p1 = p;

Указатели должны иметь один и тот же тип

Для присваивания указателей разных типов использовать приведение типов

Исключение: тип void\*

*void и void \**

Ключевое слово void обозначает отсутствие информации о типе.

void \*p;

Указателю void \* можно присваивать указатели любых других типов.  
Аналог void \* в Pascal/Delphi – тип Pointer.

С указателем void \* нельзя применять операцию разыменования указателя.

Unsigned short a = 0x1234;  
Void \*p = &a;  
Char b;  
Unsigned short c;

B = \*(char \*)p;  
C = \*(unsigned short \*)p;

Printf(“%02X\n”, b);  
Printf(“%04X\n”, c);

**Связь массивов и указателей**

int a[5];  
int \*p;

// Присваивание указателю  
// адреса первого элемента

p = a;  
p = &a[0];

Доступ к элементам массива:

* a[3]
* \*(p + 3)

// Имя массива – указатель  
int x1 = \*(a + 3);  
int x2 = a[3];

// Указатель можно использовать как имя массива  
int x3 = \*(p + 3);  
int x4 = p[3]

НО

p += 3; // Работает  
a += 3; // Ошибка

int a[3][3];

a[0] 🡪 a[0][0] a[0][1] a[0][2]  
a[1] 🡪 a[1][0] a[1][1] a[1][2]  
a[2] 🡪 a[2][0] a[2][1] a[2][2]

a[i] + j == &a[i][j]  
\*(a[i] + j) == a[i][j]  
\*(\*(a + i) + j) == a[i][j]

**First-class citizens**

Объект первого класса – сущность, все элементы которой:

* Могут быть переданы как параметр процедуры/функции
* Могут быть возвращены функцией
* Могут участвовать в присваивании
* Могут проверяться на равенство

Массивы в языке C не являются объектами первого класса.

* При передаче в процедуры/функции информацию о размере приходится передавать самостоятельно
* Не могут быть возвращены функцией
* Не могут присваиваться
* Не могут проверяться на равенство

*Динамическое распределение памяти*

Функции динамического распределения памяти доступны при подключении stdlib.h

// Прототипы функций

void \*malloc(size\_t size); // Выделить память  
void \*realloc(void \*ptr, size\_t size); // Изменение размера ранее выделенного блока (возвращаемое знач. – адрес области)  
void \*calloc(size\_t nmemb, size\_t size); // Выделение памяти, заполняет нулями, умножение двух чисел, nmemb на size  
void free(void \*ptr); // Освобождение памяти

Все функции выделения памяти в случае ошибки возвращают NULL

realloc:

* Если параметр-указатель равен NULL, работает аналогично malloc
* Если новый размер меньше старого, часть данных теряется
* Если новый размер больше старого новые байты заполнятся

**Функции**

Объявление функции состоит их:

* Прототипа функции
* Тела функции

Прототип – «заголовок» функции

Прототип включает:

* Имя функции
* Тип возвращаемого значения
* Список и типы параметров

int myFunction() – Параметров нет, возвращаемое значение: int

void myFunction() – ( крч как процедура, нет возвращаемого значения (void) )

int myFunc (int x, float y)  
{  
…  
}

int getGCD(int a, int b)  
{  
 while (0 != a && 0 != b)  
 {  
 if (a > b)  
 a = a % b;  
 else  
 b = b % a;  
 }  
 return a+b;  
}

Область видимости переменной – блок, в котором она объявлена.

* Блок – последовательность операторов между {}
* Если объявление вне блоков, область видимости – файл.

Область видимости метки – функция.

*Передача параметров*

В языке C параметры всегда передаются **по значению**

* Все остальные способы передачи организуют, используя те или иные возможности языка

В прототипе можно не указывать имена параметров:

int myFunc(int a, float b);

int myFunc(int, float);

При описании самой функции:

* Имена параметров должны быть указаны
* Их типы должны соответствовать указанным в прототипе

Если функция без параметров, можно указывать пустые скобки:

int myFunc();

В новых версиях стандарта это называется old-style и считается устаревшим

Ключевое слово void вместо списка параметров означает, что функция – без параметров

int someFunc(void);

Объявление переменной и опережающее описание функции имеют оидн и тот же синтаксис

int f(void);

int \*fip(float x);

int f(void), \*fip(float x);

Указатели на функции

Объявление переменной-указателя на функцию:

// Указатель на функцию  
// long someFunc(int);  
long (\*pFunc)(int);

**void printNumber(int n = 42)  
{  
 Printf(“%d\n”, n);  
}**

**printNumber(15); // 15  
printNUmber(); // 42**

**ЭТО C++ А НЕ C!!!1!11!!**

**Строки**

В отличии от Pascal в языке C нет полноценного строкового типа.

Вместо строкового типа используются массивы символов…

… А полноценных массивов в C тоже нет!

*Способы представления строк*

С упреждающей длиной  
С терминальным элементом (С’ишная тема) (на конце обычно “\0”)

*Unicode*

Для хранения символа может отводиться больше 1 байта

*Поддержка Unicode в C/C++*

Вводятся дополнительные типы:

* char
* wchar (wchar\_t)
* TCHAR

Для Unicode-строк написаны отдельные реализации функций.

* Для TCHAR тоже

char \*str = “Hello, world!”;  
char str[] = “Hello, world!”;  
char str[] = {‘H’, ‘e’, ‘l’, …};  
char str[] = {72, 101, 108, …};

char \*str = “Hello, world!”; (ссылка на)  
char str[] = “Hello, world!”; (сам массив)

char \*s = “Hello!”;

char \*const s = “Hello!”;

const char\*s = “Hello!”;

const char \*const s = “Hello!”;

**Атака переполнением буфера**

*Функции для работы со строками*

Первоначальные реализации стандартной библиотеки при неправильном использовании делали программы уязвимыми к атакам переполнением буфера.

* А правильное было возможно далеко не всегда!
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**Строковые функции**

В современных реализациях стандартной библиотеки C:

* «Классические» функции:
  + Принимают просто указатель на строку
* Safe-функции:
  + Имеют дополнительные параметры, задающие размеры строк
  + Имеют постфикс \_s в имени

*Функция strcpy()* копирует в строку из строки

char \*strcpy(   
 char \*dest,  
 const char \*src  
);

// Пример реализации

char \*user\_strcpy(char \*dest, const char \*src)  
{  
 char \*result = dest;  
 do  
 {  
 \*dest++ = \*src;  
 }  
 while (\*src++);  
 return result;  
}

*Функция strlen()*

size\_t strlen(  
 const char \*src  
);

*Конкатенация строк*

char \*str1 = “Студент”;  
char \*str2 = “ БГУИР”;  
char \*str3;

str3 = str1 + str2; ФУУУ, нельзя так, это же 2 указателя, 2pizza

*Функция strcat()*

Char \*strcat(  
 char \*dest,  
 const char \*src  
);

*Функция strchr()* (ищет)

char \*strchr(  
 char \*s,  
 int c  
);

*Функция strdup()* (создает копии строки)

char \*strdup(  
 const char \*s  
);

// Пример реализации  
char \*user\_strdup(const char \*s)  
{  
char \*result = malloc(strlen(s) + 1);  
return result ? strcpy(result, s) : 0;  
}

*Функция strcmp ()* (сравнение строк)

int strcmp(   
const char \*s1,  
const char \*s2  
);

*Функция sprintf()* (вывод по формату)

int sprintf(  
char \*s,  
const char \*format,  
…  
);

*Функция sscanf()* (вывод по формату)

int sscanf(  
const char \*s,  
const char \*format,  
…  
);

ANSI UNICODE TCHAR

strcopy wcscpy \_tcscpy

\_strdup \_wcsdup \_tcsdup

sprintf swprintf \_stprintf

sscanf swscanf \_stscanf

char \*strcpy(…)  
char \*strcpy\_s(…, size\_t nElem, …);

**Классы хранения и видимость переменных**

Классы хранения

* Автоматический (auto)
* Регистровый (register)
* Статический (static)
* Внешний (extern)

Блок – последовательность операторов, заключенная в фигурные скобки

Переменная автоматического класса хранения:

* Создается при входе в блок
* Уничтожается при выходе из блока
* До инициализации имеет неопределенное значение

Используется по умолчанию для локальных переменных

int f1(void)  
{  
auto int x = 10; // Но и без auto будет auto, cmon это ж авто  
}

В C++11 ключевое слово auto изменило семантику.

* Используется для указания, что тип переменной определяется по инициализатору

*Регистровый класс хранения*

Время жизни и область видимости аналогичны auto-переменным

По возможности переменной ставится в соответствие регистр общего назначения

void main()  
{  
register long sum = 0;  
for (register int i = 1; i <= 100; i++)  
 sum = sum + i;

printf(“\nsum[100] = %d”, sum);  
}

*Статический класс хранения*

Переменные статического класса хранения размещаются в статической памяти.

* Т.е. в секции/сегменте данных

Могут быть:

* Локальные;

Глобальные.

Область видимости глобальной переменной с классом хранения static – файл.

* Но есть нюансы

static – класс хранения по умолчанию для глобальных переменных.

Переменные с классом хранения static по умолчанию инициализируются нулевыми значениями.

*Внешний класс хранения*

Используется, чтобы:

* Сделать доступной в блоке переменную, определенную глобально
* Использовать глобальные переменные, объявленные в разных файлах

…  
void f1()  
{  
extern double i;  
…  
}  
double i = 9.36;

// A.c // B.c  
… …  
int x = 42; extern int x;  
void f1() void f2()  
{…} {…  
… x += 5;  
 …  
 }

Ограничение:

* Нельзя задавать начальное значение (инициализировать)

*Классы хранения*

Только для локальных переменных:

* auto
* register

Для локальных и глобальных переменных:

* static
* extern

|  |  |  |  |
| --- | --- | --- | --- |
| **Класс хранения** | **Место хранения** | **Время жизни** | **Область видимости** |
| auto | стек | блок | блок |
| register | регистры | блок | блок |
| static (локальная) | сегмент/секция данных | программа | блок |
| static (глобальная) | сегмент/секция данных | программа | файл |
| extern | сегмент/секция данных | программа | блок/программа |

**Структуры, объединения и перечисления**

*Структура*

Структура – совокупность переменных (возможно, различных типов), сгруппированных под одним именем

struct TItem  
{  
 int n;  
 char name[20];  
 float cost;  
 int count;  
 char note[100];  
};  
  
struct TItem curr;

Объявление структурного типа имеет ту же область видимости, что и объявление переменных

* Т. е. блок (если объявлен в блоке)  
  или файл (если объявлен вне блока)

// Объявление структурных переменных (по-другому)

struct item  
{  
 int n;  
 char name[20];  
 float cost;  
 int count;  
 char note[100];  
} m1, m2, m3;

// Тут item уже объявлен  
struct item m1 = {1, “генератор”, 100.5, 100, “частота 460 Гц”};

struct item  
{  
 int n;  
 char name[20];  
 float cost;  
 int count;  
 char note[100];  
} m1 = {1, “генератор”, 1.2, 100, “сдан в ремонт”};

m1.n = 1;  
m1.name = “генератор”; // НЕЛЬЗЯ, name – массив  
strcpy(m1.name, “генератор”);

struct item \*p1 = &m1;

(\*p1).cost = 1.5;

p1->cost = 1.5;

*Присваивание структур (в отличии от массивов – можно)*

struct item m1, m2, m3;  
m1 = m2;  
m1 = m2 = m3;

struct item \*p;

p = (struct item \*)malloc(sizeof(struct item));  
…  
free(p);

++p->cost ++(p->cost) (++p)->cost

Передача функциям структурных переменных

mult(m1);  
…  
float mult(struct item m1)  
{  
 return (m1.cost \* m1.count);  
}

mult(&m1);  
…  
float mult(struct item \*pItem)  
{  
 return (pItem->cost \* pItem->count);  
}

*~~Оператор~~ Класс хранения typedef*

typedef тип новое\_имя\_типа;

typedef int integer;  
typedef int \*PINTEGER;

typedef относится к классам хранения! ОН НЕ ОПЕРАТОР O\_o

typedef struct \_item (можно и без \_item, т.е.: typedef struct)  
{  
 int n;  
 char name[20];  
 float cost;  
 int count;  
 char note[100];  
} item;

item m1, m2, m3;

**Объединение**

union cell  
{  
 short n;  
 float m;  
 char s;  
} var;

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZkAAAGRCAIAAAA4lFn0AAAAAXNSR0IArs4c6QAAHOdJREFUeF7tnT2sFccZhudaSWRLUQJWJINkxeBEiumgsaBIBEoRUhnS2EiRDB3ITajMrRynCK5iIkWCDpoIohTgiktkCQrH4AqqgKVEkAp34BTBTpGbd7No2Tvn3LM/Z2d2vtlndIUuMDvzfc835z0zs/Ozsr6+7kgQgAAEjBN4zrj9mA8BCECgIICW0Q4gAIEcCKBlOUQRHyAAAbSMNgABCORAAC3LIYr4AAEIoGW0AQhAIAcCaFkOUcQHCEAALaMNQAACORBAy3KIIj5AAAJoGW0AAhDIgQBalkMU8QECEEDLaAMQgEAOBNCyHKKIDxCAAFpGG4AABHIggJblEEV8gAAE0DLaAAQgkAMBtCyHKOIDBCCAltEGIACBHAigZTlEER8gAAG0jDYAAQjkQAAtyyGK+AABCKBltAEIQCAHAmhZDlHEBwhAAC2jDUAAAjkQQMtyiCI+QAACaBltAAIQyIEAWpZDFPEBAhBAy2gDEIBADgTQshyiiA8QgABaRhuAAARyIICW5RBFfIAABNAy2gAEIJADAbQshyjiAwQggJbRBiAAgRwIoGU5RBEfIAABtIw2AAEI5EAALcshivgAAQigZbQBCEAgBwJoWQ5RxAcIQAAtow1AAAI5EEDLcogiPkAAAmgZbQACEMiBAFqWQxTxAQIQQMtoAxCAQA4EVtbX12348fixW111a2vuwQMbBmMlBPIjsGOH27vXffih27YtNefsaNmxY+7ChdTwYQ8Epkhg/353/XpqjtvRsi1b3JdfpoYPeyAwUQLpjefsaNnKykQbDW5DIEEC6WkZc/8JNhNMggAEOhOgX9YZGQ9AYEgC6XVw5nvnDYzSM5t+2ZDNkrIgAIGxCJjtl6X3tTB8CJkiHJ5peiVaacn0y9JrO1hkhMDVq06f8/x+jOA3Zyb9soRDNvF+mZUOS9cWlHwHh/myriElPwQgAIHBCNAvGwzl8AXN7Zdl1ltZ0PfMzNOqfdAvG/6jUpTIe8wwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCISwAti8ub2iAAgTAE0LIwXCkVAhCIS2BlfX09bo19a1tZ2fCkFbP7uls857lcFpWZ43N9XAaauWetBDT5DyBalnDb53OecHAGMy1xLfvqK7e66u7ccTduJN6ZMKtlgzUlCoIABLoTSE+CjcyX6cuBBAEIQGBzAka07ORJgggBCEBgAQEjWra2RhQhAIFUCOzYkYolNTuMaFmC5DAJAtMksG2bO3s2QdeNzP3v3OkePHiG7/59l+Q3Q4IBNmNS8q/8zZAc1lA7Hz36ZcNGntIgAIFxCKBl43DvVqte4+rtx4ED7sgR98UX3Z4lNwSmQQAtsxBnCdmZM8VixUuX3OHDFizGRgjEJoCWxSbepz5JWJVu3epTAs9AIHcCaJmFCD9+bMFKbITAmATQsjHpUzcEIDAUAbRsKJLBymH/VjC0FJwTAbQs+Wh6Ly5ZWJd8xDBwFAJo2SjYqRQCEBiYAFo2MFCKg0BWBJ5/foM7Cb+GQsuSb3j1zVsyVrvhSBCIRsBrb2hZNPL5V+R9T+bvMB5CoBUB+mWtMJEJAhBInABalniAnL8Bc8uW5C3GQAiMQAAtGwF6tyq99WVoWTd85J4KAbRsKpHGTwjkTQAtSz6+3psj5v6TjxgGjkIALRsFe5dKPS176aUuD5MXAlMhgJZNJdL4CYG8CaBlycf366+TNxEDITA+AbRs/Bg0WMDe8uRDhIEpEEDLUogCNkAAAssSQMuWJcjzEIBACgTQshSisNAG9pYnH6KcDfTWZrO3POdgR/aN9WWRgU+8OrRs4AbgHabqdVUGroziIAABewQYYyYfM+89Jvsxk48YBo5CAC0bBXuXStlb3oUWeSdLAC2bbOhxHAJZEUDLkg8ne8uTDxEGpkAALUshCgtt8LSM8/6TjxgGjkIALRsFO5VCAAIDE0DLBgY6cHFcWj4wUIrLlgBalnZo2ViednywLh0CaFk6scASCECgPwG0rD87noQABNIhgJalE4t5lrCxPO34YF06BNCydGLRwhI2lreARJYhCbC3fEialAUBCIxF4Lvf3VAzZ/6MFQjz9bKx3HwIcSASAcaYkUD3rIaN5T3B8djkCKBlkws5DkMgSwJoWdphZWN52vHBunQIoGXpxGKeJVxannZ8sC4dAmhZOrHAEghAoD8BtKw/uxhPcml5DMrUkQMBtCztKLK3PO34YF06BNCydGKBJRCAQH8CaFl/djwJAQikQwAtSycW8yxhb3na8cG6dAigZenEooUl7C1vAYks0ySAlgWO+5kz7sIFx0XrgTFTfCgC3jkZX34ZqqKlyzWiZd7lQ97bvU4UJCvSl7W1Tg/1z3ztmjt2zO3cWfzol666xt7y/uh5cggCnPkzBMVaGd7YqseNHqWE7dlTaMrJk24ZNezkW6XCMkBC1lXX2FveiTaZJ0zASL+sd4Q8Cbtzp3dJQz7YT9eGtICyIJAbgUy1TN2uc+fcgQNPe2GzEhbtSDmviz7bfuq6pnPvtm93u3a5ffsK4/Xj9R+Z+8/tA4g/gxFYWV9fH6ywcAWVM01VOn/eHT06pzZ98q9ccX/6k7txo8GW995zv/71pnlUzr17/v9KEGcV8KOPNmT797/dv/4VagC7Y4e7fz8c45FLXlnZYICJZjkysijVlxMjVdLnTp++JFMWWiaJuXSplYRVMZAu6Oc//ynk6W9/SzI0M0apVb39tg1Te1iJlvWAFuERO1pmeYwpGfrNb9yPf+y2bnUnTjT3xeqB18hOfbdPPzUjZC+9lLOQRfhMUkXuBCxomd7leRNe6vTqa1wSpqHiJ5/kHiPnNOlWH2Ln7zAeQqAzAQtatrrqa1lnN+088P3vu3fecRcvuuvXn/7cvesePXIHD9rxAUshMAIBC/Nleq83OxM/AquZKvVW8Yc/dN/4xrP/0F/1LvLll5/+ixaXqVOp5WyNSZN3b71VjCJfe60xb54ZmC9LM6525sssaNmRI8XUfoi0e3dR6ne+4577f/9UOqJpqSpJqvbu3VCt8jeusfDs1KycllZsliR2hw4VEuZVFMLZxMtEy9IMEFo2ZFw0Ty8Rmd0Ips9/fb3VN7/p/vtf949/tNr8uH9/MYKLkDTTp80GXpLZ6oW98UYhZKSSAFqWZkuwo2UW5ss0/jp8eEOgtcJF649u3nw2qSRh+stf3McfFyuwnjxxV6+6U6cKBRw9ef04iZfmwjT/JRcQstGjgwEZEbCgZV1xq9ejmfLTp93t24VqXL7sjh/356Hqq171u5Z0aJ+mugab/ZQ7w3sfd6Fu4NmzT41Rj4zl+11jSv6xCHhfxtE2Mnf3N0ctq1NQJNT9kY7obeDDh0VvSAuX1dGra5nm5rXhabFOlTuNPL3TXzWXtzi6mhFTV1HdRulp17m27uHkCQgMTMBrtD2OdRjYoE2Ly13L6o5LVsodGKW4lEmipm1P/ZIETi8lJGcLkrpgkk4SBCAQmMCUtKyOstIXLV5bcp95497PwCGkeAhAQASmqmVV8AOt9qBxQQACcQlMXsu8TpnGnnpDOvujkelmQ0WGkHGbLLVBYC6ByWuZR0UvHOcmTbRplq3SOL1JKBfoaw5OLxZIEIDA2ATQso0RaLnqQkImOZO06d0oOyXHbsTUDwHmy5y/1Ov992kWEICARQKT75d5GyF5FWCxFWMzBHiP6c92aSlgy2EmrQcCEEiJwOT7ZZr58nYUMcxMqYFiCwRaEpi8lonT7DCzcWdSS7pkgwAEYhFAy1wxzKx3zTTM1KyZbnVD0WK1QuqBwPIEjGhZ0IvgNcycPQqxzV7L5fFTAgQSJ6AVlPXEORnLxksHT9fTkjsoZ61R12zuIRbaa5lw8JalyvMQaCTgzSZzTkYjsZEzqGum3Utzz9r/+c+Rs5GjQ/UQaEHAyBizhSfLZtEhtDq1cVbOykOumTtbli/PQyAsAbSsxrfcmTS7JVPDzPJtAEvPwrZGSodAfwJo2Qw7zZ3NPfpCQkbvrH9L40kIhCUwSS2rDvife8i1eme6+mTu3NmtWw2nyIYNFqVDAAKbEpikllUH/JcLL7ZvLw7yr/e5ysGmrj6ZPQODN5t8miCQJIFJatnamh+LUtS8GTG9DVAHbXb6bPEB/0mGGaMgkD2BSWrZ3PGjQi1Fk5x5d8d5uwKUjQP+s/9Y4KBBApPUss1m9xU/vbIs746Tot27V9ybqfVlCa8PNNjkMBkCQQhMUssWzO5XkKVou3Y135sZJCgUCgEIdCYwSS0TpeqQa51zrTl+buHt3HJ4AAJpEZiqltWjoDl+bWBqf2w/Fy+l1YaxBgIFAbTs/+2gfGWpPprujlvcR+PiJT44kyLAORlWw62742b7aApnqXRcvGQ1rtjdlwDnZPQll8BzVR+tug2Ti+MSCAsmQGAxAcaYtBAIQCAHAmhZDlHEBwhAAC2jDUAAAjkQQMtyiCI+QAACaBltAAIQyIEAWpZDFPEBAhBAy2gDEIBADgTQshyiiA8QgABaRhuAAARyIICW5RBFfIAABIxombcp7OuviRwEIACBOgEjWmZnsz7NCwK5ETDy6TOiZbm1DvyBgB0CRo7KQMvsNCkshQAENieAltE6IACBHAigZTlEER8gAAG0jDYAAQjkQAAtyyGK+AABCKBltAEIQCAHAmhZDlHEBwhAAC2jDUAAAjkQQMtyiCI+QAACaBltAAIQyIEAWpZDFPEBAhBAy2gDEIBADgTQshyiiA8QCEjAOyfjwYOAdS1R9JS07PFjd+GCO3LEnTixBDEeXUhAhIX3yhUw5UPAOycjVccmoGX37rkzZ9y+fW7rVnfsmLt0yX31VarhsG+XvrTPnXOHD7sXXij+lLR98YV9r/DAAIF8tezWLXfypNu1q/jRL/orKSYBfWGod6Yvj+3b3Z497oMP3J07MeunrqkRyEvL9PlRt6v8/Kgjpu6YOmWk0QlIxVZXC0XbuZMR6OjRyNWAlfX1dQO+aagiharS0aPu/Plnf9UoRl2Aa9faTtN4j/fwX728yANVyYHm+2Kmzz/vMzzUGLPN3PBzz7kXX3Tf+17x57e+Vbh148YG50w0y5jhGLGuAwc2ROf6dbd//4jmbFa1BS3TZ/gXv3AiSJoOAbQsnVgb0TILY0zNdiFk6bRsLIFAkgQsaNnaWpLoMCoYgZWVYkqhzVg1mAkUbI6ABS177TVzWDG4PwGtZvrd74r50B07+hfCk9MjYEHLzp4t3kuSMibw+uvunXfcxx87TZM9eeJ+9auMfcW1QAQsaJn6Zb/97Qb/9SJSjb76uXq1aP3tu2/e4/Wi+H1JAu+917albtniFIiLF92jR+6zz9wf/uB++tO2z5IPAjMELGhZY9gOHnQffuju3nX37xe/6K+kZAnoK0dfPDdvFhKmgeRbbzmJGgkCSxMwomXe1Mlms8LKps+Jumkap1y+XHzte9til+ZFAT0JlN83+rLRV45+2bu3Zzk8BoFNCBjRsq7x0/zxoUPF1/7Dh+72bXf6tNu9u2sZ5F+WQH0UWc4DMJ2/LNMxnm/ZkxjDtHqdmWpZ3UWp2KlThaJJ1xjURGhwjCIjQKaKGQIW1v3LaG1w0eLjKmkLBatnac0QiENAa/20ibBK6hBo9ia9NIF+WXrQsQgCEBicAFo2OFIKhAAERiCAlo0AnSohAIHBCaBlgyOlQAhAYAQCaNkI0KkSAhAYnABaNjhSCoQABEYggJaNAJ0qIQCBwQmgZYMjpUAIQGAEAmjZCND7VKmDwnXvpO7+0DmF1Y/+qus+ubStD1CeyY0AWpZkREvl0lYHSZWuktLvusRI9056m+r1V907pTwkCEyeAFqWZBPQFQdSLu3cklTNVbG61cpG1yzJMGJUTAJoWUzarevSFXlVanN5HV2z1mjJ2JnAK69seCTVexjQss6RjfFA16swvcslY5hIHRBIiwBallY8mq3R6ZI6CyzJy1abjScHBIIRQMuCoQ1RsE7F0ylsOqNV97mQIACBGgG0zE5zUI+skrD2F7XY8Q9LIbAMAbRsGXpxn9WVRVzLEhc5tRkigJbZCRZzZHZihaXxCaBl8ZlTIwQgMDwBtGx4ppQIAQjEJ4CWxWfeq0Zmynph46HpEEDLjMT63XeNGIqZEBiHAFo2DvdutapTxsR/N2TknhwBI1qmpVX1NLWt1LOdsq6bnCbXsHF4cgSMaNnzz2+ITJvt1jmFcrZTtrqak3/4AoHlCRjRsuUdtVWCp92zxussoHrizYCt+NqyVjvn6umf/0zTfLQsybjs3fvMLK8llf/hjTF5M5BkGDEqJgG0LCbt1nVp32W547K+B7P+tNdx481Aa7RkzJUAWpZkZCVkd++69fWnp2LM2tjYcUvSLYyCQDgCaFk4tiFLbuy4haycsiGQIAG0LMGgtDCpsePWogyyQCAnAmhZTtHEFwhMlwBaNt3Y4zkEciKAluUUTXyBwHQJoGXTjT2eQyAnAmhZTtHEFwhMlwBaNt3Y4zkEciKAluUUTXyBwHQJoGXTjT2eQ6APgVRPqUHL+kSTZyAwIQLe6Qapnh6Ilk2oTeIqBDImgJZlHFxcg8CECKBlEwo2rkIgYwJoWcbBxTUITIgAWjahYOMqBDImgJZlHFxcg8CECKBlEwp2cq7q1oITJ9zOncXPkSMu1Zf9yXHDoHkE0DLaxXgETp505865Bw+KH90sJTkjQaAvAbSsLzmeW5KAOmVXrmwo48aN+UVW3beVFXpwS1LP+HG0LOPgJuaaN6I8cMC/GU/2qoPmJT2lnGX3rcygHty+fXNyJuYu5kQmYETLtmzZwMW7HTIyM6rrR8AbUd65M6eY999/+o+V8G3d6mZzStGqnP2M4ansCKys6+IyE0nji3qyYrYJtnGM3L69eXZf934+eVL019QXmyt2lallTlIEAhr7KxxV0mWs169HqLZrFUb6ZV3dIn+CBMrbixen8gyG1dUGIVMe5ZwdkDYVz//3IeBdLM05GX0g8kxOBHSnZ8ukGbHZpE+U96FimNmS55LZtm3bUECqS2foly0ZZx5vTWBuv8yTJxWmAebsfKjuab961dVva1fOuZLX2hwyZkYALcssoNbcuXzZt3i2t6W50Zs3naZpvJ5dqoMdazHIxF60LJNAWnXj4EHfci2/qKd6hjYzblZBYPeyBNCyZQnyfFsCLVfS1HtbGoG+++6i8pn+b0s//3xoWf4xTsVDvZ300mynzMtw+nQxtKwnpv9TCWdydqBlyYUkW4Nmp+oX97n0+uz4cZ8G0//Zto9lHUPLliXI820JzI4xvT6X1/86f95fhKEMTP+3xT25fGjZ5EJuwGENJPV+c+4IlOl/A/Ebx0S0bBzu1PqMwOwSs82EDGoQ2JwAWkbriEXA06zq1kVvCkz/3vhOIJbJ1GOIAFpmKFjGTa1rlg4+qWa+9Es1ctR8f+NWp9l+nHEwmD8IAbRsEIwU0oJApVkSrIsXn3W+JGR37zot7tfPw4fNnbK6JnpXarewgiy5EuDMn1wjm69f9+65w4ed/pQm6l0nA9LQodZmcp3XVCVh11dOegktSy8mWASB1AhYOD2QMWZqrQZ7IACBPgQmqWW3bvm3ZvRBxzMQgEBCBCajZRrzX7hQ3Fqm8+N188VHHyUUBEyBAASWJpC7lqkLpi3Ne/YUk5fHjhWn97U8rWFpshQAAQjEJJCjlnldsA8+aD48PiZy6oIABAIQyEjL6IIFaB8UCQErBIyvyVAXbG3NXbtW/Nlp8Lh7t3vjjf5B0hLNoVZpDlhUf394MncCml3RHPHPfuYOHXLebbNtXLewJsOslp06VejX4isU2wQppzwDyqKKeuWVYdgMa9VQXyHD+GanFL340nxxmbRx4s03izXG7Q8dQcuGDLVHc8iiKWt6BAZUWK2D/9GPhiGootrry+IqvaLqWlY9qLqkaBqgLDhIrsyMlg0T4LKUF14ornetktoiZ70PyZeyILAJAcmidyemds6ml+zM/f/kJ8/o6aQEadnrr7tXX3Xf/nZ6VLEIAhkRSPVyXw+xnfmyX/7S/fGPGTUQXIGAWQJJ9svsaJkWuxr5fjDbQjEcAu0IJKlldsaYQ82JtgsWuSAAgfkEXn45TTJ2tKx++miaLLEKArkS+MEP3IsvFs5pbdqf/5yml3bGmCU/vbvs/fry7393n3zi/vpXp1/eftsdPZpWSJZxLS1PZqz5/PNs5wd0JGTGUx/lig39aWFZnzUtG+RDK9XQJgEt/SdBYCIE5q4vm+u7VmBIvModAqauVpiklk2k+eImBCoCjVqmr3ZJmPYDmP2OtzNfRruEAASGJaBulzpfmonW+f23b7vTp+0KmcCgZcO2DkqDQPIENPl1/HhxM/yjR8Wf+l3jSvuJMab9GOIBBBoJaIz5+98/3VJudhS52Eu0rLEVkAECEDBAgDGmgSBhIgQg0EgALWtERAYIQMAAAbTMQJAwEQIQaCSAljUiIgMEIGCAAFpmIEiYCAEINBJAyxoRkQECEDBAAC0zECRMhAAEGgmgZY2IyAABCBgggJYZCBImQgACjQTQskZEZIAABAwQQMsMBAkTIQCBRgJoWSMiMkAAAgYIoGUGgoSJEIBAIwG0rBERGSAAAQME0DIDQcJECECgkQBa1oiIDBCAgAECaJmBIGEiBCDQSAAta0REBghAwAABtMxAkDARAhBoJICWNSIiAwQgYIAAWmYgSJgIAQg0EkDLGhGRAQIQMEAALTMQJEyEAAQaCaBljYjIAAEIGCCAlhkIEiZCAAKNBNCyRkRkgAAEDBBAywwECRMhAIFGAmhZIyIyQAACBgigZQaChIkQgEAjAbSsEREZIAABAwTQMgNBwkQIQKCRwP8AKkHyGxqTitcAAAAASUVORK5CYII=)

var.m = 1;

void f1(union cell \*p)  
{  
…  
p->m = 2;  
…  
}

**Битовые поля**

struct   
{  
 unsigned int y:1;  
 unsigned m:1;

int k:2;  
} stat;

stat.y = 0;

Битовые поля по возможности упаковываются в одну и ту же единицу хранения

Есть два способа заставить компилятор упаковывать битовые поля с новой единицы хранения

* Думать и читать стандарт 😊

**Перечисления**

enum Month {Jan, Feb, Mar,} // от 0 и погнали по +1

enum Month m1;  
m1 = Jan;

**Файлы**

Файл – именованная область на каком-либо носителе, используемая для хранения данных

*Режимы доступа к файлу*

Текстовый [31][38][35][30]

Бинарный [3A][07]

*Структура FILE*

Зависит от реализации

Полагаться на формат структуры **FILE** ***НЕЛЬЗЯ***

FILE \*fopen(  
 const char \*filename,  
 cont char \*mode  
);

FILE \*p;  
p = fopen(“1.doc”, “r+b”);  
…

*Режим открытия файла*

|  |  |  |  |
| --- | --- | --- | --- |
| Режим | Доступ | Создает? | Заменяет? |
| r | R | - | - |
| r+ | R/W | - | - |
| w | W | + | + |
| w+ | R/W | + | + |
| a | A | + | - |
| a+ | R/A | + | - |

|  |  |
| --- | --- |
| Режим | Описание |
| t | Текстовый |
| b | Бинарный |

*Функция fclose()*

int fclose( // int – код ошибки  
 FILE \*stream  
);

*Стандартные потоки*

stdin   
stdout  
stderr

*Функция fputs()*

int fputs(  
 const char \*str,  
 FILE \*stream  
);

Успех – неотрицательное значение  
Ошибка – EOF

*Функция fputc()*

int fputc(  
 int c,  
 FILE \*stream  
);

Успех – код символа  
Ошибка – EOF

*Функция fgets()*

int fgets(  
 char \*str,  
 int n,  
 FILE \*stream  
);

Успех – str  
Ошибка – NULL  
Конец файла – NULL

*Функция fgetc()*

int fgetc(  
 FILE \*stream  
);

Успех – прочитанный символ  
Ошибка – EOF  
Конец файла – EOF

*Функция fprintf()*

int fprintf(  
 FILE \*stream  
 const char \*format,  
 …  
);

Возвращает количество записанных символов

*Функция fscanf()*

int fscanf(  
 FILE \*stream  
 const char \*format,  
 …  
);

Возвращает количество прочитанных переменных (EOF – ошибка или конец файла)

*Доступ к файлу*

Последовательный

Произвольный

*Функция fseek()*

int fseek( // Переместиться   
 FILE \*stream,  
 long offset,  
 int origin  
);

Параметр origin:

* SEEK\_SET – начало файла
* SEEK\_CUR – текущее положение
* SEEK\_END – конец файла

Возвращаемое значение:

* 0 – успешно
* Не 0 – ошибка

*Функция ftell()*

long ftell( // В какой позиции файла я нахожусь?  
 FILE \*stream  
);

*Функция feof()*

int feof( // указывает конец ли  
 FILE \*stream  
);

*Функция ferror()*

int ferror( // вернет код последней ошибки  
 FILE \*stream  
);

*Признак конца файла*

Не хранится, возвращается стандартной библиотекой как значение EOF

char c;  
while (!feof(stdin))  
 c = fgetc(stdin);

Будет выполняться до нажатия Ctrl+Z (IBM PC), Ctrl+D (Mac) …

*Функция fwrite()*

size\_t fwrite(   
 const void \*buffer,  
 size\_t size,  
 size\_t count,  
 FILE \*stream  
);

Возвращает количество записанных элементов

*Функция fread()*

size\_t fread(   
 const void \*buffer,  
 size\_t size,  
 size\_t count,  
 FILE \*stream  
);

Возвращает количество прочитанных элементов

*Функция fflush()*

int fflush( // Смывает поток, очищает буфер  
 FILE \*stream  
);

0 – успешно  
EOF – ошибка

*Буферизация при работе с файлами*
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Оперативка

[ТУТ КОНЕЦ]

Умные мысли

Побочный эффект операции – любые действия, выполняемые операцией не связанные с вычислением результатов