1. **Классы как типы данных.**

Реализовать класс Vector3D, представляющий вектор в 3-хмерном пространстве. У класса должны быть следующие методы:

// Получение координат

double getX();

double getY();

double getZ();

// Операции

double scalar(Vector3D v); // скалярное произведение векторов

double len(); // длина вектора

Vector3D multiply(double factor); // умножение на число

Vector3D add(Vector3D v); // сложение векторов

Vector3D sub(Vector3D v); // вычитание векторов

Vector3D vecX(Vector3D v); // векторное произведение векторов

boolean pcollin(Vector3D v); // проверка на коллинеарность

В классе Vector3D переопределите метод equals() для сравнения значения полей.

Класс вектора должен быть покрыт модульными тестами, сделанными на основе библиотеки JUnit.

Затем следует реализовать класс Segment, представляющий отрезок в 3-хмерном пространстве. У класса должны быть следующие методы:

double len();// длина отрезка

double distanceTo(Vector3D point); ();// расстояние от точки до отрезка

В отдельном классе SegmentTest опишите метод main(...), в котором вводим с консоли координаты отрезка, координаты точки, на экран выводится длина отрезка, расстояние от точки до отрезка.

**Сравнение вещественных чисел**

f1 = 1.0999999999999999

f2 = 1.1

f1 и f2 не равны!

Подобные ошибки связаны с тем, как числа представлены в двоичном виде в памяти компьютера.

Итак, правило №1 при сравнении вещественных чисел:

**никогда не используй == при сравнении чисел с плавающей точкой.**

**public** **class** Main {

**public** **static** **void** main(String[] args) {

**final** **double** threshold = 0.0001;

       //прибавляем к нулю 0.1 одиннадцать раз подряд

**double** f1 = .0;

**for** (**int** i = 1; i <= 11; i++) {

           f1 += .1;

       }

       //Умножаем 0.1 на 11

**double** f2 = .1 \* 11;

       System.out.println("f1 = " + f1);

       System.out.println("f2 = " + f2);

**if** (Math.abs(f1 -f2) < threshold)

           System.out.println("f1и f2 равны");

**else**

           System.out.println("f1и f2 не равны");

   }

}

Меняем способ сравнения чисел.

Есть специальное «пороговое» число — 0.0001, одна десятитысячная. Оно может быть и другим. Это зависит от того, насколько точное сравнение тебе нужно в конкретном случае. Можно сделать его и больше, и меньше.

 С помощью метода Math.abs()получаем модуль числа.

Вычитаем второе число из первого, и если полученный результат, независимо от знака, будет меньше того порога, который мы установили, значит наши числа равны.

**Во всяком случае, они равны до той степени точности, которую мы установили с помощью нашего «порогового числа»**, то есть как минимум они равны вплоть до одной десятитысячной. Такой способ сравнения избавит от неожиданного поведения, которое мы увидели в случае с ==.

Переопределение equals() и hashCode()

*Переопределение метода* (method overriding) — это приём при котором поведение родительского класса или интерфейса переписывается (переопределяется) в подклассе. В Java у каждого объекта есть методы equals() и hashCode() и для правильной работы они должны быть переопределены.

Чтобы понять, как работает переопределение equals() и hashCode(), изучим их реализацию в базовых классах Java. Ниже приведён метод equals() класса Object. Метод проверяет, совпадает ли текущий экземпляр с переданным объектом obj.

public boolean equals(Object obj) {

        return (this == obj);

}

Теперь посмотрим на метод hashCode() в классе Object.

@HotSpotIntrinsicCandidate

public native int hashCode();

Это native — метод, который написан на другом языке, таком как Си, и он возвращает некоторый числовой код, связанный с адресом памяти объекта. (Если вы не пишете код JDK, то не важно точно знать, как работает этот метод.) 

Если методы equals() и hashCode() не переопределены, вместо них будут вызваны методы класса Object, описанные выше. В этом случае методы не выполняют реальной цели equals() и hashCode(), которая состоит в том, чтобы проверить, имеют ли объекты одинаковые состояния.

Как правило, при переопределении equals() также переопределяется hashCode().

Сравнение объектов с equals()

Метод equals() используется для сравнения объектов. Чтобы определить одинаковые объекты или нет, equals() сравнивает значения полей объектов:

public class EqualsAndHashCodeExample {

  public static void main(String... args){

    System.out.println(new Simpson("Homer", 35, 120)

      .equals(new Simpson("Homer",35,120)));

    System.out.println(new Simpson("Bart", 10, 120)

      .equals(new Simpson("El Barto", 10, 45)));

    System.out.println(new Simpson("Lisa", 54, 60)

      .equals(new Object()));

  }

  static class Simpson {

    private String name;

    private int age;

    private int weight;

    public Simpson(String name, int age, int weight) {

        this.name = name;

        this.age = age;

        this.weight = weight;

    }

    @Override

    public boolean equals(Object o) {

*// 1*

        if (this == o) {

            return true;

        }

*// 2*

        if (o == null || getClass() != o.getClass()) {

            return false;

        }

*// 3*

        Simpson simpson = (Simpson) o;

        return age == simpson.age &&

               weight == simpson.weight &&

               name.equals(simpson.name);

    }

  }

}

Посмотрим на метод equals(). Первое сравнение сравнивает текущий экземпляр объекта this с переданным объектом o. Если это один и тот же объект, то equals() вернёт true.

Во втором сравнении проверяется, является ли переданный объект null и какой у него тип. Если переданный объект другого типа, то объекты не равны.

Наконец, equals() сравнивает поля объектов. Если два объекта имеют одинаковые значения полей, то объекты совпадают.

Анализ вариантов сравнения объектов

Теперь давайте посмотрим на варианты сравнений объектов в методе main(). Сначала мы сравниваем два объекта Simpson:

System.out.println(

    new Simpson("Homer", 35, 120).equals(

    new Simpson("Homer", 35, 120)));

У полей этих объектов одинаковые значения, поэтому результат будет true.

Затем снова сравниваем два объекта Simpson:

System.out.println(

    new Simpson("Bart", 10, 45).equals(

    new Simpson("El Barto", 10, 45)));

Объекты здесь похожи, но значения имён разные: *Bart* и *El Barto*. Поэтому результат будет false.

Наконец, давайте сравним объект Simpson и экземпляр класса [Object](https://docs.oracle.com/javase/8/docs/api/java/util/Objects.html" \t "_blank):

System.out.println(

    new Simpson("Lisa", 54, 60).equals(

    new Object()));

В этом случае результат будет false, так как типы объектов отличаются.

equals() в сравнении с ==

На первый взгляд кажется, что оператор == и метод equals() делают одно и то же, но, на самом деле, они работают по-разному. Оператор == сравнивает, указывают ли две ссылки на один и тот же объект. Например:

Simpson homer  = new Simpson("Homer", 35, 120);

Simpson homer2 = new Simpson("Homer", 35, 120);

System.out.println(homer == homer2);

Мы создали два разных экземпляра Simpson с помощью оператора new. Поэтому переменные homer и homer2 будут указывать на разные объекты в [куче](https://www.baeldung.com/java-stack-heap). Таким образом, в результате получим false.

Во следующем примере используем переопределенный метод equals():

System.out.println(homer.equals(homer2));

В этом случае будут сравниваться поля. Поскольку значения полей у обоих объектов Simpson одинаковые, результат будет true.

**Тестирование консольного калькулятора Java с помощью JUnit**

Для тестирования возьмём консольный калькулятор Java  для которого и напишем  **JUnit Test**.

**class Calc** реализовывает метод, который будет выполнять действия над числами в зависимости от знака операции.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | class Calc  {  public static int metodCalc(int a1, String op, int a2)  {  int res=0;  switch(op)  {  case "+": res= a1 + a2;  break;  case "-": res= a1 - a2;  break;  case "\*": res= a1 \* a2;  break;  case "/": res= a1 / a2;  break;  }  return res;  }  } |

 В нашем калькуляторе мы будем проверять модуль который выполняет операции ( + , – , \* , / )

Проверим: правильно наш метод выполняет операцию прибавления цифр.

Для этого напишем следующие строки кода:

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | import static org.junit.Assert.\*;    import org.junit.Test;      public class Test\_1  {  @org.junit.Test  public void testPlus()  {  int res= Calc.metodCalc(15, "+", 5);  assertEquals(20, res);  }  } |

В переменную **res** мы записываем результат, который нам выдаст метод ***metodCalc***из класса ***Calc****.*С помощью метода ***assertEquals***мы сравниваем результат, который посчитал метод **Calc.*metodCalc*** с ожидаемым результатом, который мы написали сами.

Кратко о том, как легко подключить JUnit в IntelliJ IDEA

Однако IDEA предлагает гораздо больше. Если у вас еще нет тестового класса и вы хотите создать его для любого из исходных классов, см. инструкции ниже.

Вы можете использовать действие **создать тестовое** намерение, нажав Alt + Enter , стоя на имени вашего класса внутри редактора, или с помощью Ctrl + Shift + T сочетание клавиш.

Появится диалоговое окно, в котором вы выбираете, какую платформу тестирования использовать, и впервые нажимаете кнопку **Fix** , чтобы добавить необходимые библиотечные банки в зависимости модуля. Вы также можете выбрать методы для создания тестовых заглушек.

![Create Test Intention](data:image/png;base64,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)
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