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Санкт-Петербург 2019**Цель работы** - ознакомление с лямбда - выражениями и функциями языка Lisp.

**Указания**. В работе не допускается использовать следующие функции:

операторы циклов; функции прямого доступа к элементам список, такие как nth,

elt, aref, высокоуровневые операторы обработки списков, такие как append,

reverse, nconc, функционалы, все виды оператора set, оператор prog.

Пример. Разработать функцию, разворачивающую список любой вложенности в

линейный в обратном порядке

Функция plainlist осуществляет первичную обработку списка, приводя его в

плоский вид. Res – промежуточный результат, lst –список**Вариант:**

16. Разработать функцию, выполняющую преобразование, обратное

предыдущему.Результат:

![](data:image/png;base64,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)

Выполнение:

(DEFUN A(LST)

    (B (CAR LST) (CDR LST))

)

(DEFUN B(ELEM LST)

    (COND

        ((EQL ELEM '+) (cons

                            (B (CAR (UNCDR LST)) (CDR (UNCDR LST)))

                            (CONS ELEM (cons (UNCAR LST) nil )))

                        )

        ((EQL ELEM '-)(cons

                            (B (CAR (UNCDR LST)) (CDR (UNCDR LST)))

                            (CONS ELEM (cons (UNCAR LST) nil )))

                        )

        ((EQL ELEM '\*)(cons

                            (B (CAR (UNCDR LST)) (CDR (UNCDR LST)))

                            (CONS ELEM (cons (UNCAR LST) nil )))

                        )

        ((EQL ELEM '/)(cons

                            (B (CAR (UNCDR LST)) (CDR (UNCDR LST)))

                            (CONS ELEM (cons (UNCAR LST) nil )))

                        )

        (T

            (CONS ELEM NIL)

        )

    )

)

(DEFUN UNCAR(LST)

    (COND

        ((NULL (CDR LST))

            (CAR LST)

        )

        (T

            (UNCAR (CDR LST))

        )

    )

)

(DEFUN UNCDR(LST)

    (COND

        ((NULL (CDR LST))

            nil

        )

        (T

            (CONS (CAR LST) (UNCDR ( CDR LST)))

        )

    )

)

(SETQ test '(- \* 5 6 3))

(print test)

(PRINT (A test))