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**RAJALAKSHMI ENGINEERING COLLEGE**

**VISION & MISSION**

**OF**

**RAJALAKSHMI ENGINEERING COLLEGE**

###### Vision

To be an institution of excellence in Engineering, Technology and Management Education & Research. To provide competent and ethical professionals with a concern for society.

###### Mission

To impart quality technical education imbibed with proficiency and humane values. To provide right ambience and opportunities for the students to develop into creative, talented and globally competent professionals. To promote research and development in technology and management for the benefit of the society.
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**RAJALAKSHMI ENGINEERING COLLEGE**

**B. E. ARTIFICIAL INTELLIGENCE AND MACHINE LEARNING**

**VISION:**

* To promote highly Ethical and Innovative Computer Professionals through excellence in teaching, training and research.

**MISSION:**

* To produce globally competent professionals, motivated to learn the emerging technologies and to be innovative in solving real world problems.
* To promote research activities amongst the students and the members of faculty that could benefit the society.
* To impart moral and ethical values in their profession.

**PROGRAMME EDUCATIONAL OBJECTIVES (PEOs)**

PEO 1: Graduates will demonstrate their technical skills and competency in various applications through the use of Artificial Intelligence and Data Science.

PEO 2: To produce motivated graduates with capability to apply acquired knowledge and skills in data analytics and visualization to develop viable systems.

PEO 3: Graduates will establish their knowledge by adopting Artificial Intelligence and Data Science technologies to solve the real world problems

PEO 4: To produce graduates with potential to participate in life-long learning through professional developments for societal needs with ethical values.

# **PROGRAMME OUTCOMES (POs)**

**PO1: Engineering knowledge:** Apply the knowledge of Mathematics, Science, Engineering fundamentals, and an engineering specialization to the solution of complex engineering problems.

**PO2: Problem analysis:** Identify, formulate, review research literature, and analyze complex engineering problems reaching substantiated conclusions using first principles of mathematics, natural sciences, and engineering sciences.

**PO3: Design/development of solutions:** Design solutions for complex engineering problems and design system components or processes that meet the specified needs with appropriate consideration for the public health and safety, and the cultural, societal, and environmental considerations.

**PO 4: Conduct investigations of complex problems:** Use research-based knowledge and research methods including design of experiments, analysis and interpretation of data, and synthesis of the information to provide valid conclusions.

**PO 5: Modern tool usage:** Create, select, and apply appropriate techniques, resources, and modern engineering and IT tools including prediction and modeling to complex engineering activities with an understanding of the limitations.

**PO 6: The engineer and society:** Apply reasoning informed by the contextual knowledge to assess societal, health, safety, legal and cultural issues and the consequent responsibilities relevant to the professional engineering practice.

**PO 7: Environment and sustainability:** Understand the impact of the professional engineering solutions in societal and environmental contexts, and demonstrate the knowledge of, and need for sustainable development.

**PO 8: Ethics:** Apply ethical principles and commit to professional ethics and responsibilities and norms of the engineering practice.

**PO 9: Individual and team work:** Function effectively as an individual, and as a member or leader in diverse teams, and in multidisciplinary settings.

**PO 10: Communication:** Communicate effectively on complex engineering activities with the engineering community and with society at large, such as, being able to comprehend and write effective reports and design documentation, make effective presentations, and give and receive clear instructions.

**PO11: Project management and finance:**Demonstrate knowledge and understanding of the engineering and management principles and apply these to one’s own work, as a member and leader in a team, to manage projects and in multidisciplinary environments.

**PO12: Life-long learning:** Recognize the need for, and have the preparation and ability to engage in independent and life-long learning in the broadest context of technological change.

**PROGRAM SPECIFIC OUTCOMES (PSOs)**

**A graduate of the Artificial Intelligence and Data Science Learning Program will demonstrate.**

**PSO 1: Foundation Skills: Apply computing theory, languages and algorithms, as well as mathematical and statistical models, and the principles of optimization to appropriately formulate and use data analysis.**

**PSO 2: Problem-Solving Skills: The ability to apply standard practices and strategies in software project development using open-ended programming environments to deliver a quality product for business automation.**

**PSO 3: Successful Progression: Ability to critique the role of information and analytics for an innovative career, research activities and consultancy.**

**Syllabus**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Subject Code** | | **Subject Name(Lab oriented Theory Courses)** | | **Category** | | **L** | **T** | **P** | **C** |
| AI23231 | | PRINCIPLES OF ARTIFICIAL INTELLIGENCE | | PC | | 3 | 0 | 2 | 4 |
|  | | | | | | | | | |
| **Objectives:** | | | | | | | | | |
| ⚫ | To Understand the various characteristics of a problem solving agent | | | | | | | | |
| ⚫ | To Learn about the different strategies involved in problem solving. | | | | | | | | |
| ⚫ | To Learn about solving problems with various constraints. | | | | | | | | |
| ⚫ | To Learn about various knowledge representation | | | | | | | | |
| ⚫ | To Understand the different models of reasoning and decision making | | | | | | | | |
|  | | | | | | | | | |
| UNIT-I | | | INTRODUCTION TO ARTIFICIAL INTELLIGENCE AND PROBLEM-SOLVING AGENT | | | | | 9 | |
| AI-Introduction. Intelligent Agents, Agents & environment, nature of environment, structure of agents, goal-based agents, utility-based agents, learning agents. Defining the problem as state space search, production system, problem characteristics, issues in the design of search programs. | | | | | | | | | |
| UNIT-II | | | SEARCH TECHNIQUES | | | | | 9 | |
| Problem solving agents, searching for solutions; uniform search strategies: breadth first search, depth first search, depth limited search, bidirectional search. Heuristic search strategies Greedy best-first search, A\* search, AO\* search, memory bounded heuristic search: local search algorithms & optimization problems: Hill climbing search, simulated annealing search, local beam search. | | | | | | | | | |
| UNIT-III | | | CONSTRAINT SATISFACTION PROBLEMS AND GAME THEORY | | | | | 9 | |
| Local search for constraint satisfaction problems. Adversarial search, Games, optimal decisions & strategies in games, the min max search procedure, alpha-beta pruning. | | | | | | | | | |
| UNIT-IV | | | KNOWLEDGE REPRESENTATION | | | | | 9 | |
| AI for knowledge representation, rule-based knowledge representation, procedural and declarative knowledge, Logic programming, Forward and backward reasoning. | | | | | | | | | |
| UNIT-V | | | REASONING & DECISION MAKING | | | | | 9 | |
| Statistical Reasoning: Probability and Bays’ Theorem, Certainty Factors and Rule-Base Systems, Bayesian Networks, Dempster-Shafer Theory, Fuzzy Logic. Decision networks, Markov Decision Process. Expert System | | | | | | | | | |
|  | | | | | Contact Hours | | : | 45 | |

|  |  |  |
| --- | --- | --- |
| List of Experiments | | |
| 1 | Programs on Problem Solving  a. Write a program to solve 8 Queens problem  b. Solve any problem using depth first search  c. Implement MINIMAX algorithm  d. Implement A\* algorithm | |
| 2 | Programs on Decision Making and Knowledge Representation  a. Introduction to PROLOG  i) Find minimum maximum of two numbers  ii) Here are some simple clauses.  likes(mary,food).  likes(mary,wine).  likes(john,wine).  likes(john,mary).  The following queries yield the specified answers.  | ?- likes(mary,food).  yes.  | ?- likes(john,wine).  yes.  | ?- likes(john,food).  no.  How do you add the following facts?  1. John likes anything that Mary likes  2. John likes anyone who likes wine  3. John likes anyone who likes themselves | |
| b. Implementation of Unification and Resolution Algorithm | |
| c. Implementation of Backward Chaining | |
| d. Implementation of Forward Chaining | |
| 3 | Programs on Planning and Learning  a. Implementation of Blocks World program | |
| b. Implementing a fuzzy inference system | |
| Requirements | | |
| Hardware | | Intel i3, CPU @ 1.20GHz 1.19 GHz, 4 GB RAM,  32 Bit Operating System |
| Software | | C or Python  Knowledge representation experiments can be performed using a PROLOG TOOL |
| Operating System | | Windows |
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|  |  |  |
| --- | --- | --- |
| **Exercise No.** | **Exercise Name** | **Required Hours** |
| 1 | Write a program to solve 8 Queens problem | 2 |
| 2 | Solve any problem using depth first search | 2 |
| 3 | Implementation of MINIMAX algorithm | 2 |
| 4 | Implementation of A\* algorithm | 2 |
| 5 | Find minimum maximum of two numbers | 1 |
| 6 | Implementation of Simple Clause  likes(mary,food).  likes(mary,wine).  likes(john,wine).  likes(john,mary).  The following queries yield the specified answers.  | ?- likes(mary,food).  yes.  | ?- likes(john,wine).  yes.  | ?- likes(john,food).  no.  How do you add the following facts?  1. John likes anything that Mary likes  2. John likes anyone who likes wine  3. John likes anyone who likes themselves | 1 |
| 7 | Implementation of Unification and Resolution Algorithm | 2 |
| 8 | Implementation of Backward Chaining | 2 |
| 9 | Implementation of Forward Chaining | 2 |
| 10 | Implementation of Blocks World program | 2 |
| 11 | Implementing a fuzzy inference system | 2 |

**Course Outcomes (COs)**

**Course Name: Artificial Intelligence Lab Course Code: AI23231**

|  |  |
| --- | --- |
| Outcome 1 | Basic knowledge representation, problem solving, and learning methods of artificial intelligence. |
| Outcome 2 | Provide the apt agent strategy to solve a given problem |
| Outcome 3 | Represent a problem using first order and predicate logic |
| Outcome 4 | Design applications like expert systems and chat-bot. |
| Outcome 5 | Suggest the different models of reasoning and decision making for any given problem |

# **CO-PO –PSO matrices of course**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| PO/PSO | PO1 | PO2 | PO3 | PO4 | PO5 | PO6 | PO7 | PO8 | PO9 | PO10 | PO11 | PO 12 | PSO 1 | PSO 2 | PSO 3 |
| CS23231.1 | 3 | 3 | 1 | - | 2 | 1 | 1 | 1 | 1 | - | 2 | 1 | 2 | 1 | 1 |
| CS23231.2 | 2 | 2 | 1 | - | 2 | 1 | 2 | - | - | - | 2 | 2 | 1 | 1 | 1 |
| CS23231.3 | 3 | 3 | 1 | - | 3 | - | 1 | - | - | - | 3 | 1 | 2 | 3 | 2 |
| CS23231.4 | 2 | 2 | 2 | 2 | 3 | - | 1 | 2 | - | - | 2 | 2 | 2 | 2 | 2 |
| CS23231.5 | 2 | 3 | - | - | 2 | 1 | 1 | 1 | - | - | 2 | 2 | 2 | 2 | 2 |
| Average | 2.4 | 2.4 | 1.8 | 2.0 | 2.4 | 0.6 | 1.2 | 0.8 | 0.2 | - | 2.0 | 1.8 | 1.8 | 1.8 | 1.6 |

Note: Enter correlation levels 1,2 or 3 as defined below:

1: Slight(Low) 2: Moderate(Medium) 3:Substantial(High)If there is no correlation, put“-“

**CO-PO-PSO JUSTIFICATION**

|  |  |  |
| --- | --- | --- |
| CO-PO/PSO | Level | Justification |
| CO1-PO1 | 3 | Strongly correlated as CO1 builds foundational knowledge in AI and its methodologies. |
| CO1-PO2 | 3 | Strongly supports problem analysis, as AI techniques are used to solve problems efficiently. |
| CO1-PO3 | 1 | Weak correlation since design and development of AI models is not the primary focus. |
| CO1-PO4 | - | No correlation |
| CO1-PO5 | 2 | Moderate correlation as some modern AI tools are introduced but not deeply covered. |
| CO1-PO6 | 1 | Weak correlation as sustainability aspects are not the primary focus. |
| CO1-PO7 | 1 | Weak correlation because ethical considerations are minor. |
| CO1-PO8 | 1 | Weak correlation due to limited societal impact. |
| CO1-PO9 | 1 | Weak correlation due to limited focus on team work |
| CO1-P10 | - | No correlation |
| CO1-P11 | 2 | Moderate correlation as project management skills are involved. |
| CO1-P12 | 1 | Weak correlation with lifelong learning since basic AI concepts form a foundation for further study. |
| CO1-PSO1 | 2 | Moderate correlation with domain-specific AI knowledge and applications. |
| CO1-PSO2 | 1 | Weak correlation due to limited practical application. |
| CO1-PSO3 | 1 | Weak correlation since applied AI techniques are only slightly covered. |
| CO2-PO1 | 2 | Moderate correlation, as AI agents require fundamental problem-solving techniques. |
| CO2-PO2 | 2 | Moderate correlation with analytical skills, as strategies are predefined. |
| CO2-PO3 | 1 | Moderate correlation with design and development. |
| CO2-PO4 | - | No correlation with investigation aspects. |
| CO2-PO5 | 2 | Moderate correlation since engineering tools are used. |
| CO2-PO6 | 1 | Weak correlation due to minimal environmental considerations. |
| CO2-PO7 | 2 | Moderate correlation as ethical factors play a role. |
| CO2-PO8 | - | No correlation |
| CO2-PO9 | - | No correlation |
| CO2-P10 | - | No correlation |
| CO2-P11 | 2 | Moderate correlation with modern tools. |
| CO2-P12 | 2 | Moderate correlation with lifelong learning since AI strategies evolve with time. |
| CO2-PSO1 | 1 | Weak correlation as intelligent agent strategies align with industry AI practices. |
| CO2-PSO2 | 1 | Weak correlation, as domain-specific applications are not deeply explored. |
| CO2-PSO3 | 1 | Weak Correlation as students can limit building effective AI-based solutions. |
| CO3-PO1 | 3 | Strong correlation, as logical representation is fundamental in AI. |
| CO3-PO2 | 3 | Strong correlation with problem analysis using formal logic methods. |
| CO3-PO3 | 1 | Weak correlation, as problem representation does not involve design aspects. |
| CO3-PO4 | - | No correlation |
| CO3-PO5 | 3 | Strong correlation, as formal logic is applied using AI-based tools. |
| CO3-PO6 | - | No correlation |
| CO3-PO7 | 1 | Weak correlation with ethics. |
| CO3-PO8 | - | No correlation |
| CO3-PO9 | - | No correlation |
| CO3-P10 | - | No correlation |
| CO3-P11 | 3 | Strong correlation with modern tools and applications |
| CO3-PO12 | 1 | Weak correlation with lifelong learning since logic representation is foundational. |
| CO3-PSO1 | 2 | Strong correlation with domain-specific AI logic and problem representation techniques. |
| CO3-PSO2 | 3 | Moderate correlation, as logic plays a role in applied AI applications. |
| CO3-PSO3 | 2 | Moderate correlation with students gain the skills needed to **design and develop AI-based solutions** for real-world challenges. |
| CO4-PO1 | 2 | Moderate correlation, as AI knowledge is applied to real-world applications. |
| CO4-PO2 | 2 | Moderate correlation with problem analysis and designing intelligent systems. |
| CO4-PO3 | 2 | Moderate correlation, as AI systems require structured design methodologies. |
| CO4-PO4 | 2 | Investigative methods are employed to test and analyze graph algorithms for correctness and efficiency. |
| CO4-PO5 | 3 | Strong correlation, as AI development involves the use of modern tools and frameworks. |
| CO4-PO6 | - | No correlation |
| CO4-PO7 | 1 | Moderate correlation, as ethical concerns in AI applications are addressed. |
| CO4-PO8 | 2 | By understanding knowledge representation and its ethical implications, students develop AI solutions that align with **professional ethics and societal responsibilities** |
| CO4-PO9 | - | No correlation |
| CO4-PO10 | - | No correlation |
| CO4-PO11 | 2 | Moderate correlation, as project management is needed for AI system development. |
| CO4-P12 | 2 | Students must continuously **update their knowledge, learn new technologies, and adapt to advancements** in AI, such as **natural language processing, deep learning, and ethical AI principles**. |
| CO4-PSO1 | 2 | Moderate correlation with technical skills required for AI-based applications. |
| CO4-PSO2 | 2 | Moderate correlation with domain-specific AI applications. |
| CO4-PSO3 | 2 | Moderate correlation with industry-focused AI system development. |
| CO5-PO1 | 2 | Strong correlation, as decision-making models are fundamental AI techniques. |
| CO5-PO2 | 3 | Strong correlation with problem-solving and analysis in AI. |
| CO5-PO3 | - | No correlation |
| CO5-PO4 | - | No correlation |
| CO5-PO5 | 2 | Moderate correlation, as AI reasoning models are applied using modern tools. |
| CO5-PO6 | 1 | By learning how AI systems reason and make decisions, students can **analyze the societal and ethical impacts** of AI solutions, ensuring they are fair, safe, and beneficial to society. |
| CO5-PO7 | 1 | Weak correlation, as ethical concerns in decision-making are indirectly involved. |
| CO5-PO8 | 1 | students can **design AI systems that follow ethical guidelines, avoid bias, ensure transparency, and uphold professional responsibilities** |
| CO5-PO9 | - | No correlation |
| CO5-PO10 | - | No correlation |
| CO5-PO11 | 2 | students can **optimize resources, assess risks, and make informed financial and managerial decisions**, ensuring the successful execution of AI projects |
| CO5-P12 | 2 | Moderate correlation with lifelong learning since AI reasoning models evolve over time. |
| CO5-PSO1 | 2 | Moderate correlation with domain-specific AI decision-making techniques. |
| CO5-PSO2 | 2 | Moderate correlation, as decision-making models are used in various AI applications. |
| CO5-PSO3 | 2 | Moderate correlation with industry-focused AI solutions. |

**Faculty-in-charge Mentor HoD**

**Ex No: 1**

## **Implement Eight Queens Problem**

## **Aim:**

To develop a Python program that solves the **8-Queens problem** using the **Backtracking algorithm**. The program should ensure that **no two queens attack each other** and display valid chessboard configurations.

## **Case Scenario:**

A chessboard consists of **8×8 squares**, and your task is to place **8 queens** on the board such that **no two queens attack each other**. Queens can attack in **horizontal, vertical, and diagonal** directions.

### Task Requirements:

1. **Problem Representation:**
   * Represent the **8-queens problem** as a **constraint satisfaction problem (CSP)** or a **search problem**.
2. **Algorithm Implementation:**
   * Implement a solution using either **Backtracking** or **Genetic Algorithm**.
3. **Output Requirements:**
   * Display a valid **8×8 chessboard** with queens (Q) placed correctly.
   * Show multiple valid solutions if possible.
4. **Performance Analysis:**
   * Compare execution time for different **board sizes (e.g., 4×4, 8×8, 10×10)**.

**Procedure:**

1. **Start**

2. **Initialize an N×N chessboard with all empty positions (.).**

3. **Define a function is\_safe(board, row, col, N):**

* Check if placing a queen at (row, col) violates any constraints.

4. **Define a recursive function solve\_n\_queens(board, row, N):**

* If row == N, print the board (solution found).
* Try placing a queen in each column (0 to N-1).
* If is\_safe() == True, place the queen and recurse for the next row.
* If placing a queen leads to failure, backtrack (remove the queen).

5. **Call solve\_n\_queens() for the first row (row = 0).**

6. **If a solution is found, print the board; else, print "No solution exists."**

**7. End**

### Program

import copy

N = 8 # Size of the chessboard (8x8)

# Function to print the solution

def printSolution(board):

for row in board:

for i in range(N):

print("Q" if row[i] else ".", end=" ")

print()

print() # Add a newline for readability

# Function to check if a queen can be placed on board[row][col]

def isSafe(board, row, col):

# Check the column

for i in range(row):

if board[i][col]:

return False

# Check the upper left diagonal

for i, j in zip(range(row - 1, -1, -1), range(col - 1, -1, -1)):

if board[i][j]:

return False

# Check the upper right diagonal

for i, j in zip(range(row - 1, -1, -1), range(col + 1, N)):

if board[i][j]:

return False

return True

# Function to solve the 8 Queens problem using backtracking

def solve(board, row, solutions):

if row == N:

solutions.append(copy.deepcopy(board)) # Deep copy of the board

printSolution(board)

return

for col in range(N):

if isSafe(board, row, col):

board[row][col] = 1 # Place queen

solve(board, row + 1, solutions) # Recur to place next queen

board[row][col] = 0 # Backtrack (remove queen)

# Main function to initialize the board and start solving the problem

def eightQueens():

board = [[0 for \_ in range(N)] for \_ in range(N)]

solutions = [] # Store all solutions

solve(board, 0, solutions)

print(f"Total solutions found: {len(solutions)}")

# Calling the function

eightQueens()

**Output:**

![](data:image/png;base64,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)

**Ex No: 1b**

## **IMPLEMENTATION OF DEPTH FIRST SEARCH**

## **Aim:**

To implement depth first search

#### Case Scenario:

A **robotic delivery system** is implemented in a smart warehouse. The warehouse is modeled as a **graph**, where each **node represents a storage unit** and each **edge represents a possible path**. The robot needs to pick up a package from a starting point and deliver it to the correct storage location.

The **robot's movement strategy** is to explore the storage units **by going as deep as possible before backtracking** if needed. The **warehouse is not fully mapped**, so the robot uses a **Depth First Search (DFS) algorithm** to explore the paths.

**Procedure:**

#### Step 1: Input the Graph

* Represent the warehouse as a **graph (Adjacency List)**.
* Define the **start node** and **goal node**.

#### Step 2: Initialize DFS

* Use a **set (**visited**)** to track visited nodes.
* Use a **list (**path**)** to store the current traversal path.

#### Step 3: Recursive DFS Function

1. **Mark the current node as visited.**
2. **Add the current node to the path.**
3. **Check if the current node is the goal:**
   * If **yes**, return the path.
   * If **no**, proceed with the next steps.
4. **Explore all neighboring nodes:**
   * If a neighbor is **not visited**, recursively call DFS on it.
   * If a valid path is found, return it.
5. **If no path is found, return** None**.**

#### Step 4: Call the DFS Function

* Call DFS with the given **start** and **goal nodes**.
* Print the path found (if any).

**Program:**

**# Depth First Search (DFS) implementation for a warehouse graph**

**# Sample warehouse graph as an adjacency list**

**warehouse\_graph = {**

**'A': ['B', 'C'],**

**'B': ['D', 'E'],**

**'C': ['F'],**

**'D': [],**

**'E': ['F'],**

**'F': []**

**}**

**# Function to perform DFS**

**def dfs(graph, start, goal, visited=None, path=None):**

**if visited is None:**

**visited = set()**

**if path is None:**

**path = []**

**# Mark current node as visited and add to path**

**visited.add(start)**

**path.append(start)**

**# If goal is found, return the path**

**if start == goal:**

**return path**

**# Explore neighbors**

**for neighbor in graph[start]:**

**if neighbor not in visited:**

**result = dfs(graph, neighbor, goal, visited, path[:]) # Use path[:] to copy path**

**if result: # Stop if a path is found**

**return result**

**return None # No path found**

**# Example usage**

**start\_node = 'A'**

**goal\_node = 'F'**

**path\_found = dfs(warehouse\_graph, start\_node, goal\_node)**

**print(f"DFS Path from {start\_node} to {goal\_node}: {path\_found}")**

**Output:**
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**Ex No: 1c**

## **IMPLEMENTATION OF MINIMAX algorithm**

## **Aim*:***

To implement MINIMAX algorithm.

#### Scenario: AI vs. Human Player – Winning Move Situation

Context: **The AI is playing as** Player X **and the human is playing as** Player O**. It's** AI’s turn**, and there is a possible** winning move.

Given Board State (Before AI’s Move)**:**

**X O X**

**O X .**

**. O X**

Expected AI Move (Best Move using Minimax):

**X O X**

**O X X**

**. O X**

**Procedure:**

1. Define constants: PLAYER\_X = 1, PLAYER\_O = -1, EMPTY = 0.

2. Create evaluate(board) to check for a winner by scanning rows, columns, and diagonals. Return 1 if AI wins, -1 if human wins, or 0 if no winner.

3. Create isMovesLeft(board) to check for empty spaces; return True if moves are available, otherwise False.

4. Implement minimax(board, isMax):

* If evaluate(board) returns a winner, return the corresponding score.
* If no moves are left, return 0.
* If isMax is True (AI's turn), initialize best = -∞, loop through empty cells, place X, call minimax(board, False), undo move, update best with maximum value, and return best.
* If isMax is False (Human's turn), initialize best = +∞, loop through empty cells, place O, call minimax(board, True), undo move, update best with minimum value, and return best.

5. Implement findBestMove(board):

* Initialize bestVal = -∞ and bestMove = (-1, -1).
* Loop through empty cells, place X, call minimax(board, False), undo move, update bestMove if a better move is found.
* Return bestMove.

6. Implement printBoard(board) to display board state using "X", "O", and "." for empty spaces.

7. Initialize a sample board, print its state, call findBestMove(board), update the board with AI’s move, and print the final state.

**Program:**

# Constants for players

PLAYER\_X = 1

PLAYER\_O = -1

EMPTY = 0

# Evaluate the board

def evaluate(board):

for row in range(3):

if board[row][0] == board[row][1] == board[row][2] != EMPTY:

return board[row][0]

for col in range(3):

if board[0][col] == board[1][col] == board[2][col] != EMPTY:

return board[0][col]

if board[0][0] == board[1][1] == board[2][2] != EMPTY:

return board[0][0]

if board[0][2] == board[1][1] == board[2][0] != EMPTY:

return board[0][2]

return 0

# Check if moves are left

def isMovesLeft(board):

for row in range(3):

for col in range(3):

if board[row][col] == EMPTY:

return True

return False

# Minimax function

def minimax(board, isMax):

score = evaluate(board)

if score == PLAYER\_X: return score

if score == PLAYER\_O: return score

if not isMovesLeft(board): return 0

if isMax:

best = -float('inf')

for row in range(3):

for col in range(3):

if board[row][col] == EMPTY:

board[row][col] = PLAYER\_X

best = max(best, minimax(board, not isMax))

board[row][col] = EMPTY

return best

else:

best = float('inf')

for row in range(3):

for col in range(3):

if board[row][col] == EMPTY:

board[row][col] = PLAYER\_O

best = min(best, minimax(board, not isMax))

board[row][col] = EMPTY

return best

# Find the best move for PLAYER\_X

def findBestMove(board):

bestVal = -float('inf')

bestMove = (-1, -1)

for row in range(3):

for col in range(3):

if board[row][col] == EMPTY:

board[row][col] = PLAYER\_X

moveVal = minimax(board, False)

board[row][col] = EMPTY

if moveVal > bestVal:

bestMove = (row, col)

bestVal = moveVal

return bestMove

# Print the board

def printBoard(board):

for row in board:

print(" ".join(["X" if x == PLAYER\_X else "O" if x == PLAYER\_O else "." for x in row]))

# Example game

board = [

[PLAYER\_X, PLAYER\_O, PLAYER\_X],

[PLAYER\_O, PLAYER\_X, EMPTY],

[EMPTY, PLAYER\_O, PLAYER\_X]

]

print("Current Board:")

printBoard(board)

move = findBestMove(board)

print(f"Best Move: {move}")

board[move[0]][move[1]] = PLAYER\_X

print("\nBoard after best move:")

printBoard(board)

**Output:**

![](data:image/png;base64,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)

**Ex No: 1d**

## **IMPLEMENTATION OF A\* SEARCH ALGORITHM**

**Aim**:

To implement A\* Search Algorithm.

**Case Scenario:**  
A delivery robot in a warehouse needs to find the shortest path from the entrance to a specific package location. The warehouse is represented as a grid with some obstacles. Implement the A\* search algorithm to help the robot navigate efficiently.

**Procedure:**

1. **Define the Node class** with attributes: position, parent, cost (g), heuristic (h), and total cost (f = g + h).

2. **Implement the heuristic function** using the Manhattan distance formula.

3. **Initialize A Search\* with:**

* open\_list (priority queue) containing the start node.
* closed\_set to store visited nodes.

4. **While open\_list is not empty:**

* Extract the node with the lowest f-value.
* If the goal is reached, trace back the path and return it.
* Add the current node to closed\_set.
* Generate new valid moves (up, down, left, right) ensuring they are within bounds and not obstacles.
* Calculate new cost g, heuristic h, and total f.
* Add new nodes to open\_list for further exploration.

5. **Return the optimal path** if found, else return None if no path exists.

**Program:**

import heapq

# Define the grid and movements

class Node:

def \_\_init\_\_(self, position, parent=None, g=0, h=0):

self.position = position # (row, col)

self.parent = parent # Parent node

self.g = g # Cost from start node

self.h = h # Heuristic cost to goal

self.f = g + h # Total cost

def \_\_lt\_\_(self, other):

return self.f < other.f # Priority queue comparison

def heuristic(a, b):

return abs(a[0] - b[0]) + abs(a[1] - b[1]) # Manhattan Distance

def a\_star(grid, start, goal):

rows, cols = len(grid), len(grid[0])

open\_list = []

heapq.heappush(open\_list, Node(start, None, 0, heuristic(start, goal)))

closed\_set = set()

while open\_list:

current\_node = heapq.heappop(open\_list) # Get node with lowest f-value

if current\_node.position == goal:

path = []

while current\_node:

path.append(current\_node.position)

current\_node = current\_node.parent

return path[::-1] # Return reversed path

closed\_set.add(current\_node.position)

for dr, dc in [(-1, 0), (1, 0), (0, -1), (0, 1)]: # Possible moves

new\_pos = (current\_node.position[0] + dr, current\_node.position[1] + dc)

if (0 <= new\_pos[0] < rows and 0 <= new\_pos[1] < cols and

grid[new\_pos[0]][new\_pos[1]] == 0 and new\_pos not in closed\_set):

new\_node = Node(new\_pos, current\_node, current\_node.g + 1, heuristic(new\_pos, goal))

heapq.heappush(open\_list, new\_node)

return None # No path found

# Example grid: 0 = free space, 1 = obstacle

warehouse\_grid = [

[0, 0, 0, 0, 1],

[1, 1, 0, 1, 0],

[0, 0, 0, 0, 0],

[0, 1, 1, 1, 0],

[0, 0, 0, 0, 0]

]

start\_position = (0, 0)

goal\_position = (4, 4)

path = a\_star(warehouse\_grid, start\_position, goal\_position)

print("Optimal Path:", path)

### Output:
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**Ex No: 2**

## **IMPLEMENTATION OF DECISION MAKING AND KNOWLEDGE REPRESENTATION**

**Aim**:

To implement decision making and knowledge representation using prolog tool.

**Prolog Code:**

% Rule to find the minimum of two numbers

minimum(X, Y, X) :- X =< Y. % If X is less than or equal to Y, X is the minimum. minimum(X, Y, Y) :- X > Y. % If X is greater than Y, Y is the minimum.

% Rule to find the maximum of two numbers maximum(X, Y, X) :- X >= Y. % If X is greater than or equal to Y, X is the maximum. maximum(X, Y, Y) :- X < Y. % If X is less than Y, Y is the maximum.

### Example Queries:

1. **To find the minimum of two numbers:**

?- minimum(5, 10, Min).

**Output:**

Min = 5.

1. **To find the maximum of two numbers:**

?- maximum(5, 10, Max).

**Output:**

Max = 10.

?- minimum(8, 3, Min), maximum(8, 3, Max).

**Output:**

Min = 3, Max = 8.

**Prolog Code:**

% Given facts

likes(mary, food).

likes(mary, wine).

likes(john, wine).

likes(john, mary).

% Rules based on the conditions:

likes(john, X) :- likes(mary, X). % John likes anything that Mary likes

likes(john, Y) :- likes(Y, wine). % John likes anyone who likes wine

likes(john, Y) :- likes(Y, Y). % John likes anyone who likes themselves

% Sample queries:

% Query 1: Does John like food?

% ?- likes(john, food).

% Query 2: Does John like wine?

% ?- likes(john, wine).

% Query 3: Does John like food if Mary likes food?

% ?- likes(john, food).

% Query 4: Who does John like?

% ?- likes(john, Y).

### Output:

**Query:** ?- likes(john, food).
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**Query:** ?- likes(john, wine).
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**Query:** ?- likes(john, food).
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**Query:** ?- likes(john, Y).
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**Query**?- likes(john, Y).

Y = mary ;

Y = john ;

Y = wine ;

**Ex No: 2b**

## **IMPLEMENTATION OF UNIFICATION AND RESOLUTION ALGORITHM**

## **Aim*:***

To implement unification and resolution algorithm using python.

### Scenario:

In an AI-based expert system for **automated reasoning**, the system needs to resolve queries by **unifying logical predicates** and applying **resolution inference**. For example, given the knowledge base:

* **Rule 1:** If John is a **human**, then John is a **mortal** → Human(John) → Mortal(John)
* **Fact 1:** Human(John)
* **Query:** Is John mortal?

**Procedure:**

1. **Define the unification function (unify):**

* If both terms are identical, return the current substitution (theta).
* If one term is a **variable**, unify it with the other term.
* If both terms are **compound expressions**, unify their corresponding parts recursively.
* Otherwise, return None (unification fails).

2. **Define the variable unification function (unify\_var):**

* If the variable already exists in the substitution set, apply unification recursively.
* Otherwise, assign the variable to the given term.

3. **Define the resolution function (resolution):**

* Iterate through the **knowledge base** (KB).
* Try to **unify** the given query with KB clauses.
* If unification succeeds, remove matched parts from KB and **recurse with the remaining** parts.
* If the knowledge base is empty after resolution, **the query is proven**.
* Otherwise, return **False** (query not proven).

4. **Provide a knowledge base with facts and implications.**

5. **Define a query to resolve (e.g., Mortal(John)).**

6. **Run the resolution function to check if the query can be proven.**

7. **Print whether the query is resolved.**

**Program:**

import re

# Function to check if two predicates can be unified

def unify(x, y, theta={}):

if theta is None:

return None

elif x == y:

return theta

elif isinstance(x, str) and x.islower(): # x is a variable

return unify\_var(x, y, theta)

elif isinstance(y, str) and y.islower(): # y is a variable

return unify\_var(y, x, theta)

elif isinstance(x, list) and isinstance(y, list) and len(x) == len(y):

return unify(x[1:], y[1:], unify(x[0], y[0], theta))

else:

return None

# Function to unify a variable with a term

def unify\_var(var, x, theta):

if var in theta:

return unify(theta[var], x, theta)

elif x in theta:

return unify(var, theta[x], theta)

else:

theta[var] = x

return theta

# Function to apply resolution rule

def resolution(kb, query):

for clause in kb:

theta = unify(clause[0], query, {})

if theta is not None:

new\_kb = clause[1:]

if not new\_kb: # If empty, means query is resolved

return True

else:

return resolution(kb, new\_kb[0])

return False

# Knowledge base (Implications)

knowledge\_base = [

[["Human", "John"], ["Mortal", "John"]], # Human(John) → Mortal(John)

]

# Fact: Human(John)

fact = ["Human", "John"]

# Query: Mortal(John)?

query = ["Mortal", "John"]

# Apply resolution

if resolution(knowledge\_base, query):

print("Query is resolved: John is Mortal")

else:

print("Query could not be resolved")

**Output:**
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**Ex No: 2c**

**IMPLEMENTATION OF BACKWARD CHAINING**

## **Aim*:***

To implement backward chaining.

### Scenario:

A medical expert system is designed to **diagnose diseases** based on patient symptoms. The system uses **backward chaining** to infer whether a patient has a specific disease by checking rules and known facts.

**Procedure:**

1. **Define the knowledge base** with **rules** (causal relationships).

* "flu": [["cough", "fever"]] → Flu occurs if both **cough** and **fever** exist.
* "fever": [["sore\_throat"]] → Fever occurs if **sore throat** exists.

2. **Define known facts**: {sore\_throat, cough}.

3. **Define the backward chaining function**:

* **Check if the goal is in known facts.** If so, return True.
* **Check if rules exist for the goal in the knowledge base.**
* **For each rule**, verify **all conditions recursively** using backward chaining.
* If all conditions **can be proven**, return True.
* Otherwise, return False.

4. **Query whether the patient has flu (flu).**

5. **Execution:**

* flu requires cough and fever.
* cough is a **fact** → **True**
* fever needs sore\_throat.
* sore\_throat is a **fact** → **True**
* Since both cough and fever are proven **flu is diagnosed**.

**Program:**

# Knowledge Base (Rules in IF-THEN format)

knowledge\_base = {

"flu": [["cough", "fever"]],

"fever": [["sore\_throat"]],

}

# Known facts

facts = {"sore\_throat", "cough"}

# Backward chaining function

def backward\_chaining(goal):

if goal in facts: # If the goal is a known fact, return True

return True

if goal in knowledge\_base: # If the goal has rules in KB

for conditions in knowledge\_base[goal]: # Check each rule

if all(backward\_chaining(cond) for cond in conditions): # Recursively verify

return True

return False # If no rule or fact supports the goal, return False

# Query: Does the patient have flu?

query = "flu"

if backward\_chaining(query):

print(f"The patient is diagnosed with {query}.")

else:

print(f"The patient does NOT have {query}.")

**Output:**
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**Ex No: 2d**

## **ImplementION OF FORWARD CHAINING**

## **Aim:**

To implement forward Chaining.

## **Scenario:**

A **diagnostic expert system** helps determine whether a patient has a disease based on **observed symptoms**. The system uses **forward chaining**, where it starts with known facts (symptoms) and applies rules to infer new facts until it reaches a conclusion (diagnosis).

**Procedure:**

1. **Initialize** a **knowledge base** containing **IF-THEN rules**.

2. **Define the initial facts** (observed symptoms or given conditions).

3. **Repeat until no new facts are inferred**:

* Iterate through each rule in the knowledge base.
* Check if all conditions (IF part) of a rule exist in the known facts.
* If true and the conclusion (THEN part) is **not already in facts**, add it to the facts.
* Mark that a new fact was inferred and continue.

4. **Stop when no new facts are derived** in an iteration.

5. **Check if the final goal or diagnosis is in the inferred facts**.

6. **Output the conclusion** based on derived facts.

**Program:**

# Knowledge Base: Rules in IF-THEN format

knowledge\_base = [

(["cough", "fever"], "flu"),

(["sore\_throat", "runny\_nose"], "cold"),

(["sore\_throat"], "fever") # Sore throat can lead to fever

]

# Given initial facts

facts = {"cough", "sore\_throat"}

# Forward Chaining Function

def forward\_chaining():

inferred = True # Keep looping as long as new facts are added

while inferred:

inferred = False # Stop if no new fact is added in an iteration

for conditions, conclusion in knowledge\_base:

if all(condition in facts for condition in conditions) and conclusion not in facts:

facts.add(conclusion) # Add the inferred fact

inferred = True # Mark that we inferred a new fact

# Run forward chaining

forward\_chaining()

# Check if flu or cold is inferred

if "flu" in facts:

print("The patient is diagnosed with flu.")

elif "cold" in facts:

print("The patient is diagnosed with cold.")

else:

print("No conclusive diagnosis could be made.")

**Output:**
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**Ex No: 3a**

## **IMPLEMENTATION OF BLOCKS WORLD PROGRAM**

## **Aim:**

To implement Blocks World Program.

## **Scenario:**

A **robotic arm** in a warehouse is programmed to **rearrange blocks** according to a given goal state. The **Blocks World problem** involves moving blocks from an initial configuration to a desired goal configuration while following specific constraints.

A robotic system is given an **initial state** and a **goal state**:

**Initial State:**

A is on B

B is on table

C is on table

**Goal State**

B is on C

A is on B

C is on table

**Procedure:**

1. **Initialize the world** with an initial state of blocks.

2. **Define the goal state** that needs to be achieved.

3. **Check if the current state matches the goal state**:

* If **yes**, stop the execution.
* If **no**, continue planning moves.

4. **For each block in the goal state**:

* If the block is not in its desired position, **move it** to the correct place.
* Print the move action.
* Update the current state after each move.

5. **Repeat until the goal state is reached**.

6. **Print the final arrangement of blocks** when the goal state is met.

**Program:**

class BlocksWorld:

def \_\_init\_\_(self):

self.state = {

"A": "B", # A is on B

"B": "table", # B is on table

"C": "table" # C is on table

}

self.goal = {

"A": "B",

"B": "C",

"C": "table"

}

def is\_goal\_state(self):

return self.state == self.goal

def move(self, block, destination):

if block in self.state and self.state[block] != destination:

print(f"Moving {block} from {self.state[block]} to {destination}")

self.state[block] = destination

def plan\_moves(self):

print("\nInitial State:", self.state)

while not self.is\_goal\_state():

for block, target in self.goal.items():

if self.state[block] != target:

self.move(block, target)

print("\nFinal Goal State Reached:", self.state)

# Run the Blocks World Solver

bw = BlocksWorld()

bw.plan\_moves()

**Output:**
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**Ex No: 3b**

## **IMPLEMENTION OF A FUZZY INFERENCE SYSTEM**

## **Aim*:***

To implement Fuzzy Inference System.

## **Scenario:**

A company wants to automate **employee performance evaluation** based on two factors:

1. **Work Experience (Years)**
2. **Project Success Rate (%)**

Using **Fuzzy Logic**, we classify employee performance as **Poor, Average, or Excellent**, which helps determine bonuses or promotions.

The system follows these rules:

* **If experience is low AND success rate is low → Performance is Poor.**
* **If experience is medium OR success rate is medium → Performance is Average.**
* **If experience is high AND success rate is high → Performance is Excellent.**

**Procedure:**

1. **Define Input Variables**:

* Experience (0 to 20 years)
* Success Rate (0 to 100%)

2. **Define Output Variable**:

* Performance Score (0 to 100%)

3. **Create Fuzzy Membership Functions** for Experience, Success Rate, and Performance:

* Low, Medium, High (for input variables)
* Poor, Average, Excellent (for output variable)

4. **Define Fuzzy Rules**:

* IF experience is low AND success rate is low → THEN performance is poor.
* IF experience is medium OR success rate is medium → THEN performance is average.
* IF experience is high AND success rate is high → THEN performance is excellent.

5. **Build the Fuzzy Inference System (FIS)** using control rules.

6. **Provide Input Values**:

* Example: Experience = 12 years, Success Rate = 70%

7. **Perform Fuzzy Computation** to determine the final performance score.

8. **Output the Performance Score** based on fuzzy logic inference.

**Program:**

import numpy as np

import skfuzzy as fuzz

from skfuzzy import control as ctrl

# Define fuzzy variables

experience = ctrl.Antecedent(np.arange(0, 21, 1), 'experience')

success\_rate = ctrl.Antecedent(np.arange(0, 101, 1), 'success\_rate')

performance = ctrl.Consequent(np.arange(0, 101, 1), 'performance')

# Define fuzzy membership functions

experience['low'] = fuzz.trimf(experience.universe, [0, 0, 10])

experience['medium'] = fuzz.trimf(experience.universe, [5, 10, 15])

experience['high'] = fuzz.trimf(experience.universe, [10, 20, 20])

success\_rate['low'] = fuzz.trimf(success\_rate.universe, [0, 0, 50])

success\_rate['medium'] = fuzz.trimf(success\_rate.universe, [25, 50, 75])

success\_rate['high'] = fuzz.trimf(success\_rate.universe, [50, 100, 100])

performance['poor'] = fuzz.trimf(performance.universe, [0, 0, 50])

performance['average'] = fuzz.trimf(performance.universe, [25, 50, 75])

performance['excellent'] = fuzz.trimf(performance.universe, [50, 100, 100])

# Define fuzzy rules

rule1 = ctrl.Rule(experience['low'] & success\_rate['low'], performance['poor'])

rule2 = ctrl.Rule(experience['medium'] | success\_rate['medium'], performance['average'])

rule3 = ctrl.Rule(experience['high'] & success\_rate['high'], performance['excellent'])

# Create FIS control system

performance\_ctrl = ctrl.ControlSystem([rule1, rule2, rule3])

performance\_sim = ctrl.ControlSystemSimulation(performance\_ctrl)

# Provide input values

performance\_sim.input['experience'] = 12 # Example: 12 years of experience

performance\_sim.input['success\_rate'] = 70 # Example: 70% success rate

# Compute fuzzy inference

performance\_sim.compute()

# Print the output

print(f"Predicted Performance Score: {performance\_sim.output['performance']:.2f}")

**Output**
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**VIVA QUESTIONS WITH ANSWERS**

### **What is Artificial Intelligence (AI)?**

**Answer:** Artificial Intelligence (AI) refers to the simulation of human intelligence in machines that are programmed to think and act like humans.

### **What is an intelligent agent?**

**Answer:** An intelligent agent is a system that perceives its environment and takes actions to achieve its goals autonomously.

### **What are the types of environments an agent can operate in?**

**Answer:** Agents can operate in environments that are deterministic, observable, static, and dynamic, depending on the properties of the environment.

### **What is the difference between a reflex agent and a goal-based agent?**

**Answer:** A reflex agent acts based on current perceptions using predefined rules, while a goal-based agent evaluates actions to achieve specific goals.

### **What is a utility-based agent?**

**Answer:** A utility-based agent selects actions that maximize its expected utility or satisfaction based on available options.

### **What is the state space in AI?**

**Answer:** The state space is the set of all possible states that can be reached during the process of solving a problem.

### **What are the components of a production system?**

**Answer:** A production system consists of rules, a knowledge base, an inference engine, and working memory.

### **What is the difference between a well-defined problem and an ill-defined problem?**

**Answer:** A well-defined problem has clear objectives and constraints, while an ill-defined problem lacks clear goals and solutions.

### **What are the key issues in designing search programs?**

**Answer:** Key issues include time complexity, space complexity, optimality, completeness, and efficiency in solving a problem.

### **What is the role of fuzziness in fuzzy logic systems?**

**Answer:** Fuzziness in fuzzy logic allows for reasoning and decision-making with imprecise, uncertain, or approximate information.

### **What is a problem-solving agent?**

**Answer:** A problem-solving agent is an intelligent agent that takes actions to reach a desired goal from an initial state through a search process.

### **What is the Breadth-First Search (BFS) strategy?**

**Answer:** BFS is a search strategy that explores all possible nodes at the present depth level before moving on to nodes at the next depth level.

### **What is Depth-First Search (DFS)?**

**Answer:** DFS is a search strategy that explores as far down a branch of the tree as possible before backtracking to explore other branches.

### **What is Depth-Limited Search?**

**Answer:** Depth-Limited Search is a variation of DFS that limits the depth of search to a pre-defined depth level to prevent infinite loops.

### **What is Bidirectional Search?**

**Answer:** Bidirectional Search simultaneously searches from both the initial state and the goal state, meeting in the middle to find the solution more efficiently.

### **What is Greedy Best-First Search?**

**Answer:** Greedy Best-First Search selects the node that appears to be closest to the goal based on a heuristic function.

### What is the A Search algorithm?*\**

**Answer:** A\* Search is a heuristic search algorithm that evaluates nodes based on both the cost to reach the node and the estimated cost to the goal, providing optimal solutions.

### What is AO Search?*\**

**Answer:** AO\* Search is an algorithm used for solving problems in a Directed Acyclic Graph (DAG) by combining the concepts of A\* and AND/OR graphs.

### **What is Hill Climbing Search?**

**Answer:** Hill Climbing Search is a local search algorithm that continuously moves towards the neighbor with the highest value, optimizing a specific objective function.

### **What is Simulated Annealing?**

**Answer:** Simulated Annealing is an optimization algorithm that explores the solution space by allowing occasional moves to worse solutions to escape local optima, inspired by the annealing process in metallurgy.

### **What is local search for constraint satisfaction problems (CSPs)?**

**Answer:** Local search for CSPs involves iteratively improving a candidate solution by making small changes to reduce constraint violations, aiming to find a solution that satisfies all constraints.

### **What is adversarial search in AI?**

**Answer:** Adversarial search is a process where agents compete against each other, and each agent aims to maximize its own benefit while minimizing the opponent's benefit, typically used in games like chess.

### **How are optimal decisions made in games?**

**Answer:** Optimal decisions in games are made by evaluating all possible moves and selecting the one that maximizes a player's chances of winning, considering both the current state and possible future moves.

### **What is the Min-Max search procedure?**

**Answer:** The Min-Max search procedure is an algorithm used in game theory to recursively determine the best move by assuming that the opponent will also play optimally, minimizing the maximizing player’s benefit.

### **What is Alpha-Beta pruning in adversarial search?**

**Answer:** Alpha-Beta pruning is an optimization technique for Min-Max search that eliminates branches of the game tree that will not affect the final decision, improving search efficiency.

### . **What is knowledge representation in AI?**

**Answer:** Knowledge representation in AI is the process of encoding information about the world in a form that a computer system can use to solve complex tasks like reasoning and problem-solving.

### **What is rule-based knowledge representation?**

**Answer:** Rule-based knowledge representation uses a set of "if-then" rules to encode knowledge, where each rule represents a relationship or condition about the world.

### **What is the difference between procedural and declarative knowledge?**

**Answer:** Procedural knowledge describes how to perform tasks or actions, while declarative knowledge represents facts or information about the world.

### **What is logic programming in AI?**

**Answer:** Logic programming is a programming paradigm where programs are written as sets of logical statements, and computation is performed through logical inference.

### **What is the difference between forward and backward reasoning?**

**Answer:** Forward reasoning starts from known facts and applies rules to reach a conclusion, while backward reasoning starts from a goal and works backward to find supporting facts.

### **What is Bayesian Probability and Bayes' Theorem?**

**Answer:** Bayesian Probability uses Bayes' Theorem to update the probability of a hypothesis based on new evidence, providing a method to calculate conditional probabilities.

### **What are Certainty Factors in Rule-Based Systems?**

**Answer:** Certainty factors quantify the degree of belief or confidence in a conclusion drawn from a rule-based system, allowing reasoning under uncertainty.

### **What are Bayesian Networks?**

**Answer:** Bayesian Networks are graphical models that represent probabilistic relationships between variables, where nodes represent variables and edges represent conditional dependencies.

### **What is the Dempster-Shafer Theory?**

**Answer:** The Dempster-Shafer Theory is a mathematical framework for reasoning with uncertainty, allowing the combination of evidence from different sources to assign belief functions to hypotheses.

### **What is a Markov Decision Process (MDP)?**

**Answer:** A Markov Decision Process is a mathematical model for decision-making where an agent interacts with an environment in discrete time steps, with outcomes determined by both the agent's actions and probabilistic transitions.