**Arrays**

An array is one of the simplest and most fundamental data structures in programming. It stores a fixed-size collection of elements of the same type (e.g., integers, strings) in contiguous memory locations.

# **Properties**

* Same Type of Data: Every item in an array must be of the same type (like all numbers or all strings).
* Access by Position: You get values using their position number, starting from 0.  
   Example: array[2] gives you the third item.
* Stored Together in Memory: The items are kept side-by-side in memory, which makes them quick to access.
* Harder to Insert or Delete in the middle: If you want to add or remove something in the middle, the other items have to shift around, which takes more time.

# **Array Operations**

## Reading

To read an array value, we use the array name with the index of the value we want to read in brackets, like this myFruits[0].

We must also use a command to write myFruits[0] to the console/terminal, so that we can actually see the result, and that is done a little different depending on the programming language.

* + Python:

myFruits = ['banana','apple','orange']

print(myFruits[0])

* + C++:

string myFruits[] = {"banana","apple","orange"};

cout << myFruits[0];

* + Javascript:

const myFruits = ['banana','apple','orange'];

console.log(myFruits[0]);

## Updating

To update a value in an array, we use the array name with the index position of the value we want to update, like this myFruits[0], and then we use the equal sign = to store a new value there.

* + Python:

myFruits = ['banana','apple','orange']

myFruits[0] = 'kiwi'

* + C++:

string myFruits[] = {"banana","apple","orange"};

myFruits[0] = "kiwi";

* + Javascript:

const myFruits = ['banana','apple','orange'];

myFruits[0] = 'kiwi';

## Appending

To insert a value into an array, in addition to the existing values, we need:

-the array name

-a command to do the insert operation

-the value to be inserted

When we do insert this way, the new value is inserted at the end of the array.

* + Python:

myFruits = ['banana','apple','orange']

myFruits.append('kiwi')

* + C++:

vector<string> myFruits = {"banana", "apple", "orange"};

myFruits.push\_back("kiwi");

* + Javascript:

const myFruits = ['banana','apple','orange'];

myFruits.push('kiwi');

## Insertion

A value can also be added to a specific position in an array, using the index, like this:

* + Python

myFruits = ['banana','apple','orange']

myFruits.insert(1,'kiwi')

* + C++

vector<string> myFruits = {"banana", "apple", "orange"};

myFruits.insert(myFruits.begin() + 1, "kiwi");

* + Javascript

const myFruits = ['banana','apple','orange'];

myFruits.splice(1,0,'kiwi');

## Deletion

An array value is removed by specifying the index where the value should be removed from.

* + Python:

myFruits = ['banana','apple','orange']

myFruits.pop(1)

* + C++:

vector<string> myFruits = {"banana", "apple", "orange"};

myFruits.erase(myFruits.begin() + 1);

* + Javascript:

const myFruits = ['banana','apple','orange'];

myFruits.splice(1,1);

## Length

* + Python:

myFruits = ['banana','apple','orange']

print(len(myFruits))

* + C++:

vector<string> myFruits = {"banana", "apple", "orange"};

cout << myFruits.size();

* + Javascript:

const myFruits = ['banana','apple','orange'];

console.log(myFruits.length);

## Traversal

This is how to look at every value in the array:

* + Python:

myFruits = ['banana','apple','orange']

for fruit in myFruits:

print(fruit)

* + C++:

string myFruits[] = {"banana", "apple", "orange"};

for (auto fruit : myFruits) {

cout << fruit + "\n";

}

* + Javascript:

const myFruits = ['banana','apple','orange'];

for (let fruit of myFruits) {

console.log(fruit);

# **Algorithms**

Here are a few algorithms which are useful in solving questions related to arrays:

## **Linear Search**

**Linear Search** is the simplest way to locate an element in an array. We iterate through all elements one by one, comparing each element with the target. If we find a match, we return its index. In the best case, the element is found at the very beginning, resulting in a time complexity of **O(1)**. In the worst case, we may need to check every element in the array, giving a time complexity of **O(n)**. Since it doesn't require the array to be sorted, it's a good choice for small or unsorted datasets.

It can be done in the following way:

int linearSearch(int arr[], int size, int target) {

for (int i = 0; i < size; i++) {

if (arr[i] == target) {

return i;

}

}

return -1;

}

## **Two pointer method**

In the two pointers method, two pointers are used to iterate through the array values. Both pointers can move to one direction only, which ensures that the algorithm works efficiently. Next we discuss a problem that can be solved using the two pointers method.

**2sum problem:**

Another problem that can be solved using the two pointers method is the following problem, also known as the 2SUM problem: given an array of n numbers and a target sum x, find two array values such that their sum is x, or report that no such values exist.

To solve the problem, we first sort the array values in increasing order. After that, we iterate through the array using two pointers. The left pointer starts at the first value and moves one step to the right on each turn. The right pointer begins at the last value and always moves to the left until the sum of the left and right value is at most x. If the sum is exactly x, a solution has been found.

For example, consider the following array and a target sum x = 12:
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The initial positions of the pointers are as follows. The sum of the values is 1 + 10 = 11 that is smaller than x.

![](data:image/png;base64,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)

Then the left pointer moves one step to the right. The right pointer moves three steps to the left, and the sum becomes 4+7 = 11.
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After this, the left pointer moves one step to the right again. The right pointer does not move, and a solution 5+7 = 12 has been found.
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This can be implemented in C++ in the following way:

#include <iostream>

#include <vector>

#include <algorithm>

using namespace std;

// Function to check whether any pair exists

// whose sum is equal to the given target value

bool twoSum(vector<int> &arr, int target){

// Sort the array

sort(arr.begin(), arr.end());

int left = 0, right = arr.size() - 1;

// Iterate while left pointer is less than right

while (left < right){

int sum = arr[left] + arr[right];

// Check if the sum matches the target

if (sum == target)

return true;

else if (sum < target)

left++; // Move left pointer to the right

else

right--; // Move right pointer to the left

}

// If no pair is found

return false;

}

int main(){

vector<int> arr = {0, -1, 2, -3, 1};

int target = -2;

// Call the twoSum function and print the result

if (twoSum(arr, target))

cout << "true";

else

cout << "false";

return 0;

}

The running time of the algorithm is O(nlogn), because it first sorts the array in O(nlogn) time, and then both pointers move O(n) steps.

Note that it is possible to solve the problem in another way in O(nlogn) time using binary search. In such a solution, we iterate through the array and for each array value, we try to find another value that yields the sum x. This can be done by performing n binary searches, each of which takes O(logn) time.

## **Binary Search**

We have seen in linear search that in the worst case, the code runs in O(n) time. However, if the array is sorted, the situation is different. In this case it is possible to perform the search much faster, because the order of the elements in the array guides the search. The following binary search algorithm efficiently searches for an element in a sorted array in O(logn) time.

The usual way to implement binary search resembles looking for a word in a dictionary. The search maintains an active region in the array, which initially contains all array elements. Then, a number of steps is performed, each of which halves the size of the region. At each step, the search checks the middle element of the active region. If the middle element is the target element, the search terminates. Otherwise, the search recursively continues to the left or right half of the region, depending on the value of the middle element.

The above idea can be implemented as follows:

int a = 0, b = n-1;

while (a <= b) {

int k = (a+b)/2;

if (array[k] == x) {

// x found at index k

}

if (array[k] > x) b = k-1;

else a = k+1;

}

In this implementation, the active region is a...b, and initially the region is 0...n¡1. The algorithm halves the size of the region at each step, so the time complexity is O(logn).

To learn more:

<https://www.geeksforgeeks.org/array-data-structure-guide/>

<https://www.geeksforgeeks.org/quizzes/dsa-tutorial-array/>

[Two Pointers Technique | GeeksforGeeks](https://www.geeksforgeeks.org/two-pointers-technique/)

[Binary Search Algorithm – Iterative and Recursive Implementation | GeeksforGeeks](https://www.geeksforgeeks.org/binary-search/)

# Problems

Easy:

[Pascal's Triangle - LeetCode](https://leetcode.com/problems/pascals-triangle/description/) | [Solution](https://www.geeksforgeeks.org/pascal-triangle/)

[Best Time to Buy and Sell Stock - LeetCode](https://leetcode.com/problems/best-time-to-buy-and-sell-stock/description/?envType=problem-list-v2&envId=array) | [Solution](https://www.geeksforgeeks.org/best-time-to-buy-and-sell-stock/)

[Single Number - LeetCode](https://leetcode.com/problems/single-number/description/?envType=problem-list-v2&envId=array) | [Solution](https://algo.monster/liteproblems/136)

[Merge Sorted Array - LeetCode](https://leetcode.com/problems/merge-sorted-array/description/?envType=problem-list-v2&envId=array) | [Solution](https://www.geeksforgeeks.org/merge-two-sorted-arrays/)

[Remove Duplicates from Sorted Array - LeetCode](https://leetcode.com/problems/remove-duplicates-from-sorted-array/description/) | [Solution](https://www.geeksforgeeks.org/remove-duplicates-sorted-array/)

[Majority Element - LeetCode](https://leetcode.com/problems/majority-element/description/) | [Solution](https://www.geeksforgeeks.org/majority-element/)

[Summary Ranges - LeetCode](https://leetcode.com/problems/summary-ranges/description/?envType=problem-list-v2&envId=array) | [Solution](https://algo.monster/liteproblems/228)

Medium:

[Majority Element II - LeetCode](https://leetcode.com/problems/majority-element-ii/description/) | [Solution](https://www.geeksforgeeks.org/find-all-array-elements-occurring-more-than-%E2%8C%8An-3%E2%8C%8B-times/)

[4Sum - LeetCode](https://leetcode.com/problems/4sum/description/) | [Solution](https://takeuforward.org/data-structure/4-sum-find-quads-that-add-up-to-a-target-value/)

[Subarray Sum Equals K - LeetCode](https://leetcode.com/problems/subarray-sum-equals-k/description/) | [Solution](https://algo.monster/liteproblems/560)

[Search in Rotated Sorted Array - LeetCode](https://leetcode.com/problems/search-in-rotated-sorted-array/description/) | [Solution](https://www.geeksforgeeks.org/search-an-element-in-a-sorted-and-pivoted-array/)

[Sort Colors - LeetCode](https://leetcode.com/problems/sort-colors/description/) | [Solution](https://www.geeksforgeeks.org/sort-an-array-of-0s-1s-and-2s/)

Hard:
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