**C Programming Bitwise Operators**

This tutorial will explain you the basic idea behind C Programming Bitwise Operators. Why bitwise operators are introduced in C Programming.

## C Programming Bitwise Operators

### **Byte Level Operations**

Till now we have seen all the operators uses variables and constants for expression solving and they operate all the calculations at byte level. like –

res = num1 + num2;

In the above line all are integers which requires two/four/eight bytes memory in C programming depending on the compiler.

### **Bit Level Operations**

1. Sometimes it become mandatory to consider data at bit level.
2. We have to operate on the individual data bit. We also need to turn on/off particular data bit during source code drafting, at that time we must use bitwise operator for doing our task easier.
3. C Programming provides us different bitwise operators for manipulation of bits.
4. Bitwise operators operates on Integer,character but not on float,double
5. Using bitwise operators we can manipulate individual bits easily
6. C programming supports 6 bitwise operators –

### **List of bitwise operators**

|  |  |
| --- | --- |
| **Operator** | **Name of Operator** |
| ~ | One’s Compliment |
| >> | [Right Shift](http://www.c4learn.com/c-programming/c-bitwise-right-shift/) |
| << | [Left Shift](http://www.c4learn.com/c-programming/c-bitwise-left-shift-operator/) |
| & | Bitwise AND |
| | | Bitwise OR |
| ^ | Bitwise XOR |

### **Bitwise operator rules**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input Bits** | | **AND** | **OR** | **XOR** |
| 0 | 0 | 0 | 0 | 0 |
| 0 | 1 | 0 | 1 | 1 |
| 1 | 0 | 0 | 1 | 1 |
| 1 | 1 | 1 | 1 | 0 |

## Summary :

| **Operator** | **Usage** |
| --- | --- |
| One's compliment operator | Used to turn a bit on/off |
| AND bitwise operator | Used to mask particular part of byte |
| Left shift bitwise operator | Used to shift the bit to left |
| Right shift bitwise operator | Used to shift the bit to right |

Bitwise Operators : AND,OR,XOR

AND,OR,XOR are three main Bitwise Operators in C Programming Language.AND Operator is used to mask particular Bits.Consider following table –

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input Bits** | | **AND** | **OR** | **XOR** |
| 0 | 0 | 0 | 0 | 0 |
| 0 | 1 | 0 | 1 | 1 |
| 1 | 0 | 0 | 1 | 1 |
| 1 | 1 | 1 | 1 | 0 |

Example : Consider two numbers 12 and 10

a = 12

b = 10

---------------------------------

a in Binary : 0000 0000 0000 1100

b in Binary : 0000 0000 0000 1010

---------------------------------

a | b : 0000 0000 0000 1110

a & b : 0000 0000 0000 1000

a ^ b : 0000 0000 0000 0110

---------------------------------

**Rules from above table :**

1. If Two bits are same Then Resultant XOR is 0 .
2. If Two bits are different Then Resultant XOR is 1.
3. If any of the bit is 1 then Resultant OR is 1
4. If both bits are 0 then Resultant OR is 0
5. If any of the bit is 0 then Resultant AND is 0.

**Conclusion :**

a | b : 0000 0000 0000 1110 = 14

a & b : 0000 0000 0000 1000 = 8

a ^ b : 0000 0000 0000 0110 = 6

Live Example : Bitwise Operator (AND,OR,XOR)

#include<stdio.h>

**int** main()

{

**int** a=12,b=10;

printf("\nNumber1 AND Number2 : %d",a & b);

printf("\nNumber OR Number2 : %d",a | b);

printf("\nNumber XOR Number2 : %d",a ^ b);

**return**(0);

}

Output :

Number1 AND Number2 : 8

Number OR Number2 : 14

Number XOR Number2 : 6

In the previous chapter we have learnt about [Bitwise Left Shift Operator](http://www.c4learn.com/c-programming/c-bitwise-left-shift-operator/). In this chapter we are looking into Bitwise Right Shift Operator.

## Bitwise Right Shift Operator in C

1. It is denoted by **>>**
2. Bit Pattern of the data can be **shifted by specified number of Positions to Right**
3. When Data is Shifted Right , leading zero’s are **filled with zero**.
4. Right shift Operator is **Binary Operator** [Bi – two]
5. Binary means , **Operator that require two arguments**

### **Quick Overview of Right Shift Operator**

|  |  |
| --- | --- |
| **Original Number A** | 0000  0000  0011  1100 |
| **Right Shift by 2** | **00**00  0000  0000  1111 |
| **Leading 2 Blanks** | Replaced by 0 ,Shown in RED |
| **Direction of Movement of Data** | **Right ========>>>>>>** |

### **Syntax :**

[variable]>>[number of places]

## Live Example : Bitwise Operator [Right Shift Operator]

#include<stdio.h>

**int** main()

{

**int** a = 60;

printf("\nNumber is Shifted By 1 Bit : %d",a >> 1);

printf("\nNumber is Shifted By 2 Bits : %d",a >> 2);

printf("\nNumber is Shifted By 3 Bits : %d",a >> 3);

**return**(0);

}

## Output :

Number is Shifted By 1 Bit : 30

Number is Shifted By 2 Bits : 15

Number is Shifted By 3 Bits : 7

## Bitwise Operations and Masking in C Programming

We have learnt different [Bitwise Operation Techniques](http://www.c4learn.com/c-programming/c-bitwise-operator/), in this chapter we are going to learn the masking technique to set particular bit on or off.  
[box]Masking is the process or operation to set bit on to off or off to on in a byte,nibble or word.[/box]

1. Mask means to block.
2. Masking is the process by which ,only required data is retained and the rest is masked (blocked)
3. Masking can be done using Bitwise Operators
4. Most Commonly Used Bitwise Operator is AND(&)

## A. Masking bits to 1 :

1. In this case we need to retain the particular data.
2. Bitwise OR Operator is used for masking bits to 1

### **Truth table for Bitwise OR :**

| **Bit 1** | **Bit 2** | **Bitwise OR** |
| --- | --- | --- |
| 0 | 0 | 0 |
| 1 | 1 | 1 |
| 0 | 1 | 1 |
| 1 | 0 | 1 |

We can summarize above table as –

| **Bit 1** | **Bit 2** | **Bitwise OR** |
| --- | --- | --- |
| 1 | Y | 1 |
| 0 | Y | Y |

## Live Example : Masking Bits to 1

10011101 10010101

00001000 00001000 OR

-----------------------------

10011101 10011101

## B. Masking bits to 0 :

In this case we need to remove data by masking it to 0

### **Truth table for Bitwise AND :**

| **Bit 1** | **Bit 2** | **Bitwise AND** |
| --- | --- | --- |
| 0 | 0 | 0 |
| 1 | 1 | 1 |
| 0 | 1 | 0 |
| 1 | 0 | 0 |

We can summarize above table as –

| **Bit 1** | **Bit 2** | **Bitwise AND** |
| --- | --- | --- |
| 1 | Y | 1 |
| 0 | Y | Y |

## Masking or Hiding the Last 4 LSB Bits :

Process of Masking : We want Last 4 LSB Bits , So Mask it with (0000 0000 0000 1111)

Num 1 : 1000 0001 1110 1011

& : 0000 0000 0000 1111

--------------------------------

Result : 0000 0000 0000 1011

We get Result as :-

Num 1 : 0000 0000 0000 1011 // First 12 bits are Masked

In this tutorial we will be learning how to bitwise shift negative number using left and right shift. Tutorial explains everything about negative bitwise shifting.

## Bitwise shift negative number

We can Also Shift Negative Number using bitwise operators provided by C (Left Shift and Right Shift). We will learn how to use right shift or left shift operators for Negative Number.

**Recommended article :** [Bitwise left shift](http://www.c4learn.com/c-programming/c-bitwise-left-shift-operator/) | [Bitwise right shift](http://www.c4learn.com/c-programming/c-bitwise-right-shift/)

### **Program #1 : Simple Bitwise shift negative number**

#include<stdio.h>

**void** main()

{

printf("%x",-1<<4);

}

**Output :**

fffffff0

### **Explanation**

In this example we know that –

1. Internal representation of -1 is all 1’s 1111 1111 1111 1111 1111 1111 1111 1111 in an 32 bit compiler.
2. When we bitwise shift negative number by 4 bits to left least significant 4 bits are filled with 0’s
3. Format specifier %x prints specified integer value as hexadecimal format
4. After shifting 1111 1111 1111 1111 1111 1111 1111 0000 = FFFFFFF0 will be printed.

After 1st Shift : [1111 1111 1111 1111 1111 1111 1111 1110]

After 2nd Shift : [1111 1111 1111 1111 1111 1111 1111 1100]

After 3rd Shift : [1111 1111 1111 1111 1111 1111 1111 1000]

After 4th Shift : [1111 1111 1111 1111 1111 1111 1111 0000]

## Some more examples

### **Program #1 : Right bitwise shift negative number**

#include<stdio.h>

**int** main()

{

**int** a = -60;

printf("\nNegative Right Shift by 1 Bit : %d",a >> 1);

printf("\nNegative Right Shift by 2 Bits : %d",a >> 2);

printf("\nNegative Right Shift by 3 Bits : %d",a >> 3);

**return**(0);

}

**Output :**

Negative Right Shift by 1 Bit : -30

Negative Right Shift by 2 Bits : -15

Negative Right Shift by 3 Bits : -8

### **Program #2 : Right bitwise shift negative number**

#include<stdio.h>

**int** main()

{

**int** a = -60;

printf("\nNegative Left Shift by 1 Bit : %d",a << 1);

printf("\nNegative Left Shift by 2 Bits : %d",a << 2);

printf("\nNegative Left Shift by 3 Bits : %d",a << 3);

**return**(0);

}

**Output :**

Negative Left Shift by 1 Bit : -120

Negative Left Shift by 2 Bits : -240

Negative Left Shift by 3 Bits : -480

Bitwise Shifting Long inside Printf :

1. L stands for Long.
2. 1L means “1” is represented in the Long and then we are using Bitwise Shifting of the operators.

Guess the output of the following code ?

main()

{

**int** i;

**for**(i=0;i<5;i++)

printf("%d\n", 1L << i);

}

Output :

1

2

4

8

16

Explanation :

During First Loop

1L << 0

---------------------------------------

0000 0000 0000 0000 0000 0000 0000 0001

During 2nd Loop

1L << 1

---------------------------------------

0000 0000 0000 0000 0000 0000 0000 0010

10 in Decimal = 2

During 3rd Loop

1L << 2

---------------------------------------

0000 0000 0000 0000 0000 0000 0000 0100

100 in Decimal = 4

One’s Compliment Operator in C

1. It is denoted by  ~
2. Bit Pattern of the data can be Reversed using One’s Compliment
3. It inverts each bit of operand .
4. One’s Compliment is Unary Operand i.e Operates on 1 Argument

|  |  |
| --- | --- |
| **Original Number A** | 0000  0000  0011  1100 |
| **One’sCompliment** | 1111  1111  1100  0011 |
| **Zero’s Are Changed to** | 1 |
| **One’s Are Changed to** | 0 |

**Syntax :**

~Variable\_Name

Live Example : Negation Operator in C Programming

#include<stdio.h>

**int** main()

{

**int** a=10;

printf("\nNegation of Number 1 : %d",~a);

**return**(0);

}

Bitwise Left Shift Operator in C

1. It is denoted by **<<**
2. Bit Pattern of the data can be **shifted by specified number of Positions to Left**
3. When Data is Shifted Left , trailing zero’s are **filled with zero**.
4. Left shift Operator is **Binary Operator** [Bi – two]
5. Binary means , **Operator that require two arguments**

Quick Overview of Left Shift Operator

|  |  |
| --- | --- |
| **Original Number A** | 0000  0000  0011  1100 |
| **Left Shift** | 0000  0000  1111  00**00** |
| **Trailing Zero’s** | Replaced by 0 (Shown in RED) |
| **Direction of Movement of Data** | **<<<<<=======Left** |

Syntax : Bitwise Left Shift Operator

[variable]<<[number of places]

Live Example : Bitwise Operator [Left Shift Operator]

#include<stdio.h>

**int** main()

{

**int** a = 60;

printf("\nNumber is Shifted By 1 Bit : %d",a << 1);

printf("\nNumber is Shifted By 2 Bits : %d",a << 2);

printf("\nNumber is Shifted By 3 Bits : %d",a << 3);

**return**(0);

}

Output :

Number is Shifted By 1 Bit : 120

Number is Shifted By 2 Bits : 240

Number is Shifted By 3 Bits : 480

Explanation of Left Shift Binary Operator :

We know the binary representation of the 60 is as below –

0000 0000 0011 1100

Now after shifting all the bits to left towards MSB we will get following bit pattern –

0000 0000 0011 1100 = 60

<< 1

-------------------

0000 0000 0111 1000 = 120

Observations and Conclusion :

|  |  |  |
| --- | --- | --- |
| **Shfting Binary 1 to Left By ‘X’ Bits** | **Decimal Value** | **Converted Value** |
| 0 Bit | 2^0 | 1 |
| 1 Bit | 2^1 | 2 |
| 2 Bits | 2^2 | 4 |
| 3 Bits | 2^3 | 8 |
| 4 Bits | 2^4 | 16 |
| 5 Bits | 2^5 | 32 |
| 6 Bits | 2^6 | 64 |
| 7 Bits | 2^7 | 128 |
| 8 Bits | 2^8 | 256 |

# **BitWise Operators - Basic Tutorial**

[Pankaj Pal](http://edusagar.com/member/profile/1/pankypal)  3 August, 2011  [0](http://edusagar.com/articles/view/8/BitWise-Operators-Basic-Tutorial" \l "disqus_thread) Comments  2.78K

In this article we will discuss about the bitwise operators and their application in practical applications with some examples with required explanation. For simplicity lets stick to C/C++ for this article. The lowest level of data that we can access is 'byte' and by convention a 'byte' contains 8 bits. A 'bit' can represent two different values - 0 and 1. To represent larger values we need collection of bits.

\* ***Bits and HexaDecimal Values***  
   Hexadecimal values contains numbers from 0..9 and then A...F where A=10, B=11 and so on. Thus 0-15 can be represented in hex values from 0-F. To represent values from 0-15, we require 4 bits. Thus to represent a byte in hex values we ultimately require 2 hexadecimal literals. eg.  
  128 in integer == 1000 0000 in binary == 80 in hex OR 0x80 (0x or 0X is used as a prefix to reresent hex values).  
    
\* ***BitWise Operators in C***

  There are six bitwise operators. They are:  
   &   The AND operator  
   |   The OR operator  
   ^   The XOR operator  
   ~   The Ones Complement or Inversion operator  
  >>   The Right Shift operator  
  <<   The Left Shift operator.

    
Hoping that every body is familiar with these operators, hence I am not going to explain the operator and their boolean truth table. Instead lets focus on their application and some good use cases:

\* ***Test whether a particular bit is SET***  
  //check whether 5th bit is set or not in integer value - 50. (count right most bit as the 1st bit.)

  int temp = 50; // 0011\_0010  
  if (temp & 0x10) {  
    // bit 5 is SET   
  }

    
\* ***To Set a Particular 'bit'***  
  //set 3rd bit in an integer with value 50.

  int temp = 50; // 0011\_0010  
  temp = temp | 0x04; //0x04 == 0000\_0100

  Result :: temp -> 0011\_0110

\* ***Toggle bits in an integer***  
  //toggle bit no. 2 from an integer with value - 6.

  int temp = 6; //0000\_0110  
  temp = temp ^ 0x0a   //0000\_1010

    
  This will toggle the 2nd from '1' to '0' and 4th bit from 0 to 1.  
  Result :: temp -> 0000\_1100  
    
\* ***Reset a Particular 'bit'***  
  //reset bit no. 2 from integer with value 50.

  int temp = 50 // 0011\_0110  
  temp = temp & ~0x02 // ~0x02 -> ~(0000\_0010) -> 1111\_1101

    
  Result :: temp -> 0011\_0100  
    
\****multiply by 2n***

  int mult\_by\_pow\_2(int value, int pow)  
  {  
    return value << pow;  
  }

    
  Shifting right a number by 1 effectively multiplies the given number by 2.  
  
  Explanation: 4 << 1 -> 0000\_0100 << 1 -> 0000\_1000 (i.e. '8')  
    
\* ***Finding the bit in 'nth' position is set or not***

  int temp = 50 // 0011\_0110  
  char pos = 5  // bit postion we are interested in.  
  char res;  
    
  res = temp & (1 << pos-1);

    
  Explanation: shifting '1' with 'pos' we are guaranteed to have only a single bit on with all bits as 0, and we know it's to the far-right. Afterwards, the '&' operator will be used to find the particular bit is SET/RESET.

\* ***Check whether a number is power of 2***

  int is\_pow2(int x) {  
    return !(x & (x-1));  
  }

    
  Explanation: A number that is Power of 2 has only a single 'bit' SET. eg. 01000000. Now, doing a (x-1) operation on this values yields all bits set to 1 with the already set bit to 0.  
  
  01000000 - 00000001 = 00111111  
    
  Now, applying an AND operator with the original value  leaves us with all bits reset to 0.  
  01000000 & 00111111 = 00000000.  
    
  Note: 0 as a value is not actually considered as power of 2, hence we can modify the above condition as following to make it complete:

  return (x != 0) && !(x & (x-1));

    
\* ***Calculating the count of SET bits in an integer***

    unsigned int v; // count the number of bits set in v  
    unsigned int c; // c accumulates the total bits set in v  
    for (c = 0; v; c++)  
    {  
      v &= v - 1; // clear the least significant bit set  
    }

      
    Explanation: We have already seen the result of operation (v & (v -1)). This resets the least significant SET bit to 0 in every iteration of while loop. The loop breaks when all the SET bits are reset to 0 and the number of SET bits is the number of iterations of while loop.  
    
Keeping it simple, Lets wind up this article here itself. Most of the examples explained above are fairly simple but they find real use in practical scenarios. For more complex examples related to Bitwise Operator, I have a follow-up article [BitWise Operators Advanced Tricks](http://edusagar.com/articles/view/9/BitWise-Operators-Advanced-Tricks).

# **BitWise Operators - interview Questions**

In this article I am going to present few interview problems that are directly based upon the concepts of bitwise operations. I would urge you to please go back and check [BitWise Operators Basic Tutorial](http://edusagar.com/articles/view/8/BitWise-Operators-Basic-Tutorial) and [BitWise Operators Advanced Tricks](http://edusagar.com/articles/view/9/BitWise-Operators-Advanced-Tricks), as these articles forms the basis of many problems discussed here.  
  
\****Check if a number is a multiple of 3***  
A number is multiple of 3, if the difference between the count of SET bits in odd and even postions are also multiple of 3. Following is a recursive routine in C to accomplish this logic.

int isMult3(unsigned int n)  
{  
    int odd\_c = even\_c = 0; //variables to count odd and even SET bits  
      
    // Terminating condition for the recursive routine.  
    if (n == 0)    // return true if difference is 0.  
    return 1;  
    if (n == 1)    // return false if the difference is not 0.  
    return 0;  
      
    while(n) {  
    if (n&1)   // odd bit is SET, increment odd\_C  
        odd\_c++;  
    n = n >> 1;   
      
    if (n&1)   // even bit is SET, increment even\_c  
        even\_c++;  
    n = n >> 1;  
    }  
      
    // Recursive call this function till you get 0/1 as the difference  
    return(isMult3(abs(odd\_c - even\_c)));  
}

\* ***Multiply by 7 using bitwise operators***

  return ((n << 3) - n );

Explanation: n << 3 will produce the effect of multiplication by 2n i.e. 8. (refer section - [multiply by 2n](http://edusagar.com/articles/view/8/BitWise-Operators-Basic-Tutorial#mult2))  
  
\* ***bit position of rightmost SET bit***  
  
A 2's complement of a number gives us all the bits complemented except the rightmost SET bit. Using this attribute we can arrive at the following code snippet.

    return (log2(n & (-n))) + 1;

Explanation: Anding 2's complement with the original number leaves us with only the righmost bit SET and others as 0. Now, we can take a log base 2 of this binary representation using [Finding the log base 2 of an integer with MSB set](http://edusagar.com/articles/view/9/BitWise-Operators-Advanced-Tricks#log2). Add 1 to get the correct bit position.  
  
\* ***In an array, all the numbers are occurring even number of times, except only one number that occurrs odd number of times.. Find the number.***  
  
a XOR b always return TRUE if and only if a and b are different. We can use this property to figure out the element occurring odd number of times. XORing all the even elements will result in 0 leaving the odd - one out :-).

int getOddNumber(int arr, int arrSize)  
{  
    int i;  
    int temp = 0;  
    for (i = 0; i < arrSize; i++)  
    temp = temp ^ arr[i];  
      
    return temp; //number occurring odd number of times.  
}

\* ***Find out the number of bits that needs to be reversed to transform A to B***  
  
Again, XOR operator is at our disposal, XORing A and B, will SET the bits that are different and hence require bit-reversal in both A and B. After this, we need to count the number of SET bits. (Refer [Calculating the count of SET bits in an integer](http://edusagar.com/articles/view/8/BitWise-Operators-Basic-Tutorial#calcset))

return countSetBits(A ^ B);

\* ***Get A % B where B is power of 2.***  
  
If B is power of 2, then it has only single bit SET. Let us take an example where A=17(0001\_0001) and B=4(0100). To get the result of A % B, we need to return the 2 right-most bits, as these are the remainder if you are going to divide any number with 4(0100).

return (A & (B - 1));

\* ***Circular Rotatation of Bits of a number.***  
  
Circular rotation refers to the shift operation where instead of filling '0' to the bit pattern, we fill the falling bits from the other end.

#define INT\_BITS 32  
/\*left circular rotation of  n by d bits\*/  
int leftCRotate(int n, unsigned int d) {  
    return (n << d)|(n >> (INT\_BITS - d));  
}  
  
/\*Right circular rotation of n by d bits\*/  
int rightCRotate(int n, unsigned int d) {  
    return (n >> d)|(n << (INT\_BITS - d));  
}

That concludes the list of few interview questions based on bitwise operators.

# **BitWise Operators Advanced Tricks**

[Pankaj Pal](http://edusagar.com/member/profile/1/pankypal)  4 August, 2011  [0](http://edusagar.com/articles/view/9/BitWise-Operators-Advanced-Tricks" \l "disqus_thread) Comments  8.22K

This article is an extension of [BitWise Operators - Basic Tutorial](http://edusagar.com/articles/view/8/BitWise-Operators-Basic-Tutorial). In this article we will look at some complex application of bitwise operators.  
  
\* ***Compute the parity of a number***  
  
Parity of a number is based on the count of SET bits ('1') in a number. If the total count of SET bits is even, it is known as even parity, otherwise its known as odd parity.

unsigned int v;       // word value to compute the parity of  
bool parity = false;  // parity will be the parity of v  
  
while (v)  
{  
  parity = !parity;  
  v = v & (v - 1);  
}

Explanation: expression (v & (v-1)) eliminates the left-most SET bit from a number, and the while loop will keep on running till all the SET bits are exhausted. In a way, we are calculating the SET bits in the number. Based on this count we can deduce the parity of the number. It returns 1 if parity is odd, otherwise it returns 0.  
  
  
\* ***Swapping two values without the use of temporary variable***

#define SWAP(a, b) ((&(a) == &(b)) || \  
            (((a) -= (b)), ((b) += (a)), ((a) = (b) - (a))))

Explanation: The check "((&(a) == &(b))" is used here to check whether the memory-locations of the two variables is same or not. Rest all is similar to our normal swap routine, its just that this function uses internal variables from system.  
Note: This should only be used for integers and you might face overflow issues with large values.  
  
There is a slightly faster method to achieve the above operation through the use of XOR operators

#define SWAP(a, b) (((a) ^= (b)), ((b) ^= (a)), ((a) ^= (b)))

\* ***Swapping Individual bits with XOR operator***

unsigned int i, j; // positions of bit sequences to swap  
unsigned int n;    // number of consecutive bits in each sequence  
unsigned int b;    // bits to swap reside in b  
unsigned int r;    // bit-swapped result goes here  
  
unsigned int x = ((b >> i) ^ (b >> j)) & ((1U << n) - 1); // XOR temporary  
r = b ^ ((x << i) | (x << j));

Explanation: Let us take b=0010\_1111, n=3, i=1 (second bit from right) and j = 5. Which means, we have to shift 3(n) consecutive bits from bit-position 1(i) to 5(j). Hence, it results in transition of 0010\_1111 to 11100011.

Step1. First create a mask of as many bits you want to shift which is 3 in this case.  
temp\_a = ((1U << n) - 1) => (1000 - 1) => 0111

Step2. As explained in previous example of swapping using XOR operator, here also we would apply XOR operation on individual 3-bits (1-3 and 5-7) by applying the shift operators. i.e. XOR 111 with 001 (these are the actual bits we want to swap).  
temp\_b = (b >> i) ^ (b >> j) => (0010\_1111 >> 1) ^ (0010\_1111 >> 5) => (0001\_0111) ^ (0000\_0001) => 0001\_0110

Step3. Apply mask created in step1 to get significant 3 bits.  
x = temp\_a & temp\_b => 0000\_0110

Step4. Use the temporary XOR pattern created in Step2 and move it to the desired place. i.e. position 5 to 7 and position 1 to 3.  
temp\_c = (x << i) | (x << j) => (0000\_0110 << 1) | (0000\_0110 << 5) => 0000\_1100 | 1100\_0000 => 1100\_1100

Step5. Carry out the XOR with original number and the XOR pattern to get the desired effect.  
r = b ^ temp\_c => 0010\_1111 ^ 1100\_1100 => 1110\_0011  
  
  
\* ***Reverse the bits***

unsigned int v;     // input bits to be reversed  
unsigned int r = v; // r will be reversed bits of v; first get LSB of v  
int s = sizeof(v) \* CHAR\_BIT - 1; // extra shift needed at end  
  
for (v >>= 1; v; v >>= 1)  
{     
  r <<= 1;  
  r |= v & 1;  
  s--;  
}  
r <<= s; // shift when v's highest bits are zero

Explanation: The bit-reversal routine is pretty straightward. All we are doing is iterating over the whole bit set and then at each step, we are assinging the LSB (right-most bit) into the result. The last step "r <<= s" is neccessary to shift the left-over bits with value '0' which are at the present at the left side of the left-most SET bit (bit with value '1').  
  
Here is a faster version of bit-reversal routine specifically for 32-bit word

unsigned int v; // 32-bit word to reverse bit order  
// swap odd and even bits  
v = ((v >> 1) & 0x55555555) | ((v & 0x55555555) << 1);  
// swap consecutive pairs  
v = ((v >> 2) & 0x33333333) | ((v & 0x33333333) << 2);  
// swap nibbles ...   
v = ((v >> 4) & 0x0F0F0F0F) | ((v & 0x0F0F0F0F) << 4);  
// swap bytes  
v = ((v >> 8) & 0x00FF00FF) | ((v & 0x00FF00FF) << 8);  
// swap 2-byte long pairs  
v = ( v >> 16             ) | ( v               << 16);

\* ***Finding the log base 2 of an integer with MSB set***

unsigned int v; // 32-bit input word  
unsigned int r = 0; // result goes here  
while (v >>= 1)  
{  
  r++;  
}

Explanation: The log base 2 of an integer is the same as the position of the highest bit set (or most significant bit set, MSB). e.g. log2(16) => 0001\_0000 => highest SET bit is 4th (if you count LSB as 0) => 4 (the answer).  
  
  
\* ***Finding the log base 2 of an N-bit integer***

unsigned int v;  // 32-bit value to find the log2 of   
const unsigned int b[] = {0x2, 0xC, 0xF0, 0xFF00, 0xFFFF0000};  
const unsigned int S[] = {1, 2, 4, 8, 16};  
int i;  
  
register unsigned int r = 0; // result  
for (i = 4; i >= 0; i--)  
{  
  if (v & b[i])  
  {  
    v >>= S[i];  
    r |= S[i];  
  }   
}

Explanation: The constants defined in the array are actually the expected result of log(num) ie. 2, 4, 8 and so on. The array lists down all the possible values that can represent 2^n for a 32-bit integer. At every step, we are trying to figure out the highest possible value for the operation. If it matches, we store the result in 'r' and then shift it accordingly and wait for the next match if any. If any other match is there, we would OR it with the already computed result 'r'.  
  
  
\* ***Round UP to the next power of 2***

unsigned int v;   
  
v--;  
v |= v >> 1;  //take care of 2-bit word  
v |= v >> 2;  //take care of 4-bit word  
v |= v >> 4;  //take care of 8-bit word  
v |= v >> 8;  //take care of 16-bit word  
v |= v >> 16; //take care of 32-bit word   
v++;

Explanation: Effectively, we have to find the SET bit at the left-most position OR the highest numbered bit which is SET. Now, we need to fill all the bits that are there at the left-hand side of this SET bit with '1'. Next, if we add one to this newly generated number, we are left with a number that is power of 2 and greater then the given number. The expression "v--" is there to handle situation where we pass a number that is already power of 2 to this function.  
  
e.g. Let us take 17 as an example whose binary representation is 0001\_0001.  
To get the next highest power of 2 from this number we have to get to 32 ie. 0010\_0000  
The approach taken in the code above is to mark all the bits in 0001\_0001 from bit-position 4 (counting the left-most bit as 0) to bit-position 0 as '1'.  
We achieve this by the sequential SHIFT and OR operations and finally we would have something like 0001\_1111.  
Lastly, adding 1 to this we get 0010\_0000 which is 32, the next highest power of 2.  
  
Note: The above logic can easily be extended to N-bit words. We will have to provide the shift condition till N/2 bits

# **Count Total Set Bits in All Numbers From 1 to N**

[May 8, 2016 2:31 pm](http://www.crazyforcode.com/count-total-set-bits-numbers-1/) | [Leave a Comment](http://www.crazyforcode.com/count-total-set-bits-numbers-1/#comments) | [crazyadmin](http://www.crazyforcode.com/author/dev1/)

**Problem:**

Given a positive integer n, count the total number of set bits in binary representation of all numbers from 1 to n.

Examples:  
Input: n = 3  
Output: 4

Input: n = 6  
Output: 9

Input: n = 7  
Output: 12

Input: n = 8  
Output: 13

**Solution:**

The solution is to run a loop from 1 to n and sum the count of set bits in all numbers from 1 to n.

|  |  |
| --- | --- |
| int countSetBits(unsigned int n) | |
| { |

|  |  |
| --- | --- |
| unsigned int c; // the total bits set in n | |
| for (c = 0; n; n >>= 1) |

|  |
| --- |
| { |
| c += n & 1; | |

|  |
| --- |
| } |
| return c; | |

|  |
| --- |
| } |

 program on how to toggle alternate bits of an integer using bitwise operators.

#include  
#include  
void main()  
{  
int i, j, k, num, count=1;  
printf(“Enter your number:\r\n”);  
scanf(“%d”, &num);  
if(num==1){  
printf(“Count of bits is 1\r\n”);  
return;  
}  
for(i=1; i>1)&1){  
count++;  
}  
j = j>>1;  
}  
}  
printf(“Count of bits are %d\r\n”,count+1);  
}

# **Find the Maximum of Two Numbers Without Using if-else**

[May 7, 2016 10:57 am](http://www.crazyforcode.com/find-maximum-numbers-if-else/) | [3 Comments](http://www.crazyforcode.com/find-maximum-numbers-if-else/#comments) | [crazyadmin](http://www.crazyforcode.com/author/dev1/)

Find the maximum and minimum of two integers without branching i.e. if condition.

**Solution:**  
Minimum of two numbers can be found from the following:

Min(x,y) = y ^ ((x ^ y) & -(x < y))

It works because if x < y, then -(x < y) will be all ones, so r = y ^ (x ^ y) & ~0 = y ^ x ^ y = x. Otherwise, if x >= y, then -(x < y) will be all zeros, so r = y ^ ((x ^ y) & 0) = y. On some machines, evaluating (x < y) as 0 or 1 requires a branch instruction, so there may be no advantage.

Similarly the maximum of two integers can be found from the following:

Max(x,y) = x ^ ((x ^ y) & -(x < y))

|  |  |
| --- | --- |
| #include<stdio.h> | |
|  |

|  |  |
| --- | --- |
| /\*Function to find minimum of x and y\*/ | |
| int min(int x, int y) |

|  |
| --- |
| { |
| return y ^ ((x ^ y) & -(x < y)); | |

|  |
| --- |
| } |
|  | |

|  |  |
| --- | --- |
| /\*Function to find maximum of x and y\*/ | |
| int max(int x, int y) |

|  |
| --- |
| { |
| return x ^ ((x ^ y) & -(x < y)); | |

|  |
| --- |
| } |

# **Find the Element that Appears Once**

[May 6, 2016 1:07 pm](http://www.crazyforcode.com/find-element-appears/) | [1 Comment](http://www.crazyforcode.com/find-element-appears/#comments) | [crazyadmin](http://www.crazyforcode.com/author/dev1/)

**Problem:** Given an array where every element occurs three times, except one element which occurs only once. Find the element that occurs once. Expected time complexity is O(n) and O(1) extra space.

Examples:  
Input: arr[] = {10, 1, 10, 3, 10, 1, 1, 2, 3, 3}  
Output: 2

**Solution:**

If O(1) space constraint was not there, we could’ve gone for a hashmap with values being the count of occurrences. But since there is space constraint we can go for bitwise operations.

Basically, it makes use of the fact that x^x = 0 and 0^x=x. So all paired elements get XOR’d and vanish leaving the lonely element.  
If a bit is already in ones, add it to twos.  
XOR will add this bit to ones if it’s not there or remove this bit from ones if it’s already there.  
If a bit is in both ones and twos, remove it from ones and twos.  
When finished, ones contains the bits that only appeared 3\*n+1 times, which are the bits for the element that only appeared once.

|  |  |
| --- | --- |
| int getUniqueElement(int[] arr) | |
| { |

|  |  |
| --- | --- |
| //this variable holds XOR of all the elements which have appeared "only" once. | |
| int ones = 0 ; |

|  |  |
| --- | --- |
| //this variable holds XOR of all the elements which have appeared "only" twice. | |
| int twos = 0 ; |

|  |  |
| --- | --- |
| int not\_threes ; | |
|  |

|  |  |
| --- | --- |
| for( int x : arr ) | |
| { |

|  |
| --- |
| twos |= ones & x ; //add it to twos if it exists in ones |
| ones ^= x ; //if it exists in ones, remove, otherwise, add it | |

|  |
| --- |
|  |
| // Next 3 lines of code just converts the common 1's between "ones" and "twos" to zero. | |

|  |
| --- |
|  |
| //if x is in ones and twos, dont add it to Threes. | |

|  |
| --- |
| not\_threes = ~(ones & twos) ; |
| ones &= not\_threes ;//remove x from ones | |

|  |  |
| --- | --- |
| twos &= not\_threes ;//remove x from twos | |
| } |

|  |  |
| --- | --- |
| return ones; | |
| } |

# **Find the Element that Appears Once**

[May 6, 2016 1:07 pm](http://www.crazyforcode.com/find-element-appears/) | [1 Comment](http://www.crazyforcode.com/find-element-appears/#comments) | [crazyadmin](http://www.crazyforcode.com/author/dev1/)

**Problem:** Given an array where every element occurs three times, except one element which occurs only once. Find the element that occurs once. Expected time complexity is O(n) and O(1) extra space.

Examples:  
Input: arr[] = {10, 1, 10, 3, 10, 1, 1, 2, 3, 3}  
Output: 2

**Solution:**

If O(1) space constraint was not there, we could’ve gone for a hashmap with values being the count of occurrences. But since there is space constraint we can go for bitwise operations.

Basically, it makes use of the fact that x^x = 0 and 0^x=x. So all paired elements get XOR’d and vanish leaving the lonely element.  
If a bit is already in ones, add it to twos.  
XOR will add this bit to ones if it’s not there or remove this bit from ones if it’s already there.  
If a bit is in both ones and twos, remove it from ones and twos.  
When finished, ones contains the bits that only appeared 3\*n+1 times, which are the bits for the element that only appeared once.

|  |  |
| --- | --- |
| int getUniqueElement(int[] arr) | |
| { |

|  |  |
| --- | --- |
| //this variable holds XOR of all the elements which have appeared "only" once. | |
| int ones = 0 ; |

|  |  |
| --- | --- |
| //this variable holds XOR of all the elements which have appeared "only" twice. | |
| int twos = 0 ; |

|  |  |
| --- | --- |
| int not\_threes ; | |
|  |

|  |  |
| --- | --- |
| for( int x : arr ) | |
| { |

|  |
| --- |
| twos |= ones & x ; //add it to twos if it exists in ones |
| ones ^= x ; //if it exists in ones, remove, otherwise, add it | |

|  |
| --- |
|  |
| // Next 3 lines of code just converts the common 1's between "ones" and "twos" to zero. | |

|  |
| --- |
|  |
| //if x is in ones and twos, dont add it to Threes. | |

|  |
| --- |
| not\_threes = ~(ones & twos) ; |
| ones &= not\_threes ;//remove x from ones | |

|  |  |
| --- | --- |
| twos &= not\_threes ;//remove x from twos | |
| } |

|  |  |
| --- | --- |
| return ones; | |
| } |

# **Count Number of Bits to be Flipped to Convert A to B**

[February 12, 2016 5:25 pm](http://www.crazyforcode.com/count-number-bits-flipped-convert/) | [1 Comment](http://www.crazyforcode.com/count-number-bits-flipped-convert/#comments) | [crazyadmin](http://www.crazyforcode.com/author/dev1/)

Suppose, I have two numbers A and B. I need to find out how many numbers of bits needed to be changed to convert A to B.

Like:

A = 1101101  
B = 1011011  
^^ ^^  
Here, we need to change 4 bits to convert A to B

How can I do this?

Solution:

1. Calculate XOR of A and B.  
a\_xor\_b = A ^ B  
2. Count the set bits in the above calculated XOR result.  
countSetBits(a\_xor\_b)  
XOR of two number will have set bits only at those places where A differs from B.

|  |  |
| --- | --- |
| int countSetBits(unsigned int n) { | |
| unsigned int count = 0; |

|  |
| --- |
| while (n) { |
| count += n & 1; | |

|  |  |
| --- | --- |
| n >>= 1; | |
| } |

|  |  |
| --- | --- |
| return count; | |
| } |

|  |
| --- |
|  |
| // get the no. of bits to be flipped to convert 'a' to 'b' | |

|  |
| --- |
| int getNoBits(int a, int b) { |
| // xor of 'a' & 'b' will have set bits at those | |

|  |  |
| --- | --- |
| // places where bits of 'a' and 'b' differs | |
| unsigned int k = a ^ b; |

|  |  |
| --- | --- |
| return countSetBits(k); | |
| } |

# **Find if a no is Power of Two**

[October 22, 2013 10:18 pm](http://www.crazyforcode.com/find-number-power-two/) | [Leave a Comment](http://www.crazyforcode.com/find-number-power-two/#comments) | [crazyadmin](http://www.crazyforcode.com/author/dev1/)

**Problem**: Write a C program to find if a number is of power of 2?

**Solution**:

**Method 1: (Using arithmetic)**

Keep dividing the number by two, i.e, do n = n/2 iteratively. In any iteration, if n%2 becomes non-zero and n is not 1 then n is not a power of 2. If n becomes 1 then it is a power of 2.

/\* Function to check if x is power of 2\*/

|  |  |
| --- | --- |
| bool isPowerOfTwo(int n) | |
| { |

|  |
| --- |
| if (n == 0) |
| return 0; | |

|  |  |
| --- | --- |
| while (n != 1) | |
| { |

|  |
| --- |
| if (n%2 != 0) |
| return 0; |

|  |  |
| --- | --- |
| n = n/2; | |
| } |

|  |  |
| --- | --- |
| return 1; | |
| } |

**Method 2: (Using Bitwise operator)**

If we subtract 1 from a number that is power of 2 then all unset bits after the only set bit become set and the set bit become unset.

For example for 4 ( 100) and 16(10000), we get following after subtracting 1  
3 –> 011  
15 –> 01111

So, if a number n is a power of 2 then bitwise & of n and n-1 will give zero. We can say n is a power of 2 or not based on value of n &(n-1).

|  |  |
| --- | --- |
| bool IsPowerOfTwo(long x) | |
| { |

|  |  |
| --- | --- |
| return (x & (x - 1)) == 0; | |
| } |

For completeness, zero is not a power of two. If you want to take into account that edge case, here’s how:

|  |  |
| --- | --- |
| bool IsPowerOfTwo(long x) | |
| { |

|  |  |
| --- | --- |
| return (x != 0) && ((x & (x - 1)) == 0); | |
| } |

Lets understand this with example  
bool b = IsPowerOfTwo(4)  
if x = 4

return (4 != 0) && ((4 & (4-1)) == 0);  
Well we already know that 4 != 0 evals to true, so far so good. But what about:

((4 & (4-1)) == 0)  
This translates to this of course:

((4 & 3) == 0)  
But what exactly is 4&3?

The binary representation of 4 is 100 and the binary representation of 3 is 011 (remember the & takes the binary representation of these numbers. So we have:

100 = 4  
011 = 3

1 & 1 = 1, 1 & 0 = 0, 0 & 0 = 0, and 0 & 1 = 0. So we do the math:

100  
011  
—-  
000

# **Find the element that appears once**

Given an array where every element occurs three times, except one element which occurs only once. Find the element that occurs once. Expected time complexity is O(n) and O(1) extra space.  
Examples:

Input: arr[] = {12, 1, 12, 3, 12, 1, 1, 2, 3, 3}

Output: 2

## [Recommended: Please solve it on “*PRACTICE* ” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/alone-in-couple/0)

We can use sorting to do it in O(nLogn) time. We can also use hashing, it has the worst case time complexity of O(n), but requires extra space.

The idea is to use bitwise operators for a solution that is O(n) time and uses O(1) extra space. The solution is not easy like other XOR based solutions, because all elements appear odd number of times here. The idea is taken from [here](http://www.careercup.com/question?id=7902674).

Run a loop for all elements in array. At the end of every iteration, maintain following two values.

ones: The bits that have appeared 1st time or 4th time or 7th time .. etc.

twos: The bits that have appeared 2nd time or 5th time or 8th time .. etc.

Finally, we return the value of ‘ones’

How to maintain the values of ‘ones’ and ‘twos’?  
‘ones’ and ‘twos’ are initialized as 0. For every new element in array, find out the common set bits in the new element and previous value of ‘ones’. These common set bits are actually the bits that should be added to ‘twos’. So do bitwise OR of the common set bits with ‘twos’. ‘twos’ also gets some extra bits that appear third time. These extra bits are removed later.  
Update ‘ones’ by doing XOR of new element with previous value of ‘ones’. There may be some bits which appear 3rd time. These extra bits are also removed later.

Both ‘ones’ and ‘twos’ contain those extra bits which appear 3rd time. Remove these extra bits by finding out common set bits in ‘ones’ and ‘twos’.

* C/C++
* Java

|  |
| --- |
| #include <stdio.h>    int getSingle(int arr[], int n)  {      int ones = 0, twos = 0 ;        int common\_bit\_mask;        // Let us take the example of {3, 3, 2, 3} to understand this      for( int i=0; i< n; i++ )      {          /\* The expression "one & arr[i]" gives the bits that are             there in both 'ones' and new element from arr[].  We             add these bits to 'twos' using bitwise OR               Value of 'twos' will be set as 0, 3, 3 and 1 after 1st,             2nd, 3rd and 4th iterations respectively \*/          twos  = twos | (ones & arr[i]);              /\* XOR the new bits with previous 'ones' to get all bits             appearing odd number of times               Value of 'ones' will be set as 3, 0, 2 and 3 after 1st,             2nd, 3rd and 4th iterations respectively \*/          ones  = ones ^ arr[i];              /\* The common bits are those bits which appear third time             So these bits should not be there in both 'ones' and 'twos'.             common\_bit\_mask contains all these bits as 0, so that the bits can             be removed from 'ones' and 'twos'               Value of 'common\_bit\_mask' will be set as 00, 00, 01 and 10             after 1st, 2nd, 3rd and 4th iterations respectively \*/          common\_bit\_mask = ~(ones & twos);              /\* Remove common bits (the bits that appear third time) from 'ones'               Value of 'ones' will be set as 3, 0, 0 and 2 after 1st,             2nd, 3rd and 4th iterations respectively \*/          ones &= common\_bit\_mask;              /\* Remove common bits (the bits that appear third time) from 'twos'               Value of 'twos' will be set as 0, 3, 1 and 0 after 1st,             2nd, 3rd and 4th itearations respectively \*/          twos &= common\_bit\_mask;            // uncomment this code to see intermediate values          //printf (" %d %d n", ones, twos);      }        return ones;  }    int main()  {      int arr[] = {3, 3, 2, 3};      int n = sizeof(arr) / sizeof(arr[0]);      printf("The element with single occurrence is %d ",              getSingle(arr, n));      return 0;  } |

Run on IDE

Output:

2

Time Complexity: O(n)  
Auxiliary Space: O(

# **Detect if two integers have opposite signs**

Given two signed integers, write a function that returns true if the signs of given integers are different, otherwise false. For example, the function should return true -1 and +100, and should return false for -100 and -200. The function should not use any of the arithmetic operators.

Let the given integers be x and y. The sign bit is 1 in negative numbers, and 0 in positive numbers. The XOR of x and y will have the sign bit as 1 iff they have opposite sign. In other words, XOR of x and y will be negative number number iff x and y have opposite signs. The following code use this logic.

|  |
| --- |
| #include<stdbool.h>  #include<stdio.h>    bool oppositeSigns(int x, int y)  {      return ((x ^ y) < 0);  }    int main()  {      int x = 100, y = -100;      if (oppositeSigns(x, y) == true)         printf ("Signs are opposite");      else        printf ("Signs are not opposite");      return 0;  } |

Run on IDE

Output:

Signs are opposite

Source: [Detect if two integers have opposite signs](http://graphics.stanford.edu/~seander/bithacks.html#DetectOppositeSigns)

We can also solve this by using two comparison operators. See the following code.

|  |
| --- |
| bool oppositeSigns(int x, int y)  {      return (x < 0)? (y >= 0): (y < 0);  } |

Run on IDE

The first method is more efficient. The first method uses a bitwise XOR and a comparison operator. The second method uses two comparison operators and a bitwise XOR operation is more efficient compared to a comparison operation.

We can also use following method. It doesn’t use any comparison operator. The method is suggested by Hongliang and improved by gaurav.

|  |
| --- |
| bool oppositeSigns(int x, int y)  {      return ((x ^ y) >> 31);  } |

Run on IDE

The function is written only for compilers where size of an integer is 32 bit. The expression basically checks sign of (x^y) using bitwise operator ‘>>’. As mentioned above, the sign bit for negative numbers is always 1. The sign bit is the leftmost bit in binary representation. So we need to checks whether the 32th bit (or leftmost bit) of x^y is 1 or not. We do it by right shifting the value of x^y by 31, so that the sign bit becomes the least significant bit. If sign bit is 1, then the value of (x^y)>>31 will be 1, otherwise 0.

# **Add 1 to a given number**

Write a program to add one to a given number. You are not allowed to use operators like ‘+’, ‘-‘, ‘\*’, ‘/’, ‘++’, ‘–‘ …etc.

Examples:  
Input: 12  
Output: 13

Input: 6  
Output: 7

Yes, you guessed it right, we can use bitwise operators to achieve this. Following are different methods to achieve same using bitwise operators.

**Method 1**  
To add 1 to a number x (say 0011000111), we need to flip all the bits after the rightmost 0 bit (we get 001100**0**000). Finally, flip the rightmost 0 bit also (we get 0011001000) and we are done.

|  |
| --- |
| #include<stdio.h>    int addOne(int x)  {    int m = 1;      /\* Flip all the set bits until we find a 0 \*/    while( x & m )    {      x = x^m;      m <<= 1;    }      /\* flip the rightmost 0 bit \*/    x = x^m;    return x;  }    /\* Driver program to test above functions\*/  int main()  {    printf("%d", addOne(13));    getchar();    return 0;  } |

Run on IDE

**Method 2**  
We know that the negative number is represented in 2’s complement form on most of the architectures. We have the following lemma hold for 2’s complement representation of signed numbers.

Say, x is numerical value of a number, then

~x = -(x+1) [ ~ is for bitwise complement ]

(x + 1) is due to addition of 1 in 2’s complement conversion

To get (x + 1) apply negation once again. So, the final expression becomes (-(~x)).

|  |
| --- |
| int addOne(int x)  {     return (-(~x));  }    /\* Driver program to test above functions\*/  int main()  {    printf("%d", addOne(13));    getchar();    return 0;  } |

Run on IDE

Example, assume the machine word length is one \*nibble\* for simplicity.  
And x = 2 (0010),  
~x = ~2 = 1101 (13 numerical)  
-~x = -1101  
Interpreting bits 1101 in 2’s complement form yields numerical value as -(2^4 – 13) = -3. Applying ‘-‘ on the result leaves 3. Same analogy holds for decrement. See [this](http://www.geeksforgeeks.org/archives/8198/comment-page-1#comment-2159)comment for implementation of decrement.  
Note that this method works only if the numbers are stored in 2’s complement form.

# **Multiply a given Integer with 3.5**

Given a integer x, write a function that multiplies x with 3.5 and returns the integer result. You are not allowed to use %, /, \*.

Examples:  
Input: 2  
Output: 7

Input: 5  
Output: 17 (Ignore the digits after decimal point)

Solution:  
**1.**We can get x\*3.5 by adding 2\*x, x and x/2. To calculate 2\*x, left shift x by 1 and to calculate x/2, right shift x by 2.

|  |
| --- |
| #include <stdio.h>    int multiplyWith3Point5(int x)  {    return (x<<1) + x + (x>>1);  }    /\* Driver program to test above functions\*/  int main()  {    int x = 4;    printf("%d", multiplyWith3Point5(x));    getchar();    return 0;  } |

Run on IDE

**2.**Another way of doing this could be (8\*x – x)/2 (See below code). Thanks to [ajaym](http://www.geeksforgeeks.org/archives/8210/comment-page-1#comment-1616)for suggesting this.

|  |
| --- |
| #include <stdio.h>  int multiplyWith3Point5(int x)  {    return ((x<<3) - x)>>1;  } |

# **Turn off the rightmost set bit**

Write a C function that unsets the rightmost set bit of an integer.

Examples:

Input: 12 (00...01100)

Output: 8 (00...01000)

Input: 7 (00...00111)

Output: 6 (00...00110)

Let the input number be n. n-1 would have all the bits flipped after the rightmost set bit (including the set bit). So, doing n&(n-1) would give us the required result.

|  |
| --- |
| #include<stdio.h>    /\* unsets the rightmost set bit of n and returns the result \*/  int fun(unsigned int n)  {    return n&(n-1);  }    /\* Driver program to test above function \*/  int main()  {    int n = 7;    printf("The number after unsetting the rightmost set bit %d", fun(n));      getchar();    return 0;  } |

# **Find whether a given number is a power of 4 or not**

## [We strongly recommend that you click here and practice it, before moving on to the solution.](http://www.practice.geeksforgeeks.org/probfunc-page.php?pid=700129)

**1.**A simple method is to take log of the given number on base 4, and if we get an integer then number is power of 4.

**2.**Another solution is to keep dividing the number by 4, i.e, do n = n/4 iteratively. In any iteration, if n%4 becomes non-zero and n is not 1 then n is not a power of 4, otherwise n is a power of 4.

|  |
| --- |
| #include<stdio.h>  #define bool int    /\* Function to check if x is power of 4\*/  bool isPowerOfFour(int n)  {    if(n == 0)      return 0;    while(n != 1)    {     if(n%4 != 0)        return 0;      n = n/4;    }    return 1;  }    /\*Driver program to test above function\*/  int main()  {    int test\_no = 64;    if(isPowerOfFour(test\_no))      printf("%d is a power of 4", test\_no);    else      printf("%d is not a power of 4", test\_no);    getchar();  } |

Run on IDE

**3.**A number n is a power of 4 if following conditions are met.  
a) There is only one bit set in the binary representation of n (or n is a power of 2)  
b) The count of zero bits before the (only) set bit is even.

For example: 16 (10000) is power of 4 because there is only one bit set and count of 0s before the set bit is 4 which is even.

Thanks to [Geek4u](http://www.geeksforgeeks.org/forum/topic/power-question#post-312)for suggesting the approach and providing the code.

|  |
| --- |
| #include<stdio.h>  #define bool int    bool isPowerOfFour(unsigned int n)  {    int count = 0;      /\*Check if there is only one bit set in n\*/    if ( n && !(n&(n-1)) )    {       /\* count 0 bits before set bit \*/       while(n > 1)       {         n  >>= 1;         count += 1;       }        /\*If count is even then return true else false\*/      return (count%2 == 0)? 1 :0;    }      /\* If there are more than 1 bit set      then n is not a power of 4\*/    return 0;  }    /\*Driver program to test above function\*/  int main()  {     int test\_no = 64;     if(isPowerOfFour(test\_no))       printf("%d is a power of 4", test\_no);     else       printf("%d is not a power of 4", test\_no);     getchar();  } |

# **Rotate bits of a number**

Bit Rotation: A rotation (or circular shift) is an operation similar to shift except that the bits that fall off at one end are put back to the other end.

In left rotation, the bits that fall off at left end are put back at right end.

In right rotation, the bits that fall off at right end are put back at left end.

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

Example:  
Let n is stored using 8 bits. Left rotation of n = 11100101 by 3 makes n = 00101111 (Left shifted by 3 and first 3 bits are put back in last ). If n is stored using 16 bits or 32 bits then left rotation of n (000…11100101) becomes 00..00**11100101**000.  
Right rotation of n = 11100101 by 3 makes n = 10111100 (Right shifted by 3 and last 3 bits are put back in first ) if n is stored using 8 bits. If n is stored using 16 bits or 32 bits then right rotation of n (000…11100101) by 3 becomes **101**000..00**11100**.

|  |
| --- |
| #include<stdio.h>  #define INT\_BITS 32    /\*Function to left rotate n by d bits\*/  int leftRotate(int n, unsigned int d)  {     /\* In n<<d, last d bits are 0. To put first 3 bits of n at       last, do bitwise or of n<<d with n >>(INT\_BITS - d) \*/     return (n << d)|(n >> (INT\_BITS - d));  }    /\*Function to right rotate n by d bits\*/  int rightRotate(int n, unsigned int d)  {     /\* In n>>d, first d bits are 0. To put last 3 bits of at       first, do bitwise or of n>>d with n <<(INT\_BITS - d) \*/     return (n >> d)|(n << (INT\_BITS - d));  }    /\* Driver program to test above functions \*/  int main()  {    int n = 16;    int d = 2;    printf("Left Rotation of %d by %d is ", n, d);    printf("%d", leftRotate(n, d));    printf("\nRight Rotation of %d by %d is ", n, d);    printf("%d", rightRotate(n, d));    getchar();  } |

# **Find the Number Occurring Odd Number of Times**

Given an array of positive integers. All numbers occur even number of times except one number which occurs odd number of times. Find the number in O(n) time & constant space.

**Example:**  
I/P = [1, 2, 3, 2, 3, 1, 3]  
O/P = 3

## [Recommended: Please solve it on “*PRACTICE* ” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/find-the-odd-occurence/0)

A **Simple Solution** is to run two nested loops. The outer loop picks all elements one by one and inner loop counts number of occurrences of the element picked by outer loop. Time complexity of this solution is O(n2).

**Program :**

|  |
| --- |
| // Java program to find the element occurring  // odd number of times  class OddOccurrence {        // funtion to find the element occurring odd      // number of times      static int getOddOccurrence(int arr[], int arr\_size)      {          int i;          for (i = 0; i < arr\_size; i++) {              int count = 0;              for (int j = 0; j < arr\_size; j++) {                  if (arr[i] == arr[j])                      count++;              }              if (count % 2 != 0)                  return arr[i];          }          return -1;      }        // driver code      public static void main(String[] args)      {          int arr[] = new int[]{ 2, 3, 5, 4, 5, 2, 4, 3, 5, 2, 4, 4, 2 };          int n = arr.length;          System.out.println(getOddOccurrence(arr, n));      }  }  // This code has been contributed by Kamal Rawal |

Run on IDE

Output :

5

A **Better Solutio**n is to use Hashing. Use array elements as key and their counts as value. Create an empty hash table. One by one traverse the given array elements and store counts. Time complexity of this solution is O(n). But it requires extra space for hashing

# **Check for Integer Overflow**

Write a “C” function, int addOvf(int\* result, int a, int b) If there is no overflow, the function places the resultant = sum a+b in “result” and returns 0. Otherwise it returns -1. The solution of casting to long and adding to find detecting the overflow is not allowed.

**Method 1**  
There can be overflow only if signs of two numbers are same, and sign of sum is opposite to the signs of numbers.

1) Calculate sum

2) If both numbers are positive and sum is negative then return -1

Else

If both numbers are negative and sum is positive then return -1

Else return 0

|  |
| --- |
| #include<stdio.h>  #include<stdlib.h>    /\* Takes pointer to result and two numbers as      arguments. If there is no overflow, the function      places the resultant = sum a+b in “result” and      returns 0, otherwise it returns -1 \*/   int addOvf(int\* result, int a, int b)   {       \*result = a + b;       if(a > 0 && b > 0 && \*result < 0)           return -1;       if(a < 0 && b < 0 && \*result > 0)           return -1;       return 0;   }     int main()   {       int \*res = (int \*)malloc(sizeof(int));       int x = 2147483640;       int y = 10;         printf("%d", addOvf(res, x, y));         printf("\n %d", \*res);       getchar();       return 0;  } |

Run on IDE

Time Complexity : O(1)  
Space Complexity: O(1)

**Method 2**  
Thanks to Himanshu Aggarwal for adding this method. This method doesn’t modify \*result if there us an overflow.

|  |
| --- |
| #include<stdio.h>  #include<limits.h>  #include<stdlib.h>    int addOvf(int\* result, int a, int b)  {     if( a > INT\_MAX - b)       return -1;     else     {       \*result = a + b;        return 0;     }  }    int main()  {    int \*res = (int \*)malloc(sizeof(int));    int x = 2147483640;    int y = 10;      printf("%d", addOvf(res, x, y));    printf("\n %d", \*res);    getchar();    return 0;  } |

Run on IDE

Time Complexity : O(1)  
Space Complexity: O(1)

# **Little and Big Endian Mystery**

**What are these?**  
Little and big endian are two ways of storing multibyte data-types ( int, float, etc). In little endian machines, last byte of binary representation of the multibyte data-type is stored first. On the other hand, in big endian machines, first byte of binary representation of the multibyte data-type is stored first.  
  
Suppose integer is stored as 4 bytes (For those who are using DOS based compilers such as C++ 3.0 , integer is 2 bytes) then a variable x with value 0x01234567 will be stored as following.

[![http://4.bp.blogspot.com/_IEmaCFe3y9g/SO3GGEF4UkI/AAAAAAAAAAc/z7waF2Lwg0s/s400/lb.GIF](data:image/gif;base64,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)](http://4.bp.blogspot.com/_IEmaCFe3y9g/SO3GGEF4UkI/AAAAAAAAAAc/z7waF2Lwg0s/s1600-h/lb.GIF)

Memory representation of integer ox01234567 inside Big and little endian machines

**How to see memory representation of multibyte data types on your machine?**  
Here is a sample C code that shows the byte representation of int, float and pointer.

|  |
| --- |
| #include <stdio.h>    /\* function to show bytes in memory, from location start to start+n\*/  void show\_mem\_rep(char \*start, int n)  {      int i;      for (i = 0; i < n; i++)           printf(" %.2x", start[i]);      printf("\n");  }    /\*Main function to call above function for 0x01234567\*/  int main()  {     int i = 0x01234567;     show\_mem\_rep((char \*)&i, sizeof(i));     getchar();     return 0;  } |

Run on IDE

When above program is run on little endian machine, gives “67 45 23 01” as output , while if it is run on endian machine, gives “01 23 45 67” as output.

**Is there a quick way to determine endianness of your machine?**  
There are n no. of ways for determining endianness of your machine. Here is one quick way of doing the same.

|  |
| --- |
| #include <stdio.h>  int main()  {     unsigned int i = 1;     char \*c = (char\*)&i;     if (\*c)         printf("Little endian");     else         printf("Big endian");     getchar();     return 0;  } |

Run on IDE

In the above program, a character pointer c is pointing to an integer i. Since size of character is 1 byte when the character pointer is de-referenced it will contain only first byte of integer. If machine is little endian then \*c will be 1 (because last byte is stored first) and if machine is big endian then \*c will be 0.  
 **Does endianness matter for programmers?**  
Most of the times compiler takes care of endianness, however, endianness becomes an issue in following cases.

It matters in network programming: Suppose you write integers to file on a little endian machine and you transfer this file to a big endian machine. Unless there is little andian to big endian transformation, big endian machine will read the file in reverse order. You can find such a practical example here.

Standard byte order for networks is big endian, also known as network byte order. Before transferring data on network, data is first converted to network byte order (big endian).

Sometimes it matters when you are using type casting, below program is an example.

|  |
| --- |
| #include <stdio.h>  int main()  {      unsigned char arr[2] = {0x01, 0x00};      unsigned short int x = \*(unsigned short int \*) arr;      printf("%d", x);      getchar();      return 0;  } |

Run on IDE

In the above program, a char array is typecasted to an unsigned short integer type. When I run above program on little endian machine, I get 1 as output, while if I run it on a big endian machine I get 256. To make programs endianness independent, above programming style should be avoided.  
 **What are bi-endians?**  
Bi-endian processors can run in both modes little and big endian.

**What are the examples of little, big endian and bi-endian machines ?**  
Intel based processors are little endians. ARM processors were little endians. Current generation ARM processors are bi-endian.

Motorola 68K processors are big endians. PowerPC (by Motorola) and SPARK (by Sun) processors were big endian. Current version of these processors are bi-endians.  
 **Does endianness effects file formats?**  
File formats which have 1 byte as a basic unit are independent of endianness e..g., ASCII files . Other file formats use some fixed endianness forrmat e.g, JPEG files are stored in big endian format.

**Which one is better — little endian or big endian**  
The term little and big endian came from Gulliver’s Travels by Jonathan Swift. Two groups could not agree by which end a egg should be opened -a-the little or the big. Just like the egg issue, there is no technological reason to choose one byte ordering convention over the other, hence the arguments degenerate into bickering about sociopolitical issues. As long as one of the conventions is selected and adhered to consistently, the choice is arbitrary.

# **Count set bits in an integer**

Write an efficient program to count number of 1s in binary representation of an integer.

Examples

Input : n = 6

Output : 2

Binary representation of 6 is 110 and has 2 set bits

Input : n = 13

Output : 3

Binary representation of 11 is 1101 and has 3 set bits
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## [Recommended: Please solve it on “*PRACTICE* ” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/set-bits/0)

**1. Simple Method** Loop through all bits in an integer, check if a bit is set and if it is then increment the set bit count. See below program.

|  |
| --- |
| #include <stdio.h>    /\* Function to get no of set bits in binary     representation of positive integer n \*/  unsigned int countSetBits(unsigned int n)  {    unsigned int count = 0;    while (n)    {      count += n & 1;      n >>= 1;    }    return count;  }    /\* Program to test function countSetBits \*/  int main()  {      int i = 9;      printf("%d", countSetBits(i));      return 0;  } |

Run on IDE

**Time Complexity:** (-)(logn) (Theta of logn)

**2. Brian Kernighan’s Algorithm:**  
Subtraction of 1 from a number toggles all the bits (from right to left) till the rightmost set bit(including the righmost set bit). So if we subtract a number by 1 and do bitwise & with itself (n & (n-1)), we unset the righmost set bit. If we do n & (n-1) in a loop and count the no of times loop executes we get the set bit count.  
Beauty of the this solution is number of times it loops is equal to the number of set bits in a given integer.

1 Initialize count: = 0

2 **If** integer n is not zero

(a) Do bitwise & with (n-1) and assign the value back to n

n: = n&(n-1)

(b) Increment count by 1

(c) go to step 2

3 **Else** return count

**Implementation of Brian Kernighan’s Algorithm:**

|  |
| --- |
| #include<stdio.h>    /\* Function to get no of set bits in binary     representation of passed binary no. \*/  unsigned int countSetBits(int n)  {      unsigned int count = 0;      while (n)      {        n &= (n-1) ;        count++;      }      return count;  }    /\* Program to test function countSetBits \*/  int main()  {      int i = 9;      printf("%d", countSetBits(i));      getchar();      return 0;  } |

Run on IDE

**Example for Brian Kernighan’s Algorithm:**

n = 9 (1001)

count = 0

Since 9 > 0, subtract by 1 and do bitwise & with (9-1)

n = 9&8 (1001 & 1000)

n = 8

count = 1

Since 8 > 0, subtract by 1 and do bitwise & with (8-1)

n = 8&7 (1000 & 0111)

n = 0

count = 2

Since n = 0, return count which is 2 now.

**Time Complexity:** O(logn)

**3. Using Lookup table:**We can count bits in O(1) time using lookup table. Please see<http://graphics.stanford.edu/~seander/bithacks.html#CountBitsSetTable> for details.

We can find one use of counting set bits at <http://www.geeksforgeeks.org/?p=1465>

**Note:** In GCC, we can directly count set bits using \_\_builtin\_popcount(). So we can avoid a separate function for counting set bits.

|  |
| --- |
| // C++ program to demonstrate \_\_builtin\_popcount()  #include <iostream>  using namespace std;    int main()  {     cout << \_\_builtin\_popcount (4) << endl;     cout << \_\_builtin\_popcount (15);       return 0;  } |

Run on IDE

Output :

1

4

# **Count number of bits to be flipped to convert A to B**

Given two numbers ‘a’ and b’. Write a program to count number of bits needed to be flipped to convert ‘a’ to ‘b’.

Example :

Input : a = 10, b = 20

Output : 4

Binary representation of a is 000**0101**0

Binary representation of b is 00010100

We need to flip highlighted four bits in a

to make it b.

Input : a = 7, b = 10

Output : 3

Binary representation of a is 0000**01**1**1**

Binary representation of b is 00001010

We need to flip highlighted three bits in a

to make it b.

## [Recommended: Please solve it on “*PRACTICE*” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/bit-difference/0)

1. Calculate XOR of A and B.

a\_xor\_b = A ^ B

2. Count the set bits in the above

calculated XOR result.

countSetBits(a\_xor\_b)

XOR of two number will have set bits only at those places where A differs from B.

|  |
| --- |
| // Count number of bits to be flipped  // to covert A into B  #include <iostream>  using namespace std;    // Function that count set bits  int countSetBits(int n)  {      int count = 0;      while (n)      {          count += n & 1;          n >>= 1;      }      return count;  }    // Function that return count of  // flipped number  int FlippedCount(int a, int b)  {      // Return count of set bits in      // a XOR b      return countSetBits(a^b);  }    // Driver code  int main()  {      int a = 10;      int b = 20;      cout << FlippedCount(a, b)<<endl;      return 0;  } |

Run on IDE

Output :

4

# **Efficient way to multiply with 7**

We can multiply a number by 7 using bitwise operator. First left shift the number by 3 bits (you will get 8n) then subtract the original numberfrom the shifted number and return the difference (8n – n).  
  
 **Program:**

|  |
| --- |
| # include<stdio.h>    int multiplyBySeven(unsigned int n)  {      /\* Note the inner bracket here. This is needed         because precedence of '-' operator is higher         than '<<' \*/      return ((n<<3) - n);  }    /\* Driver program to test above function \*/  int main()  {      unsigned int n = 4;      printf("%u", multiplyBySeven(n));        getchar();      return 0;  } |

Run on IDE

**Time Complexity:**O(1)  
**Space Complexity:** O(1)

# **Program to find whether a no is power of two**

Given a positive integer, write a function to find if it is a power of two or not.

Examples:

Input : n = 4

Output : Yes

22 = 4

Input : n = 7

Output : No

Input : n = 32

Output : Yes

25 = 32

## [Recommended: Please solve it on “*PRACTICE*” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/pattern-jumping/0)

**1.**A simple method for this is to simply take the log of the number on base 2 and if you get an integer then number is power of 2.  
  
**2.**Another solution is to keep dividing the number by two, i.e, do n = n/2 iteratively. In any iteration, if n%2 becomes non-zero and n is not 1 then n is not a power of 2. If n becomes 1 then it is a power of 2.

|  |
| --- |
| #include<stdio.h>  #define bool int    /\* Function to check if x is power of 2\*/  bool isPowerOfTwo(int n)  {    if (n == 0)      return 0;    while (n != 1)    {      if (n%2 != 0)        return 0;      n = n/2;    }    return 1;  }    /\*Driver program to test above function\*/  int main()  {    isPowerOfTwo(31)? printf("Yes\n"): printf("No\n");    isPowerOfTwo(17)? printf("Yes\n"): printf("No\n");    isPowerOfTwo(16)? printf("Yes\n"): printf("No\n");    isPowerOfTwo(2)? printf("Yes\n"): printf("No\n");    isPowerOfTwo(18)? printf("Yes\n"): printf("No\n");    isPowerOfTwo(1)? printf("Yes\n"): printf("No\n");    return 0;  } |

Run on IDE

Output:

No

No

Yes

Yes

No

Yes

**3.**All power of two numbers have only one bit set. So count the no. of set bits and if you get 1 then number is a power of 2. Please see <http://www.geeksforgeeks.org/?p=1176> for counting set bits.

**4.**If we subtract a power of 2 numbers by 1 then all unset bits after the only set bit become set; and the set bit become unset.

For example for 4 ( 100) and 16(10000), we get following after subtracting 1  
3 –> 011  
15 –> 01111

So, if a number n is a power of 2 then bitwise & of n and n-1 will be zero. We can say n is a power of 2 or not based on value of n&(n-1). The expression n&(n-1) will not work when n is 0. To handle this case also, our expression will become n& (!n&(n-1)) (thanks to [Mohammad](http://www.geeksforgeeks.org/?p=535#comment-177)for adding this case).  
Below is the implementation of this method.

# **Position of rightmost set bit**

Write a one line C function to return position of first 1 from right to left, in binary representation of an Integer.

I/P 18, Binary Representation 010010

O/P 2

I/P 19, Binary Representation 010011

O/P 1

## [Recommended: Please solve it on “*PRACTICE* ” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/find-first-set-bit/0)

**Algorithm:** (Example 18(010010))

Let I/P be 12 (1100)

1. Take two's complement of the given no as all bits are reverted

except the first '1' from right to left (10111)

2 Do an bit-wise & with original no, this will return no with the

required one only (00010)

3 Take the log2 of the no, you will get position -1 (1)

4 Add 1 (2)

**Program:**

* C
* Java

|  |
| --- |
| #include<stdio.h>  #include<math.h>    unsigned int getFirstSetBitPos(int n)  {     return log2(n&-n)+1;  }    int main()  {      int n = 12;      printf("%u", getFirstSetBitPos(n));      getchar();      return 0;  } |

Run on IDE

Output:

3

# **Binary representation of a given number**

Write a program to print Binary representation of a given number.

## [Recommended: Please solve it on “*PRACTICE*” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/binary-representation/0)

Source: [Microsoft Interview Set-3](http://www.geeksforgeeks.org/archives/23422)

**Method 1: Iterative**  
For any number, we can check whether its ‘i’th bit is 0(OFF) or 1(ON) by bitwise ANDing it with “2^i” (2 raise to i).

1) Let us take number 'NUM' and we want to check whether it's 0th bit is ON or OFF

bit = 2 ^ 0 (0th bit)

if NUM & bit == 1 means 0th bit is ON else 0th bit is OFF

2) Similarly if we want to check whether 5th bit is ON or OFF

bit = 2 ^ 5 (5th bit)

if NUM & bit == 1 means its 5th bit is ON else 5th bit is OFF.

Let us take unsigned integer (32 bit), which consist of 0-31 bits. To print binary representation of unsigned integer, start from 31th bit, check whether 31th bit is ON or OFF, if it is ON print “1” else print “0”. Now check whether 30th bit is ON or OFF, if it is ON print “1” else print “0”, do this for all bits from 31 to 0, finally we will get binary representation of number.

|  |
| --- |
| void bin(unsigned n)  {      unsigned i;      for (i = 1 << 31; i > 0; i = i / 2)          (n & i)? printf("1"): printf("0");  }    int main(void)  {      bin(7);      printf("\n");      bin(4);  } |

Run on IDE

**Method 2: Recursive**  
Following is recursive method to print binary representation of ‘NUM’.

step 1) if NUM > 1

a) push NUM on stack

b) recursively call function with 'NUM / 2'

step 2)

a) pop NUM from stack, divide it by 2 and print it's remainder.

|  |
| --- |
| void bin(unsigned n)  {      /\* step 1 \*/      if (n > 1)          bin(n/2);        /\* step 2 \*/      printf("%d", n % 2);  }    int main(void)  {      bin(7);      printf("\n");      bin(4);  } |

# **Find position of the only set bit**

Given a number having only one ‘1’ and all other ’0’s in its binary representation, find position of the only set bit. Source: [Microsoft Interview | 18](http://www.geeksforgeeks.org/microsoft-interview-178/)

## [Recommended: Please solve it on “*PRACTICE* ” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/find-position-of-set-bit/0)

The idea is to start from rightmost bit and one by one check value of every bit. Following is detailed algorithm.

**1)**If number is power of two then and then only its binary representation contains only one ‘1’. That’s why check whether given number is power of 2 or not. If given number is not power of 2, then print error message and exit.

**2)** Initialize two variables; i = 1 (for looping) and pos = 1 (to find position of set bit)

**3)** Inside loop, do bitwise AND of i and number ‘N’. If value of this operation is true, then “pos” bit is set, so break the loop and return position. Otherwise, increment “pos” by 1 and left shift i by 1 and repeat the procedure.

|  |
| --- |
| // C program to find position of only set bit in a given number  #include <stdio.h>    // A utility function to check whether n is power of 2 or not. See <http://goo.gl/17Arj>  int isPowerOfTwo(unsigned n)  {  return n && (! (n & (n-1)) ); }    // Returns position of the only set bit in 'n'  int findPosition(unsigned n)  {      if (!isPowerOfTwo(n))          return -1;        unsigned i = 1, pos = 1;        // Iterate through bits of n till we find a set bit      // i&n will be non-zero only when 'i' and 'n' have a set bit      // at same position      while (!(i & n))      {          // Unset current bit and set the next bit in 'i'          i = i << 1;            // increment position          ++pos;      }        return pos;  }    // Driver program to test above function  int main(void)  {      int n = 16;      int pos = findPosition(n);      (pos == -1)? printf("n = %d, Invalid numbern", n):                   printf("n = %d, Position %d n", n, pos);        n = 12;      pos = findPosition(n);      (pos == -1)? printf("n = %d, Invalid numbern", n):                   printf("n = %d, Position %d n", n, pos);        n = 128;      pos = findPosition(n);      (pos == -1)? printf("n = %d, Invalid numbern", n):                   printf("n = %d, Position %d n", n, pos);        return 0;  } |

Run on IDE

Output:

n = 16, Position 5

n = 12, Invalid number

n = 128, Position 8

Following is **another method** for this problem. The idea is to one by one right shift the set bit of given number ‘n’ until ‘n’ becomes 0. Count how many times we shifted to make ‘n’ zero. The final count is position of the set bit.

|  |
| --- |
| // C program to find position of only set bit in a given number  #include <stdio.h>    // A utility function to check whether n is power of 2 or not  int isPowerOfTwo(unsigned n)  {  return n && (! (n & (n-1)) ); }    // Returns position of the only set bit in 'n'  int findPosition(unsigned n)  {      if (!isPowerOfTwo(n))          return -1;        unsigned count = 0;        // One by one move the only set bit to right till it reaches end      while (n)      {          n = n >> 1;            // increment count of shifts          ++count;      }        return count;  }    // Driver program to test above function  int main(void)  {      int n = 0;      int pos = findPosition(n);      (pos == -1)? printf("n = %d, Invalid numbern", n):                   printf("n = %d, Position %d n", n, pos);        n = 12;      pos = findPosition(n);      (pos == -1)? printf("n = %d, Invalid numbern", n):                   printf("n = %d, Position %d n", n, pos);        n = 128;      pos = findPosition(n);      (pos == -1)? printf("n = %d, Invalid numbern", n):                   printf("n = %d, Position %d n", n, pos);        return 0;  } |

Run on IDE

Output:

n = 0, Invalid number

n = 12, Invalid number

n = 128, Position 8

**We can also use log base 2 to find the position**. Thanks to [Arunkumar](https://www.facebook.com/arunkumar.somalinga)for suggesting this solution.

|  |
| --- |
| #include <stdio.h>    unsigned int Log2n(unsigned int n)  {     return (n > 1)? 1 + Log2n(n/2): 0;  }    int isPowerOfTwo(unsigned n)  {      return n && (! (n & (n-1)) );  }    int findPosition(unsigned n)  {      if (!isPowerOfTwo(n))          return -1;      return Log2n(n) + 1;  }    // Driver program to test above function  int main(void)  {      int n = 0;      int pos = findPosition(n);      (pos == -1)? printf("n = %d, Invalid numbern", n):                   printf("n = %d, Position %d n", n, pos);        n = 12;      pos = findPosition(n);      (pos == -1)? printf("n = %d, Invalid numbern", n):                   printf("n = %d, Position %d n", n, pos);        n = 128;      pos = findPosition(n);      (pos == -1)? printf("n = %d, Invalid numbern", n):                   printf("n = %d, Position %d n", n, pos);        return 0;  } |

Run on IDE

Output:

n = 0, Invalid number

n = 12, Invalid number

n = 128, Position 8

# **How to swap two numbers without using a temporary variable?**

Given two variables, x and y, swap two variables without using a third variable.

**Method 1 (Using Arithmetic Operators)**  
The idea is to get sum in one of the two given numbers. The numbers can then be swapped using the sum and subtraction from sum.

|  |
| --- |
| #include <stdio.h>  int main()  {    int x = 10, y = 5;      // Code to swap 'x' and 'y'    x = x + y;  // x now becomes 15    y = x - y;  // y becomes 10    x = x - y;  // x becomes 5      printf("After Swapping: x = %d, y = %d", x, y);      return 0;  } |

Run on IDE

Output:

After Swapping: x = 5, y = 10

Multiplication and division can also be used for swapping.

|  |
| --- |
| #include <stdio.h>  int main()  {    int x = 10, y = 5;      // Code to swap 'x' and 'y'    x = x \* y;  // x now becomes 50    y = x / y;  // y becomes 10    x = x / y;  // x becomes 5      printf("After Swapping: x = %d, y = %d", x, y);      return 0;  } |

Run on IDE

Output:

After Swapping: x = 5, y = 10

**Method 2 (Using Bitwise XOR)**  
The bitwise XOR operator can be used to swap two variables. The XOR of two numbers x and y returns a number which has all the bits as 1 wherever bits of x and y differ. For example XOR of 10 (In Binary 1010) and 5 (In Binary 0101) is 1111 and XOR of 7 (0111) and 5 (0101) is (0010).

|  |
| --- |
| #include <stdio.h>  int main()  {    int x = 10, y = 5;      // Code to swap 'x' (1010) and 'y' (0101)    x = x ^ y;  // x now becomes 15 (1111)    y = x ^ y;  // y becomes 10 (1010)    x = x ^ y;  // x becomes 5 (0101)      printf("After Swapping: x = %d, y = %d", x, y);      return 0;  } |

Run on IDE

Output:

After Swapping: x = 5, y = 10

**Problems with above methods**  
**1)** The multiplication and division based approach doesn’ work if one of the numbers is 0 as the product becomes 0 irrespective of the other number.

**2)** Both Arithmetic solutions may cause arithmetic overflow. If x and y are too large, addition and multiplication may go out of integer range.

**3)** When we use pointers to variable and make a function swap, all of the above methods fail when both pointers point to the same variable. Let’s take a look what will happen in this case if both are pointing to the same variable.

// Bitwise XOR based method  
x = x ^ x; // x becomes 0  
x = x ^ x; // x remains 0  
x = x ^ x; // x remains 0

// Arithmetic based method  
x = x + x; // x becomes 2x  
x = x – x; // x becomes 0  
x = x – x; // x remains 0

Let us see the following program.

|  |
| --- |
| #include <stdio.h>  void swap(int \*xp, int \*yp)  {      \*xp = \*xp ^ \*yp;      \*yp = \*xp ^ \*yp;      \*xp = \*xp ^ \*yp;  }    int main()  {    int x = 10;    swap(&x, &x);    printf("After swap(&x, &x): x = %d", x);    return 0;  } |

Run on IDE

Output:

After swap(&x, &x): x = 0

Swapping a variable with itself may needed in many standard algorithms. For example see [this](http://geeksquiz.com/quick-sort/)implementation of [QuickSort](http://geeksquiz.com/quick-sort/)where we may swap a variable with itself. The above problem can be avoided by putting a condition before the swapping.

|  |
| --- |
| #include <stdio.h>  void swap(int \*xp, int \*yp)  {      if (xp == yp) // Check if the two addresses are same        return;      \*xp = \*xp + \*yp;      \*yp = \*xp - \*yp;      \*xp = \*xp - \*yp;  }  int main()  {    int x = 10;    swap(&x, &x);    printf("After swap(&x, &x): x = %d", x);    return 0;  } |

Run on IDE

Output:

After swap(&x, &x): x = 10

# **Swap two nibbles in a byte**

A [nibble](http://en.wikipedia.org/wiki/Nibble)is a four-bit aggregation, or half an octet. There are two nibbles in a byte.  
Given a byte, swap the two nibbles in it. For example 100 is be represented as 01100100 in a byte (or 8 bits). The two nibbles are (0110) and (0100). If we swap the two nibbles, we get 01000110 which is 70 in decimal.

## [Recommended: Please solve it on “*PRACTICE*” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/swap-two-nibbles-in-a-byte/0)

To swap the nibbles, we can use bitwise &, bitwise ‘<<' and '>>’ operators. A byte can be represented using a unsigned char in C as size of char is 1 byte in a typical C compiler. Following is C program to swap the two nibbles in a byte.

|  |
| --- |
| #include <stdio.h>    unsigned char swapNibbles(unsigned char x)  {      return ( (x & 0x0F)<<4 | (x & 0xF0)>>4 );  }    int main()  {      unsigned char x = 100;      printf("%u", swapNibbles(x));      return 0;  } |

Run on IDE

Output:

70

**Explanation:**  
100 is 01100100 in binary. The operation can be split mainly in two parts  
**1)** The expression “**x & 0x0F**” gives us last 4 bits of x. For x = 100, the result is 00000100. Using bitwise ‘<<' operator, we shift the last four bits to the left 4 times and make the new last four bits as 0. The result after shift is 01000000. **2)** The expression “**x & 0xF0**” gives us first four bits of x. For x = 100, the result is 01100000. Using bitwise ‘>>’ operator, we shift the digit to the right 4 times and make the first four bits as 0. The result after shift is 00000110.

At the end we use the bitwise OR ‘|’ operation of the two expressions explained above. The OR operator places first nibble to the end and last nibble to first. For x = 100, the value of (01000000) OR (00000110) gives the result 01000110 which is equal to 70 in decimal.

# **How to turn off a particular bit in a number?**

**Difficulty Level:** Rookie

Given a number n and a value k, turn of the k’th bit in n.

Examples:

Input: n = 15, k = 1

Output: 14

Input: n = 15, k = 2

Output: 13

Input: n = 15, k = 3

Output: 11

Input: n = 15, k = 4

Output: 7

Input: n = 15, k >= 5

Output: 15

The idea is to use bitwise <<, & and ~ operators. Using expression "**~(1 << (k - 1))**“, we get a number which has all bits set, except the k’th bit. If we do bitwise & of this expression with n, we get a number which has all bits same as n except the k’th bit which is 0.

Following is C++ implementation of this.

* C/C++
* Java

|  |
| --- |
| #include <iostream>  using namespace std;    // Returns a number that has all bits same as n  // except the k'th bit which is made 0  int turnOffK(int n, int k)  {      // k must be greater than 0      if (k <= 0) return n;        // Do & of n with a number with all set bits except      // the k'th bit      return (n & ~(1 << (k - 1)));  }    // Driver program to test above function  int main()  {      int n = 15;      int k = 4;      cout << turnOffK(n, k);      return 0;  } |

Run on IDE

Output:

7

**Exercise:** Write a function turnOnK() that turns the k’th bit on.

# **Russian Peasant (Multiply two numbers using bitwise operators)**

Given two integers, write a function to multiply them without using multiplication operator.

There are many other ways to multiply two numbers (For example, see [this](http://www.geeksforgeeks.org/multiply-two-numbers-without-using-multiply-division-bitwise-operators-and-no-loops/)). One interesting method is the [Russian peasant algorithm](http://en.wikipedia.org/wiki/Ancient_Egyptian_multiplication#Russian_peasant_multiplication). The idea is to double the first number and halve the second number repeatedly till the second number doesn’t become 1. In the process, whenever the second number become odd, we add the first number to result (result is initialized as 0)  
The following is simple algorithm.

Let the two given numbers be 'a' and 'b'

1) Initialize result 'res' as 0.

2) Do following while 'b' is greater than 0

a) If 'b' is odd, add 'a' to 'res'

b) Double 'a' and halve 'b'

3) Return 'res'.

* C/C++
* Java

|  |
| --- |
| #include <iostream>  using namespace std;    // A method to multiply two numbers using Russian Peasant method  unsigned int russianPeasant(unsigned int a, unsigned int b)  {      int res = 0;  // initialize result        // While second number doesn't become 1      while (b > 0)      {           // If second number becomes odd, add the first number to result           if (b & 1)               res = res + a;             // Double the first number and halve the second number           a = a << 1;           b = b >> 1;       }       return res;  }    // Driver program to test above function  int main()  {      cout << russianPeasant(18, 1) << endl;      cout << russianPeasant(20, 12) << endl;      return 0;  } |

Run on IDE

Output:

18

240

**How does this work?**  
The value of a\*b is same as (a\*2)\*(b/2) if b is even, otherwise the value is same as ((a\*2)\*(b/2) + a). In the while loop, we keep multiplying ‘a’ with 2 and keep dividing ‘b’ by 2. If ‘b’ becomes odd in loop, we add ‘a’ to ‘res’. When value of ‘b’ becomes 1, the value of ‘res’ + ‘a’, gives us the result.  
Note that when ‘b’ is a power of 2, the ‘res’ would remain 0 and ‘a’ would have the multiplication. See the reference for more information.

# **Add two bit strings**

Given two bit sequences as strings, write a function to return the addition of the two sequences. Bit strings can be of different lengths also. For example, if string 1 is “1100011” and second string 2 is “10”, then the function should return “1100101”.

## [We strongly recommend that you click here and practice it, before moving on to the solution.](http://www.practice.geeksforgeeks.org/problem-page.php?pid=569)

Since sizes of two strings may be different, we first make the size of smaller string equal to that of bigger string by adding leading 0s. After making sizes same, we one by one add bits from rightmost bit to leftmost bit. In every iteration, we need to sum 3 bits: 2 bits of 2 given strings and carry. The sum bit will be 1 if, either all of the 3 bits are set or one of them is set. So we can do XOR of all bits to find the sum bit. How to find carry – carry will be 1 if any of the two bits is set. So we can find carry by taking OR of all pairs. Following is step by step algorithm.

**1.** Make them equal sized by adding 0s at the begining of smaller string.  
**2.**Perform bit addition  
…..Boolean expression for adding 3 bits a, b, c  
…..Sum = a XOR b XOR c  
…..Carry = (a AND b) OR ( b AND c ) OR ( c AND a )

Following is C++ implementation of the above algorithm.

|  |
| --- |
| #include <iostream>  using namespace std;    //adds the two bit strings and return the result  string addBitStrings( string first, string second );    // Helper method: given two unequal sized bit strings, converts them to  // same length by aadding leading 0s in the smaller string. Returns the  // the new length  int makeEqualLength(string &str1, string &str2)  {      int len1 = str1.size();      int len2 = str2.size();      if (len1 < len2)      {          for (int i = 0 ; i < len2 - len1 ; i++)              str1 = '0' + str1;          return len2;      }      else if (len1 > len2)      {          for (int i = 0 ; i < len1 - len2 ; i++)              str2 = '0' + str2;      }      return len1; // If len1 >= len2  }    // The main function that adds two bit sequences and returns the addition  string addBitStrings( string first, string second )  {      string result;  // To store the sum bits        // make the lengths same before adding      int length = makeEqualLength(first, second);        int carry = 0;  // Initialize carry        // Add all bits one by one      for (int i = length-1 ; i >= 0 ; i--)      {          int firstBit = first.at(i) - '0';          int secondBit = second.at(i) - '0';            // boolean expression for sum of 3 bits          int sum = (firstBit ^ secondBit ^ carry)+'0';            result = (char)sum + result;            // boolean expression for 3-bit addition          carry = (firstBit & secondBit) | (secondBit & carry) | (firstBit & carry);      }        // if overflow, then add a leading 1      if (carry)          result = '1' + result;        return result;  }    // Driver program to test above functions  int main()  {      string str1 = "1100011";      string str2 = "10";        cout << "Sum is " << addBitStrings(str1, str2);      return 0;  } |

Run on IDE

Output:

Sum is 1100101

# **Check if two numbers are equal without using arithmetic and comparison operators**

Following are not allowed to use  
1) Arithmetic and Comparison Operators  
2) String functions

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

The idea is to use XOR operator. XOR of two numbers is 0 if the numbers are same, otherwise non-zero.

|  |
| --- |
| #include <iostream>  using namespace std;    void areSame(int a, int b)  {     if (a^b) cout << "Not Same";     else cout << "Same";  }    int main()  {     areSame(10, 20);  } |

Run on IDE

Output:

Not Same

Source: <http://www.geeksforgeeks.org/count-of-n-digit-numbers-whose-sum-of-digits-equals-to-given-sum/>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

# **Find XOR of two number without using XOR operator**

Given two integers, find XOR of them without using XOR operator, i.e., without using ^ in C/C++.

Examples:

Input: x = 1, y = 2

Output: 3

Input: x = 3, y = 5

Output: 6

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

A **Simple Solution** is to traverse all bits one by one. For every pair of bits, check if both are same, set the corresponding bit as 0 in output, otherwise set as 1.

|  |
| --- |
| // C++ program to find XOR without using ^  #include <iostream>  using namespace std;    // Returns XOR of x and y  int myXOR(int x, int y)  {      int res = 0; // Initialize result        // Assuming 32-bit Integer      for (int i = 31; i >= 0; i--)      {         // Find current bits in x and y         bool b1 = x & (1 << i);         bool b2 = y & (1 << i);            // If both are 1 then 0 else xor is same as OR          bool xoredBit = (b1 & b2) ? 0 : (b1 | b2);            // Update result          res <<= 1;          res |= xoredBit;      }      return res;  }    // Driver program to test above function  int main()  {     int x = 3, y = 5;     cout << "XOR is " << myXOR(x, y);     return 0;  } |

Run on IDE

Output:

XOR is 6

Thanks to [Utkarsh Trivedi](http://qa.geeksforgeeks.org/user/utkarsh111) for suggesting this solution.

A **Better Solution** can find XOR without using loop.

1) Find bitwise OR of x and y (Result has set bits where either x has set or y has set bit). OR of x = 3 (011) and y = 5 (101) is 7 (111)

2) To remove extra set bits find places where both x and y have set bits. The value of expression “~x | ~y” has 0 bits wherever x and y both have set bits.

3) bitwise AND of “(x | y)” and “~x | ~y” produces the required result.

Below is C++ implementation.

|  |
| --- |
| // C++ program to find XOR without using ^  #include <iostream>  using namespace std;    // Returns XOR of x and y  int myXOR(int x, int y)  {     return (x | y) & (~x | ~y);  }    // Driver program to test above function  int main()  {     int x = 3, y = 5;     cout << "XOR is " << myXOR(x, y);     return 0;  } |

Run on IDE

Output:

XOR is 6

# **XOR counts of 0s and 1s in binary representation**

Given a number, the task is to find XOR of count of 0s and count of 1s in binary representation of a given number.  
Examples:

Input : 5

Output : 3

Binary representation : 101

Count of 0s = 1,

Count of 1s = 2

1 XOR 2 = 3.

Input : 7

Output : 3

Binary representation : 111

Count of 0s = 0

Count of 1s = 3

0 XOR 3 = 3.

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

The idea is simple, we traverse through all bits of a number, count 0s and 1s and finally return XOR of two counts.

// C++ program to find XOR of counts 0s and 1s in

// binary representation of n.

#include<iostream>

using namespace std;

// Returns XOR of counts 0s and 1s in

// binary representation of n.

int countXOR(int n)

{

int count0 = 0, count1 = 0;

while (n)

{

//calculating count of zeros and ones

(n % 2 == 0) ? count0++ :count1++;

n /= 2;

}

return (count0 ^ count1);

}

// Driver Program

int main()

{

int n = 31;

cout << countXOR (n);

return 0;

}

Output:

5

One observation is, for a number of the form **2^x – 1**, the output is always x. We can directly produce answer for this case by first checking n+1 is a[power of two or not](http://www.geeksforgeeks.org/write-one-line-c-function-to-find-whether-a-no-is-power-of-two/).

# **Multiply a number with 10 without using multiplication operator**

Given a number, the task is to multiply it with 10 without using multiplication operator?

Examples:

Input : n = 50

Output: 500

// multiplication of 50 with 10 is = 500

Input : n = 16

Output: 160

// multiplication of 16 with 10 is = 160

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

A **simple solution** for this problem is to run a loop and add n with itself 10 times. Here we need to perform 10 operations.  
A **better solution** is to use bit manipulation. We have to multiply n with 10 i.e; n\*10, we can write this as **n\*(2+8) = n\*2 + n\*8** and since we are not allowed to use multiplication operator we can do this using left shift bitwise operator. So n\*10 = n<<1 + n<<3.

* C++
* Java

|  |
| --- |
| // C++ program to multiply a number with 10 using  // bitwise operators  #include<bits/stdc++.h>  using namespace std;    // Function to find multiplication of n with  // 10 without usng multiplication operator  int multiplyTen(int n)  {      return (n<<1) + (n<<3);  }    // Driver program to run the case  int main()  {      int n = 50;      cout << multiplyTen(n);      return 0;  } |

Run on IDE

Output:

500

# **Equal Sum and XOR**

Given a positive integer n, find count of positive integers i such that 0 <= i <= n and n+i = n^i

Input : n = 7

Output : 1

Explanation:

7^i = 7+i holds only for only for i = 0

7+0 = 7^0 = 7

Input n = 12

Output: 4

12^i = 12+i hold only for i = 0, 1, 2, 3

for i=0, 12+0 = 12^0 = 12

for i=1, 12+1 = 12^1 = 13

for i=2, 12+2 = 12^2 = 14

for i=3, 12+3 = 12^3 = 15

## [Recommended: Please solve it on “*PRACTICE*” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/equal-sum-and-xor/1)

**Method 1 (Simple) :**

One simple solution is to iterate over all values of i 0<= i <= n and count all satisfying values.

* C++
* Java

|  |
| --- |
| /\* C++ program to print count of values such     that n+i = n^i \*/  #include <iostream>  using namespace std;    // function to count number of values less than  // equal to n that satisfy the given condition  int countValues (int n)  {      int countV = 0;        // Traverse all numbers from 0 to n and      // increment result only when given condition      // is satisfied.      for (int i=0; i<=n; i++ )          if ((n+i) == (n^i) )              countV++;        return countV;  }    // Driver program  int main()  {      int n = 12;      cout << countValues(n);      return 0;  } |

Run on IDE

Output:

4

**Method 2 (Efficient) :**

An efficient solution is as follows

Since we know a + b = a ^ b + a & b

We can write, n + i = n ^ i + n & i

So n + i = n ^ i implies n & i = 0

Hence our problem reduces to finding values of i such that n & i = 0. How to find count of such pairs? We can use the count of unset-bits in the binary representation of n. For n & i to be zero, i must unset all set-bits of n. If the kth bit is set at a particular in n, kth bit in i must be 0 always, else kth bit of i can be 0 or 1

Hence, total such combinations are 2^(count of unset bits in n)

For example, consider n = 12 (Binary representation : 1 1 0 0).  
All possible values of i that can unset all bits of n are 0 0 0/1 0/1 where 0/1 implies either 0 or 1. Number of such values of i are 2^2 = 4.

The following is the program following the above idea.

* C++
* Java

|  |
| --- |
| /\* c++ program to print count of values such    that n+i = n^i \*/  #include <bits/stdc++.h>  using namespace std;    // function to count number of values less than  // equal to n that satisfy the given condition  int countValues(int n)  {      // unset\_bits keeps track of count of un-set      // bits in binary representation of n      int unset\_bits=0;      while (n)      {          if ((n & 1) == 0)              unset\_bits++;          n=n>>1;      }        // Return 2 ^ unset\_bits      return 1 << unset\_bits;  }    // Driver code  int main()  {      int n = 12;      cout << countValues(n);      return 0;  } |

Run on IDE

Output:

4

# **Swap three variables without using temporary variable**

Given three variables, a, b and c, swap them without temporary variable.

Input : a = 10, b = 20 and c = 30

Output : a = 30, b = 10 and c = 20

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

**Method 1 (Using Arithmetic Operators)**

The idea is to get sum in one of the two given numbers. The numbers can then be swapped using the sum and subtraction from sum.  
We have already discussed swapping two variables [here](http://www.geeksforgeeks.org/swap-two-numbers-without-using-temporary-variable/). We can extend the same approaches

|  |
| --- |
| // C++ program to swap three variables  // without using temporary variable.  #include <iostream>  using namespace std;    // Assign c's value to a, a's value to b and  // b's value to c.  void swapThree(int &a, int &b, int &c)  {      // Store sum of all in a      a = a + b + c;  // (a = 60)        // After this, b has value of a      b = a - (b+c);  // (b = 60 – (20+30) =10)        // After this, c has value of b      c = a - (b+c);  // (c = 60 – (10 + 30) = 20)        // After this, a has value of c      a = a - (b+c);   //(a = 60 – (10 + 20) = 30)  }    // Driver code  int main()  {      int a = 10, b = 20, c = 30;        cout << "Before swapping a = " << a << ", b = "           << b << ", c = " << c << endl;        swapThree(a, b, c);        cout << "After swapping a = " << a << ", b = "           << b << ", c = " << c << endl;        return 0;  } |

Run on IDE

Output:

Before swapping a = 10, b = 20, c = 30

After swapping a = 30, b = 10, c = 20

Thanks to [Mazhar MIK](http://qa.geeksforgeeks.org/user/Mazhar+MIK) for suggesting this method [here](http://qa.geeksforgeeks.org/9501/swaping-of-three-variables-without-using-another-variable).

**Method 2 (Using Bitwise XOR)**

The bitwise XOR operator can be used to swap three variables. The idea is similar to method 1. We first store XOR of all numbers in ‘a’. Then we get individual numbers by doing XOR of this with other two numbers.

|  |
| --- |
| // C++ program to swap three variables  // without using temporary variable  #include <iostream>  using namespace std;    // Assign c's value to a, a's value to b and  // b's value to c.  void swapThree(int &a, int &b, int &c)  {      // Store XOR of all in a      a = a ^ b ^ c;        // After this, b has value of a      b = a ^ b ^ c;        // After this, c has value of b      c = a ^ b ^ c;        // After this, a has value of c      a = a ^ b ^ c;  }    // Driver code  int main()  {      int a = 10, b = 20, c = 30;        cout << "Before swapping a = " << a << ", b = "           << b << ", c = " << c << endl;        swapThree(a, b, c);        cout << "After swapping a = " << a << ", b = "           << b << ", c = " << c << endl;        return 0;  } |

Run on IDE

Output:

Before swapping a = 10, b = 20, c = 30

After swapping a = 30, b = 10, c = 20

The method 1 causes overflow for large values of a, b and c, while method 2 doesn’t.

# **Efficient method for 2’s complement of a binary string**

Given a Binary Number as string, print its 2’s complements.

**2’s complement**of a binary number is 1 added to the 1’s complement of the binary number. Note that 1’s complement is simply flip of given binary number.  
Examples:

2's complement of "0111" is "1001"

2's complement of "1100" is "0100"

## [We strongly recommend that you click here and practice it, before moving on to the solution.](http://www.practice.geeksforgeeks.org/problem-page.php?pid=250)

We have discussed 1’s and 2’s complements in below post.

[1’s and 2’s complement of a Binary Number.](http://www.geeksforgeeks.org/1s-2s-complement-binary-number/)

The method discussed in above post traverses binary string twice to find 2’s complement, first finds 1’s complement, then finds 2’s complement using 1’s complement

In this post an efficient method for 2’s complement is discussed that **traverses string only once**. We traverse the string from last till the single 1 is not traversed and after that flip all values of string i.e. 0 to 1 and 1 to 0.

**Note:**Here to handle the corner case i.e. if 1 doesn’t exist in the string then just append 1 in the starting of string.

**Illustration :**

**Input:**  str = "1000100"

**Output:**  0111100

Explanation: Starts traversing the string from last,

we got first '1' at index 4 then just flip the bits

of 0 to 3 indexes to make the 2's complement.

**Input:**  str = "0000"

**Output:**  10000

Explanation: As there is no 1 in the string so just

append '1' at starting.

* C++
* Java

|  |
| --- |
| // An efficient C++ program to find 2's complement  #include<bits/stdc++.h>  using namespace std;    // Function to find two's complement  string findTwoscomplement(string str)  {      int n = str.length();        // Traverse the string to get first '1' from      // the last of string      int i;      for (i = n ; i >= 0 ; i--)          if (str[i] == '1')              break;        // If there exists no '1' concat 1 at the      // starting of string      if (i == 0)          return '1' + str;        // Continue traversal after the position of      // first '1'      for (int k = i-1 ; k >= 0; k--)      {          //Just flip the values          if (str[k] == '1')              str[k] = '0';          else              str[k] = '1';      }        // return the modified string      return str;;  }    // Driver code  int main()  {      string str = "00000101";      cout << findTwoscomplement(str);      return 0;  } |

Run on IDE

Output:

11111011

# **Toggle case of a string using Bitwise operators**

Given a string, write a function that returns toggle case of a string using the bitwise operators in place.

In [ASCII](http://www.asciitable.com/) codes character ‘A’ is integer 65 = (0100 0001)2, while character ‘a’ is integer 97 = (0110 0001)2.

The difference between the ASCII values of ‘a’ and ‘A’ is 32.

So we can easily change the case of the letters either from Upper to lower or lower to upper by adding or subtracting the difference from the letters.

Examples:

Input : "GeekSfOrgEEKs"

Output : "gEEKsFoRGeekS"

Input : "StRinG"

Output : "sTrINg"

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

The[ASCII table](http://www.asciitable.com/)is constructed in such way that the binary representation of lowercase letters is almost identical of binary representation of uppercase letters.

**1. Lower case to CAPS**  
Bitwise XORing of a lowercase letter with a value of 65 (ASCII of ‘A’) or 90 (ASCII of ‘Z’) returns a value from 32 to 59, which upon bitwise ANDing with 32 always returns a nonzero of 32. So we convert it to uppercase.

**2. CAPS to Lower case**  
Bitwise XORing of a uppercase letter with a value of 65 (ASCII of ‘A’) or 90 (ASCII of ‘Z’) returns a value from 0 to 27, which upon bitwise ANDing with 32 always returns a zero. So we convert it to lowercase as above.

* C
* Java

|  |
| --- |
| // C program to get toggle case of a string  #include <stdio.h>  const int x=32;    // tOGGLE cASE = swaps CAPS to lower  // case and lower case to CAPS  char \*toggleCase(char \*a)  {      for (int i=0; a[i]!='\0'; i++){            // We can also do a[i]^90          if ((a[i]^65) & x)              a[i] &= ~x;          else              a[i] |= x;      }        return a;  }    // Driver Code  int main()  {      char str[] = "CheRrY";      printf("Toggle case: %s\n", toggleCase(str));      printf("Original string: %s", toggleCase(str));      return 0;  } |

Run on IDE

Output:

Toggle case: cHErRy

Original string: CheRrY

# **Toggling k-th bit of a number**

For a given number n, if k-th bit is 0, then toggle it to 1 and if it is 1 then, toggle it to 0.

Examples:

Input : n = 5, k = 1

Output : 4

5 is represented as 101 in binary

and has its first bit 1, so toggling

it will result in 100 i.e. 4.

Input : n = 2, k = 3

Output : 6

Input : n = 75, k = 4

Output : 67

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

Below are simple steps to find value of k-th bit

1) Left shift given number 1 by k-1 to create

a number that has only set bit as k-th bit.

temp = 1 << (k-1)

2) Return bitwise XOR of temp and n. Since temp

has only k-th bit set, doing XOR would toggle

only this bit.

**Example:**

n = 75 and k = 4

temp = 1 << (k-1) = 1 << 3 = 8

Binary Representation of temp = 0..00001000

Binary Representation of n = 0..0100**1**011

Bitwise XOR of two numbers = 0..0100**0**011

* C++
* Java

|  |
| --- |
| // CPP program to toggle k-th bit of n  #include<iostream>  using namespace std;    int toggleKthBit(int n, int k)  {      return (n ^ (1 << (k-1)));  }    // Driver code  int main()  {      int n = 5, k = 1;      cout << toggleKthBit(n , k);      return 0;  } |

Run on IDE

Output:

4

# **Convert decimal fraction to binary number**

Given an fraction decimal number n and integer k, convert decimal number n into equivalent binary number up-to k precision after decimal point.

Input: n = 2.47, k = 5

Output: 10.01111

Input: n = 6.986 k = 8

Output: 110.11111100

We strongly recommend that you click here and practice it, before moving on to the solution.

**A) Convert the integral part of decimal to binary equivalent**

1. Divide the decimal number by 2 and store remainders in array.
2. Divide the quotient by 2.
3. Repeat step 2 until we get the quotient equal to zero.
4. Equivalent binary number would be reverse of all remainders of step 1.

**B) Convert the fractional part of decimal to binary equivalent**

1. Multiply the fractional decimal number by 2.
2. Integral part of resultant decimal number will be first digit of fraction binary number.
3. Repeat step 1 using only fractional part of decimal number and then step 2.

**C) Combine both integral and fractional part of binary number.**

**Illustration**

Let's take an example for n = 4.47 k = 3

**Step 1: Conversion of 5 to binary**

1. 4/2 : Remainder = 0 : Quotient = 2

2. 2/2 : Remainder = 0 : Quotient = 1

3. 1/2 : Remainder = 1 : Quotient = 0

*So equivalent binary of integral part of decimal is 100.*

**Step 2: Conversion of .47 to binary**

1. 0.47 \* 2 = 0.94, Integral part: 0

2. 0.94 \* 2 = 1.88, Integral part: 1

3. 0.88 \* 2 = 1.76, Integral part: 1

*So equivalent bianry of fractional part of decimal is .011*

**Step 3: Combined the result of step 1 and 2.**

Final answer can be written as:

100 + .011 = 100.011

C++ Program to demonstrate above steps:

|  |
| --- |
| // C++ program to convert fractional decimal  // to binary number  #include<bits/stdc++.h>  using namespace std;    // Function to convert decimal to binary upto  // k-precision after decimal point  string decimalToBinary(double num, int k\_prec)  {      string binary = "";        // Fetch the integral part of decimal number      int Integral = num;        // Fetch the fractional part decimal number      double fractional = num - Integral;        // Conversion of integral part to      // binary equivalent      while (Integral)      {          int rem = Integral % 2;            // Append 0 in binary          binary.push\_back(rem +'0');            Integral /= 2;      }        // Reverse string to get original binary      // equivalent      reverse(binary.begin(),binary.end());        // Append point before conversion of      // fractional part      binary.push\_back('.');        // Conversion of fractional part to      // binary equivalent      while (k\_prec--)      {          // Find next bit in fraction          fractional \*= 2;          int fract\_bit = fractional;            if (fract\_bit == 1)          {              fractional -= fract\_bit;              binary.push\_back(1 + '0');          }          else              binary.push\_back(0 + '0');      }        return binary;  }    // Driver code  int main()  {        double n = 4.47;      int k = 3;      cout << decimalToBinary(n, k) << "\n";        n = 6.986 , k = 5;      cout << decimalToBinary(n, k);      return 0;  } |

Run on IDE

**Output:**

100.011

110.11111

**Time complexity:**O(len(n))  
**Auxiliary space:**O(len(n))

# **Toggle all the bits of a number except k-th bit.**

Given a positive (or unsigned) integer **n**, write a function to toggle all the bits except k-th bit. Here value of k starts from 0 (zero) and from right.

Examples:

Input : n = 4294967295, k = 0

Output : 1

The number 4294967295 in 32 bits has all bits

set. When we toggle all bits except last bit,

we get 1.

Input : n = 1, k = 1

Output : 4294967292

4294967262 has all bits toggled except second

bit from right.

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

1. Toggle bit at k-th position. We do it by finding a number with only k-th bit set (using 1 << k), then doing bitwise XOR of this number n.
2. Toggle all bits of number obtained above using ~ ([Bitwise negation](http://www.geeksforgeeks.org/interesting-facts-bitwise-operators-c/))

|  |
| --- |
| // C program to toggle all bits except kth bit  #include<stdio.h>    // Returns a number with all bit toggled in n  // except k-th bit  unsigned int toggleAllExceptK(unsigned int n,                              unsigned int k)  {     /\* 1) Toggle k-th bit by doing n ^ (1 << k)        2) Toggle all bits of the modified number \*/      return ~(n ^ (1 << k));  }    // Driver code  int main()  {      unsigned int n = 4294967295;      unsigned int k = 0;      printf("%u", toggleAllExceptK( n, k));      return 0;  } |

Run on IDE

Output:

1

# **Set the rightmost unset bit**

Given a non-negative number **n**. The problem is to set the rightmost unset bit in the binary representation of **n**. If there are no unset bits, then just leave the number as it is.

Examples:

Input : 21

Output : 23

**(21)10** = (101**0**1)2

Rightmost unset bit is at position **2**(from right) as

highlighted in the binary representation of **21**.

(23)10 = (101**1**1)2

The bit at position **2** has been set.

Input : 15

Output : 15

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

**Approach:** Following are the steps:

1. If **n** = 0, return 1.
2. If all bits of **n** are set, return n. Refer this post.
3. Else perform bitwise not on the given number(operation equivalent to 1’s complement). Let it be **num** = ~n.
4. Get the position of rightmost set bit of **num**. Let the position be **pos**.
5. Return **(1 << (pos – 1)) | n**.

|  |
| --- |
| // C++ implementation to set the rightmost unset bit  #include <bits/stdc++.h>  using namespace std;    // function to find the position  // of rightmost set bit  int getPosOfRightmostSetBit(int n)  {      return log2(n&-n)+1;  }    int setRightmostUnsetBit(int n)  {      // if n = 0, return 1      if (n == 0)          return 1;        // if all bits of 'n' are set      if ((n & (n + 1)) == 0)          return n;        // position of rightmost unset bit in 'n'      // passing ~n as argument      int pos = getPosOfRightmostSetBit(~n);        // set the bit at position 'pos'      return ((1 << (pos - 1)) | n);  }    // Driver program to test above  int main()  {      int n = 21;      cout << setRightmostUnsetBit(n);      return 0;  } |

Run on IDE

Output:

23

# **Convert a binary number to octal**

The problem is to convert the given binary number (represented as string) to its equivalent octal number. The input could be very large and may not fit even into unsigned long long int.

Examples:

Input : 110001110

Output : 616

Input : 1111001010010100001.010110110011011

Output : 1712241.26633

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

The idea is to consider the binary input as a string of characters and then follow the steps:

1. Get length of substring to the left and right of the decimal point(‘.’) as **left\_len** and **right\_len**.
2. If **left\_len** is not a multiple of 3 add min number of 0’s in the beginning to make length of left substring a multiple of 3.
3. If **right\_len** is not a multiple of 3 add min number of 0’s in the end to make length of right substring a multiple of 3.
4. Now, from the left extract one by one substrings of length 3 and add its corresponding octal code to the result.
5. If in between a decimal(‘.’) is encountered then add it to the result.

|  |
| --- |
| // C++ implementation to convert a binary number  // to octal number  #include <bits/stdc++.h>  using namespace std;    // function to create map between binary  // number and its equivalent octal  void createMap(unordered\_map<string, char> \*um)  {      (\*um)["000"] = '0';      (\*um)["001"] = '1';      (\*um)["010"] = '2';      (\*um)["011"] = '3';      (\*um)["100"] = '4';      (\*um)["101"] = '5';      (\*um)["110"] = '6';      (\*um)["111"] = '7';  }    // Function to find octal equivalent of binary  string convertBinToOct(string bin)  {      int l = bin.size();      int t = bin.find\_first\_of('.');        // length of string before '.'      int len\_left = t != -1 ? t : l;        // add min 0's in the beginning to make      // left substring length divisible by 3      for (int i = 1; i <= (3 - len\_left % 3) % 3; i++)          bin = '0' + bin;        // if decimal point exists      if (t != -1)      {          // length of string after '.'          int len\_right = l - len\_left - 1;            // add min 0's in the end to make right          // substring length divisible by 3          for (int i = 1; i <= (3 - len\_right % 3) % 3; i++)              bin = bin + '0';      }        // create map between binary and its      // equivalent octal code      unordered\_map<string, char> bin\_oct\_map;      createMap(&bin\_oct\_map);        int i = 0;      string octal = "";        while (1)      {          // one by one extract from left, substring          // of size 3 and add its octal code          octal += bin\_oct\_map[bin.substr(i, 3)];          i += 3;          if (i == bin.size())              break;            // if '.' is encountered add it to result          if (bin.at(i) == '.')          {              octal += '.';              i++;          }      }        // required octal number      return octal;  }    // Driver program to test above  int main()  {      string bin = "1111001010010100001.010110110011011";      cout << "Octal number = "           << convertBinToOct(bin);      return 0;  } |

Run on IDE

Output:

Octal number = 1712241.26633

# **Check in binary array the number represented by a subarray is odd or even**

Given a array such that all its terms is either 0 or 1.You need to tell the number represented by a subarray a[l..r] is odd or even

Examples:

Input : arr = {1, 1, 0, 1}

l = 1, r = 3

Output : odd

number represented by arr[l...r] is

101 which 5 in decimal form which is

odd

Input : arr = {1, 1, 1, 1}

l = 0, r = 3

Output : odd

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

The important point to note here is all the odd numbers in binary form have 1 as their rightmost bit and all even numbers have 0 as their rightmost bit.  
The reason is simple all other bits other than rightmost bit have even values and sum of even numbers is always even .Now the rightmost bit can have value either 1 or 0 as we know even + odd = odd so when right most bit is 1 the number is odd and when it is 0 the number is even.  
So to solve this problem we have to just check if a[r] is 0 or 1 and accordingly print odd or even

// C++ program to find if a subarray

// is even or odd.

#include<bits/stdc++.h>

using namespace std;

// prints if subarray is even or odd

void checkEVENodd (int arr[], int n, int l, int r)

{

// if arr[r] = 1 print odd

if (arr[r] == 1)

cout << "odd" << endl;

// if arr[r] = 0 print even

else

cout << "even" << endl;

}

// driver code

int main()

{

int arr[] = {1, 1, 0, 1};

int n = sizeof(arr)/sizeof(arr[0]);

checkEVENodd (arr, n, 1, 3);

return 0;

}

Output:

odd

# **Toggle the last m bits**

Given a non-negative number **n**. The problem is to toggle the last **m** bits in the binary representation of **n**. A **toggle** operation flips a bit **0** to **1** and a bit **1** to **0**.

**Constraint:** 1 <= m <= n.

Examples:

Input : n = 21, m = 2

Output : 22

**(21)10** = (101**01**)2

**(22)10** = (101**10**)2

The last two bits in the binary

representation of **21** are toggled.

Input : n = 107, m = 4

Output : 100

# **Toggle bits in the given range**

Given a non-negative number **n** and two values **l** and **r**. The problem is to toggle the bits in the range **l** to **r** in the binary representation of **n**, i.e, to toggle bits from the rightmost **lth** bit to the rightmost **rth**bit. A toggle operation flips a bit **0** to **1** and a bit **1** to **0**.

**Constraint:** 1 <= l <= r <= number of bits in the binary representation of **n**.

Examples:

Input : n = 17, l = 2, r = 3

Output : 23

**(17)10** = (10**00**1)2

**(23)10** = (10**11**1)2

The bits in the range **2** to **3** in the binary

representation of **17** are toggled.

Input : n = 50, l = 2, r = 5

Output : 44

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

**Approach:** Following are the steps:

1. Calculate **num** = ((1 << r) – 1) ^ ((1 << (l-1)) – 1). This will produce a number **num** having **r**number of bits and bits in the range **l** to **r** are the only set bits.
2. Now, perform **n = n ^ num**. This will toggle the bits in the range **l** to **r** in **n**.

* C/C++
* Java

|  |
| --- |
| // C++ implementation to toggle bits in  // the given range  #include <bits/stdc++.h>  using namespace std;    // function to toggle bits in the given range  unsigned int toggleBitsFromLToR(unsigned int n,                                  unsigned int l, unsigned int r)  {      // calculating a number 'num' having 'r'      // number of bits and bits in the range l      // to r are the only set bits      int num = ((1 << r) - 1) ^ ((1 << (l - 1)) - 1);        // toggle bits in the range l to r in 'n'      // and return the number      return (n ^ num);  }    // Driver program to test above  int main()  {      unsigned int n = 50;      unsigned int l = 2, r = 5;      cout << toggleBitsFromLToR(n, l, r);      return 0;  } |

Run on IDE

Output:

44

# **Unset bits in the given range**

Given a non-negative number **n** and two values **l** and **r**. The problem is to unset the bits in the range **l**to **r** in the binary representation of **n**, i.e, to unset bits from the rightmost **lth** bit to the rightmost **rth**bit.

**Constraint:** 1 <= l <= r <= number of bits in the binary representation of **n**.

Examples:

Input : n = 42, l = 2, r = 5

Output : 32

**(42)10** = (1**0101**0)2

**(32)10** = (1**0000**0)2

The bits in the range **2** to **5** in the binary

representation of **42** have been unset.

Input : n = 63, l = 1, r = 4

Output : 48

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

**Approach:** Following are the steps:

1. Calculate **num** = (1 << (sizeof(int) \* 8 – 1)) – 1. This will produce the highest positive integer **num**. All the bits in **num** will be set.
2. Toggle bits in the range **l** to **r** in **num**. Refer [this](http://www.geeksforgeeks.org/toggle-bits-given-range/) post.
3. Now, perform **n = n & num**. This will unset the bits in the range **l** to **r** in **n**.
4. Return **n**.

**Note:** The **sizeof(int)** has been used as input is of **int** data type. For large inputs you can use **long int** or **long long int** datatypes in place of **int**.

* C/C++
* Java

|  |
| --- |
| // C++ implementation to unset bits in the given range  #include <bits/stdc++.h>    using namespace std;    // function to toggle bits in the given range  unsigned int toggleBitsFromLToR(unsigned int n,                                  unsigned int l,                                  unsigned int r)  {      // calculating a number 'num' having 'r' number of bits      // and bits in the range l to r are the only set bits      int num = ((1 << r) - 1) ^ ((1 << (l - 1)) - 1);        // toggle the bits in the range l to r in 'n'      // and return the number      return (n ^ num);  }    // function to unset bits in the given range  unsigned int unsetBitsInGivenRange(unsigned int n,                                     unsigned int l, unsigned int r)  {      // 'num' is the highest positive integer number      // all the bits of 'num' are set      unsigned int num = (1 << (sizeof(int) \* 8 - 1)) - 1;        // toggle the bits in the range l to r in 'num'      num = toggleBitsFromLToR(num, l, r);        // unset the bits in the range l to r in 'n'      // and return the number      return (n & num);  }    // Driver program to test above  int main()  {      unsigned int n = 42;      unsigned int l = 2, r = 5;      cout << unsetBitsInGivenRange(n, l, r);      return 0;  } |

Run on IDE

Output:

32

# **Find the largest number with n set and m unset bits**

Given two non-negative numbers **n** and **m**. The problem is to find the largest number having **n**number of set bits and **m** number of unset bits in its binary representation.

**Note :**0 bits before leading 1 (or leftmost 1) in binary representation are counted

**Contraints:** 1 <= n, 0 <= m, (m+n) <= 31

Examples:

Input : n = 2, m = 2

Output : 12

**(12)10** = (1100)2

We can see that in the binary representation of **12**

there are 2 set and 2 unsets bits and it is the largest number.

Input : n = 4, m = 1

Output : 30

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

Following are the steps:

1. Calculate **num** = (1 << (n + m)) – 1. This will produce a number **num** having **(n + m)** number of bits and all are set.
2. Now, toggle the last **m** bits of **num** and then return the toggled number. Refer [this](http://www.geeksforgeeks.org/toggle-last-m-bits/) post.

* C/C++
* Java

|  |
| --- |
| // C++ implementation to find the largest number  // with n set and m unset bits  #include <bits/stdc++.h>    using namespace std;    // function to toggle the last m bits  unsigned int toggleLastMBits(unsigned int n,                               unsigned int m)  {      // if no bits are required to be toggled      if (m == 0)          return n;        // calculating a number 'num' having 'm' bits      // and all are set      unsigned int num = (1 << m) - 1;        // toggle the last m bits and return the number      return (n ^ num);  }    // function to find the largest number  // with n set and m unset bits  unsigned int largeNumWithNSetAndMUnsetBits(unsigned int n,                                             unsigned int m)  {      // calculating a number 'num' having '(n+m)' bits      // and all are set      unsigned int num = (1 << (n + m)) - 1;        // required largest number      return toggleLastMBits(num, m);  }    // Driver program to test above  int main()  {      unsigned int n = 2, m = 2;      cout << largeNumWithNSetAndMUnsetBits(n, m);      return 0;  } |

Run on IDE

Output:

12

# **Find the smallest number with n set and m unset bits**

Given two non-negative numbers **n** and **m**. The problem is to find the smallest number having **n**number of set bits and **m** number of unset bits in its binary representation.

**Constraints:** 1 <= n, 0 <= m, (m+n) <= 31

**Note :**0 bits before leading 1 (or leftmost 1) in binary representation are counted

Examples:

Input : n = 2, m = 2

Output : 9

**(9)10** = (1001)2

We can see that in the binary representation of **9**

there are 2 set and 2 unsets bits and it is the

smallest number.

Input : n = 4, m = 1

Output : 23

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

**Approach:** Following are the steps:

1. Calculate **num** = (1 << (n + m)) – 1. This will produce a number **num** having **(n + m)** number of bits and all are set.
2. Now, toggle bits in the range from **n** to **(n+m-1)** in **num**, i.e, to toggle bits from the rightmost **nth**bit to the rightmost **(n+m-1)th** bit and then return the toggled number. Refer [this](http://www.geeksforgeeks.org/toggle-bits-given-range/) post.

* C/C++
* Java

|  |
| --- |
| // C++ implementation to find the smallest number  // with n set and m unset bits  #include <bits/stdc++.h>    using namespace std;    // function to toggle bits in the given range  unsigned int toggleBitsFromLToR(unsigned int n,                                  unsigned int l,                                  unsigned int r)  {      // for invalid range      if (r < l)          return n;        // calculating a number 'num' having 'r'      // number of bits and bits in the range l      // to r are the only set bits      int num = ((1 << r) - 1) ^ ((1 << (l - 1)) - 1);        // toggle bits in the range l to r in 'n'      // and return the number      return (n ^ num);  }    // function to find the smallest number  // with n set and m unset bits  unsigned int smallNumWithNSetAndMUnsetBits(unsigned int n,                                             unsigned int m)  {      // calculating a number 'num' having '(n+m)' bits      // and all are set      unsigned int num = (1 << (n + m)) - 1;        // required smallest number      return toggleBitsFromLToR(num, n, n + m - 1);  }    // Driver program to test above  int main()  {      unsigned int n = 2, m = 2;      cout << smallNumWithNSetAndMUnsetBits(n, m);      return 0;  } |

Run on IDE

Output:

9

# **Check if binary representation of a given number and its complement are anagram**

Given a positive number you need to check whether it’s complement and the number are anagrams or not.

Examples:

Input : a = 4294967295

Output : Yes

Binary representation of 'a' and it's

complement are anagrams of each other

Input : a = 4

Output : No

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

**Simple Approach:**In this approach calculation of the complement of the number is allowed.

1. Find binary representation of the number and it’s complement using simple decimal to binary representation technique.

2. Sort both the binary representations and compare them to check whether they are anagrams or not.

|  |
| --- |
| // A simple C++ program to check if binary  // representations of a number and it's  // complement are anagram.  #include <bits/stdc++.h>  #define ull unsigned long long int  using namespace std;    const int ULL\_SIZE = 8\*sizeof(ull);    bool isComplementAnagram(ull a)  {      ull b = ~a; // Finding complement of a;        // Find reverse binary representation of a.      bool binary\_a[ULL\_SIZE] = { 0 };      for (int i=0; a > 0; i++)      {          binary\_a[i] = a % 2;          a /= 2;      }        // Find reverse binary representation      // of complement.      bool binary\_b[ULL\_SIZE] = { 0 };      for (int i=0; b > 0; i++)      {          binary\_b[i] = b % 2;          b /= 2;      }        // Sort binary representations and compare      // after sorting.      sort(binary\_a, binary\_a + ULL\_SIZE);      sort(binary\_b, binary\_b + ULL\_SIZE);      for (int i = 0; i < ULL\_SIZE; i++)          if (binary\_a[i] != binary\_b[i])              return false;        return true;  }    // Driver code  int main()  {      ull a = 4294967295;      cout << isComplementAnagram(a) << endl;      return 0;  } |

Run on IDE

Output:

1

**Intermediate :**

# **Swap bits in a given number**

Given a number x and two positions (from right side) in binary representation of x, write a function that swaps n bits at given two positions and returns the result. It is also given that the two sets of bits do not overlap.

## [Recommended: Please solve it on “*PRACTICE*” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/swap-bits/0)

Let p1 and p2 be the two given positions.

Example 1  
Input:  
x = 47 (00101111)  
p1 = 1 (Start from second bit from right side)  
p2 = 5 (Start from 6th bit from right side)  
n = 3 (No of bits to be swapped)  
Output:  
227 (11100011)  
The 3 bits starting from the second bit (from right side) are  
swapped with 3 bits starting from 6th position (from right side)

Example 2  
Input:  
x = 28 (11100)  
p1 = 0 (Start from first bit from right side)  
p2 = 3 (Start from 4th bit from right side)  
n = 2 (No of bits to be swapped)  
Output:  
7 (00111)  
The 2 bits starting from 0th postion (from right side) are  
swapped with 2 bits starting from 4th position (from right side)

**Solution**  
We need to swap two sets of bits. XOR can be used in a similar way as it is used to [swap 2 numbers](http://en.wikipedia.org/wiki/XOR_swap_algorithm). Following is the algorithm.

1) Move all bits of first set to rightmost side

set1 = (x >> p1) & ((1U << n) - 1)

Here the expression (1U << n) - 1 gives a number that

contains last n bits set and other bits as 0. We do &

with this expression so that bits other than the last

n bits become 0.

2) Move all bits of second set to rightmost side

set2 = (x >> p2) & ((1U << n) - 1)

3) XOR the two sets of bits

xor = (set1 ^ set2)

4) Put the xor bits back to their original positions.

xor = (xor << p1) | (xor << p2)

5) Finally, XOR the xor with original number so

that the two sets are swapped.

result = x ^ xor

**Implementation:**

|  |
| --- |
| #include<stdio.h>    int swapBits(unsigned int x, unsigned int p1, unsigned int p2, unsigned int n)  {      /\* Move all bits of first set to rightmost side \*/      unsigned int set1 =  (x >> p1) & ((1U << n) - 1);        /\* Moce all bits of second set to rightmost side \*/      unsigned int set2 =  (x >> p2) & ((1U << n) - 1);        /\* XOR the two sets \*/      unsigned int xor = (set1 ^ set2);        /\* Put the xor bits back to their original positions \*/      xor = (xor << p1) | (xor << p2);        /\* XOR the 'xor' with the original number so that the         two sets are swapped \*/      unsigned int result = x ^ xor;        return result;  }    /\* Drier program to test above function\*/  int main()  {      int res =  swapBits(28, 0, 3, 2);      printf("\nResult = %d ", res);      return 0;  } |

Run on IDE

Output:

Result = 7

# **Add two numbers without using arithmetic operators**

Write a function Add() that returns sum of two integers. The function should not use any of the arithmetic operators (+, ++, –, -, .. etc).

Sum of two bits can be obtained by performing XOR (^) of the two bits. Carry bit can be obtained by performing AND (&) of two bits.  
Above is simple [Half Adder](http://en.wikipedia.org/wiki/Adder_%28electronics%29#Half_adder) logic that can be used to add 2 single bits. We can extend this logic for integers. If x and y don’t have set bits at same position(s), then bitwise XOR (^) of x and y gives the sum of x and y. To incorporate common set bits also, bitwise AND (&) is used. Bitwise AND of x and y gives all carry bits. We calculate (x & y) << 1 and add it to x ^ y to get the required result.

|  |
| --- |
| #include<stdio.h>    int Add(int x, int y)  {      // Iterate till there is no carry      while (y != 0)      {          // carry now contains common set bits of x and y          int carry = x & y;            // Sum of bits of x and y where at least one of the bits is not set          x = x ^ y;            // Carry is shifted by one so that adding it to x gives the required sum          y = carry << 1;      }      return x;  }    int main()  {      printf("%d", Add(15, 32));      return 0;  } |

Run on IDE

Following is recursive implementation for the same approach.

|  |
| --- |
| int Add(int x, int y)  {      if (y == 0)          return x;      else          return Add( x ^ y, (x & y) << 1);  } |

# **Smallest of three integers without comparison operators**

Write a C program to find the smallest of three integers, without using any of the comparison operators.

Let 3 input numbers be x, y and z.

**Method 1 (Repeated Subtraction)**  
Take a counter variable c and initialize it with 0. In a loop, repeatedly subtract x, y and z by 1 and increment c. The number which becomes 0 first is the smallest. After the loop terminates, c will hold the minimum of 3.

|  |
| --- |
| #include<stdio.h>    int smallest(int x, int y, int z)  {    int c = 0;    while ( x && y && z )    {        x--;  y--; z--; c++;    }    return c;  }    int main()  {     int x = 12, y = 15, z = 5;     printf("Minimum of 3 numbers is %d", smallest(x, y, z));     return 0;  } |

Run on IDE

This methid doesn’t work for negative numbers. Method 2 works for negative nnumbers also.

**Method 2 (Use Bit Operations)**  
Use method 2 of [this post to find minimum of two numbers](http://www.geeksforgeeks.org/archives/2643) (We can’t use Method 1 as Method 1 uses comparison operator). Once we have functionality to find minimum of 2 numbers, we can use this to find minimum of 3 numbers.

|  |
| --- |
| // See mthod 2 of <http://www.geeksforgeeks.org/archives/2643>  #include<stdio.h>  #define CHAR\_BIT 8    /\*Function to find minimum of x and y\*/  int min(int x, int y)  {    return  y + ((x - y) & ((x - y) >>              (sizeof(int) \* CHAR\_BIT - 1)));  }    /\* Function to find minimum of 3 numbers x, y and z\*/  int smallest(int x, int y, int z)  {      return min(x, min(y, z));  }    int main()  {     int x = 12, y = 15, z = 5;     printf("Minimum of 3 numbers is %d", smallest(x, y, z));     return 0;  } |

Run on IDE

**Method 3 (Use Division operator)**  
We can also use division operator to find minimum of two numbers. If value of (a/b) is zero, then b is greater than a, else a is greater. Thanks to [gopinath](http://www.geeksforgeeks.org/smallest-of-three-integers-without-comparison-operators/#comment-15324)and [Vignesh](http://in.linkedin.com/in/vignesh4430)for suggesting this method.

|  |
| --- |
| #include <stdio.h>    // Using division operator to find minimum of three numbers  int smallest(int x, int y, int z)  {      if (!(y/x))  // Same as "if (y < x)"          return (!(y/z))? y : z;      return (!(x/z))? x : z;  }    int main()  {      int x = 78, y = 88, z = 68;      printf("Minimum of 3 numbers is %d", smallest(x, y, z));      return 0;  } |

# **Compute the integer absolute value (abs) without branching**

We need not to do anything if a number is positive. We want to change only negative numbers. Since negative numbers are stored in [2’s complement](http://en.wikipedia.org/wiki/Two%27s_complement) form, to get the absolute value of a negative number we have to toggle bits of the number and add 1 to the result.

For example -2 in a 8 bit system is stored as follows 1 1 1 1 1 1 1 0 where leftmost bit is the sign bit. To get the absolute value of a negative number, we have to toggle all bits and add 1 to the toggled number i.e, 0 0 0 0 0 0 0 1 + 1 will give the absolute value of 1 1 1 1 1 1 1 0. Also remember, we need to do these operations only if the number is negative (sign bit is set).

**Method 1**  
1) Set the mask as right shift of integer by 31 (assuming integers are stored using 32 bits).

mask = n>>31

2) For negative numbers, above step sets mask as 1 1 1 1 1 1 1 1 and 0 0 0 0 0 0 0 0 for positive numbers. Add the mask to the given number.

mask + n

3) XOR of mask +n and mask gives the absolute value.

(mask + n)^mask

Implementation:

|  |
| --- |
| #include <stdio.h>  #define CHAR\_BIT 8    /\* This function will return absoulte value of n\*/  unsigned int getAbs(int n)  {    int const mask = n >> (sizeof(int) \* CHAR\_BIT - 1);    return ((n + mask) ^ mask);  }    /\* Driver program to test above function \*/  int main()  {    int n = -6;    printf("Absoute value of %d is %u", n, getAbs(n));      getchar();    return 0;  } |

Run on IDE

**Method 2:**  
1) Set the mask as right shift of integer by 31 (assuming integers are stored using 32 bits).

mask = n>>31

2) XOR the mask with number

mask ^ n

3) Subtract mask from result of step 2 and return the result.

(mask^n) - mask

Implementation:

|  |
| --- |
| /\* This function will return absoulte value of n\*/  unsigned int getAbs(int n)  {    int const mask = n >> (sizeof(int) \* CHAR\_BIT - 1);    return ((n ^ mask) - mask);  } |

Run on IDE

On machines where branching is expensive, the above expression can be faster than the obvious approach, r = (v < 0) ? -(unsigned)v : v, even though the number of operations is the same. Please see [this](http://graphics.stanford.edu/~seander/bithacks.html#IntegerAbs)for more details about the above two methods.

# **Write an Efficient C Program to Reverse Bits of a Number**

Given an unsigned integer, reverse all bits of it and return the number with reversed bits.

Input : n = 1

Output : 2147483648

On a machine with size of unsigned

bit as 32. Reverse of 0....001 is

100....0.

Input : n = 2147483648

Output : 1

## [Recommended: Please solve it on “*PRACTICE* ” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/reverse-bits/0)

**Method1 – Simple**  
Loop through all the bits of an integer. If a bit at ith position is set in the i/p no. then set the bit at (NO\_OF\_BITS – 1) – i in o/p. Where NO\_OF\_BITS is number of bits present in the given number.

|  |
| --- |
| /\* Function to reverse bits of num \*/  unsigned int reverseBits(unsigned int num)  {      unsigned int  NO\_OF\_BITS = sizeof(num) \* 8;      unsigned int reverse\_num = 0, i, temp;        for (i = 0; i < NO\_OF\_BITS; i++)      {          temp = (num & (1 << i));          if(temp)              reverse\_num |= (1 << ((NO\_OF\_BITS - 1) - i));      }        return reverse\_num;  }    /\* Driver function to test above function \*/  int main()  {      unsigned int x = 2;      printf("%u", reverseBits(x));      getchar();  } |

Run on IDE

Above program can be optimized by removing the use of variable temp. See below the modified code.

|  |
| --- |
| unsigned int reverseBits(unsigned int num)  {      unsigned int  NO\_OF\_BITS = sizeof(num) \* 8;      unsigned int reverse\_num = 0;      int i;      for (i = 0; i < NO\_OF\_BITS; i++)      {          if((num & (1 << i)))             reverse\_num |= 1 << ((NO\_OF\_BITS - 1) - i);     }      return reverse\_num;  } |

Run on IDE

Time Complexity: O(log n)  
Space Complexity: O(1)

**Method 2 – Standard**  
The idea is to keep putting set bits of the num in reverse\_num until num becomes zero. After num becomes zero, shift the remaining bits of reverse\_num.

Let num is stored using 8 bits and num be 00000110. After the loop you will get reverse\_num as 00000011. Now you need to left shift reverse\_num 5 more times and you get the exact reverse 01100000.

|  |
| --- |
| unsigned int reverseBits(unsigned int num)  {      unsigned int count = sizeof(num) \* 8 - 1;      unsigned int reverse\_num = num;        num >>= 1;      while(num)      {         reverse\_num <<= 1;         reverse\_num |= num & 1;         num >>= 1;         count--;      }      reverse\_num <<= count;      return reverse\_num;  }    int main()  {      unsigned int x = 1;      printf("%u", reverseBits(x));      getchar();  } |

Run on IDE

Time Complexity: O(log n)  
Space Complexity: O(1)

# **Swap all odd and even bits**

Given an unsigned integer, swap all odd bits with even bits. For example, if the given number is 23 (**0**0**0**1**0**1**1**1), it should be converted to 43 (0**0**1**0**1**0**1**1**). Every even position bit is swapped with adjacent bit on right side (even position bits are highlighted in binary representation of 23), and every odd position bit is swapped with adjacent on left side.

## [Recommended: Please solve it on “*PRACTICE*” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/swap-all-odd-and-even-bits/0)

If we take a closer look at the example, we can observe that we basically need to right shift (>>) all even bits (In the above example, even bits of 23 are highlighted) by 1 so that they become odd bits (highlighted in 43), and left shift (<<) all odd bits by 1 so that they become even bits. The following solution is based on this observation. The solution assumes that input number is stored using 32 bits.

Let the input number be x  
1) Get all even bits of x by doing bitwise and of x with 0xAAAAAAAA. The number 0xAAAAAAAA is a 32 bit number with all even bits set as 1 and all odd bits as 0.  
2) Get all odd bits of x by doing bitwise and of x with 0x55555555. The number 0x55555555 is a 32 bit number with all odd bits set as 1 and all even bits as 0.  
3) Right shift all even bits.  
4) Left shift all odd bits.  
5) Combine new even and odd bits and return.

* C/C++

|  |
| --- |
| // C program to swap even and odd bits of a given number  #include <stdio.h>    unsigned int swapBits(unsigned int x)  {      // Get all even bits of x      unsigned int even\_bits = x & 0xAAAAAAAA;        // Get all odd bits of x      unsigned int odd\_bits  = x & 0x55555555;        even\_bits >>= 1;  // Right shift even bits      odd\_bits <<= 1;   // Left shift odd bits        return (even\_bits | odd\_bits); // Combine even and odd bits  }    // Driver program to test above function  int main()  {      unsigned int x = 23; // 00010111        // Output is 43 (00101011)      printf("%u ", swapBits(x));        return 0;  } |

Run on IDE

Output:

43

# **Check if a number is multiple of 9 using bitwise operators**

Given a number n, write a function that returns true if n is divisible by 9, else false. The most simple way to check for n’s divisibility by 9 is to do n%9.   
Another method is to sum the digits of n. If sum of digits is multiple of 9, then n is multiple of 9.  
The above methods are not bitwise operators based methods and require use of % and /.  
The [bitwise operators](http://www.geeksforgeeks.org/interesting-facts-bitwise-operators-c/) are generally faster than modulo and division operators. Following is a bitwise operator based method to check divisibility by 9.

|  |
| --- |
| #include<iostream>  using namespace std;    // Bitwise operator based function to check divisibility by 9  bool isDivBy9(int n)  {      // Base cases      if (n == 0 || n == 9)          return true;      if (n < 9)          return false;        // If n is greater than 9, then recur for [floor(n/9) - n%8]      return isDivBy9((int)(n>>3) - (int)(n&7));  }    // Driver program to test above function  int main()  {      // Let us print all multiples of 9 from 0 to 100      // using above method      for (int i = 0; i < 100; i++)         if (isDivBy9(i))           cout << i << " ";      return 0;  } |

Run on IDE

Output:

0 9 18 27 36 45 54 63 72 81 90 99

**How does this work?**  
n/9 can be written in terms of n/8 using the following simple formula.

n/9 = n/8 - n/72

Since we need to use bitwise operators, we get the value of floor(n/8) using n>>3 and get value of n%8 using n&7. We need to write above expression in terms of floor(n/8) and n%8.  
n/8 is equal to “floor(n/8) + (n%8)/8”. Let us write the above expression in terms of floor(n/8) and n%8

n/9 = floor(n/8) + (n%8)/8 - [floor(n/8) + (n%8)/8]/9

n/9 = floor(n/8) - [floor(n/8) - 9(n%8)/8 + (n%8)/8]/9

n/9 = floor(n/8) - [floor(n/8) - n%8]/9

From above equation, n is a multiple of 9 only if the expression floor(n/8) – [floor(n/8) – n%8]/9 is an integer. This expression can only be an integer if the sub-expression [floor(n/8) – n%8]/9 is an integer. The subexpression can only be an integer if [floor(n/8) – n%8] is a multiple of 9. So the problem reduces to a smaller value which can be written in terms of bitwise operators.

# **Check if binary representation of a number is palindrome**

Given an integer ‘x’, write a C function that returns true if binary representation of x is palindrome else return false.

For example a numbers with binary representation as 10..01 is palindrome and number with binary representation as 10..00 is not palindrome.

The idea is similar to [checking a string is palindrome or not](http://geeksquiz.com/c-program-check-given-string-palindrome/). We start from leftmost and rightmost bits and compare bits one by one. If we find a mismatch, then return false.

## [Recommended: Please solve it on “*PRACTICE* ” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/palindrome-numbers/0)

**Algorithm:**  
isPalindrome(x)  
1) Find number of bits in x using sizeof() operator.  
2) Initialize left and right positions as 1 and n respectively.  
3) Do following while left ‘l’ is smaller than right ‘r’.  
..…..a) If bit at position ‘l’ is not same as bit at position ‘r’, then return false.  
..…..b) Increment ‘l’ and decrement ‘r’, i.e., do l++ and r–-.  
4) If we reach here, it means we didn’t find a mismatching bit.

To find the bit at a given position, we can use the idea similar to [this](http://www.geeksforgeeks.org/how-to-turn-off-a-particular-bit-in-a-number/)post. The expression “**x & (1 << (k-1))**” gives us non-zero value if bit at k’th position from right is set and gives a zero value if if k’th bit is not set.

Following is C++ implementation of the above algorithm.

|  |
| --- |
| #include<iostream>  using namespace std;    // This function returns true if k'th bit in x is set (or 1).  // For example if x (0010) is 2 and k is 2, then it returns true  bool isKthBitSet(unsigned int x, unsigned int k)  {      return (x & (1 << (k-1)))? true: false;  }    // This function returns true if binary representation of x is  // palindrome. For example (1000...001) is paldindrome  bool isPalindrome(unsigned int x)  {      int l = 1; // Initialize left position      int r = sizeof(unsigned int)\*8; // initialize right position        // One by one compare bits      while (l < r)      {          if (isKthBitSet(x, l) != isKthBitSet(x, r))              return false;          l++;     r--;      }      return true;  }    // Driver program to test above function  int main()  {      unsigned int x = 1<<15 + 1<<16;      cout << isPalindrome(x) << endl;      x = 1<<31 + 1;      cout << isPalindrome(x) << endl;      return 0;  } |

Run on IDE

Output:

1

1

# **How to swap two bits in a given integer?**

Given an integer n and two bit positions p1 and p2 inside it, swap bits at the given positions. The given positions are from least significant bit (lsb). For example, the position for lsb is 0.

Examples:

Input: n = 28, p1 = 0, p2 = 3

Output: 21

28 in binary is 11100. If we swap 0'th and 3rd digits,

we get 10101 which is 21 in decimal.

Input: n = 20, p1 = 2, p2 = 3

Output: 24

**We strongly recommend you to minimize your browser and try this yourself first.**

The idea is to first find the bits, then use [XOR based swapping concept](http://www.geeksforgeeks.org/swap-two-numbers-without-using-temporary-variable/), i..e., to swap two numbers ‘x’ and ‘y’, we do x = x ^ y,  y = y ^ x and x = x ^ y.

Below is C implementation.

|  |
| --- |
| // C program to swap bits in an intger  #include<stdio.h>    // This function swaps bit at positions p1 and p2 in an integer n  int swapBits(unsigned int n, unsigned int p1, unsigned int p2)  {      /\* Move p1'th to rightmost side \*/      unsigned int bit1 =  (n >> p1) & 1;        /\* Move p2'th to rightmost side \*/      unsigned int bit2 =  (n >> p2) & 1;        /\* XOR the two bits \*/      unsigned int x = (bit1 ^ bitt2);        /\* Put the xor bit back to their original positions \*/      x = (x << p1) | (x << p2);        /\* XOR 'x' with the original number so that the         two sets are swapped \*/      unsigned int result = n ^ x;  }    /\* Drier program to test above function\*/  int main()  {      int res =  swapBits(28, 0, 3);      printf("\nResult = %d ", res);      return 0;  } |

Run on IDE

Output:

Result = 24

# **Calculate square of a number without using \*, / and pow()**

Given an integer n, calculate square of a number without using \*, / and pow().

Examples:

Input: n = 5

Output: 25

Input: 7

Output: 49

Input: n = 12

Output: 144

A **Simple Solution** is to repeatedly add n to result. Below is C++ implementation of this idea.

|  |
| --- |
| // Simple solution to calculate square without  // using \* and pow()  #include<iostream>  using namespace std;    int square(int n)  {     // handle negative input     if (n<0) n = -n;       // Initialize result     int res = n;       // Add n to res n-1 times     for (int i=1; i<n; i++)         res += n;       return res;  }    // drive program  int main()  {      for (int n = 1; n<=5; n++)          cout << "n = " << n << ", n^2 = "               << square(n) << endl;      return 0;  } |

Run on IDE

Output

n = 1, n^2 = 1

n = 2, n^2 = 4

n = 3, n^2 = 9

n = 4, n^2 = 16

n = 5, n^2 = 25

Time complexity of above solution is O(n). We can do it in **O(Logn) time using bitwise operators**. The idea is based on the following fact.

square(n) = 0 if n == 0

if n is even

square(n) = 4\*square(n/2)

if n is odd

square(n) = 4\*square(floor(n/2)) + 4\*floor(n/2) + 1

Examples

square(6) = 4\*square(3)

square(3) = 4\*(square(1)) + 4\*1 + 1 = 9

square(7) = 4\*square(3) + 4\*3 + 1 = 4\*9 + 4\*3 + 1 = 49

**How does this work?**

If n is even, it can be written as

n = 2\*x

n2 = (2\*x)2 = 4\*x2

If n is odd, it can be written as

n = 2\*x + 1

n2 = (2\*x + 1)2 = 4\*x2 + 4\*x + 1

floor(n/2) can be calculated using bitwise right shift operator. 2\*x and 4\*x can be calculated

Below is C++ implementation based on above idea.

|  |
| --- |
| // Square of a number using bitwise operators  #include<iostream>  using namespace std;    int square(int n)  {      // Base case      if (n==0) return 0;        // Handle negative number      if (n < 0) n = -n;        // Get floor(n/2) using right shift      int x = n>>1;        // If n is odd      if (n&1)          return ((square(x)<<2) + (x<<2) + 1);      else // If n is even          return (square(x)<<2);  }    // drive program  int main()  {      for (int n = 1; n<=5; n++)          cout << "n = " << n << ", n^2 = " << square(n) << endl;      return 0;  } |

Run on IDE

Output

n = 1, n^2 = 1

n = 2, n^2 = 4

n = 3, n^2 = 9

n = 4, n^2 = 16

n = 5, n^2 = 25

Time complexity of the above solution is O(Logn).

# **Cyclic Redundancy Check and Modulo-2 Division**

CRC or Cyclic Redundancy Check is a method of detecting accidental changes/errors in communication channel.

CRC uses **Generator Polynomial**which is available on both sender and receiver side. An example generator polynomial is of the form like x3 + x + 1. This generator polynomial represents key 1011. Another example is x2 + 1 that represents key 101.

n : Number of bits in data to be sent

from sender side.

k : Number of bits in the key obtained

from generator polynomial.

**Sender Side (Generation of Encoded Data from Data and Generator Polynomial (or Key)):**

1. The binary data is first augmented by adding k-1 zeros in the end of the data
2. Use ***modulo-2 binary division*** to divide binary data by the key and store remainder of division.
3. Append the remainder at the end of the data to form the encoded data and send the same

.

**Receiver Side (Check if there are errors introduced in transmission)**  
Perform modulo-2 division again and if remainder is 0, then there are no errors.

In this article we will focus only on finding the remainder i.e. check word and the code word.

**Modulo 2 Division:**

The process of modulo-2 binary division is the same as the familiar division process we use for decimal numbers. Just that instead of subtraction, we use XOR here.

* + - In each step, a copy of the divisor (or data) is XORed with the k bits of the dividend (or key).
    - The result of the XOR operation (remainder) is (n-1) bits, which is used for the next step after 1 extra bit is pulled down to make it n bits long.
    - When there are no bits left to pull down, we have a result. The (n-1)-bit remainder which is appended at the sender side.

**Illustration:**

**Example 1 (No error in transmission):**

Data word to be sent - 100100

Key - 1101 [ Or generator polynomial x3 + x + 1]

Sender Side:
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Therefore, the remainder is 001 and hence the encoded

data sent is 100100001.

Receiver Side:

Code word received at the receiver side 100100001

[![receiver y](data:image/jpeg;base64,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)](http://www.geeksforgeeks.org/wp-content/uploads/gq/2015/05/receiver-y.jpg)

Therefore, the remainder is all zeros. Hence, the

data received has no error.

**Example 2: (Error in transmission)**

Data word to be sent - 100100

Key - 1101

Sender Side:
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Therefore, the remainder is 001 and hence the

code word sent is 100100001.

Receiver Side

Let there be error in transmission media

Code word received at the receiver side - 100000001
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Since the remainder is not all zeroes, the error

is detected at the receiver side.

**Implementation**

Below is Python implementation for generating code word from given binary data and key.

|  |
| --- |
| # Returns XOR of 'a' and 'b'  # (both of same length)  def xor(a, b):        # initialize result      result = []        # Traverse all bits, if bits are      # same, then XOR is 0, else 1      for i in range(1, len(b)):          if a[i] == b[i]:              result.append('0')          else:              result.append('1')        return ''.join(result)      # Performs Modulo-2 division  def mod2div(divident, divisor):        # Number of bits to be XORed at a time.      pick = len(divisor)        # Slicing the divident to appropriate      # length for particular step      tmp = divident[0 : pick]        while pick < len(divident):            if tmp[0] == '1':                # replace the divident by the result              # of XOR and pull 1 bit down              tmp = xor(divisor, tmp) + divident[pick]            else:   # If leftmost bit is '0'              # If the leftmost bit of the dividend (or the              # part used in each step) is 0, the step cannot              # use the regular divisor; we need to use an              # all-0s divisor.              tmp = xor('0'\*pick, tmp) + divident[pick]            # increment pick to move further          pick += 1        # For the last n bits, we have to carry it out      # normally as increased value of pick will cause      # Index Out of Bounds.      if tmp[0] == '1':          tmp = xor(divisor, tmp)      else:          tmp = xor('0'\*pick, tmp)        checkword = tmp      return checkword    # Function used at the sender side to encode  # data by appending remainder of modular divison  # at the end of data.  def encodeData(data, key):        l\_key = len(key)        # Appends n-1 zeroes at end of data      appended\_data = data + '0'\*(l\_key-1)      remainder = mod2div(appended\_data, key)        # Append remainder in the original data      codeword = data + remainder      print("Remainder : ", remainder)      print("Encoded Data (Data + Remainder) : ",            codeword)    # Driver code  data = "100100"  key = "1101"  encodeData(data, key) |

Run on IDE

Output:

Remainder : 001

Encoded Data (Data + Remainder) : 100100001

Note that CRC is mainly designed and used to protect against common of errors on communication channels and NOT suitable protection against intentional alteration of data (See reasons [here](https://en.wikipedia.org/wiki/Cyclic_redundancy_check#Data_integrity))

# **Copy set bits in a range**

Given two numbers x and y, and a range [l, r] where 1 <= l, r <= 32. The task is consider set bits of y in range [l, r] and set these bits in x also. Examples :

Input : x = 10, y = 13, l = 2, r = 3

Output : x = 14

Binary representation of 10 is 1**01**0 and

that of y is 1**10**1. There is one set bit

in y at 3’rd position (in given range).

After we copy this bit to x, x becomes 1**11**0

which is binary representation of 14.

Input : x = 8, y = 7, l = 1, r = 2

Output : x = 11

Source : [D E Shaw Interview](http://www.geeksforgeeks.org/d-e-shaw-interview-experience-set-16-on-campus-for-internship/)

## [Recommended: Please solve it on “*PRACTICE* ” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/copy-set-bits-in-range/0)

**Method 1 (One by one copy bits)**  
We can one by one find set bits of y by traversing given range. For every set bit, we OR it to existing bit of x, so that the becomes set in x, if it was not set. Below is C++ implementation.

|  |
| --- |
| // C++ program to rearrange array in alternating  // C++ program to copy set bits in a given  // range [l, r] from y to x.  #include <bits/stdc++.h>  using namespace std;    // Copy set bits in range [l, r] from y to x.  // Note that x is passed by reference and modified  // by this function.  void copySetBits(unsigned &x, unsigned y,                   unsigned l, unsigned r)  {     // l and r must be between 1 to 32     // (assuming ints are stored using     //  32 bits)     if (l < 1 || r > 32)        return ;       // Travers in given range     for (int i=l; i<=r; i++)     {         // Find a mask (A number whose         // only set bit is at i'th position)         int mask = 1 << (i-1);           // If i'th bit is set in y, set i'th         // bit in x also.         if (y & mask)            x = x | mask;     }  }    // Driver code  int main()  {     unsigned x = 10, y = 13, l = 2, r = 3;     copySetBits(x, y, l, r);     cout << "Modified x is " << x;     return 0;  } |

Run on IDE

Output :

Modified x is 14

**Method 2 (Copy all bits using one bit mask)**

|  |
| --- |
| // C++ program to copy set bits in a given  // range [l, r] from y to x.  #include <bits/stdc++.h>  using namespace std;    // Copy set bits in range [l, r] from y to x.  // Note that x is passed by reference and modified  // by this function.  void copySetBits(unsigned &x, unsigned y,                   unsigned l, unsigned r)  {      // l and r must be between 1 to 32      if (l < 1 || r > 32)          return ;        // get the length of the mask      int maskLength = (1<<(r-l+1)) - 1;        // Shift the mask to the required position      // "&" with y to get the set bits at between      // l ad r in y      int mask = ((maskLength)<<(l-1)) & y ;      x = x | mask;  }    // Driver code  int main()  {     unsigned x = 10, y = 13, l = 2, r = 3;     copySetBits(x, y, l, r);     cout << "Modified x is " << x;     return 0;  } |

Run on IDE

Output :

Modified x is 14

# **Check if a number is Bleak**

A number ‘n’ is called Bleak if it cannot be represented as sum of a positive number x and set bit count in x, i.e., x + [countSetBits(x)](http://www.geeksforgeeks.org/count-set-bits-in-an-integer/) is not equal to n for any non-negative number x.

Examples :

Input : n = 3

Output : false

3 is not Bleak as it can be represented

as 2 + countSetBits(2).

Input : n = 4

Output : true

4 is t Bleak as it cannot be represented

as sum of a number x and countSetBits(x)

for any number x.

## [Recommended: Please solve it on “*PRACTICE*” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/bleak-numbers/0)

**Method 1 (Simple)**

bool isBleak(n)

1) Consider all numbers smaller than n

a) If x + [countSetBits(x)](http://www.geeksforgeeks.org/count-set-bits-in-an-integer/) == n

return false

2) Return true

Below is C++ implementation of the simple approach.

|  |
| --- |
| // A simple C++ program to check Bleak Number  #include <bits/stdc++.h>  using namespace std;    /\* Function to get no of set bits in binary     representation of passed binary no. \*/  int countSetBits(int x)  {      unsigned int count = 0;      while (x)      {        x &= (x-1) ;        count++;      }      return count;  }    // Returns true if n is Bleak  bool isBleak(int n)  {     // Check for all numbers 'x' smaller     // than n.  If x + countSetBits(x)     // becomes n, then n can't be Bleak     for (int x=1; x<n; x++)        if (x + countSetBits(x) == n)            return false;       return true;  }    // Driver code  int main()  {    isBleak(3)? cout << "Yes\n" : cout << "No\n";    isBleak(4)? cout << "Yes\n" : cout << "No\n";    return 0;  } |

Run on IDE

Output :

No

Yes

# **Count trailing zero bits using lookup table**

Given an integer, count the number of trailing zeroes. For example, for n = 12, its binary representation is 1100 and number of trailing zero bits is 2.

Examples:

Input : 8

Output : 3

Binary of 8 is 1000, so there are theree

trailing zero bits.

Input : 18

Output : 1

Binary of 10 is 10010, so there is one

trailing zero bit.

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

A **simple solution**is to traverse bits from LSB (Least Significant Bit) and increment count while bit is 0.

|  |
| --- |
| // Simple C++ code for counting trailing zeros  // in binary representation of a number  #include<bits/stdc++.h>  using namespace std;    int countTrailingZero(int x)  {    int count = 0;    while ((x & 1) == 0)    {        x = x >> 1;        count++;    }    return count;  }    // Driver Code  int main()  {      cout << countTrailingZero(11) << endl;      return 0;  } |

Run on IDE

Output :

4

Time Complexity : O(Log n)

The **lookup table solution** is based on following concepts :

1. The solution assumes that negative numbers are stored in [2’s complement](http://www.geeksforgeeks.org/efficient-method-2s-complement-binary-string/) form which is true for most of the devices. If numbers are represented in 2’s complement form, then (x & -x) [Bitwise and of x and minus x] produces a number with only last set bit.
2. Once we get a number with only one bit set, we can find its position using lookup table. It makes use of the fact that the first 32 bit position values are relatively prime with 37, so performing a modulus division with 37 gives a unique number from 0 to 36 for each. These numbers may then be mapped to the number of zeros using a small lookup table.

|  |
| --- |
| // C++ code for counting trailing zeros  // in binary representation of a number  #include<bits/stdc++.h>  using namespace std;    int countTrailingZero(int x)  {       // Map a bit value mod 37 to its position       static const int lookup[] = {32, 0, 1,       26, 2, 23, 27, 0, 3, 16, 24, 30, 28, 11,       0, 13, 4, 7, 17, 0, 25, 22, 31, 15, 29,       10, 12, 6, 0, 21, 14, 9, 5, 20, 8, 19,       18};         // Only difference between (x and -x) is       // the value of signed magnitude(leftmostbit)       // negative numbers signed bit is 1       return lookup[(-x & x) % 37];  }    // Driver Code  int main()  {      cout << countTrailingZero(48) << endl;      return 0;  } |

Run on IDE

Output :

4

Time Complexity = O(1)

# **Multiplication of two numbers with shift operator**

For any given two numbers n and m, you have to find n\*m without using any multiplication operator.

Examples:

Input: n = 25 , m = 13

Output: 325

Input: n = 50 , m = 16

Output: 800

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

We can solve this problem with the shift operator. The idea is based on the fact that every number can be represented in binary form. And multiplication with a number is equivalent to multiplication with powers of 2. Powers of 2 can be obtained using left shift operator.

Check for every set bit in the binary representation of m and for every set bit left shift n, count times where count if place value of the set bit of m and add that value to answer.

|  |
| --- |
| // CPP program to find multiplication  // of two number without use of  // multiplication operator  #include<bits/stdc++.h>  using namespace std;    // Function for multiplication  int multiply(int n, int m)  {      int ans = 0, count = 0;      while (m)      {          // check for set bit and left          // shift n, count times          if (m % 2 == 1)              ans += n << count;            // increment of place value (count)          count++;          m /= 2;      }      return ans;  }    // Driver program  int main()  {      int n = 20 , m = 13;      cout << multiply(n, m);      return 0;  } |

Run on IDE

Output:

260

Time Complexity : O(log n)

**Hard :**

# **Count total set bits in all numbers from 1 to n**

Given a positive integer n, count the total number of set bits in binary representation of all numbers from 1 to n.

Examples:

Input: n = 3

Output: 4

Input: n = 6

Output: 9

Input: n = 7

Output: 12

Input: n = 8

Output: 13

## [Recommended: Please solve it on “*PRACTICE*” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/count-total-set-bits/0)

Source: Amazon Interview Question

**Method 1 (Simple)**  
A simple solution is to run a loop from 1 to n and sum the count of set bits in all numbers from 1 to n.

|  |
| --- |
| // A simple program to count set bits in all numbers from 1 to n.  #include <stdio.h>    // A utility function to count set bits in a number x  unsigned int countSetBitsUtil(unsigned int x);    // Returns count of set bits present in all numbers from 1 to n  unsigned int countSetBits(unsigned int n)  {      int bitCount = 0; // initialize the result        for(int i = 1; i <= n; i++)         bitCount += countSetBitsUtil(i);        return bitCount;  }    // A utility function to count set bits in a number x  unsigned int countSetBitsUtil(unsigned int x)  {      if (x <= 0)          return 0;      return (x %2 == 0? 0: 1) + countSetBitsUtil (x/2);  }    // Driver program to test above functions  int main()  {     int n = 4;     printf ("Total set bit count is %d", countSetBits(n));     return 0;  } |

Run on IDE

Output:

Total set bit count is 5

Time Complexity: O(nLogn)

**Method 2 (Tricky)**  
If the input number is of the form 2^b -1 e.g., 1,3,7,15.. etc, the number of set bits is b \* 2^(b-1). This is because for all the numbers 0 to (2^b)-1, if you complement and flip the list you end up with the same list (half the bits are on, half off).

If the number does not have all set bits, then some position m is the position of leftmost set bit. The number of set bits in that position is n – (1 << m) + 1. The remaining set bits are in two parts: 1) The bits in the (m-1) positions down to the point where the leftmost bit becomes 0, and 2) The 2^(m-1) numbers below that point, which is the closed form above. An easy way to look at it is to consider the number 6:

0|0 0

0|0 1

0|1 0

0|1 1

-|–

1|0 0

1|0 1

1|1 0

The leftmost set bit is in position 2 (positions are considered starting from 0). If we mask that off what remains is 2 (the “1 0” in the right part of the last row.) So the number of bits in the 2nd position (the lower left box) is 3 (that is, 2 + 1). The set bits from 0-3 (the upper right box above) is 2\*2^(2-1) = 4. The box in the lower right is the remaining bits we haven’t yet counted, and is the number of set bits for all the numbers up to 2 (the value of the last entry in the lower right box) which can be figured recursively.

|  |
| --- |
| // A O(Logn) complexity program to count set bits in all numbers from 1 to n  #include <stdio.h>    /\* Returns position of leftmost set bit. The rightmost     position is considered as 0 \*/  unsigned int getLeftmostBit (int n)  {     int m = 0;     while (n  > 1)     {        n = n >> 1;        m++;     }     return m;  }    /\* Given the position of previous leftmost set bit in n (or an upper     bound on leftmost position) returns the new position of leftmost     set bit in n  \*/  unsigned int getNextLeftmostBit (int n, int m)  {     unsigned int temp = 1 << m;     while (n  < temp)     {        temp = temp >> 1;        m--;     }     return m;  }    // The main recursive function used by countSetBits()  unsigned int \_countSetBits(unsigned int n, int m);    // Returns count of set bits present in all numbers from 1 to n  unsigned int countSetBits(unsigned int n)  {     // Get the position of leftmost set bit in n. This will be     // used as an upper bound for next set bit function     int m = getLeftmostBit (n);       // Use the position     return \_countSetBits (n, m);  }    unsigned int \_countSetBits(unsigned int n, int m)  {      // Base Case: if n is 0, then set bit count is 0      if (n == 0)         return 0;        /\* get position of next leftmost set bit \*/      m = getNextLeftmostBit(n, m);        // If n is of the form 2^x-1, i.e., if n is like 1, 3, 7, 15, 31,.. etc,      // then we are done.      // Since positions are considered starting from 0, 1 is added to m      if (n == ((unsigned int)1<<(m+1))-1)          return (unsigned int)(m+1)\*(1<<m);        // update n for next recursive call      n = n - (1<<m);      return (n+1) + countSetBits(n) + m\*(1<<(m-1));  }    // Driver program to test above functions  int main()  {     int n = 17;     printf ("Total set bit count is %d", countSetBits(n));     return 0;  } |

Run on IDE

Total set bit count is 35

Time Complexity: O(Logn). From the first look at the implementation, time complexity looks more. But if we take a closer look, statements inside while loop of getNextLeftmostBit() are executed for all 0 bits in n. And the number of times recursion is executed is less than or equal to set bits in n. In other words, if the control goes inside while loop of getNextLeftmostBit(), then it skips those many bits in recursion.

# **Program to count number of set bits in an (big) array**

Given an integer array of length N (an arbitrarily large number). How to count number of set bits in the array?

The simple approach would be, create an efficient method to count set bits in a word (most prominent size, usually equal to bit length of processor), and add bits from individual elements of array.

Various methods of counting set bits of an integer exists, see [this](http://www.geeksforgeeks.org/archives/1176) for example. These methods run at best O(logN) where N is number of bits. Note that on a processor N is fixed, count can be done in O(1) time on 32 bit machine irrespective of total set bits. Overall, the bits in array can be computed in O(n) time, where ‘n’ is array size.

However, a table look up will be more efficient method when array size is large. Storing table look up that can handle 232 integers will be impractical.

The following code illustrates simple program to count set bits in a randomly generated 64 K integer array. The idea is to generate a look up for first 256 numbers (one byte), and break every element of array at byte boundary. A meta program using C/C++ preprocessor generates the look up table for counting set bits in a byte.

The mathematical derivation behind meta program is evident from the following table (Add the column and row indices to get the number, then look into the table to get set bits in that number. For example, to get set bits in 10, it can be extracted from row named as 8 and column named as 2),

   0, 1, 2, 3

0 - 0, 1, 1, 2 -------- GROUP\_A(0)

4 - 1, 2, 2, 3 -------- GROUP\_A(1)

8 - 1, 2, 2, 3 -------- GROUP\_A(1)

12 - 2, 3, 3, 4 -------- GROUP\_A(2)

16 - 1, 2, 2, 3 -------- GROUP\_A(1)

20 - 2, 3, 3, 4 -------- GROUP\_A(2)

24 - 2, 3, 3, 4 -------- GROUP\_A(2)

28 - 3, 4, 4, 5 -------- GROUP\_A(3) ... so on

From the table, there is a patten emerging in multiples of 4, both in the table as well as in the group parameter. The sequence can be generalized as shown in the code.

**Complexity:**

All the operations takes O(1) except iterating over the array. The time complexity is O(n) where ‘n’ is size of array. Space complexity depends on the meta program that generates look up.

**Code:**

|  |
| --- |
| #include <stdio.h>  #include <stdlib.h>  #include <time.h>    /\* Size of array 64 K \*/  #define SIZE (1 << 16)    /\* Meta program that generates set bit count     array of first 256 integers \*/    /\* GROUP\_A - When combined with META\_LOOK\_UP     generates count for 4x4 elements \*/    #define GROUP\_A(x) x, x + 1, x + 1, x + 2    /\* GROUP\_B - When combined with META\_LOOK\_UP     generates count for 4x4x4 elements \*/    #define GROUP\_B(x) GROUP\_A(x), GROUP\_A(x+1), GROUP\_A(x+1), GROUP\_A(x+2)    /\* GROUP\_C - When combined with META\_LOOK\_UP     generates count for 4x4x4x4 elements \*/    #define GROUP\_C(x) GROUP\_B(x), GROUP\_B(x+1), GROUP\_B(x+1), GROUP\_B(x+2)    /\* Provide appropriate letter to generate the table \*/    #define META\_LOOK\_UP(PARAMETER) \     GROUP\_##PARAMETER(0),  \     GROUP\_##PARAMETER(1),  \     GROUP\_##PARAMETER(1),  \     GROUP\_##PARAMETER(2)   \    int countSetBits(int array[], size\_t array\_size)  {     int count = 0;       /\* META\_LOOK\_UP(C) - generates a table of 256 integers whose        sequence will be number of bits in i-th position        where 0 <= i < 256     \*/        /\* A static table will be much faster to access \*/         static unsigned char const look\_up[] = { META\_LOOK\_UP(C) };        /\* No shifting funda (for better readability) \*/      unsigned char \*pData = NULL;       for(size\_t index = 0; index < array\_size; index++)     {        /\* It is fine, bypass the type system \*/        pData = (unsigned char \*)&array[index];          /\* Count set bits in individual bytes \*/        count += look\_up[pData[0]];        count += look\_up[pData[1]];        count += look\_up[pData[2]];        count += look\_up[pData[3]];     }       return count;  }    /\* Driver program, generates table of random 64 K numbers \*/  int main()  {     int index;     int random[SIZE];       /\* Seed to the random-number generator \*/     srand((unsigned)time(0));       /\* Generate random numbers. \*/     for( index = 0; index < SIZE; index++ )     {        random[index] = rand();     }       printf("Total number of bits = %d\n", countSetBits(random, SIZE));     return 0;  } |

# **Divide and Conquer | Set 4 (Karatsuba algorithm for fast multiplication)**

Given two binary strings that represent value of two integers, find the product of two strings. For example, if the first bit string is “1100” and second bit string is “1010”, output should be 120.

For simplicity, let the length of two strings be same and be n.

A **Naive Approach** is to follow the process we study in school. One by one take all bits of second number and multiply it with all bits of first number. Finally add all multiplications. This algorithm takes O(n^2) time.

[![product](data:image/png;base64,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)](http://www.geeksforgeeks.org/wp-content/uploads/product.png)

Using **Divide and Conquer**, we can multiply two integers in less time complexity. We divide the given numbers in two halves. Let the given numbers be X and Y.

For simplicity let us assume that n is even

X = Xl\*2n/2 + Xr [Xl and Xr contain leftmost and rightmost n/2 bits of X]

Y = Yl\*2n/2 + Yr [Yl and Yr contain leftmost and rightmost n/2 bits of Y]

The product XY can be written as following.

XY = (Xl\*2n/2 + Xr)(Yl\*2n/2 + Yr)

= 2n XlYl + 2n/2(XlYr + XrYl) + XrYr

If we take a look at the above formula, there are four multiplications of size n/2, so we basically divided the problem of size n into for sub-problems of size n/2. But that doesn’t help because solution of recurrence T(n) = 4T(n/2) + O(n) is O(n^2). The tricky part of this algorithm is to change the middle two terms to some other form so that only one extra multiplication would be sufficient. The following is tricky expression for middle two terms.

XlYr + XrYl = (Xl + Xr)(Yl + Yr) - XlYl- XrYr

So the final value of XY becomes

XY = 2n XlYl + 2n/2 \* [(Xl + Xr)(Yl + Yr) - XlYl - XrYr] + XrYr

With above trick, the recurrence becomes T(n) = 3T(n/2) + O(n) and solution of this recurrence is O(n1.59).

What if the lengths of input strings are different and are not even? To handle the different length case, we append 0’s in the beginning. To handle odd length, we put floor(n/2) bits in left half and ceil(n/2) bits in right half. So the expression for XY changes to following.

XY = 22ceil(n/2) XlYl + 2ceil(n/2) \* [(Xl + Xr)(Yl + Yr) - XlYl - XrYr] + XrYr

The above algorithm is called Karatsuba algorithm and it can be used for any base.

## [Recommended: Please solve it on “*PRACTICE*” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/karatsuba-algorithm/0)

Following is C++ implementation of above algorithm.

|  |
| --- |
| // C++ implementation of Karatsuba algorithm for bit string multiplication.  #include<iostream>  #include<stdio.h>    using namespace std;    // FOLLOWING TWO FUNCTIONS ARE COPIED FROM <http://goo.gl/q0OhZ>  // Helper method: given two unequal sized bit strings, converts them to  // same length by adding leading 0s in the smaller string. Returns the  // the new length  int makeEqualLength(string &str1, string &str2)  {      int len1 = str1.size();      int len2 = str2.size();      if (len1 < len2)      {          for (int i = 0 ; i < len2 - len1 ; i++)              str1 = '0' + str1;          return len2;      }      else if (len1 > len2)      {          for (int i = 0 ; i < len1 - len2 ; i++)              str2 = '0' + str2;      }      return len1; // If len1 >= len2  }    // The main function that adds two bit sequences and returns the addition  string addBitStrings( string first, string second )  {      string result;  // To store the sum bits        // make the lengths same before adding      int length = makeEqualLength(first, second);      int carry = 0;  // Initialize carry        // Add all bits one by one      for (int i = length-1 ; i >= 0 ; i--)      {          int firstBit = first.at(i) - '0';          int secondBit = second.at(i) - '0';            // boolean expression for sum of 3 bits          int sum = (firstBit ^ secondBit ^ carry)+'0';            result = (char)sum + result;            // boolean expression for 3-bit addition          carry = (firstBit&secondBit) | (secondBit&carry) | (firstBit&carry);      }        // if overflow, then add a leading 1      if (carry)  result = '1' + result;        return result;  }    // A utility function to multiply single bits of strings a and b  int multiplyiSingleBit(string a, string b)  {  return (a[0] - '0')\*(b[0] - '0');  }    // The main function that multiplies two bit strings X and Y and returns  // result as long integer  long int multiply(string X, string Y)  {      // Find the maximum of lengths of x and Y and make length      // of smaller string same as that of larger string      int n = makeEqualLength(X, Y);        // Base cases      if (n == 0) return 0;      if (n == 1) return multiplyiSingleBit(X, Y);        int fh = n/2;   // First half of string, floor(n/2)      int sh = (n-fh); // Second half of string, ceil(n/2)        // Find the first half and second half of first string.      // Refer <http://goo.gl/lLmgn> for substr method      string Xl = X.substr(0, fh);      string Xr = X.substr(fh, sh);        // Find the first half and second half of second string      string Yl = Y.substr(0, fh);      string Yr = Y.substr(fh, sh);        // Recursively calculate the three products of inputs of size n/2      long int P1 = multiply(Xl, Yl);      long int P2 = multiply(Xr, Yr);      long int P3 = multiply(addBitStrings(Xl, Xr), addBitStrings(Yl, Yr));        // Combine the three products to get the final result.      return P1\*(1<<(2\*sh)) + (P3 - P1 - P2)\*(1<<sh) + P2;  }    // Driver program to test aboev functions  int main()  {      printf ("%ld\n", multiply("1100", "1010"));      printf ("%ld\n", multiply("110", "1010"));      printf ("%ld\n", multiply("11", "1010"));      printf ("%ld\n", multiply("1", "1010"));      printf ("%ld\n", multiply("0", "1010"));      printf ("%ld\n", multiply("111", "111"));      printf ("%ld\n", multiply("11", "11"));  } |

Run on IDE

Output:

120

60

30

10

0

49

9

**Time Complexity:** Time complexity of the above solution is O(n1.59).

# **Find the maximum subarray XOR in a given array**

Given an array of integers. find the maximum XOR subarray value in given array. Expected time complexity O(n).

Examples:

Input: arr[] = {1, 2, 3, 4}

Output: 7

The subarray {3, 4} has maximum XOR value

Input: arr[] = {8, 1, 2, 12, 7, 6}

Output: 15

The subarray {1, 2, 12} has maximum XOR value

Input: arr[] = {4, 6}

Output: 6

The subarray {6} has maximum XOR value

## [Recommended: Please solve it on “*PRACTICE*” first, before moving on to the solution.](http://practice.geeksforgeeks.org/problems/rotate-bits/0)

A **Simple Solution** is to use two loops to find XOR of all subarrays and return the maximum.

* C++
* Java

|  |
| --- |
| // A simple C++ program to find max subarray XOR  #include<bits/stdc++.h>  using namespace std;    int maxSubarrayXOR(int arr[], int n)  {      int ans = INT\_MIN;     // Initialize result        // Pick starting points of subarrays      for (int i=0; i<n; i++)      {          int curr\_xor = 0; // to store xor of current subarray            // Pick ending points of subarrays starting with i          for (int j=i; j<n; j++)          {              curr\_xor = curr\_xor ^ arr[j];              ans = max(ans, curr\_xor);          }      }      return ans;  }    // Driver program to test above functions  int main()  {      int arr[] = {8, 1, 2, 12};      int n = sizeof(arr)/sizeof(arr[0]);      cout << "Max subarray XOR is " << maxSubarrayXOR(arr, n);      return 0;  } |

Run on IDE

Output:

Max subarray XOR is 15

Time Complexity of above solution is O(n2).

An **Efficient Solution** can solve the above problem in O(n) time under the assumption that integers take fixed number of bits to store. The idea is to use Trie Data Structure. Below is algorithm.

1) Create an empty Trie. Every node of Trie is going to

contain two children, for 0 and 1 value of bit.

2) Initialize pre\_xor = 0 and insert into the Trie.

3) Initialize result = minus infinite

4) Traverse the given array and do following for every

array element arr[i].

a) pre\_xor = pre\_xor ^ arr[i]

pre\_xor now contains xor of elements from

arr[0] to arr[i].

b) Query the maximum xor value ending with arr[i]

from Trie.

c) Update result if the value obtained in step

4.b is more than current value of result.

**How does 4.b work?**  
We can observe from above algorithm that we build a Trie that contains XOR of all prefixes of given array. To find the maximum XOR subarray ending with arr[i], there may be two cases.  
i) The prefix itself has the maximum XOR value ending with arr[i]. For example if i=2 in {8, 2, 1, 12}, then the maximum subarray xor ending with arr[2] is the whole prefix.  
ii) We need to remove some prefix (ending at index from 0 to i-1). For example if i=3 in {8, 2, 1, 12}, then the maximum subarray xor ending with arr[3] starts with arr[1] and we need to remove arr[0].

To find the prefix to be removed, we find the entry in Trie that has maximum XOR value with current prefix. If we do XOR of such previous prefix with current prefix, we get the maximum XOR value ending with arr[i].  
If there is no prefix to be removed (case i), then we return 0 (that’s why we inserted 0 in Trie).

Below is C++ implementation of above algorithm.

* C++
* "Java"

|  |
| --- |
| // C++ program for a Trie based O(n) solution to find max  // subarray XOR  #include<bits/stdc++.h>  using namespace std;    // Assumed int size  #define INT\_SIZE 32    // A Trie Node  struct TrieNode  {      int value;  // Only used in leaf nodes      TrieNode \*arr[2];  };    // Utility function tp create a Trie node  TrieNode \*newNode()  {      TrieNode \*temp = new TrieNode;      temp->value = 0;      temp->arr[0] = temp->arr[1] = NULL;      return temp;  }    // Inserts pre\_xor to trie with given root  void insert(TrieNode \*root, int pre\_xor)  {      TrieNode \*temp = root;        // Start from the msb, insert all bits of      // pre\_xor into Trie      for (int i=INT\_SIZE-1; i>=0; i--)      {          // Find current bit in given prefix          bool val = pre\_xor & (1<<i);            // Create a new node if needed          if (temp->arr[val] == NULL)              temp->arr[val] = newNode();            temp = temp->arr[val];      }        // Store value at leaf node      temp->value = pre\_xor;  }    // Finds the maximum XOR ending with last number in  // prefix XOR 'pre\_xor' and returns the XOR of this maximum  // with pre\_xor which is maximum XOR ending with last element  // of pre\_xor.  int query(TrieNode \*root, int pre\_xor)  {      TrieNode \*temp = root;      for (int i=INT\_SIZE-1; i>=0; i--)      {          // Find current bit in given prefix          bool val = pre\_xor & (1<<i);            // Traverse Trie, first look for a          // prefix that has opposite bit          if (temp->arr[1-val]!=NULL)              temp = temp->arr[1-val];            // If there is no prefix with opposite          // bit, then look for same bit.          else if (temp->arr[val] != NULL)              temp = temp->arr[val];      }      return pre\_xor^(temp->value);  }    // Returns maximum XOR value of a subarray in arr[0..n-1]  int maxSubarrayXOR(int arr[], int n)  {      // Create a Trie and insert 0 into it      TrieNode \*root = newNode();      insert(root, 0);        // Initialize answer and xor of current prefix      int result = INT\_MIN, pre\_xor =0;        // Traverse all input array element      for (int i=0; i<n; i++)      {          // update current prefix xor and insert it into Trie          pre\_xor = pre\_xor^arr[i];          insert(root, pre\_xor);            // Query for current prefix xor in Trie and update          // result if required          result = max(result, query(root, pre\_xor));      }      return result;  }    // Driver program to test above functions  int main()  {      int arr[] = {8, 1, 2, 12};      int n = sizeof(arr)/sizeof(arr[0]);      cout << "Max subarray XOR is " << maxSubarrayXOR(arr, n);      return 0;  } |

Run on IDE

Output:

Max subarray XOR is 15

# **Inserting m into n such that m starts at bit j and ends at bit i.**

We are given two numbers n and m, and two-bit positions, i and j. Insert bits of m into n starting from j to i. We can assume that the bits j through i have enough space to fit all of m. That is, if m = 10011, you can assume that there are at least 5 bits between j and i. You would not, for example, have j = 3 and i = 2, because m could not fully fit between bit 3 and bit 2.

Examples:

Input : n = 1024

m = 19

i = 2

j = 6;

Output : n = 1100

Binary representations of input numbers

m in binary is (10011)2

n in binary is (10000000000)2

Binary representations of output number

(10000000000)2

Input : n = 5

m = 3

i = 1

j = 2

Output : 7

## [Recommended: Please try your approach on *{IDE}* first, before moving on to the solution.](http://ide.geeksforgeeks.org/)

**Algorithm :**

1. Clear the bits j through i in n

2. Shift m so that it lines up with bits j through i

3. Return Bitwise AND of m and n.

The trickiest part is Step 1. How do we clear the bits in n? We can do this with a mask. This mask will have all 1s, except for 0s in the bits j through i. We create this mask by creating the left half of the mask first, and then the right half.

Following is C++ implementation of the above approach.

* C++
* Java

|  |
| --- |
| // C++ program for implementation of updateBits()  #include <bits/stdc++.h>  using namespace std;    // Function to updateBits M insert to N.  int updateBits(int n, int m, int i, int j)  {      /\* Create a mask to clear bits i through j        in n. EXAMPLE: i = 2, j = 4. Result        should be 11100011. For simplicity, we'll        use just 8 bits for the example. \*/        int allOnes = ~0; // will equal sequence of all ls        // ls before position j, then 0s. left = 11100000      int left= allOnes << (j + 1);        // l's after position i. right = 00000011      int right = ((1 << i) - 1);        // All ls, except for 0s between i and j. mask 11100011      int mask = left | right;        /\* Clear bits j through i then put min there \*/      int n\_cleared = n & mask; // Clear bits j through i.      int m\_shifted = m << i;   // Move m into correct position.        return (n\_cleared | m\_shifted); // OR them, and we're done!  }    // Driver Code  int main()  {      int n = 1024; // in Binary N= 10000000000      int m = 19;   // in Binary M= 10011      int i = 2, j = 6;        cout << updateBits(n,m,i,j);        return 0;  } |

Run on IDE

Output:

1100 // in Binary (10001001100)2

# **Interesting Facts about Bitwise Operators in C**

In C, following 6 operators are bitwise operators (work at bit-level)

**& (bitwise AND)** Takes two numbers as operand and does AND on every bit of two numbers. The result of AND is 1 only if both bits are 1.

**| (bitwise OR)** Takes two numbers as operand and does OR on every bit of two numbers. The result of OR is 1 any of the two bits is 1.

**^ (bitwise XOR)** Takes two numbers as operand and does XOR on every bit of two numbers. The result of XOR is 1 if the two bits are different.

**<< (left shift)** Takes two numbers, left shifts the bits of first operand, the second operand decides the number of places to shift.

**>> (right shift)** Takes two numbers, right shifts the bits of first operand, the second operand decides the number of places to shift.

**~ (bitwise NOT)** Takes one number and inverts all bits of it

Following is example C program.

|  |
| --- |
| /\* C Program to demonstrate use of bitwise operators \*/  #include<stdio.h>  int main()  {      unsigned char a = 5, b = 9; // a = 4(00000101), b = 8(00001001)      printf("a = %d, b = %d\n", a, b);      printf("a&b = %d\n", a&b); // The result is 00000001      printf("a|b = %d\n", a|b);  // The result is 00001101      printf("a^b = %d\n", a^b); // The result is 00001100      printf("~a = %d\n", a = ~a);   // The result is 11111010      printf("b<<1 = %d\n", b<<1);  // The result is 00010010      printf("b>>1 = %d\n", b>>1);  // The result is 00000100      return 0;  } |

Run on IDE

Output:

a = 5, b = 9

a&b = 1

a|b = 13

a^b = 12

~a = 250

b<<1 = 18

b>>1 = 4

Following are interesting facts about bitwise operators.

**1) The left shift and right shift operators should not be used for negative numbers** The result of << and >> is undefined behabiour if any of the operands is a negative number. For example results of both -1 << 1 and 1 << -1 is undefined. Also, if the number is shifted more than the size of integer, the behaviour is undefined. For example, 1 << 33 is undefined if integers are stored using 32 bits. See [this](https://www.securecoding.cert.org/confluence/display/seccode/INT34-C.+Do+not+shift+a+negative+number+of+bits+or+more+bits+than+exist+in+the+operand) for more details.

**2) The bitwise XOR operator is the most useful operator from technical interview perspective.**It is used in many problems. A simple example could be “Given a set of numbers where all elements occur even number of times except one number, find the odd occuring number” This problem can be efficiently solved by just doing XOR of all numbers.

|  |
| --- |
| // Function to return the only odd occurring element  int findOdd(int arr[], int n) {     int res = 0, i;     for (i = 0; i < n; i++)       res ^= arr[i];     return res;  }    int main(void) {     int arr[] = {12, 12, 14, 90, 14, 14, 14};     int n = sizeof(arr)/sizeof(arr[0]);     printf ("The odd occurring element is %d ", findOdd(arr, n));     return 0;  }  // Output: The odd occurring element is 90 |

Run on IDE

The following are many other interesting problems which can be used using XOR operator.  
[Find the Missing Number](http://www.geeksforgeeks.org/find-the-missing-number/), [swap two numbers without using a temporary variable](http://www.geeksforgeeks.org/swap-two-numbers-without-using-temporary-variable/), [A Memory Efficient Doubly Linked List](http://www.geeksforgeeks.org/xor-linked-list-a-memory-efficient-doubly-linked-list-set-1/), and [Find the two non-repeating elements](http://www.geeksforgeeks.org/find-two-non-repeating-elements-in-an-array-of-repeating-elements/). There are many more (See [this](http://www.geeksforgeeks.org/find-the-two-numbers-with-odd-occurences-in-an-unsorted-array/), [this](http://www.geeksforgeeks.org/add-two-numbers-without-using-arithmetic-operators/), [this](http://www.geeksforgeeks.org/swap-bits-in-a-given-number/), [this](http://www.geeksforgeeks.org/count-number-of-bits-to-be-flipped-to-convert-a-to-b/), [this](http://www.geeksforgeeks.org/find-the-element-that-appears-once/) and [this](http://www.geeksforgeeks.org/detect-if-two-integers-have-opposite-signs/))

**3) The bitwise operators should not be used in-place of logical operators.**  
The result of logical operators (&&, || and !) is either 0 or 1, but bitwise operators return an integer value. Also, the logical operators consider any non-zero operand as 1. For example consider the following program, the results of & and && are different for same operands.

|  |
| --- |
| int main()  {     int x = 2, y = 5;     (x & y)? printf("True ") : printf("False ");     (x && y)? printf("True ") : printf("False ");     return 0;  }  // Output: False True |

Run on IDE

**4) The left-shift and right-shift operators are equivalent to multiplication and division by 2 respectively.**  
As mentioned in point 1, it works only if numbers are positive.

|  |
| --- |
| int main()  {     int x = 19;     printf ("x << 1 = %d\n", x << 1);     printf ("x >> 1 = %d\n", x >> 1);     return 0;  }  // Output: 38 9 |

Run on IDE

**5) The & operator can be used to quickly check if a number is odd or even**  
The value of expression (x & 1) would be non-zero only if x is odd, otherwise the value would be zero.

|  |
| --- |
| int main()  {     int x = 19;     (x & 1)? printf("Odd"): printf("Even");     return 0;  }  // Output: Odd |

Run on IDE

**6) The ~ operator should be used carefully**  
The result of ~ operator on a small number can be a big number if result is stored in a unsigned variable. And result may be negative number if result is stored in signed variable (assuming that the negative numbers are stored in 2’s complement form where leftmost bit is the sign bit)

|  |
| --- |
| // Note that the output of following program is compiler dependent  int main()  {     unsigned int x = 1;     printf("Signed Result %d \n", ~x);     printf("Unsigned Result %ud \n", ~x);     return 0;  }  /\* Output:  Signed Result -2  Unsigned Result 4294967294d \*/ |

# **What are the differences between bitwise and logical AND operators in C/C++?**

A Bitwise And operator is represented as ‘&’ and a logical operator is represented as ‘&&’. Following are some basic differences between the two operators.

**a)**The logical and operator ‘&&’ expects its operands to be boolean expressions (either 1 or 0) and returns a boolean value.  
The bitwise and operator ‘&’ works on Integral (short, int, unsigned, char, bool, unsigned char, long) values and return Integral value.

|  |
| --- |
| int main()  {      int x = 3;  //...0011      int y = 7;  //...0111        // A typical use of '&&'      if (y > 1 && y > x)        printf("y is greater than 1 AND y\n");        // A typical use of '&'      int z = x & y;   // 0011        printf ("z = %d", z);        return 0;  } |

Run on IDE

Output

y is greater than 1 AND y

z = 3.

**b)** If an integral value is used as an operand for ‘&&’ which is supposed to work on boolean values, following rule is used in C.  
…..A zero is considered as false and non-zero is considered as true.  
For example in the following program x and y are considered as 1.

|  |
| --- |
| // Example that uses non-boolean expression as  // operand for '&&'  int main()  {     int x = 2, y = 5;     printf("%d", x&&y);     return 0;  } |

Run on IDE

Output

1

It is compiler error to use non-integral expression as operand for bitwise &. For example the following program shows compiler error.

|  |
| --- |
| // Example that uses non-integral expression as  // operator for '&'  int main()  {     float x = 2.0, y = 5.0;     printf("%d", x&y);     return 0;  } |

Run on IDE

Output:

error: invalid operands to binary & (have 'float' and 'float')

**c)** The ‘&&’ operator doesn’t evaluate second operand if first operand becomes false. Similarly ‘||’ doesn’t evaluate second operand when first operand becomes true. The bitwise ‘&’ and ‘|’ operators always evaluate their operands.

|  |
| --- |
| int main()  {     int x = 0;       // 'Geeks in &&' is NOT printed because x is 0     printf("%d\n", (x && printf("Geeks in && ")) );       // 'Geeks in &' is  printed     printf("%d\n", (x  & printf("Geeks in & ")) );       return 0;  } |

Run on IDE

Output:

0

Geeks in & 0

# **Bit Fields in C**

In C, we can specify size (in bits) of structure and union members. The idea is to use memory efficiently when we know that the value of a field or group of fields will never exceed a limit or is withing a small range.

For example, consider the following declaration of date without use of bit fields.

|  |
| --- |
| #include <stdio.h>    // A simple representation of date  struct date  {     unsigned int d;     unsigned int m;     unsigned int y;  };    int main()  {     printf("Size of date is %d bytes\n", sizeof(struct date));     struct date dt = {31, 12, 2014};     printf("Date is %d/%d/%d", dt.d, dt.m, dt.y);  } |

Run on IDE

Output:

Size of date is 12 bytes

Date is 31/12/2014

The above representation of ‘date’ takes 12 bytes on a compiler where an unsigned int takes 4 bytes. Since we know that the value of d is always from 1 to 31, value of m is from 1 to 12, we can optimize the space using bit fields.

|  |
| --- |
| #include <stdio.h>    // A space optimized representation of date  struct date  {     // d has value between 1 and 31, so 5 bits     // are sufficient     unsigned int d: 5;       // m has value between 1 and 12, so 4 bits     // are sufficient     unsigned int m: 4;       unsigned int y;  };    int main()  {     printf("Size of date is %d bytes\n", sizeof(struct date));     struct date dt = {31, 12, 2014};     printf("Date is %d/%d/%d", dt.d, dt.m, dt.y);     return 0;  } |

Run on IDE

Output:

Size of date is 8 bytes

Date is 31/12/2014

**Following are some interesting facts about bit fields in C.**

**1)** A special unnamed bit field of size 0 is used to force alignment on next boundary. For example consider the following program.

|  |
| --- |
| #include <stdio.h>    // A structure without forced alignment  struct test1  {     unsigned int x: 5;     unsigned int y: 8;  };    // A structure with forced alignment  struct test2  {     unsigned int x: 5;     unsigned int: 0;     unsigned int y: 8;  };    int main()  {     printf("Size of test1 is %d bytes\n", sizeof(struct test1));     printf("Size of test2 is %d bytes\n", sizeof(struct test2));     return 0;  } |

Run on IDE

Output:

Size of test1 is 4 bytes

Size of test2 is 8 bytes

**2)** We cannot have pointers to bit field members as they may not start at a byte boundary.

|  |
| --- |
| #include <stdio.h>  struct test  {     unsigned int x: 5;     unsigned int y: 5;     unsigned int z;  };  int main()  {     test t;       // Uncommenting the following line will make     // the program compile and run     printf("Address of t.x is %p", &t.x);       // The below line works fine as z is not a     // bit field member     printf("Address of t.z is %p", &t.z);     return 0;  } |

Run on IDE

Output:

error: attempt to take address of bit-field structure member 'test::x'

**3)**It is implementation defined to assign an out-of-range value to a bit field member.

|  |
| --- |
| #include <stdio.h>  struct test  {     unsigned int x: 2;     unsigned int y: 2;     unsigned int z: 2;  };  int main()  {     test t;     t.x = 5;     printf("%d", t.x);     return 0;  } |

Run on IDE

Output:

Implementation-Dependent

**4)** In C++, we can have static members in a structure/class, but bit fields cannot be static.

|  |
| --- |
| // The below C++ program compiles and runs fine  struct test1 {     static unsigned int x;  };  int main() {  }      // But below C++ program fails in compilation as bit fields  // cannot be static  struct test1 {     static unsigned int x: 5;  };  int main() {  }  // error: static member 'x' cannot be a bit-field |

Run on IDE

**5)** Array of bit fields is not allowed. For example, the below program fails in compilation.

|  |
| --- |
| struct test  {    unsigned int x[10]: 5;  };    int main()  {    } |

Run on IDE

Output:

error: bit-field 'x' has invalid type

**Exercise:**  
Predict the output of following programs. Assume that unsigned int takes 4 bytes and long int takes 8 bytes.  
**1)**

|  |
| --- |
| #include <stdio.h>  struct test  {     unsigned int x;     unsigned int y: 33;     unsigned int z;  };  int main()  {     printf("%d", sizeof(struct test));     return 0;  } |

Run on IDE

**2)**

|  |
| --- |
| #include <stdio.h>  struct test  {     unsigned int x;     long int y: 33;     unsigned int z;  };  int main()  {     struct test t;     unsigned int \*ptr1 = &t.x;     unsigned int \*ptr2 = &t.z;     printf("%d", ptr2 - ptr1);     return 0;  } |

Run on IDE

3)

|  |
| --- |
| union test  {    unsigned int x: 3;    unsigned int y: 3;    int z;  };    int main()  {     union test t;     t.x = 5;     t.y = 4;     t.z = 1;     printf("t.x = %d, t.y = %d, t.z = %d",             t.x, t.y, t.z);     return 0;  } |

Run on IDE