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**зАДАЧА**

Вариант 8. Заменить в иерархическом списке все вхождения заданного элемента (атома) *x* на заданный элемент (атом) *y.*

**пОСТАНОВКА ЗАДАЧИ**

На вход подается любая последовательность символов заключенных в скобки, ввод заканчивается, только закрытием всех скобок, т.е. сколько скобок было открыто, столько должно быть и закрыто.

Иерархия списка указывается за счет скобочной структуры входных данных. Вложенные скобки свидетельствуют о том, что в списке содержится элемент, который также представляет собой список.

Пустой список задается в виде (). Преобразование пустого списка также пустой список.

**ПРИМЕР ИЕРАРХИЧЕСКОГО СПИСКА**

На вход подается последовательность: (a b c (b ( a l m n) c) d)

Данный иерархический список имеет три уровня. Уровни указываются вложенностью скобок.

*Графическое представление списка (рис. 1)*
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**ОПИСАНИЕ СТРУКТУР ДАННЫХ**

В программе используются следующие структуры данных: линейный список, иерархический список, вектор (стандартный).

Линейный список:

Используется в иерархическом списке

<L\_List(El)> ::= <Null> | ( <Item(El)>, <Next(El)> )

<Item(El)> ::= <El>

<Next(El)> ::= <L\_List(El)>

![](data:image/png;base64,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)

Иерархический список:

<H\_List(El)> ::= <Atom(El)> | <L\_List(H\_List(El))>

<Atom(El)> ::= <El>

Другими словами, иерархический список, это либо атом, либо линейный список иерархических списков.

В данном варианте, атомом являются константы и переменные, а операция с аргументами – линейным списком.

**Описание алгоритма**

1. Ввод списка
2. Если список введен верно, последовательно сравнивать элементы с заданным значением и заменять на новое.
3. Перейти на следующий уровень.
4. Пока уровень не последний повторять пункты 2-3.
5. Вывести на экран преобразованный список.

**ОПИСАНИЕ ФУНКЦИЙ**

|  |  |  |
| --- | --- | --- |
| **Функция** | **Описание** | **Параметры** |
| lisp head(const lisp s); | Селектор. Базовая функция.  Возвращает“голову списка”.  Предусловие: список не пуст. | const lisp s –  входной параметр, указатель на голову списка. |
| lisp tail(const lisp s) | Селектор. Базовая функция.  Возвращает указатель на следующий элемент.  Предусловие: список не пуст. | const lisp s –  входной параметр, указатель на голову списка. |
| bool isAtom(const lisp s) | Определяет тип элемента списка  True- атом  False - список | const lisp s –  входной параметр, указатель на голову списка. |
| bool isNull(const lisp s) | Определяет пуст ли список  True- список пуст | const lisp s –  входной параметр, указатель на голову списка. |
| lisp cons(const lisp h, const lisp t) | Конструктор. Базовая функция. | Входные параметры  const lisp h – указатель на голову списка  const lisp t – указатель на хвост списка |
| lisp make\_atom  (const base x, int flag) | Формирует атом (базовый элемент списка) | Входные параметры  const base x – считываемое значение базового типа (символ из консоли)  int flag – переменная флажок, необходима для запоминания уровня рассматриваемого элемента в иерархическом списке |
| void destroy(lisp s) | Удаляет список | Входной параметр  lisp s – указатель на голову списка |
| void read\_lisp(lisp &y) | Ввод списка с консоли с обрамляющими его скобками | Транзитный параметр  lisp &y – указатель на голову списка |
| void read\_s\_expr(base prev, lisp &y) | Ввод и проверка верной расстановки скобок. | Входной параметр  base prev – ранее прочтанный символ  трианзитный параметр  lisp &y – указатель на голову списка |
| void read\_seq(lisp& y) | Ввод списка без обрамляющих его скобок | трианзитный параметр  lisp &y – указатель на голову списка |
| void write\_lisp(const lisp x) | Вывод списка со скобками | сonst lisp s – указатель на голову списка |
| void write\_seq(const lisp x) | Вывод списка без скобок | const lisp x– указатель на голову списка |
| lisp copy\_lisp(const lisp x) | Копирует список | const lisp x– указатель на голову списка |

**ПРИМЕР РАБОТЫ ПРОГРАММЫ**

**Введите список:**

**(hghy(juhtg(ki)hy)khew)**

**Введите элемент, который нужно заменить:**

**h**

**Введите элемент, на который нужно заменить:**

**0**

**Шаг 1. Был рассмотрен атом w**

**Шаг 2. Был рассмотрен атом e**

**Шаг 3. Был рассмотрен атом h и заменён на 0**

**Шаг 4. Был рассмотрен атом k**

**Шаг 5. Был рассмотрен атом y**

**Шаг 6. Был рассмотрен атом h и заменён на 0**

**Шаг 7. Был рассмотрен атом i**

**Шаг 8. Был рассмотрен атом k**

**Шаг 9. Был рассмотрен атом g**

**Шаг 10. Был рассмотрен атом t**

**Шаг 11. Был рассмотрен атом h и заменён на 0**

**Шаг 12. Был рассмотрен атом u**

**Шаг 13. Был рассмотрен атом j**

**Шаг 14. Был рассмотрен атом y**

**Шаг 15. Был рассмотрен атом h и заменён на 0**

**Шаг 16. Был рассмотрен атом g**

**Шаг 17. Был рассмотрен атом h и заменён на 0**

**Введенный список:**

**( h g h y ( j u h t g ( k i ) h y ) k h e w )**

**Преобразованный список:**

**( 0 g 0 y ( j u 0 t g ( k i ) 0 y ) k 0 e w )**

**ВЫВОД**

При выполнении лабораторной работы были получены практические навыки работы с таким абстрактным типом данных как иерархический список.

**ИСХОДНЫЙ КОД**

#include <iostream>

#include <cstdlib>

#include <stdio.h>

#include <conio.h>

#include <stdlib.h>

#include <locale>

using namespace std;

// объявление базового типа

typedef char base;

struct s\_expr;

struct two\_ptr

{

s\_expr \*hd;

s\_expr \*tl;

};

struct s\_expr

{

bool tag; // true: atom, false: pair

union

{

base atom;

two\_ptr pair;

} node;

};

typedef s\_expr \*lisp;

base x1, zam;

bool find\_zam = false;

int N = 0;

//.....................список функций...........................................

lisp head(const lisp s);

lisp tail(const lisp s);

lisp cons(const lisp h, const lisp t);

lisp make\_atom(const base x, int flag);

bool isAtom(const lisp s);

bool isNull(const lisp s);

void destroy(lisp s);

base getAtom(const lisp s);

void read\_lisp(lisp& y);

void read\_s\_expr(base prev, lisp& y);

void read\_seq(lisp& y);

void write\_lisp(const lisp x);

void write\_seq(const lisp x);

//...........................базовые функциию...................................

lisp head(const lisp s)

{// PreCondition: not null (s)

if (s != NULL)

{

if (!isAtom(s))

return s->node.pair.hd;

else

{

cout << "Error: Head(atom) \n";

system("Pause");

exit(1);

}

}

else

{

cout << "Error: Head(nil) \n";

system("Pause");

exit(1);

}

}

//..............................................................................

bool isAtom(const lisp s)

{

if (s == NULL)

return false;

else

return (s->tag);

}

//..............................................................................

bool isNull(const lisp s)

{

return s == NULL;

}

//..............................................................................

lisp tail(const lisp s)

{// PreCondition: not null (s)

if (s != NULL)

{

if (!isAtom(s))

return s->node.pair.tl;

else

{

cout << "Error: Tail(atom) \n";

system("Pause");

exit(1);

}

}

else

{

cout << "Error: Tail(nil) \n";

system("Pause");

exit(1);

}

}

//..............................................................................

lisp cons(const lisp h, const lisp t)

// PreCondition: not isAtom (t)

{

lisp p = NULL;;

if (isAtom(t))

{

cout << "Error: Tail(nil) \n";

system("Pause");

exit(1);

}

else

{

p = new s\_expr;

if (p == NULL)

{

cout << "Memory not enough\n";

system("Pause");

exit(1);

}

else

{

p->tag = false;

p->node.pair.hd = h;

p->node.pair.tl = t;

return p;

}

}

}

//..............................................................................

lisp make\_atom(const base x, int flag)

{

lisp s = NULL;

int flag2 = 0;

s = new s\_expr;

s->tag = true;

if (x == x1)

{

s->node.atom = zam;

flag2 = 1;

find\_zam = true;

}

else

s->node.atom = x;

if (flag == 1)

{

N++;

if (flag2 == 0)

cout << "Шаг " << N << ". Был рассмотрен атом " << x << endl;

else

cout << "Шаг " << N << ". Был рассмотрен атом " << x << " и заменён на " << zam << endl;

}

return s;

}

//..............................................................................

void destroy(lisp s)

{

if (s != NULL)

{

if (!isAtom(s))

{

destroy(head(s));

destroy(tail(s));

}

delete s;

s = NULL;

}

}

//..............................................................................

base getAtom(const lisp s)

{

if (!isAtom(s))

{

cout << "Error: getAtom(s) for !isAtom(s) \n";

system("Pause");

exit(1);

}

else

return (s->node.atom);

}

//...........................ввод списка с консоли..............................

void read\_lisp(lisp &y)

{

base x;

do

{

cin >> x;

} while (x == ' ');

read\_s\_expr(x, y);

} //end read\_lisp

//..............................................................................

void read\_s\_expr(base prev, lisp &y)

{ //prev - ранее прочитанный символ}

if (prev == ')')

{

cout << " ! List.Error 1 " << endl;

system("Pause");

exit(1);

}

else

{

if (prev != '(')

y = make\_atom(prev, 0);

else

read\_seq(y);

}

} //end read\_s\_expr

//..............................................................................

void read\_seq(lisp& y)

{

base x;

lisp p1, p2;

if (!(cin >> x))

{

cout << " ! List.Error 2 " << endl;

system("Pause");

exit(1);

}

else

{

while (x == ' ')

{

cin >> x;

}

if (x == ')')

y = NULL;

else

{

read\_s\_expr(x, p1);

read\_seq(p2);

y = cons(p1, p2);

}

}

} //end read\_seq

//........Процедура вывода списка с обрамляющими его скобками - write\_lisp,.....

// а без обрамляющих скобок - write\_seq

void write\_lisp(const lisp x)

{//пустой список выводится как ()

if (isNull(x))

cout << " ()";

else

{

if (isAtom(x))

cout << ' ' << x->node.atom;

else

{ //непустой список}

cout << " (";

write\_seq(x);

cout << " )";

}

}

} // end write\_lisp

//..............................................................................

void write\_seq(const lisp x)

{//выводит последовательность элементов списка без обрамляющих его скобок

if (!isNull(x))

{

write\_lisp(head(x));

write\_seq(tail(x));

}

}

//..............................................................................

lisp copy\_lisp(const lisp x)

{

if (isNull(x))

return NULL;

else

{

if (isAtom(x))

return make\_atom(x->node.atom, 1);

else

return cons(copy\_lisp(head(x)), copy\_lisp(tail(x)));

}

}

//..........................главная функция.....................................

int main()

{

setlocale(LC\_ALL, "rus");

lisp s1 = NULL, s2 = NULL;

N = 0;

cout << "Введите список:" << endl;

read\_lisp(s1);

cout << "Введите элемент, который нужно заменить:" << endl;

cin >> x1;

cout << "Введите элемент, на который нужно заменить:" << endl;

cin >> zam;

s2 = copy\_lisp(s1);

//system("cls");

cout << "Введенный список: " << endl;

write\_lisp(s1);

cout << endl;

cout << "Преобразованный список: " << endl;

write\_lisp(s2);

cout << endl;

if (find\_zam == false) {

cout << "Элемент не найден!" << endl;

}

cout << endl;

destroy(s1);

destroy(s2);

//delete(s1);

//delete(s2);

system("pause");

return 0;

}

**ТЕСТИРОВАНИЕ**

|  |  |
| --- | --- |
| **Вводимый текст** | **Результат** |
| (a (b c) d)  x->a  y->z | (z (b c) d) |
| (a s d(b a) c)  x->a  y->k | (k s d(b k) c) |
| (a s d(b a) c)  x->a  y->0 | (0 s d(b 0) c) |
| (asd (ba) c)  x->a  y->k | (k s d(b k) c) |
| ) a s d(b a) c)  x->a  y->k | Error! |
| ()  Пустой список  x->a  y->k | () |
| ((((a))))  x->a  y->N | ((((N)))) |
| (asd (ba) c)  x->v  y->k | (asd (ba) c) |