# *Advanced Topic in Computer Science I (420-G40-HR)*

# *Assignment 3 – Game of Life*

Date assigned: October 20, 2021

Date due: November 2, 2021

**Learning Objectives**

Upon successful completion of this assignment, the student will be able to:

* Model Conway’s Game of Life using Python libraries for displaying

**Conway’s Game of Life**

1. In 1970 the British Mathematician John Conway created his "Game of Life" – which is not really a game, but a set of rules that mimics the chaotic yet patterned growth of a colony of biological organisms. The "game" takes place on a two-dimensional grid consisting of "living" and "dead" cells, and the rules to step from generation to generation are simple:
   1. Overpopulation: if a living cell is surrounded by more than three living cells, it dies.
   2. Stasis: if a living cell is surrounded by two or three living cells, it survives.
   3. Underpopulation: if a living cell is surrounded by fewer than two living cells, it dies.
   4. Reproduction: if a dead cell is surrounded by exactly three cells, it becomes a live cell.

By enforcing these rules in sequential steps, beautiful and unexpected patterns can appear.

1. For this assignment is to create a program called *yourinitials*GameOfLife.py. This will model the game.
2. Clearly, no cells can come to life unless there are already some living cells in the universe. Thus, we have to provide the universe with a seed; i.e., a set of initial living cells. The massive variety and complexity of the results, often starting from simple seeds, is what makes cellular automata so interesting.
3. The rough algorithm is as follows:
   1. Prompt for the number of squares on a side of the grid (universe size).
   2. Create a display the (empty) grid using turtle (empty grid means background colour)
   3. Set up key(press) functions as follows:
      1. ‘r’ sets a random universe of points covering 40% of the universe;
      2. ‘f’ prompts for a file to be read containing the starting point of the universe (this may change the grid size);
      3. ‘s’ starts the ‘game of life’;
      4. ‘p’ pauses the ‘game of life’;
      5. ‘q’ quits the application (optionally can prompt to confirm).
      6. The user has the option of clicking (with the mouse) on specific squares to toggle that square on or off.
   4. If the user presses ‘r’:
      1. Determine how many total squares are in the universe;
      2. Generate a random number between 1 and the size of the universe and turn that square on;
      3. Loop until 40% of the squares have been turned on (Note: if you get the same random number twice, ignore it and do NOT increment the total count of squares);
      4. Display the (initialized) universe using turtle. Universe is ‘paused’.
   5. If the user presses ‘f’
      1. Prompt for the file name to read;
      2. Read the file (see below) and create the universe based on the file data (files will be provided);
      3. Display the (initialized) universe using turtle. Universe is ‘paused’.
   6. If the user clicks on a box, turn the box off if it is on, and on if it is off. Universe is ‘paused’.q
   7. If the user presses ‘q’ quit the application and end the program.
   8. If the user presses ‘s’ call to start the game of life. This works as follows:
      1. For each cell, determine if a cell survives to/dies/is born in the next iteration, based on its neighbours;
      2. NOTE: Survival is based on the grid at the start of the cycle and not on the values in the grid as the cycle progresses;
      3. Once ALL cells survival/death/birth is calculated, redisplay the new generation in the grid;
      4. Wait for some time (start with ½ a second but you may need to adjust). Import the time module and use time.sleep(sleeptimeinseconds) for this;
      5. Repeat until the user chooses to end/pause.
   9. If the user presses ‘p’ stop iterating the game of life and display the current grid.
4. File format:
   1. File has the extension .life (user does not enter the extension) and is in the folder lifeFiles.
   2. Files contain numbers in a grid, 0 meaning the cell is not alive and 1 indicating that the cell is alive.
      1. One line per row of grid
      2. MUST be a square
      3. ![](data:image/png;base64,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)No spaces, commas or anything between numbers. For example, a file might be as follows with the resulting grid on the right:  
         010010  
         100000  
         010111  
         100100  
         011111  
         010010  
         Ones are ‘live’ spaces and zeroes are ‘dead’ spaces

* 1. Read the file and create a grid based on the values.
  2. Perform error checking on file read and file contents.

POSSIBLE METHOD:

It is not a requirement but I recommend creating a list in a list. You can do this yourself, or you can use numpy. I am not going to have time to teach this before your assignment is due, but it is a specialized library for dealing with matrices and grids. For example, numpy.zeroes(6,6) creates a 6x6 grid of zeroes.

**Final Five**

Completing the above receives a maximum of 95%. The final 5% is available if you complete at least two of the following extra pieces of functionality.

1. Cell colours changing – Make newly alive cells a different colour than stasis colour.
2. Add speed…keys one through five set speed. The higher the number the faster the speed.
3. Use right arrow key to skip to next generation when paused (and stay paused).
4. Implement drag functionality to be able to click with the mouse and toggle as you drag the mouse around the screen.
5. Allow the user to change the size of the grid without having to restart.

**Do’s and Don’ts:**

Do:

1. Create a test case file in Word of all the conditions that you are going to test. Specify what you are testing and how you will test it. For example, you can say you will test errors in the grid size using the file notthere.life from the lifeFiles folder.
2. Display a list of the options for the user somewhere so that they know what their choices are. This can be part of the grid window or (probably better) a separate small window.
3. Make sure you use the efficient methods for outputting strings with the f’ format and comprehensions for all lists wherever possible.
4. Use exception handling with try/except/else blocks
5. Use magic functions appropriately for any classes you create (and you should have classes).
6. Think Pythonically. That is, follow the guidelines established in the [PEP 8 Styling Guide](https://www.python.org/dev/peps/pep-0008/).

Don’t:

1. Be procedural.
2. Put everything in one function.
3. Use arrays (they do exist in Python, but don’t use them).

**To submit**

1. A ZIP format (*initials*G40A03.zip) containing all submitted files on Moodle.