**Midterm Exam** (CSC341)

1. Assume the following:
   1. *IA* is an interface,
   2. *B is an abstract* *class implementing* *IA*
   3. *C is a concrete subclass of B*
   4. *D is a concrete subclass of C*

Declare and instantiate **all possible** objects using these types and their default constructors (for example, *C obj = new C();* is one of the possibilities).

1. In the following class hierarchy, subclass *Point3D* has an instance variable z to add another dimension of a point with one additional getter method.

![](data:image/png;base64,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)

* 1. Given only the information above, list all issues you can identify in this hierarchy.
  2. What would you do to design Point2D and Point3D? Show your design with a class diagram.

1. An education software system must model college students of different kinds: regular full time, part time, undergrads (first-year, sophomore, junior, senior), grads, students who are employees of the school, students from the community (who take enrichment classes), online students*.* There are attributes applicable to students of all kinds such as name, student id, contact info, classes they enrolled in, GPA, etc. There are also aspects that are different depending on a type of student the person is such as whether the person is eligible to live in a dorm, financial aid, how they get paid (as student workers), etc. All information about a student is represented with instance variables and methods (for example, method *getFinancialAids()* would display all information about student’s financial aid (whether or not they receive one).
2. Design a hierarchy of types to be used to represent students of different kinds and express your design in a class diagram. (It’s appropriate to make any additional assumptions from your perspectives as a student)
3. Briefly justify your design.
4. Design and implement a (static) method that computes and returns both maximum “value” and minimum “value” of a list of elements of any object type based on any given comparison criterion. (It’s appropriate to create new types at your discretion.)
5. Consider the following method(with unimportant code omitted, particularly the constructors):

*class OnlineStoreManager {*

*List<Branch> branches;*

*public double computeTotalSales(){*

*double total = 0.0;*

*for(Branch b : branches){*

*List<Order> orders = b.getOrders();*

*for(Order o : orders){*

*total += o.getOrderValue();*

*}*

*}*

*return total;*

*}*

*}*

* 1. This code violates the Law of Demeter, why?
  2. How to correct the problem? (Reimplement the method to demonstrate the improvement.)

1. The following class for hotel management has two methods to compute total bill of a guest as follows:

*class HotelManager*

*//only the relevant code is shown*

*public double getTotalBill(){*

*return chargeFor(“room”) + chargeFor(“meals”) + chargeFor(“movies”)*

*}*

*private double chargeFor(String type){*

*if( type.equals(“room”) ) { /\* ….. compute room charge …. \*/ }*

*else if( type.equals(“meals”) ) { /\* ….. compute meal charges …. \*/ }*

*else if( type.equals(“movies”) ) { /\* ….. compute movie charges …. \*/ }*

*}*

*}*

However, this code is vulnerable to changes when details of a service change (so would billing details), or services are added or removed. It is desirable that total service charge could be computed like:

*for( …. ){ totalBill += listOfServices.get(i).charge(); }*

What does it take to do that (elaborate with all necessary details)? (Alternatively, make your own design to improve the original code.)

1. The following instance method of class *GradeBook* computes the average score of all the assignments of a student, where assignments are weekly homework assignments, projects, presentations, etc., which require different ways to compute scores, thus the implementation of the method *computeScore()* below is polymorphic. Besides, variable *classAssignmentRecords* is an instance of *Map* type.

*public double getAverageScore(int studentId){*

*List<Assignment> assignments = classAssignmentRecords.get(studentId);*

*double total = 0;*

*for(int i = 0; i < assignments.size(); i++ ) total += assignments.get(i).computeScore();*

*return total / assignemnts.size();*

*}*

Based on your understanding of the code above, draw a class diagram that captures the design behind the code. The diagram should include the classes/interfaces with their relations, instance variables and methods identifiable in the code.

1. Assume the following class (only relevant code is shown, however):

*class OnlineOrderProcessor {*

*private Map<String, Order> orders;*

*private PaymentProcessor paymentHandler;*

*private ShippingService delivery;*

*public OnlineOrderProcessor(){*

*paymentHandler = new PaymentProcessor();*

*delivery = new ShippingService();*

*orders = new HashMap<String, Order>();*

*}*

*public boolean* *processOrder(String orderID){*

*Order order = orders.get(orderID);*

*If( order != null ){*

*paymentHandler.processPayment(order);*

*if( order.isExpedited ) delivery.exprShipping(order).*

*else delivery.regShipping(order).*

*return true;*

*}*

*return false;*

*}*

*public void processReturn(String orderID, String kind){*

*Order order = orders.get(orderID);*

*if(order != null){*

*if( kind.equals(“damaged”) ) processNoRefund(order);*

*else if( kind.equals(“past\_return\_window”) ) processPartialRefund(order);*

*else processFullRefund(order);*

*}*

*}*

*} /\*end of class\*/*

* 1. What would be an appropriate level of cohesion for the constructor and each method? (Justify your answers).
  2. For the method *processOrder*, draw (1) a sequence diagram, and (2) an activity diagram. (Readable hand-drawn diagrams are ok.)

1. An electric switch turns a lamp on and off. Suppose type *Switch* simulates operations of an electric switch and type *Lamp* simulates the behavior of a real-world lamp.
   1. Design and implement types *Switch* and *Lamp*.
   2. Write some code to show how an object of Switch would turn a lamp on and off.