**More Exercise: Arrays**

Problems for exercises and homework for the [“ HYPERLINK "https://softuni.bg/modules/57/tech-module-4-0/"Technology HYPERLINK "https://softuni.bg/modules/57/tech-module-4-0/" Fundamentals” course @ HYPERLINK "https://softuni.bg/modules/57/tech-module-4-0/"SoftUni](https://softuni.bg/modules/57/tech-module-4-0/).

You can check your solutions in [Ju HYPERLINK "https://judge.softuni.bg/Contests/1279"d HYPERLINK "https://judge.softuni.bg/Contests/1279"ge](https://judge.softuni.bg/Contests/1279).

* **Encrypt, Sort and Print Array**

Write a program that reads a **sequence of strings** from the console. Encrypt every string by summing:

* The code of **each vowel multiplied by the string length**
* The code of **each consonant divided by the string length**

**Sort** the **number** sequence in ascending order and print it on the console.

On first line, you will always receive the number of strings you have to read.

**Examples**

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 4  Peter  Maria  Katya  Todor | 1032  1071  1168  1532 | Peter = 1071  Maria = 1532  Katya = 1032  Todor = 1168 |
| 3  Sofia  London  Washington | 1396  1601  3202 | Sofia = 1601  London = 1396  Washington = 3202 |

* **Pascal Triangle**

The triangle may be constructed in the following manner: In row 0 (the topmost row), there is a unique nonzero entry 1. Each entry of each subsequent row is constructed by adding the number above and to the left with the number above and to the right, treating blank entries as 0. For example, the initial number in the first (or any other) row is 1 (the sum of 0 and 1), whereas the numbers 1 and 3 in the third row are added to produce the number 4 in the fourth row.

If you want more info about it: <https://en.wikipedia.org/wiki/Pascal's_triangle>

Print each row elements separated with whitespace.

**Examples**

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4 | 1  1 1  1 2 1  1 3 3 1 |
| 13 | 1  1 1  1 2 1  1 3 3 1  1 4 6 4 1  1 5 10 10 5 1  1 6 15 20 15 6 1  1 7 21 35 35 21 7 1  1 8 28 56 70 56 28 8 1  1 9 36 84 126 126 84 36 9 1  1 10 45 120 210 252 210 120 45 10 1  1 11 55 165 330 462 462 330 165 55 11 1  1 12 66 220 495 792 924 792 495 220 66 12 1 |

**Hints**

* The input number **n** will be **1 <= n <= 60**
* Think about proper **type** for elements in array
* Don’t be scary to use **more and more arrays**
* **Recursive Fibonacci**

The Fibonacci sequence is quite a famous sequence of numbers. Each member of the sequence is calculated from the sum of the two previous elements. The **first two** elements are 1, 1. Therefore the sequence goes as 1, 1, 2, 3, 5, 8, 13, 21, 34…  
The following sequence can be generated with an array, but that’s easy, so your task is to implement recursively.

So if the function **GetFibonacci(n)** returns the n’th Fibonacci number we can express it using **GetFibonacci(n) = GetFibonacci(n-1) + GetFibonacci(n-2).**

However, this will never end and in a few seconds a StackOverflow Exception is thrown. In order for the recursion to stop it has to have a “**bottom**”. The bottom of the recursion is **GetFibonacci(2)** should return 1 and **GetFibonacci(1)** should return 1.

**Input Format:**

* On the only line in the input the user should enter the wanted Fibonacci number.

**Output Format:**

* The output should be the n’th Fibonacci number counting from 1.

**Constraints:**

* 1 ≤ N ≤ 50

**Examples**

|  |  |
| --- | --- |
| **Input** | **Output** |
| 5 | 5 |
| 10 | 55 |
| 21 | 10946 |

For the Nth Fibonacci number, we calculate the N-1th and the N-2th number, but for the calculation of N-1th number we calculate the N-1-1th(N-2th) and the N-1-2th number, so we have a lot of repeated calculations.

![](data:image/png;base64,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)

If you want to figure out how to skip those unnecessary calculations, you can search for a technique called [memoization](https://en.wikipedia.org/wiki/Memoization).

* **Longest Increasing Subsequence (LIS)**

Read a **list of integers** and find the **longest increasing subsequence** (LIS). If several such exist, print the **leftmost**.

**Examples**

|  |  |
| --- | --- |
| **Input** | **Output** |
| **1** | 1 |
| 7 **3 5** 8 -1 0 **6 7** | 3 5 6 7 |
| **1 2** 5 **3 5** 2 4 1 | 1 2 3 5 |
| **0** 10 20 30 30 40 **1** 50 **2 3 4 5 6** | 0 1 2 3 4 5 6 |
| 11 12 13 **3** 14 **4** 15 **5 6 7 8** 7 **16** 9 8 | 3 4 5 6 7 8 16 |
| **3** 14 **5** 12 15 **7 8 9 11** 10 1 | 3 5 7 8 9 11 |

**Hints**

* Assume we have **n** numbers in an array **nums[0…n-1]**.
* Let **len[p]** holds the length of the longest increasing subsequence (LIS) ending at position **p**.
* In a for loop, we shall calculate **len[p]** for **p** = **0** … **n-1** as follows:
* Let **left** is the leftmost position on the left of **p** (**left** < **p**), such that **len[left]** is the largest possible.
* Then, **len[p]** = **1** + **len[left]**. If **left** does not exist, **len[p]** = **1**.
* Also, save **prev[p]** = **left** (we hold if **prev[]** the previous position, used to obtain the best length for position **p**).
* Once the values for **len[0**…**n-1]** are calculated, restore the LIS starting from position **p** such that **len[p]** is maximal and go back and back through **p** = **prev[p]**.
* The table below illustrates these computations:

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **index** | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| **nums[]** | **3** | **14** | **5** | **12** | **15** | **7** | **8** | **9** | **11** | **10** | **1** |
| **len[]** | 1 | 2 | 2 | 3 | 4 | 3 | 4 | 5 | 6 | 6 | 1 |
| **prev[]** | -1 | 0 | 0 | 2 | 3 | 2 | 5 | 6 | 7 | 7 | -1 |
| **LIS** | {3} | {3,14} | {3,5} | {3,5,12} | {3,5,12,15} | {3,5,7} | {3,5,7,8} | {3,5,7,8,9} | {3,5,7,8,9,11} | {3,5,7,8,9,10} | {1} |