# About my project

## What is my project?

My project is a website for developers to ask questions related to all aspects of programming and to answer other developers’ questions. Each user’s profile will allow them to customise the type of questions they want to answer and will include an option to receive a weekly email with popular questions. The website will not just be a question and answer site but a community for developers to learn and share expertise. It will also include social options such as direct messaging, points for helpfulness, trophies for various milestones and a profile page for each user. This page will help employers to recognise talent which will encourage developers to contribute to the site. The website will also include a page for most common languages with useful links to official documentation and tutorials. If I have time I might build an Android app and a PC program for it to allow a bigger audience.

## Why is it needed?

I believe that my project is needed because I believe that all the major programming question and answer websites have issues, but if the best features were taken from each of them, then the resulting site would become a necessity for developers. Another major reason for this project is the lack of a large community for developers to use. Many developers share the same sense of humour and the same way of thinking. The site will also allow employers to advertise jobs and will only show them to developers who would find them relevant. Developers could set their job status to “looking for job” in order to receive notifications when their perfect job comes up.

## Who will be interested?

First time developers starting their career to experienced developers pushing the boundaries of their field.

## My requirements to complete the project

To develop my project, I will use my laptop (i7 6700Hq, 16GB RAM) as it is powerful and portable as well as my home PCs. The backend will be developed in Java so I will need the JDK (Java Development Kit) as well as the JRE (Java Runtime Environment). I will use Eclipse as my IDE (Integrated Development Environment). To run my project, I will need a high capacity and high performance dedicated server running 24/7 to run both the network backend and the MySQL database. I already have a Microsoft Azure subscription which allows me to have several high performance dedicated servers which I will use to run the site and database from. I will use MySQL for the database which means I need to run Oracle MySQL Manager to both design and run the database.

## User requirements to access / use my project?

Internet connection, web browser and standard PC / laptop. Also, possible Android and PC app.

## How am I going to test it?

I am going to be running tests myself to test that the basics are working but I am going to give the website to a class and challenge them to do everything and anything they can to break it as well as test everything they can. This will allow me to test much more than if it was just me. Also, I will use a bot website to put high load on the site to stress test the server to see how it works with high demand.

# Section 1 - Analysis

## Part (A) - Computational Amenability

My project requires the use of a computer for several reasons, the first being that one of the main ways for users to access it is via the website. This allows for a global audience as anyone with an internet connection and a web browser can access and contribute to it which enriches the experience for the user. Another reason why I believe that my project requires the use of a computer is that it it’s the fastest method of communication across the world which allow for a much better user experience as they do not have to wait for a physical representation of their communication to be send manually around the world. Using a computer also allows me to create an intuitive graphical user interface to allow users to easily navigate and use the features of my project. Also, the amount of data that would need to be stored and processed in order for the project to work would be so large that using physical processing methods such as paper would be incredibly slow and inefficient and so a computer is the only viable method of running the backend of the project. Overall, I cannot think of a viable way that a project of this scale and with features such as these could be built any way other than digitally.

## Part (B) – Features

**Simple breakdown of features:**

* Question/Answer system for programmers of all skill levels to give and receive help
* Social features including posting, image sharing, content rating/voting system and a friend/profile system.
* Career features for both employers and employees including a “looking for job” system
* Android app if I have time to make it
* Tutorial pages for common/popular languages and links to documentation

**Question/Answer system:**

Programming can be very difficult in some situations, no matter how experienced or proficient a developer is. Even professional programmers resort to question and answer websites such as Stack Overflow daily. One feature of my project is a similar system because there are no major alternatives to Stack Overflow and I believe that more features could be added on top of the basic Question/Answer system. The type of questions people receive on their question page can be customised via a settings page on the user’s profile. Users will also have the option to receive popular questions by email once a week.

**Social features:**

Due to the lack of a proper community for programmers and developers, and the fact that most people programming for fun or doing it for a career share the same interests and sense of humour, I thought it would be a good idea to include various social features in my site. This will differentiate it from various other programming question and answer sites such as Stack Overflow or Super User and in the process, create a large and unique community for developers all over the world. Social features on the site include direct messaging with other users, profile pages, a dynamic and community ran points system for asking good questions and providing in depth and clear answers to other user’s questions, trophies for reaching certain milestones on the site and a posting system for developers to post content which dynamically pushes new, highly rated content to the top of the page.

**Career features:**

I thought my project needed a career feature as programming jobs can be very specific and it can be hard for employers to target jobs towards the perfect people. The site will include options to help people find their perfect programming job as well as help employers get their jobs seen by the right people. It will include a “looking for job” tag which users can activate when they are looking for a new job. The type of jobs that appear on the user’s “jobs” page will be based off one of the settings page on the user’s profile which will allow them to enter their requirements and skillset and target viable job offers to them. Career finding features go perfectly with a Question/Answer website as user’s can demonstrate their skills by answering questions and collecting trophies and points to prove to any possible employer how good they are. The site will also include extra functions such as uploading their CV to a special part of their profile page and notifications when a likely job is advertised. There will also be a “employer” setting on user’s pages to allow employers to advertise new jobs. These features will attempt to match people with their perfect development job so will encourage both employers and employees to use the site.

**Android App:**

Websites don’t always work perfectly on the increasingly popular mobile devices so if I have time after completing my project, I will make an android app for the project with all the same features but offering better performance, appearance and scaling than simply using a web browser on a phone.

**Tutorial pages:**

Programming can be very difficult to learn, so my project will contain a learning area, complete with tutorial pages for mainstream and popular languages, documentation for said languages, worked example programs and guides written by the community. This will help people to learn new languages and help experienced developers who still frequently have to check something while working. The community written guides and worked examples programs will reward points and trophies making users look more attractive to employers and also encourage the community to create new content to develop the site further. Adding in links to the official documentation for mainstream languages can save developers lots of time.

## Part (C) – Stakeholders

**Categories of user:**

There are 3 main categories of user that I would expect to use the website:

* Beginner / Novice developers
* Experienced developers
* Employers

**Beginner / Novice developers:**

Starting programming can be a daunting task and new developers are always looking for websites that could help them. My project will help new developers in several ways. The first way the website will help new developers is the Question and Answer feature. New developers will be able to ask questions that can be answered by more experienced members of the programming community. These questions can range from logic and general language help to questions about error messages and will provide essential support for novice developers. Another way it will benefit and appeal to new developers is that it includes a tutorial zone, complete with worked examples and links to other places to get help. This will really help people driving to learn how to program, as worked examples are incredibly useful as they show the entire process of creating a program as well as step by step instructions and explanations. The links to the documentation and other places to get help are also useful as they simply show new developers where the resources they need to get help are.

Novice developers would require the site to:

* Be easy to navigate/use
* Contain well explained tutorials
* Help them to learn to program

Novice developers would need the site to be easy to navigate/use because the learning curve in programming is so steep anyway. This would allow them to focus more on programming and less on learning how to use the site that could be the most beneficial to them while programming.

They would also require the site to contain well explained tutorials because if the tutorials were lacking in detail or hard to understand, then there wouldn’t be any point in having them. The tutorials and worked examples are on the site to help people learn to program and if they didn’t work as intended then they would just be wasting space on the server.

Finally, novice developers would require the site to help them learn to program. This is the main requirement for this group of users as I don’t want the site to be just another programming question and answer website, but a community for developers to learn, teach, recruit and communicate.

**Experienced developers:**

I would expect experienced developers to use the site mainly for reference and for the career features, as well as for using their experience to answer questions. However, I wouldn’t be surprised if they still asked questions as new developers are less likely to ask complicated and advanced questions. I believe that the career features of the site are more likely to appeal to experienced developers as they are the most likely to be looking for a job in the programming industry. The links to the documentation for mainstream languages will also be incredibly useful for experienced developers as they are likely to be referring to documentation many times each day.

Experienced developers would require the site to:

* Have an intuitive and effective question and answer system
* Have up to date links to the documentation for a large number of mainstream languages
* Provide a careers system that actively helps experienced developers find the right job

Experienced developers would require the site to have an intuitive and effective question and answer system because I believe that they would be the main source of answers on the site. They have the most experience and knowledge but if the method for asking and answering questions was clunky or unintuitive then they would be less likely to provide answers to newer developer’s questions.

Also, experienced developers would require the site to have up to date links to the documentation for mainstream languages because if the links were out of date, or incomplete, then that area of the site would be completely pointless.

Lastly, experienced developers would require the site to provide a careers system that actively helps to find them the right job as otherwise the careers system would be pointless. The careers system needs to automatically do all the difficult work and simply provide users with relevant jobs as soon as they are published. The system should also not provide users with jobs once they are no longer vacant.

**Employers:**

I think that employers will almost exclusively use the careers features of the site as I believe it to be the perfect way of recruiting the right people for the job. The set of features that will be on the site will allow employers to get their jobs seen by the right developers to avoid wasting time interviewing people unsuitable for the job.

Employers would require the site to:

* Get their job seen by the right people
* Provide analytics to show who their job is seen by and where
* Find a user who is eventually recruited.

Primarily, employers would require the site to get their job seen by the right people as there is a high chance that if the job is seen by suitable candidates then one of them will be recruited to do the job.

Employers would also require the site to provide analytics as to who their job is seen by and where their job is advertised. This would provide them with useful insight, and also prove that they are advertising their job in the right place.

Last of all, employers would want the site to find a user who is eventually recruited to do the job. This is the reason employers advertise jobs and if the site fails to do this then why would people advertise jobs on it.

## Part (D) – Research and existing solutions

As there are three distinct features in my project (question/answer, careers, social), I researched two examples of each of the features and analysed the good and the bad bits of each one to get a better understanding of how to develop my own solution and what issues current solutions have.

### Feature one - Question and Answer:

The most popular and best-known programming question and answer site currently in existence is Stack Overflow (<https://stackoverflow.com>). This is the first existing solution I chose to research. The other existing question and answer solution I chose to analyse was Code Ranch (<https://coderanch.com>). Code Ranch is a less well-known Question and Answer site but seems to be very different to Stack Overflow, so I thought it would be an appropriate choice.

**Stack Overflow:**

Pros:

I believe that Stack Overflow’s biggest asset is its huge community of over 50 million developers, a statistic that it proudly boasts on its homepage. Having such a large community allows every question to have a high change of being answered by an experienced developer. The huge community also means that there is a massive amount of content on the site as you have a large number of people asking questions all the time.

Another good thing about Stack Overflow is its reputation system. The reputation system in Stack Overflow controls and limits what each user can do which adds a benefit to asking good questions and answering politely and clearly. The system works by locking certain features until a user has a certain reputation. This system acts as both a reward for being helpful, and as a way to combat spam. By locking features such as up and downvoting comments until a moderate amount of reputation has been reached, they are ensuring that people don’t create multiple accounts to either increase their own reputation or to decrease the reputation of others.

Stack Overflow also has a primitive career system called “Developer Jobs” which lists both jobs and companies. It filters jobs to the requirements on your profile page. It also features “Featured jobs” which are pinned to the top of the page. I’m not sure if companies have to pay to list jobs on the site although I would assume that they do. One thing that I particularly like about the career system on Stack Overflow is the

Cons:

The homepage of Stack Overflow varies depending on whether you have a user account. Without an account, half of the homepage is taken up by a blue box prompting you to create an account. The rest of the page is filled with a large list of questions that appear to be the most recent questions asked on the site. The homepage is unintuitive and doesn’t make it particularly easy to find specific questions to answer. A minor issue I found with the homepage is that the buttons used to filter the questions on the homepage (“Interesting”, “Featured”, “Hot”, “Week” and “Month”) require the page to reload when they are clicked. This could be done without a page reload using asynchronous JavaScript (AJAX) which would improve user experience.

After logging in, the homepage becomes a little bit better as there is no big blue box taking up half the screen. The questions on the homepage are filtered to the languages and topics you have set on your profile, but the homepage is still not very intuitive as the entire page is just a long list of questions. I’m not sure how this system could be improved or how to could be presented better but I think it just looks confusing and messy. Making the homepage look both nice and intuitive could end up being one of the most difficult parts of the entire project.

While the reputation system is good, it does have some issues for newer members. For example, you cannot comment on another user’s question or answer without a modest amount of reputation. This can make it difficult for it for newer members are they would have to add a new answer just to say thank you to someone who was helpful. They also can’t upvote helpful content such as an answer to their question without a small amount of reputation which they wouldn’t be able to do as a brand-new user. This is a more minor complaint but still can affect the general user experience.

Overall:

Overall, I think Stack Overflow is the closest existing solution to the project I’m going to create. It has both a career system and a question/answer system. Its strongest aspect is a large and passionate user base, but the lacks a user-friendly interface and strong social features.

**Code Ranch:**  
Pros:

The homepage of Code Ranch is much stronger than Stack Overflow with a much smaller sign up button and easy to use buttons to navigate to specific languages. There are no questions on the front page which makes it look cleaner.

The other good part of Code Ranch is that each category contains a “Best this year” and a “Best this month” column. Whilst this could be move into a better location, it’s a good way of showing the top content without endless hierarchical lists.

Code Ranch also includes a careers system, which consists of forum posts with job offers. This is way more primitive that Stack Overflow’s system, but is better than nothing.

Cons:

Code Ranch is split up into distinct categories for each topic. Some examples of topics on Code Ranch are “Java”, “Databases”, “Frameworks”. Each category contains subcategories. This keeps the homepage looking nice but makes navigating past the homepage difficult. An example of the subcategories is to get to the page on C++ you have to click on the languages button on the homepage then find the small navigation menu on languages page and click C/C++. Without knowing how to get to where you want to go originally it can be confusing to find things.

Code Ranch takes a more forum style approach to a question and answer site which I don’t think is suitable. The pages aren’t very clear and comprise of 4 to 5 columns with a mixture of questions and posts in a forum style. This makes each page confusing to look at and is surprising after such a well-designed homepage. This is the opposite of Stack Overflow, which suffers from a poorly designed homepage but a good question system.

Overall:

Overall, I think Code Ranch is not as polished as Stack Overflow but has some good features that I might make use of in my project. It suffers mainly from a forum style interface.

### Feature two – Careers

To research this feature, I found two career websites, one specialising in programming and one more general job finding site so that I could get a good understanding of how a successful job finding site works. The programming job site I used was GitHub Jobs (<https://jobs.github.com>). The more general job finding site was Indeed (<https://indeed.co.uk>). From my other research, indeed appears to be one of the top job finding websites available.

**GitHub Jobs:**

Pros:

GitHub Jobs is an extension to GitHub – the most popular open source community so the website is likely to have lots of traffic which means employers are likely to get their job listings seen.

GitHub Jobs mainly consists of two input fields. The first – “Job Description” – allows you to enter keywords for the type of job you are looking for and the second – “Location” simply lets you filter jobs to a specific location. There is also a checkbox for whether you want only full-time jobs to appear. The rest of the page contains a couple of features jobs, a featured company and links to recent popular searches. The website is in the style of a search engine, so it’s intuitive and easy to use.

Employers have to pay $450 for a 30-day listing so the website is likely to make money.

Cons:

$450 is a lot of money for a 30-day listing, so some employers might not be able to afford to list on the site. This means that there might not be as much variety on the jobs listed.

The website is simple but doesn’t have any advanced features such as accounts or regular emails with filtered or new jobs. This means that users might miss out on new jobs that have just been published. Even Stack Overflow has regular emails when relevant jobs are published. This is definitely a feature I will add to my project to provide a better user experience.

At the time I accessed the website (16/11/17 – 16:06) there were only 177 jobs on the entire website. This is an especially small number considering that this site is international. This means that there are only 177 jobs listed on GitHub Jobs in the entire world. This is probably the biggest flaw of the site.

Overall:

Overall, the website seems a little basic and the lack of jobs really limits the site. The search engine feature is nice, but the lack of user accounts and email system hold the site back.

**Indeed:**

Pros:

Like GitHub Jobs, Indeed comprises of mainly two input fields in a search engine style approach. The naming of the input fields makes the website very intuitive. The input fields are simply called “what” and “where” which lends itself nicely to the overall design of the page. It is very simple and has no unnecessary details unlike GitHub Jobs which has unrelated “features jobs” and a “featured company”.

Unlike GitHub Jobs, Indeed does not have a shortage of jobs. When I accessed the website (16/11/17 – 16:21) there were 229,691 new jobs added in just the last 7 days. This means that there is a huge choice of jobs which means more people can find the job they want. It’s worth bearing in mind however, that Indeed finds any job, but GitHub Jobs exclusively finds programming jobs which helps to explain some of the difference in numbers.

Indeed doesn’t just allow on employers publishing their jobs to its website, but also appears to search through other job sites, newspapers, associations and company career pages. This is a nice feature but not something I am likely to be able to do for my project.

Indeed does have an account system which allows you to upload your CV. This is a good feature that I was already planning on adding to my project.

Indeed features a company ratings page which allows users to rate their employers as well as salaries lookup page which finds the average salary for various jobs and companies. This is a very nice feature, but it is very unlikely that I will be able to do anything like this as I won’t have the user base or the statistics to do anything worthwhile.

Cons:

The “Advanced Job Search” contains lots of input fields with weird validation rules that could be complicated for some users to use effectively. In my project I am going to try and avoid this kind of overcomplicated interface.

Overall:

Indeed is a much more polished system than GitHub Jobs but contains lots of features that I will be unable to create. It benefits from it extremely high user count allowing it to take averages and present statistics to inform users. In terms of features, it is a much more complete tool the GitHub Jobs. It’s only downside is an overcomplicated and unintuitive advanced search menu.

### Feature three – Social

The closes website I know of to the social features I want to add to my project is Reddit (<https://reddit.com>). Reddit has a huge user base and it splits its content into user created “subreddits”. The features that I want to add in my project that are also in reddit are the direct messaging, the trophy system, the upvote system and possibly something similar to the posting system, although I am undecided about that at the moment. The other website I chose to analyse for its social features was Discord (<https://discordapp.com>) because like reddit, its split up into user created categories (“servers”). The reason I chose two sites with user created categories is because they both have user created programming categories which helped me visualise what kind of social features I wanted to add in my project. This also allowed me to analyse the specific programming communities on this site as well as the site as a whole to see how these differ, and if the site succeeds in providing a community for programmers.

**Reddit:**

Pros:

Reddit is a huge website with a massive user base. Like all the other websites with a huge user base that I’ve analysed, this works in its favour. The large number of active users actively creates and drives the content meaning that every day the content on the homepage is different keeping the site dynamic and interesting for the user.

The homepage of reddit looks basic but is intuitive and functional. There is no need for a more modern user interface. Like most websites, the content on the homepage of Reddit changes if you are logged in on not, however the change is more drastic on Reddit. While not logged in, there is the usual “Sign up here” box, although it takes up less of the page than websites such as Stack Overflow. This is a good thing because it makes it easier for people without an account to use the site while they decide if they want to make an account. It also makes the homepage easier to use.

When you have created an account, you can subscribe to different user created communities. Your homepage them comprises of the top content from each of your communities every day. This is a nice feature, and is similar to something I was thinking of doing with my project. The feature I am planning on adding is a settings page to customise the languages and types of question/content that appear on your homepage. This will allow users to have as much relevant content as possible to improve their user experience.

Cons:

While not logged in, the homepage of Reddit shows you the top trending user driven content from your country. This is an advanced and technical feature, but I don’t believe it is suited to a social type of website. While some users would enjoy looking at content popular in their country, it doesn’t display as much variety as a universal feed, and some users might miss seeing content from all around the world.

The general look and feel of Reddit varies significantly on different platforms. The iOS app and Android app are completely different and neither look like the website. I don’t like this as they almost feel like different programs

The direct messaging works in more a forum style way which doesn’t make it easy and simple to use. The direct messaging system I am trying to make will hopefully be more intuitive.

Overall:

Overall, Reddit specialises in communities and user driven content, its main advantages are its large number of active users and its strong homepage. Some of the features seem unnecessary such as the top content from your country or area, but overall, it’s a good example of some of the features I want to add to my project.

**Discord:**

Pros:

Discord is primarily an instant messaging and VOIP solution, but some of the features are good examples of things I am going to add in my project. The instant messaging system in discord is fluid and intuitive and features a simple markdown which is another thing I’m considering adding to my project. For example, if you surround a String with a \* on each end, the text is formatted in italics. This removes the need for formatting buttons which can be messy, and is also fast for experienced users. This markdown could be very beneficial for my project, and I will probably add it in my own project, extending the markdown to include font sizes (big, medium, normal), code markdown (with language specific syntax highlighting) and more. This will not only make the site more user friendly, but improve the general look and feel of it, making it look more professional.

One feature that discord does that most people wouldn’t even glance at, is the messages coming through when a message is sent, without the need to refresh the page. This is expected of every single instant messaging application, and the vast majority of people wouldn’t even consider it. However, it will require some though when it comes to my project, as the majority of the backend will likely be coded in PHP, which is server side and backend only. This means that it does everything on page load, and cannot modify the contents of a page on demand. Doing this will require the use of AJAX (Asynchronous JavaScript and XML), which not only allows me to poll the server for messages every x seconds, but also allows me to dynamically refresh certain parts of the webpage without reloading the entire page. This means that I could have the message feed <div> refresh itself every x seconds to check for new messages, without having to reload the page. Whilst this is expected from every single Instant Messaging solution, it is still a major consideration when designing any messaging application. Discord does this very well, as its primary objective is to be an instant messaging program.

Discord also supports the use of user created bot accounts. These can perform a multitude of tasks, but most useful of all is auto-moderation. Discord provides an API for simple integration with their services, and users can write bot accounts to automate tasks. Obviously I wouldn’t create a public API with full access to my site, as it wouldn’t make much sense, and it would have security issues. However auto moderation could be a useful addition to my site, and research into existing discord auto moderation bots would provide me with the exact features required by an auto moderator.

Cons:

Discord has great instant messaging features, but is a completely different site to mine. While it does most of its intended features very well, it would be pointless to talk about them here, as they are so dissimilar to the intended features of my site.

Overall:

Whilst Discord is a completely different site to mine, with a completely different purpose and design, some of its features, such as its markdown and instant messaging, could be very useful in my project, and have given me some good ideas.

## Part (E) – Requirements

### My Requirements

In order to create my project, I will require a computer/laptop to do all the programming on. I will need full admin access on this computer, as well as no internet restrictions. It will also need to be fairly powerful as it will have to run several demanding programs simultaneously, as well as having to compile large amounts of code without a large wait. It will need at least 8GB of RAM and a decent modern CPU. I am going to use my personal laptop to fulfil this requirement, as it is more portable than a desktop computer, which will allow me to work both at home and at school. It is also powerful (16GB DDR4, i7 6700HQ) which means that it can multitask effectively and run demanding software with ease. Lastly, it is already set up with all the programming software and runtimes that I will need to program my project. This will save time and allow me to concentrate on the actual development. The only issue is that the school network blocks some websites that I will need to access to carry out my project. To solve this, I have set up a VPN on my laptop to allow me unrestricted internet access, even on limited access networks.

I will also require a large number of people to test the robustness of my project to test for bugs. For this, I will use a class of about 30 younger students and ask them to explore every feature and function to test for bugs. This is a far faster way of testing for bugs than going through the entire site myself, and clicking every button and testing every type of input. This will save me a vast amount of time and allow me to spend more time and effort actually developing the solution rather than just testing.

I will also need a Microsoft Azure subscription with enough credit to host a remove server with the specifications bellow:

* Windows Server (2012 or newer)
* At least 8GB of RAM
* A reasonably new/powerful CPU
* Enough storage space to archive content and store a large database

The remote computer will require the software bellow:

* MySQL server (2016 or newer)
* XAMPP
* Visual Studio Code
* Eclipse
* JRE + JDK (Newest)

To fulfil this requirement, I will use my existing Microsoft Azure subscription and create a virtual server with the above specification.

### User requirements

To access my website, users will require a computer/laptop with an internet connection and a web browser. To improve the user experience, their screen should have an aspect ratio of 16:9 in order to display the content in the best way. Similarly, the screen should be at least 720p. If I have enough time to develop an android app, the user will require a minimum of Android Marshmallow. I will be able to provide further information about user requirements after I have finished developing and optimising the project.

I aim to support most popular web browsers, but Internet Explorer requires “interesting” ways of doing things meaning I would have to code twice for almost everything. For this reason, I probably won’t support Internet Explorer. Other than that, however, I plan on supporting most popular web browsers.

**Initial user requirements**

***Website***

* Modern web browser with JavaScript support (e.g. Firefox, Google Chrome, …)
* Reasonably good computer/laptop/phone (Speed of computer only required to run browser, not website)
* Stable internet connection

***Android app***

* Reasonably good Android phone running at least API level 23 (Android Marshmallow)
* Modern web browser app with JavaScript support (e.g. Google Chrome)
* - Stable internet connection or mobile data connection

Part (F) – Limitations off my proposed solution

### Limitations that I can’t solve

All the limitations with my project that I cannot solve involve the user base to some extent. The number of users visiting my site is not something I can directly control, and therefore have the biggest impact on my site.

The biggest limitation of my project will be the user base. Websites like StackOverflow and Reddit thrive off their huge active user base, while it is unlikely I will ever have any users at all, since I am spending no money or time on advertising or increasing product visibility. This means that features like my “hot” questions will have very little impact on the site, as they require a large and active to continually make and vote on content. Limitation caused by the lack of a large user base is that my website relies on user driven content, which means that without users, there will be very little content on my site. For development purposes, I will create some fake user accounts and fake posts to demo the site, but the lack of users means that my website would never be able to function as a business.

Another limitation to my solution is time. The tutorial section of my website would take me a large amount of time to simply write all the tutorials, sample programs, and to gather links. Because of this it is likely that I will only support a few of the more common languages to demo the functionality, but if I had more time, or more developers working on the project with me, I would support at minimum all the mainstream languages, and preferably more.

Another limitation to my project is that, in the unlikely event that my project gains traction and gets a large number of users, my server wouldn’t be able to cope with the high demand caused by lots of network requests. This would be easily fixable but would cost a lot of money, which would mean I would have to take a more business oriented approach, instead of just making a website I would enjoy using.

### Limitations that I can solve

Most of the limitations with my website that I will be able to solve simply involve spending more time on various features that would often a separate developer. This includes things like security and database optimisation.

One limitation that I can solve is security. Hobby projects and other small websites often ignore security issues in order to focus on UI and UX (User interface and User Experience). However, my preferred sector of programming is backend, which means I will spend the time securing my website to the best of my ability, including password hashing, external database configuration file, and IP (Internet Protocol) Address blacklisting. This will differentiate my website from other small projects of a similar nature, and give potential user’s the confidence to use my site.

Another fixable limitation of my site is the speed of the database. While I am unable to use a powerful server for my project, I can at least ensure my database design complies with popular database principles including ACID (for reliability and constancy), and normalisation (For speed and efficiency). This will ensure that I make the most of the hardware available to me, and I have no bottlenecks caused by lazy database design and use.

## Part (G) – Success criteria

The main success criteria of my project is: “Can I produce a useable and intuitive solution that provides users with an alternative to StackOverflow, while providing additional social and career features not found in mainstream programming sites”.

The success criteria for my project are:

- User friendly and intuitive

- Functional and robust question and answer system

- Functional and professional career system

- Functional tutorial zone

- Fast and reliable database and backend

- Secure backend

### User friendly and intuitive:

My website should be as user friendly and intuitive as possible, allowing users of all skill levels to be able to interact and use my site with ease. This can be quantified by testing the finished prototype with a class of a lower year, to assess the interface and how user friendly it is. The test will probably involve a survey and a task list for the students to complete, where the more tasks completed, the more user friendly the website is.

### Functional question and answer system:

The question and answer system is probably the largest and most important aspect of the site, and having a functional and robust question and answer system is almost certainly the most important success criteria for the project. In this instance, functional will be defined as a complete system that performs all of the functions bellow:

- User can ask questions

- Users can view asked questions

- Users can search for questions

- Users can filter questions by the three categories “Hot”, “Top” and “New”

- Users can tag questions with the language they are about

- Users can filter questions by their language tag

- Users can search for questions by their language tag

- Users can comment on questions

- Users can edit comments

- Users can vote on questions

- Users can report inappropriate questions

- Users can save their favourite questions

- Users can answer questions

- Users can edit answers

- Users can vote on answers

- Users can accept answers

- Users can report answers

- Users can comment on answers

- Users can report comments

\*POSSIBLY MORE\*

All these functions above can and will be in the form of unit tests. Unit testing my solution will allow me to test every single one of these functions. Unit testing is when you create a program to you’re the functions in your program and compare the output to a manually specified and worked out result. If the expected output matches the anticipated output, the unit test is passed. If not, it is failed, and the unit test framework will produce some kind of stack trace. Some unit test frameworks that I might be using are PHP Unit, Selenium, FrontPage, or a mixture of all three.

### Functional and professional careers system

The careers system on my website has to work, matching users with jobs and allowing employers to advertise vacant positions. For this criteria, functional will be defined as a complete system that performs the functions below:

- Employers can create adverts for jobs

- Employers can remove adverts for jobs

- Adverts will be taken down once the position is filled

- Employers can view analytics data for their advert

- Employers can tag jobs

- Employers can specify job location

- Users can report jobs

- Users can apply for jobs

- Users can have their job displayed on their profile

- Users can contact employers

- Users can search for jobs based on a search query

- Users can search for jobs based on tags

- Users can search for jobs based on location

- Users can view jobs on an interactive map

\*POSSIBLY MORE\*

As with the above section, most of these can be quantified using unit test, using a variety of frameworks as mentioned above.

Aside from simply being function, the careers system on my website needs to both look professional, and adhere to industry standards. This is vital to the success of this section, as no employer is going to advertise jobs on an unprofessional website. In this instance, the professionalism of my solution will be quantified by asking a group of students to score my website. If the average score is over 70% then I will consider this criteria a success.

### Functional tutorial zone

There isn’t much (if any) backend on the tutorial zone, so there is a lot less success criteria for it. The UI/UX needs to be polished and look good, and the actual tutorial content needs to be thorough and most importantly, correct. The individual success criteria are below:

- User friendly UI

- Good UX design

- Detailed and easy to use tutorials

- No dead links

- No spelling mistakes

The success criteria for the tutorial zone is mostly quantifiable by asking a group of students to test the website and score it on the above categories. An average of at least 70% will count as a success. In addition, the tutorial programs must be able to be ran on a computer without error and must produce the expected output.

### Fast and reliable database and backend

The database on my website must be fast, in order to provide a good user experience, as no one wants long delays while searching for a question or voting on an answer. This isn’t quantifiable, however I will ask a group of students to tell me how fast the website feels. However, I am limited to a free web hosting site, so slow speeds are expected. This is out of my control. In terms of reliability, the database needs to handle any unexpected errors gracefully, and shouldn’t break while a user is on the website. Again, this isn’t very quantifiable, but I can ask a group of students to try and break the site, to see how it reacts to unexpected use.

### Secure backend

The backend of my project should never be able to be breached under any circumstances. A lot of the security is out of my control, due again to using a free online web hosting service, but I must be able to at least protect my website from vulnerability’s such as SQL injection and XSS, as well as security fundamentals such as password hashing, captcha and IP address blacklisting. Again, the security of my solution is hard to quantify, and asking people to test it may do more harm than good. For me to consider this success criteria achieved, if none of my friends manage to gain access to the backend or expose security flaws before I’ve handed the project in!