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# Requirements/Analysis

Week 2

## Journal

The following prompts are meant to aid your thought process as you complete the requirements/analysis portion of this exercise. Please respond to each of the prompts below and feel free to add additional notes.

* After reading the client’s brief (possibly incomplete description), write one sentence that describes the project (expected software) and list the already known requirements.
  + The goal is to create a game software that is as close to the existing Bunco game as possible.
  + From the client, the only available information is about the game rules which will help us deduct the requirements of the game. These requirement will be described within the next bullet points and sections.
* After reading the client’s brief (possibly incomplete description), what questions do you have for the client? Are there any pieces that are unclear? After you have a list of questions, raise your hand and ask the client (your instructor) the questions; make sure to document his/her answers.
  + None, all the requirements can be deducted from the game rules.
* Does the project cover topics you are unfamiliar with? If so, look up the topics and list your references.
  + None
* Describe the users of this software (e.g., small child, high school teacher who is taking attendance).
  + Broad audience:
    - Casual Gamers who enjoy simple and entertaining games without complex rules:
    - Party goers and social gathering enjoyers.
    - All ages groups.
    - Limited gaming experience people
* Describe how each user would interact with the software.
  + Casual gamers
    - Casual gamers interact with the software by launching the game and entering a desired username.
    - They select a difficulty level (Easy, Medium, Difficult) based on their preferences.
    - The option to choose a tutorial or skip it caters to users with varying levels of familiarity with the game.
    - Users engage in the main game interface, where they roll dice, accumulate points, and progress through rounds.
  + Party goers and social gathering enjoyers.
    - Participants at social events open the software and join the game, entering a username.
    - The software sets up the gaming environment, creating tables and assigning random names to players.
    - Users take turns rolling dice during each round, fostering a social and interactive atmosphere.
    - As rounds progress, players move between tables, enhancing social interaction and engagement.
  + All age groups.
    - Individuals of all age groups launch the game and input a username.
    - The software accommodates different age preferences by offering various difficulty levels.
    - Children and adults alike engage in the excitement of rolling dice, scoring points, and enjoying the social aspect of the game.
  + Limited gaming experience people
    - Users with limited gaming experience find the software accessible, with clear instructions and a potential tutorial.
    - They follow on-screen prompts to roll dice and accumulate points, with the game's simplicity promoting ease of play.
    - The software's user-friendly interface ensures that even those new to gaming can navigate and enjoy the experience.
* What features must the software have? What should the users be able to do?
  + - User Registration
    - Difficulty Selection
    - Tutorial Option
    - Game Initialization
    - Round Display
    - Dice Rolling
    - Score Tracking
    - Round Progression
    - Scoring Rules
    - Scoring Display(Table)
    - Game Termination
    - Result Calculation
    - User-Friendly Interface
    - Option to Quit or Restart

## Software Requirements

***Functional Requirements:***

1. **User Registration:**
   * Users should be able to enter a username to participate in the game.
2. **Difficulty Selection:**
   * Users should be able to choose the game difficulty (Easy, Medium, Difficult), affecting the number of tables and players.
3. **Tutorial Option:**
   * Users can indicate whether they have played the game before, with an option for a tutorial if it's their first time.
4. **Game Initialization:**
   * Based on the selected difficulty, the system should create the specified number of tables with randomly assigned names for each player.
5. **Round Display:**
   * The system should display and announce the current round number (1 to 6).
6. **Dice Rolling:**
   * Players should be prompted to roll the dice during each round.
7. **Score Tracking:**
   * The system should keep track of the points earned by each player and display them in a table.
8. **Round Progression:**
   * The game should progress to the next round when the first table reaches 21 points.
9. **Scoring Rules:**
   * Points should be awarded based on the rules, including one point for each dice matching the round number, five points for three of a kind with no matching round number, and 21 points for three of a kind matching the round number.

***Non-Functional Requirements:***

1. **Usability:**
   * The user interface should be intuitive and easy to navigate.
2. **Performance:**
   * The system should respond promptly to user actions, especially during dice rolls.
3. **Reliability:**
   * The game should reliably progress through rounds and accurately track scores.
4. **Security:**
   * Protect against potential exploits or cheating.

***Constraints:***

1. **Platform Compatibility:**
   * The game should be developed for a specific operating system or be platform-independent.
2. **Programming Language:**
   * Specify the programming language to be used for system development.

***End-of-Game Requirements:***

1. **Result Calculation:**
   * Calculate and display the best table and best player based on the highest scores after six rounds.
2. **Game Termination:**
   * End the game after six rounds and declare the winner.

# Black-Box Testing

Instructions: Week 4

## Journal

***Remember:*** Black box tests should only be based on your requirements and should work independent of design.

The following prompts are meant to aid your thought process as you complete the black box testing portion of this exercise. Please review your list of requirements and respond to each of the prompts below. Feel free to add additional notes.

* What does input for the software look like (e.g., what type of data, how many pieces of data)?
  + Username: A string representing the user's chosen username.
  + Difficulty Level: An integer or string indicating the selected difficulty level (Easy, Medium, Difficult).
  + Tutorial Option: A boolean value (True/False) indicating whether the user has opted for a tutorial.
  + Game Initialization: No direct user input; system-generated tables with random player names.
  + Dice Rolling: User-triggered action; no specific input required.
  + Round Progression: Triggered by system based on points reaching 21; no direct user input.
  + Option to Quit or Restart: User input for selecting to exit the game or restart for additional rounds.
* What does output for the software look like (e.g., what type of data, how many pieces of data)?
  + Round Display: An integer indicating the current round number (1 to 6).
  + Score Tracking: Tables displaying points for each player and the cumulative points earned.
  + Result Calculation: Displaying the best table and best player based on the highest scores.
* What equivalence classes can the input be broken into?
  + Username:
    - Valid usernames (alphanumeric characters, special characters, length constraints).
    - Invalid usernames (empty, excessively long).
  + Difficulty Level:
    - Valid difficulty levels (Easy, Medium, Difficult).
    - Invalid difficulty levels (non-existent levels, numeric values).
  + Tutorial Option:
    - True or False (Boolean).
  + Option to Quit or Restart:
    - User selects to quit or restart (valid input).
    - User selects other options or provides unexpected input (invalid input).
* What boundary values exist for the input?
  + Username Length: Test for minimum and maximum length.
  + Difficulty Level: Test for minimum and maximum values.
  + Tutorial Option: True/False (Boolean).
  + Dice Rolling: Simulate dice rolls with minimum and maximum values.
* Are there other cases that must be tested to test all requirements?
  + Game Termination: Testing the end of the game after six rounds.
* Other notes:
  + Test the system's response to unexpected or erroneous user inputs.
  + Evaluate the impact of simultaneous actions from multiple users in a multi-player setting.

## Black-box Test Cases

Use your notes from above to complete the black-box test plan section of the formal documentation by writing black box test cases (other than actual results since no program currently exists). Remember to test each equivalence class, boundary value, and requirement.

|  |  |  |  |
| --- | --- | --- | --- |
| Test ID | Description | Expected Results | Actual Results |
| 1 | Valid Username | User enters a valid alphanumeric username. |  |
| 2 | Invalid Username (Empty) | User leaves the username field empty. |  |
| 3 | Invalid Username (Excessively Long) | User enters a username beyond the character limit. |  |
| 4 | Valid Difficulty Level | User selects a valid difficulty level (Easy, Medium, Difficult). |  |
| 5 | Invalid Difficulty Level (Numeric) | User enters a numeric value as the difficulty level. |  |
| 6 | Valid Tutorial Option (True) | User opts for the tutorial. |  |
| 7 | Valid Tutorial Option (False) | User skips the tutorial. |  |
| 8 | Invalid Tutorial Option (Non-Boolean) | User provides an unexpected value for the tutorial option. |  |
| 9 | Option to Quit Game | User selects to quit the game. |  |
| 10 | Option to Restart Game | User selects to restart the game. |  |
| 11 | Username Length (Minimum) | User enters a username with the minimum length. |  |
| 12 | Username Length (Maximum) | User enters a username with the maximum length. |  |
| 13 | Dice Rolling (Simulation) | Simulate dice rolls with minimum and maximum values. |  |
| 14 | Social Interaction (Move Between Tables) | Test the system's response to moving between tables during rounds. |  |
| 15 | Game Termination (End of 6 Rounds) | Test the end of the game after completing six rounds. |  |
| 16 | Input Validation (Unexpected Input) | Enter unexpected or erroneous input for various user actions. |  |
| 17 | Multi-Player Interaction | Simulate simultaneous actions from multiple users in a multi-player setting. |  |

# Design

Instructions: Week 6

## Journal

***Remember:*** You still will not be writing code at this point in the process.

The following prompts are meant to aid your thought process as you complete the design portion of this exercise. Please respond to each of the prompts below and feel free to add additional notes.

* List the nouns from your requirements/analysis documentation.
  + <<Insert answer>>
* Which nouns potentially may represent a class in your design?
  + <<Insert answer>>
* Which nouns potentially may represent attributes/fields in your design? Also list the class each attribute/field would be a part of.
  + <<Insert answer>>
* Now that you have a list of possible classes, consider different design options (***lists of classes and attributes***) along with the pros and cons of each. We often do not come up with the best design on our first attempt. Also consider whether any needed classes are missing. These two design options should not be GUI vs. non-GUI; instead you need to include the classes and attributes for each design. Reminder: Each design must include at least two classes that define object types.
  + <<List at least two design options with pros and cons of each>>
* Which design do you plan to use? Explain why you have chosen this design.
* List the verbs from your requirements/analysis documentation.
  + <<Insert answer>>
* Which verbs potentially may represent a method in your design? Also list the class each method would be part of.
  + <<Insert answer>>
* Other notes:
  + <<Insert notes>>

## Software Design

<<Use your notes from above to complete this section of the formal documentation by planning the classes, methods, and fields that will used in the software. Your design should include UML class diagrams along with method headers. ***Prior to starting the formal documentation, you should show your answers to the above prompts to your instructor.****>>*

# Implementation

Instructions: Week 8

## Journal

The following prompts are meant to aid your thought process as you complete the implementation portion of this exercise. Please respond to each of the prompt below and feel free to add additional notes.

* What programming concepts from the course will you need to implement your design? Briefly explain how each will be used during implementation.
  + <<Insert answer>>
* Other notes:
  + <<Insert notes>>

## Implementation Details

<<Use your notes from above to write code and complete this section of the formal documentation with a README for the user that explains how he/she will interact with the system.>>

# Testing

Instructions: Week 10

## Journal

The following prompts are meant to aid your thought process as you complete the testing portion of this exercise. Please respond to each of the prompts below and feel free to add additional notes.

* Have you changed any requirements since you completed the black box test plan? If so, list changes below and update your black-box test plan appropriately.
  + <<Insert answer>>
* List the classes of your implementation. For each class, list equivalence classes, boundary values, and paths through code that you should test.
  + <<Insert class>>
    - <<Insert needed tests>>
  + <<Insert class and tests for each class>>
* Other notes:
  + <<Insert notes>>

## 

## 

## Testing Details

<<Use your notes from above to write your test programs and complete this section of the formal documentation by creating a list of your test programs along with descriptions of what they are testing. You will also complete the black-box test plan by running the program and filling in the Actual Results column.>>

# Presentation

Instructions:Week 12

## Preparation

The following prompts are meant to aid your thought process as you complete the presentation portion of this exercise. It is recommended that you examine the previous sections of the journal and your reflections as you work on the presentation as it is likely that you have already answered some of the following prompts elsewhere. Please respond to each of the prompts below and feel free to add additional notes.

* Give a brief description of your final project
  + <<Insert answer>>
* Describe your requirement assumptions/additions.
  + <<Insert answer>>
* Describe your design options and decision. How did you weigh the pros and cons of the different designs to make your decision?
  + <<Insert answer>>
* How did the extension affect your design?
  + <<Insert answer>>
* Describe your tests (e.g., what you tested, equivalence classes).
  + <<Insert answer>>
* What lessons did you learn from the comprehensive exercise (i.e., programming concepts, software process)?
  + <<Insert answer>>
* What functionalities are you going to demo?
  + <<Insert answer>>
* Who is going to speak about each portion of your presentation? (Recall: Each group will have ten minutes to present their work; minimum length of group presentation is seven minutes. Each student must present for at least two minutes of the presentation.)
  + <<Insert answer>>
* Other notes:
  + <<Insert notes>>

<<Use your notes from above to complete create your slides and plan your presentation and demo.>>