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# Алгоритм Беллмана—Форда

|  |  |
| --- | --- |
| **Алгоритм Беллмана—Форда** | |
| **Клас** | Задача про найкоротший шлях (для зважених орієнтованих графів) |
| **Структура даних** | Граф |
| **Найгірша швидкодія** | O (|V| |E|) |
| **Просторова складність у найгіршому випадку** | O (|V|) |

**Алгоритм Беллмана—Форда** - алгоритм пошуку найкоротшого шляху в зваженому графі. Знаходить найкоротші шляхи від однієї вершини графа до всіх інших. На відміну від алгоритму Дейкстри, алгоритм Беллмана—Форда допускає ребра з негативною вагою. Запропоновано незалежно Річардом Беллманом і Лестером Фордом.

## Історія

Алгоритм носить ім'я двох американських вчених: Річарда Беллмана (Richard Bellman) і Лестера Форда (Lester Ford). Форд фактично винайшов цей алгоритм в 1956 році при вивченні іншої математичної задачі, підзадача якої звелася до пошуку найкоротшого шляху в графі, і Форд зробив начерк остаточного вирішення завдання цього алгоритма. Беллман в 1958 р. опублікував статтю, присвячену конкретно завданню знаходження найкоротшого шляху, і в цій статті він чітко сформулював алгоритм у тому вигляді, в якому він відомий нам зараз.

Алгоритм маршрутизації RIP (алгоритм Беллмана - Форда) був вперше розроблений в 1969 році, як основний для мережі ARPANET.

## Формулювання задачі

Дано орієнтований або неорієнтований граф ![ G(V, E)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEEAAAAVBAMAAADrxp6XAAAAMFBMVEX///90dHRiYmKKiooWFhYEBASenp4MDAzMzMwiIiLm5uZQUFAwMDBAQEC2trYAAACmtjr0AAAAAXRSTlMAQObYZgAAAZBJREFUKBWNkL9LG2EYxz9eEnNJLqlzoTWjg9CDji4ZnBTaxaGUUo7OgnQoLmpvMuBiqQ6Cg8HFRSFzCyVCW+jQckOXQELzBwgGCxZ/oH6fy51mcOgXnvf5fJ/nee9934P/lxPeM/s4rlU6nWYJnuK8n4XSdWRVZ2e5277Ga4iLP0IOtnFbsBDIzyikYx/qcZV6E0ZP8XqwPgYjofXhSQPK8F2fWDLfJ6v1gYZ3zUqbCgfmwXtpvsUjrbkWaCjWhfquNum8uBSyoXq2RiZQliqn7FvOBvwJDeCZwuujR8VyLtsnBt4Y7wYV7LDSOZ8SW6jxxbDU5Azc9nSku+odVxU/mchFVAl12Qh7insB58qjf/W+gdZ9GnZrTXxVJXMFL5Tdk4lkgPGGNgT6JVWOe1DQESvWO6vaavqmKCg8H+c1TNbgUJZFRfGt0SvBR+V8D45+fl6rEv8xfqHGnJbf/7qd53a1vCLRXgqM3JJg6s6Ug5QzKVjeujPFDymvpqBciYbMm5T9FJS9ISYTDruEH8INR55YvQ/EB3wAAAAASUVORK5CYII=) з ваговою функцією ![w:E\to \mathbb{R}.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAF8AAAAPBAMAAABw7A4xAAAAMFBMVEX///+KiooiIiIWFhaenp50dHRAQEBQUFAEBATm5uYMDAy2trYwMDBiYmLMzMwAAAA9VNXdAAAAAXRSTlMAQObYZgAAAWtJREFUKBVtUj1Iw1AQ/vJsG0Np7aSjgQ7qIGbsZieXonR1EEPFLorUWVEQnHTIKNLFwd9BC6KrHQV/KOioWBAXBSsiiKLo3SUxbfCG7+e+d+F4eUC4EgNbxcJPqBvdSb/uTYWavj1JAY++8Vlp+Vhn3netfOcAsdYWoLSUUT0Ld12fJkqEIxqAORzuuv6djif/oqQtUgaOWCZvKtg3VkgZyxLF31AW4cGusKw0w1LX7fgLNkkZDLTNV+FbhAdjwjRQnq+xzLXVEhauvZRIWZgLHPksO6VlMgssgEZdlTDqasZ2GzXUSRjPUk/bdGs00JWziamu0JFF0w03UnBQokA/d+uAQ1rJnOXjQA8aTvPAOH0wkpVIQOtjooFjRQnVBroRqYsUOCVUgcW9aBqIjVRFXmDRibLybmmVVL8kLlwK0dOAOYR1Wq98+zDJW3r/YeKzOD344Z6VrsVIj28Jh73mmpwM0n+UUWlt/gKyNVKsSdPRTAAAAABJRU5ErkJggg==) Вагою ![w(p)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAAVBAMAAADY/YGeAAAAMFBMVEX///+KiooiIiIWFhaenp50dHRAQEBQUFAEBATm5uYMDAy2trYwMDBiYmLMzMwAAAA9VNXdAAAAAXRSTlMAQObYZgAAAQNJREFUGBl9jrFLw0AUh780ibWaxPoXWCc3cXBzMLsImRRLhy6OhW4d1VEEySwOCjoJ0sk5DgpShEJbpxZu6aTQDC4dCr5Lm7STB3d87/vdvXvw33JVktrNhUvrM/6YOy+a8c/cOekbx8+kmZIVpcRRRjFev8lz4YpNsCrGcRF2yeerqzGP7IFrbnMNbxyYbXeHLpfwvVyUkAaMVK7OCbH0G4VM4As6rPkEjMWV8X4Tt6XjQDfiHfccanDPBpbiSdwFKwG8widnoa1/w5vQl0TS28HwVFKZ2X7oCXAne7puwKlqNOpTIeeSnzSDnMpcoSST6uolU3Bo7Ld0GS04QyWFHfIH95o74noGi8YAAAAASUVORK5CYII=) шляху ![p=\langle v_0, v_1, \dots, v_k \rangle](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJwAAAAUBAMAAACKdUnLAAAAMFBMVEX///9AQEDm5uYMDAy2trYEBATMzMwiIiIWFhZiYmJQUFCKioowMDB0dHSenp4AAAALBVuHAAAAAXRSTlMAQObYZgAAAgFJREFUOBGVlL9r20AUx7+O7JP8Q4oDGbo0CFJvGfIPBARe2vwFgRDQFgql9poliCwJnW4xBJoQE5IspeCpdElIoUuHQiAhJNCChy4dSouHTBny3kk6YXGy6QOfvt/Pe757fpIFmOKVCU5ljaKKhaLERF4bFKSXC/hkLLrmfL1v5tPojrnADs18Gr03F2ya8VTqUMWfy/MPuULyr7/iWtMxo2kqxEHgxsNuBIDcDSshpZ7tcahpUrI/h78+URVjJoX6Wis1vZFyXhMiWId1pXMsiHrBCrh1FWMmhdn1F309ii1dxAizMkuS4p6JVsXHs5izQfH96fiQpYhL3wP0uztD1joaIVCN4Dp+0iCb+ilRc+wDV26Tc4fUSxM9ltnsvD7g9PGpDWfIGWWgBqxsfnmHemgPmEZAZYCVXEFM5R3seKhUIidst06jqLz4AZSpxY6sXua2owfFlm64T+sMH8WGt1NmkY7Qgg22cIuXF0tAKQCuf//M7QZ6jMW3G9zBkTNrlGSjtmPT4u02EtGKSLw5DNA7JsGj/kKfXNi+Am1YQ7hpjmenTQrB3XFst2nhP1l+cIRcSQtg+RZQV5IW3k6bFGKQqH+zdBS9AsSDTmUiUrL8/AR4m1Dv6HtmdKUYxlJ0azcQXeDzY6CTWsxrpY9XJO1Fp8faLXx9rur6/xE28ASNCW1aDj7K1gAAAABJRU5ErkJggg==) назвемо суму ваг ребер, що входять в цей шлях: ![w(p)=\sum_{i=1}^k w(v_{i-1}, v_i).](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALgAAAA0BAMAAADLb+9XAAAAMFBMVEX///+KiooiIiIWFhaenp50dHRAQEBQUFAEBATm5uYMDAy2trYwMDBiYmLMzMwAAAA9VNXdAAAAAXRSTlMAQObYZgAAA8FJREFUWAntVUuIE1kUPflUpyupqkREdNW2ILhS23EYYYaBbHqhPa3ZKPhBAmpWKnHhzOxURAYRnMKViIu4cCVoLRw3LoyggtgNJa2NiJ9iRnctnYWo7TRm7n2f6qoYTIgGZhgv5N1zz7v31Kub914BXdmerrJ6TNrWY11XZSu6yuox6eQf9R4rO5fl1m3sn7j9m9t5Bb1mJMdqvZZ2rsujUeqc1WPGnzjs9Vj6tex/1YF8cz3Z9783m39/+fe2m3KL5x7Pf4b4M1m7s1Vi7QfFLIveAXbQmheNjZZjkSjIWSsqwdTZ96osV1WA3aIIbgPvxrkZFTr1OI90s6wY9XiOPspSKdppNRXf0/wtDbQ/8lqjBW95C7gdsooxdkRHP2mgfeqdq2HoUyFqD9L1KG+UdZTXQHunGT5YU+j4UW1wqvPEw2XzFJIFYLS+5BCQKoYSCix/GzKv7iEbnPVAH1WqNGrhhAI0v0PAb3nMZMq5Bi4i5QH+N8FgAKtE9B4+OeuHOQMYaBaFp6H6M24gW8IPVDlQTs9pXvtqBVtcDm7zMJby7RE8wKALxzvGdZkq8zG7clKFae9HTMEugogxyh2JpQFpj5YpuF/EOBskq9gO7rQzh7wPuyz46HDjjY6cD1gFw0WDiFkXvqPl18gMkrDxF+FpEU8hX0QJeRcwapgtthPP6JWD3vI1DID7MQWqozK2paelp3kDJmEpvopXUAI1G1YZj6jDPs3Feo5zniwFklVaG4mz1gYkqEiZEk9VMSSYA2K8gOVIB8hS/WCB/llYBV0Q+nUhyhYSDWwGLhFzjDowHagpJU4Svn2QuJuCn8QRl5bCe2TWt+sQj1EVyiX9MLb8zBy9p9gMq7E7MaNXchomLQxJ3wiGWPiSiM8/fbmPsvkQ7RjfSnSWfnGrLITm5LNtnMSHaOahh0EYlUplH/fJPE6cM0m36lECNZgnyEkza8AdAZcqJnTGcAhDcE6hXZqhthgKG3UgUdUTwu8FN5xsjRgjwyZXBZGCgaLkVtJLCyPxhILJUWpPoALpzoD2MFmuLONwdC4rmNFCFJvDknxakH58voQXEsK+D1xTWLm0v3jeI2zFaYT7MLfWjUyNR7CC6jkiqrdMy/1Jh7XFvrtOdnXJ9JXYNzSyxVvyOaQz3JVZTW1tvhldKXwiKccLF8ZN+2r//Q7w1c/Wcugk+bkjX/1kiV8D4fsz8OfkS5u4+lm0H+JDN026sSvlvojjqOpFP1bOV7+wfognR839ExMT/WkLX/1s6ee3JfiXjP8A6QjmGMoW6gMAAAAASUVORK5CYII=)

Вхідними даними для алгоритму є граф ![G,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASBAMAAACk4JNkAAAAMFBMVEX///90dHRiYmKKiooWFhYEBASenp4MDAzMzMwiIiLm5uZQUFAwMDBAQEC2trYAAACmtjr0AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAH1JREFUCB1jYGDgu3NnAzcDEHCdbGBYOxvEat/AwMD2DSRUA+J+AGKeKBDrABC/B0oyMDQA8X0QAQalMAbDTwYGjpsuF4B8kFaO3yCJI0DM/A/Eev+AgYETZBwDUxwDg44DA1chA8Obs7u7FBi4QkDCYMAIYzAww1ltcJYBANH0HFY+SvdhAAAAAElFTkSuQmCC) вагова функція ![w,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAANBAMAAABWYCMqAAAAMFBMVEX///+KiooiIiIWFhaenp50dHRAQEBQUFAEBATm5uYMDAy2trYwMDBiYmLMzMwAAAA9VNXdAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAGNJREFUCB1j4LuzgWEdZzcDAwM7ewL3B4alQJY38wVeA4YrQBbD+wdMBQyRINZlBn4HhgAQS53h/QQIayGDPAPLA5DYWYb6CawMnEDdc+4+TQ1g4GwGiYIBK4zBwAhnPYGzBADutRXowezFrAAAAABJRU5ErkJggg==) та стартова вершина ![s.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAALVBMVEX///8EBAQwMDBAQEAMDAyenp62trYiIiKKiorMzMwWFhZ0dHRiYmLm5uYAAAAADSIcAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAD5JREFUCB1jYLizewMDECzgfQkkOQoYJgAptlcnQWIMXe8CgORMBvYCIOXMwG0ApHQZ2C/wejPM2X2WgVcaAMZhDZ027do3AAAAAElFTkSuQmCC) Потрібно знайти найкоротші шляхи від вершини ![s](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAJBAMAAAD9fXAdAAAAKlBMVEX///8wMDBAQEAMDAyenp62trYiIiKKiorMzMwWFhZ0dHRiYmLm5uYAAAAJLMyUAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAADZJREFUCB1jYDi9agEDwwSeGwzsCQwNDKw3dzAwMFTedWDoYGBLYDBi4FJgkGFgO8DQvWoPAwAZTwu6NrQUMwAAAABJRU5ErkJggg==) до всіх вершин графа. Алгоритм Беллмана-Форда повертає логічне значення, яке вказує на те, чи міститься в графі цикл з негативною вагою, досяжний з витоку. Якщо такий цикл існує у графі ![G,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASBAMAAACk4JNkAAAAMFBMVEX///90dHRiYmKKiooWFhYEBASenp4MDAzMzMwiIiLm5uZQUFAwMDBAQEC2trYAAACmtjr0AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAH1JREFUCB1jYGDgu3NnAzcDEHCdbGBYOxvEat/AwMD2DSRUA+J+AGKeKBDrABC/B0oyMDQA8X0QAQalMAbDTwYGjpsuF4B8kFaO3yCJI0DM/A/Eev+AgYETZBwDUxwDg44DA1chA8Obs7u7FBi4QkDCYMAIYzAww1ltcJYBANH0HFY+SvdhAAAAAElFTkSuQmCC) алгоритм повідомляє, що найкоротших шляхів не існує. Якщо ж таких циклів немає, алгоритм видає найкоротші шляхи і їх вагу.

Сам алгоритм Форда-Беллмана представляє з себе кілька фаз. На кожній фазі проглядаються всі ребра графа, і алгоритм намагається справити релаксацію (relax, ослаблення) уздовж кожного ребра ![(u,v)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACsAAAAVBAMAAAAtAwouAAAAMFBMVEX///9QUFCenp4MDAzm5uYEBAQiIiJAQEB0dHQWFha2trYwMDCKiorMzMxiYmIAAACOV7ETAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAP5JREFUGBl1zzFKxEAUxvF/sskmazKbHGFrbba0klRWXkDYKyjBRsuAWy0I6w3mBoqNstV4AEFsFzSFhSKChe2Cb4adJsFXzPveb8I8Av/Vd/diYSE3Xc4qkXVXUbdCqx5zJ7Ts8x6kdZ8LGBp4XZG0SKkvnU5hNGGkoTynMJaDpA5/IWuIK0J9wE1leXfQ2F1BibyD2nBpFd4qWhjXFJW0JfcW4RMax/GzrCiZOeWaXOakZaAhNmpz5HzGWHpm7FaGTfAzj/YFTrmSUz61v6Me3i9MdCyw/tCWIZpKd5X6wKOkMz/lPnAi6dBPLz7syLuE7XY0207mwpMffZ/DH1etM5bMf/55AAAAAElFTkSuQmCC) ваги ![w(u,v)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADoAAAAVBAMAAADlb+D4AAAAMFBMVEX///+KiooiIiIWFhaenp50dHRAQEBQUFAEBATm5uYMDAy2trYwMDBiYmLMzMwAAAA9VNXdAAAAAXRSTlMAQObYZgAAATlJREFUKBWNkLFLw0AUh7+0TWPbtNa/QB3ESeggOLhkL0JdBAeli6PQzbF0FEEyiRSHOjgJksm5Dg4OQqHqpJDFQSikjm6+S3KX4OSDu/vu+90dL4H/VT38c84OcmIpxwk+ZaYxzjilWWbc/DuJdj0TFw0ZKI0N7hnKYE7jPeCucsYqMR7HmUh7BJs4Trc254ZtcMpdvuNUqPQDj7SLk3qLF06hXZ3UxEm1qx1acAJRWOixz1xkFNojWaQinwm8wZRFjw7q0hS3qzJFolS6rg52OBe3xUIzDoWsEKTFa5YphdyKHhB9JfGAuuwf4Jm+b6v+YI2+7Q/lSTY4lFluXH18HolQf2N2cLHLZUvRayDzSEZSQw2qnaSsnibKnsamhkKoicpKig1Pu3sNsu6kbBk3NkT8gbkt2D6/6KFJoEz+egAAAAAASUVORK5CYII=). Релаксація вздовж ребра — це спроба поліпшити значення![v.d](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAOBAMAAADDIxFwAAAAMFBMVEX///8iIiIEBASKiooWFhbm5uaenp5AQEBQUFAMDAx0dHS2trYwMDBiYmLMzMwAAABFi8JNAAAAAXRSTlMAQObYZgAAAI5JREFUCB1jYECApg8INgMDhwMyj6UBmcefgMzLZ2Dgu7OBawJIbMfdFqBW9gK2r0AOswPfDwaGbM4FDA5A3vsHDN9AVADDBSB1hIENZN0VBoYFQOovxDoPBuYHQMO+MbA0MDAwKDPwAknWfwzxCQsYGGQZ1jGwzmKYxtAftoGB4c2tDQysWgzP13J0MQAAoKwibZ+nzVYAAAAASUVORK5CYII=) значенням ![v.u+w(u,v)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG0AAAAVBAMAAAC+p33JAAAAMFBMVEX///8iIiIEBASKiooWFhbm5uaenp5AQEBQUFAMDAx0dHS2trYwMDBiYmLMzMwAAABFi8JNAAAAAXRSTlMAQObYZgAAAahJREFUOBG1UztLw1AYPbXPxCQWXETQpbpKwcVJOmQQRChdpFv3+uggOAnZHHXWJSBSVJT8Azs5KIUMTiKSxa3SgtRRPDfJLWmi3fyg/b7zuvcmlwD/V7oXW/smhv+Aq3Feq8aZ37DRibNJJu4QWHMS7EOCEURxnM2MQ4F2khSZWK6dNM0AxqujnlJhx1HgCHMfT1C8moPZqEjyCsg0UMi3ckP62fE5lrOOcQ/FxmZUtA6xX4Vmo0mlQn9TcadFnhXsl3O28Ay9geWImHPOwOctWEC/Cle4+55/3lEOxjfmoFYxiIrGEDqgt8A1YVNh14hwYJpLplnkpFfwBRUQpwhFnyQlchtIe1TYp8qiy3MiZXFxmlZIjcSMhXUg7wIlsTGrhP57ECz6GEo5PcAecB4VuTYzGo0LuAPqNuZxwocRFeY0tzAUj/BIyhdpQspVPUBxgN4L/2o2erfbF3Swwly2+9a+JhT37ou1Cm+yKz4Ghb9khTkp1OUQvD+B1kZUdOhEAV9CQ+KyHBblMKln5f5GI7RNtyb5R9puOKUlo8lhcg/uN+K5BH4AeKhnMPR99wYAAAAASUVORK5CYII=) . Фактично це означає, що ми намагаємося поліпшити значення для вершини ![v,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAANBAMAAABr8kJMAAAAMFBMVEX///8iIiIEBASKiooWFhbm5uaenp5AQEBQUFAMDAx0dHS2trYwMDBiYmLMzMwAAABFi8JNAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAFJJREFUCB1j4LuzgWsCAwMDB3sB21cgnc25gMEBSDO8D2C4AKKvMDAsANEeDMwPQLQyAy+IYpBlWMfAOouB4c2tDQysKmAhBgYuKM0MpZ9BaQMAz7wPDTvgq4UAAAAASUVORK5CYII=) користуючись ребром ![(u,v)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACsAAAAVBAMAAAAtAwouAAAAMFBMVEX///9QUFCenp4MDAzm5uYEBAQiIiJAQEB0dHQWFha2trYwMDCKiorMzMxiYmIAAACOV7ETAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAP5JREFUGBl1zzFKxEAUxvF/sskmazKbHGFrbba0klRWXkDYKyjBRsuAWy0I6w3mBoqNstV4AEFsFzSFhSKChe2Cb4adJsFXzPveb8I8Av/Vd/diYSE3Xc4qkXVXUbdCqx5zJ7Ts8x6kdZ8LGBp4XZG0SKkvnU5hNGGkoTynMJaDpA5/IWuIK0J9wE1leXfQ2F1BibyD2nBpFd4qWhjXFJW0JfcW4RMax/GzrCiZOeWaXOakZaAhNmpz5HzGWHpm7FaGTfAzj/YFTrmSUz61v6Me3i9MdCyw/tCWIZpKd5X6wKOkMz/lPnAi6dBPLz7syLuE7XY0207mwpMffZ/DH1etM5bMf/55AAAAAElFTkSuQmCC) і поточним значенням для вершини ![u](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAJBAMAAAAWSsseAAAAMFBMVEX///8iIiIEBAQWFhZ0dHTm5uYMDAyenp6KiopQUFBAQEC2trYwMDBiYmLMzMwAAABP7sQsAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAENJREFUCB1j4LuzgWEtAwMn1wKGHwwM1WwXuL8yMDC8f8CSAKQuM/AsAFKWDEwNQEqD4f1TIC3CMJ8lgIHhjW+UBwMAGXcQDxYn7HMAAAAASUVORK5CYII=) . Стверджується, що достатньо ![|G.V|-1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE8AAAAUBAMAAAA+U32BAAAAMFBMVEX///90dHRiYmKKiooWFhYEBASenp4MDAwiIiJAQEC2trbMzMwwMDDm5uZQUFAAAABYhc1FAAAAAXRSTlMAQObYZgAAAStJREFUKBWtkb9KA0EQxr8kasjeJZdHSGNl4xuYUgvFR8gbWGqlFnYptEwlae1sRSSHKPgnHEGQIFhcH4VgGolo/GZWQc9J58DON/vNj925PTzDCMu8Fe7oOkEK5HfWgMrkAGr+OOCBtXiPTZRbBLHRYFr1JqvvcFusCAbbVGU6VSB3nAXLybIH+zE14kKUAnfU7NVX3rvsUUMuzMaQWaeA7oMtBJJm6ig0qPaJpTe2fIRDVKSyweL6F8aneYc+oQ1Gu8DJ3orQubFbFFXwVOJMtvAfU4xZdlImzI1KIgoGXYlz3XswrHOz1BYneFkQmTKjG7O1rwBea6r2jJhvI38B9KvApuezILtyi+seDvg/7gnemODTJOn9GUfJ7IliWp5p/j848OP/zob5CZaOY+YpQGL+AAAAAElFTkSuQmCC) фази алгоритму, щоб коректно порахувати довжини всіх найкоротших шляхів у графі (цикли негативної ваги відсутні). Для недосяжних вершин відстань ![v.d](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAOBAMAAADDIxFwAAAAMFBMVEX///8iIiIEBASKiooWFhbm5uaenp5AQEBQUFAMDAx0dHS2trYwMDBiYmLMzMwAAABFi8JNAAAAAXRSTlMAQObYZgAAAI5JREFUCB1jYECApg8INgMDhwMyj6UBmcefgMzLZ2Dgu7OBawJIbMfdFqBW9gK2r0AOswPfDwaGbM4FDA5A3vsHDN9AVADDBSB1hIENZN0VBoYFQOovxDoPBuYHQMO+MbA0MDAwKDPwAknWfwzxCQsYGGQZ1jGwzmKYxtAftoGB4c2tDQysWgzP13J0MQAAoKwibZ+nzVYAAAAASUVORK5CYII=) залишиться нескінченністю.

### Псевдокод

// Ініціалізація

**для** кожної вершини ![v \in G.V](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEYAAAAPBAMAAACrV6QTAAAAMFBMVEX///8iIiIEBASKiooWFhbm5uaenp5AQEBQUFAMDAx0dHS2trYwMDBiYmLMzMwAAABFi8JNAAAAAXRSTlMAQObYZgAAATZJREFUKBVtkb1Lw1AUxY+0L6a2jWsHK4K4qIOTc4YMLkI2VxcnB+uqBePm1uIoHfoXaEDchCoUBAnYwUWp8JYOgqQV/EIX73kvoEMP5HfuufcG3kuAMSrW65Er/Ye3CGh8jtmAutbYqMjE+RDkw3E7z1E29r5lfPp/xekG68yqRY6IL0k9FpnUzJatSgv0K2IZ4Lm8fjzVZC5skqJORGoiAFbF3Mma8868R1AH2hhxB0Ri24U2fHHMEdSxNbIRuuZWwxA8VnE2TdMBB69ygN2gxvIsPqfhHmiLea0kSW7Z4LU8uZFoZ8WsYg05zewTVFee3I8ph0/a+DzKxvcNBZ0YmBiZNF21zWr2JfPaZpSXgL4PdSLfo2l7L4/ynkhVLmwDlzdHgx7UIlCyo6wv5hzaf/HXyapfQlNIyChBnlcAAAAASUVORK5CYII=)

![v.d = \infty](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEcAAAAPBAMAAABElc8tAAAAMFBMVEX///8iIiIEBASKiooWFhbm5uaenp5AQEBQUFAMDAx0dHS2trYwMDBiYmLMzMwAAABFi8JNAAAAAXRSTlMAQObYZgAAAQdJREFUKBV1kCFLBFEURg/MvHV21h01rEUs2vwHtgkiJhkMmwSnGzQYBQcxWVwMBtP7A8qAZZtFMAkbTKKwgrBFcIuLoiveh+Hig/nC49x7Pi7DgOZwqFxJUVqpVISFciVN5ZVKxY6iR8ljGXfcrvt05Kl4pgfNWwvRxG7tXWyQJh+utLfiMu3w7uo0b6zShe26JZXNW5+RM5qgJPx6yWjkYjPkKjfUhlpw1ASzsC4g+h6s0Bj/N0mJ685faY2gD8mIsECi3xTLtPEtj1xadHcxP2zlVkDj1rMHPRIL81xizjnjpF1qQ8gUbNrJMc/Crw8lZonBRXT8rwOD/TlY/mx5a2/M3CzPL9EAPd5H00TVAAAAAElFTkSuQmCC)

![v.\pi = NIL](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAF8AAAAOBAMAAAC7sN2UAAAAMFBMVEX///8iIiIEBASKiooWFhbm5uaenp5AQEBQUFAMDAx0dHS2trYwMDBiYmLMzMwAAABFi8JNAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAVpJREFUKBV9Ur9Lw1AQ/qokTfPLjjpII25SsH9CBwc36yYuuncp2NEhi7MFFcHFLK42k6tFcJUUioMIzeJWiaSK0MH4XbIkSz549+6+u3v57r0AZRh/A/vxCFqjeQyM49WyYskZDR94pvPYkmghXCmsqAcELJl2aKyf0mJJauYXFI/OGhcqA7GlsNQFlkOW/ErZCj8H2O++Lp3VJEliIfJ4wCUsEsZc2HQQaNWeKtpOPj/ORCj6O4K6uLjDNJSGTP0wzXdrHto8w9fgMlVEgCP3kJQpGvCUJaNOeg84UNyMyNkAFafLeGkkZJOLH5kAnoSvaiBbHnYL6lzYyKOx+QwKnd3sHnCluxDkZtB53oY0DEMa/Y/DkNlM7wFq26qTLUDmPZeGVL3pADMG67iHcgPT1UkUUWUY+TSiXgYxLrjP3nwoW6iF9kDoHMxt/kYmhffjFz7U3vXprYN/B0pXaFbXIqEAAAAASUVORK5CYII=)

![s.d = 0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADsAAAAOBAMAAABjvHmeAAAAMFBMVEX///9QUFAEBAQwMDBAQEAMDAyenp62trYiIiKKiorMzMwWFhZ0dHRiYmLm5uYAAAAbSzRxAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAOpJREFUGBldjz1OAgEQhT/E6AKyS2gxkQNQ2JsYexsLQ0Es9gYuN9gjkFjaUFiZELan2dICEmsTjYWxM0BDoTH6hmIZeM28n8n8QIHmoqBr8jFreKOUeQU97rxR22qmfspe4vIodgLUXXt2zq3jolFOWeu+prn5/deWlQ3mA/avIAu/5VWy6tKiy4khFRsrblNJGZoYslJxUFxuc/jzYt4ZBwuXiWp4oOH3f7HEL7tv67Qg45EgherKHhE2u6X12DVHF6Dz5nFueYF6SpRwTvAe3tDl5DMpIiNhjycYTd8IOzzMSsdbKbIa/AM75jz+uwq1CwAAAABJRU5ErkJggg==)

// Основна частина

**для** ![i = 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACoAAAAPBAMAAABgjEDtAAAAMFBMVEX///8WFhZ0dHSKiooiIiIMDAyenp5AQEBQUFAwMDDMzMwEBATm5ua2trZiYmIAAACeyoKRAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAHFJREFUGBljYGB4y4AKeAqAfJ69qIIMVx3QBEDck43YRBk4cYpyvbwA0ocEQGo5OEBWsguCgAhYDiSay/oAzEYQYHPXH0AIgFlg0RY0QYgbNoNE0c1l+8CEphhkApODDrqoADAYnBJQRTnm/+xBFYHxAIpGEtcI2UujAAAAAElFTkSuQmCC) **до** ![|G.V| - 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE8AAAAUBAMAAAA+U32BAAAAMFBMVEX///90dHRiYmKKiooWFhYEBASenp4MDAwiIiJAQEC2trbMzMwwMDDm5uZQUFAAAABYhc1FAAAAAXRSTlMAQObYZgAAAStJREFUKBWtkb9KA0EQxr8kasjeJZdHSGNl4xuYUgvFR8gbWGqlFnYptEwlae1sRSSHKPgnHEGQIFhcH4VgGolo/GZWQc9J58DON/vNj925PTzDCMu8Fe7oOkEK5HfWgMrkAGr+OOCBtXiPTZRbBLHRYFr1JqvvcFusCAbbVGU6VSB3nAXLybIH+zE14kKUAnfU7NVX3rvsUUMuzMaQWaeA7oMtBJJm6ig0qPaJpTe2fIRDVKSyweL6F8aneYc+oQ1Gu8DJ3orQubFbFFXwVOJMtvAfU4xZdlImzI1KIgoGXYlz3XswrHOz1BYneFkQmTKjG7O1rwBea6r2jJhvI38B9KvApuezILtyi+seDvg/7gnemODTJOn9GUfJ7IliWp5p/j848OP/zob5CZaOY+YpQGL+AAAAAElFTkSuQmCC)

**для** кожного ребра ![(u,v) \in G.E](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGcAAAAVBAMAAACphe0AAAAAMFBMVEX///9QUFCenp4MDAzm5uYEBAQiIiJAQEB0dHQWFha2trYwMDCKiorMzMxiYmIAAACOV7ETAAAAAXRSTlMAQObYZgAAAfpJREFUOBGdkr9rE2EYx79JLrlrkvvhKhRqRx2MLoqDHBSzKNKtCB26ZqiJDsZJDnQVokvpIL5TOzaKkv4a7h8QQx06FO0N/kTEiE7SoN/nvb5gLtbBB+77fJ7v8zyX9+UC/F98yaw5KmP8pazGWfNZ1sBq7wkCcd9/b7ebA2BvbGTMubwI65ZeKh8Abg3YHFuqTI1a7hnWp7Xp/SC2gM7oBKt8N7VOLS8nQjNS+0IoyXQCp6WrERnoqv40TN3nkiua/YArfZRi4M0m7AQM97NyasBDYZzVCpS/Cbi6WpuyuoQJBQRt+LGYObuV56nXhe1IlGEP0yz6tddMmIoh8uoi1kIyThYiueMx4aKIRGE2zaIN5BSTXNAd4i4TYz/kmfFBcOU1IyT4C8BuY4kEzMGTg/oh4HXQ0x4+AdHh0qstBgsU5Bb7AQXuASzkeIo+7xVgXjzgAaqs7whOiEhUOpSXStCRzzTN97Aqxu7wipjc9ajbgrYSZZR/UpoaK7NMC3xPxE8W5Qb3rPM0ruM+9QIf4JFWyjsFb4PfOEKxC9QT/mKLR11/ezu2rrG/91FRa3zYPR7qjPLWjcmrwKXIfnyuvfGLrpVOsO2kI0A1SOlEI/0bGf+PfNNw1UCpb+jIXDedHQOrBo7O+eSwF5uZroF/5BeZnhNmjLHyN1FUdDH56oE7AAAAAElFTkSuQmCC)

**якщо** ![v.d > u.d + w(u, v)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKEAAAAVBAMAAADcJJPmAAAAMFBMVEX///8iIiIEBASKiooWFhbm5uaenp5AQEBQUFAMDAx0dHS2trYwMDBiYmLMzMwAAABFi8JNAAAAAXRSTlMAQObYZgAAAkVJREFUOBHNVD2L1FAUPTo7H8kkmQFBRNTGj1IHtLCSgFMMykLYRrcy/ag7giAIQooFtxGttQmILCpK/oFrY6EspNhCZJE0diszILOleO5LXj5mFHQqL0zuufece95L3mOA/yvsZGY/r6t161y1Lqo/MecLSYosr9pZr5al6veMs1WSKDjbGbBbT2ZVUgszH1Y01/tQ7eyzrB+blwHCMLpp0s8lDYp8s4BEjYmUzvt5y5SZc9ysjKuiQ4PdyHwiRfvRZ1c1nTt+mncjPBCUM3qP3z/BSFYiHFLjqQhsvgSWfLSao8ZU5i5gHEjmi6/3JJHBDwEF05USCB7iHYwQV0siBPew5sEKMSTjUuX8RMdnVrETMg2NuC1rlZjUsREtYwe2j9OFCI3oKfhdWwEw9hBzznKxxpRG7YzkcaK+R4nJ9sg1jsD0MClEXHgKG7BH4GoIyXRi5JeuNvDYIWORz5m7/f6pfr/Lju3y8E1A3iATqSZb4jhALSEz9vNLZy4rQ9YHe1VG7BgHAm6I42eJMxHPJMAloBkDJ2WzwI2kvk8Rw76ikjDjb7QsGH3WRq82wW3gGYWZCLI63SwOHMdbYDU0/NZ0KFbXL2eGOIrHpldi8vtoxa2pfKqPVGYibjw2E8CIgL0vfKyEzv14gyK0D/ORxt6ba89LDJvdlKhvf918RSg3PBW5PJlt+eMx+PuXyBz1yKoG6mxVcTFv/R3Yqsqavq57GpzQYLFc13t2/MygPVrMKZ+6laGa7lgaLJrVTS4PvwB+Aca7lejDTb57AAAAAElFTkSuQmCC)

![v.d = u.d + w(u, v)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKEAAAAVBAMAAADcJJPmAAAAMFBMVEX///8iIiIEBASKiooWFhbm5uaenp5AQEBQUFAMDAx0dHS2trYwMDBiYmLMzMwAAABFi8JNAAAAAXRSTlMAQObYZgAAAiBJREFUOBHNVDGL1EAYfbrubpJNsoKNCNqctrqghZVESHEgQrhGrjL9qreFIAhCCkEb0VqbwCGHipJ/4FUWykGKK0RE0tidZEF2S/FNMpPMhBN0Kz/Ynfe+9743s5OwwP9VXtE5zxuTWxdM3rI/KRdbS43cyOw8NKnGDlf8Xc1SwW5nvWto+OGKmzUGBT4oUK9Lk2pMKse1FuExkwp2y2gN5gbViFI6iTuaRcIx4H/NnGeCjp58DmS7XqjggYCtIhN/fIJdbGQ4UY3XJrD5iseOYQ1ng4WYu4Qy4TIMRV0looKfXJVCJBOTR3gPO8U1zYTkHrYiuCmmVAKa/V8Yx1zbmtr5SOylKXXiILuOfXgxzoHjtQmD7Lm4VysBygg559wAW21ahcqiug9NkWfkHifhRJjTJk3ceAEP8GbgbkipjHN0X7p9uNQb5W4Yng1DEeoFWMIBxC+QpqrJlkhcR6+gUsZErPYeyY9ONIVQxLGOJDwQx88TSxOfSYIrHM+BNXFY4GbRX9Kk1xrK74zUFJloT3pz3AFe0C1NELszzeXAabwDNlM7thZTPQ84hadOZCgy0c2thbiqj/RLEw+eOwVgZ8DBF35tpP79/DFNeh28vbFtKjKxv/dt5zWd4g2vTQGfzJ7447H5+ZeSiWpkU4Hq2VbkctP6O7Br2oax4hMFziiw2tpXZ/ZjGTCarZbUTN2WqKc6rgKrrtWbrA+/BH4D8bmQYQIgU1UAAAAASUVORK5CYII=)

![w.\pi = u](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEUAAAAJBAMAAACWOfwNAAAAMFBMVEX///+KiooiIiIWFhaenp50dHRAQEBQUFAEBATm5uYMDAy2trYwMDBiYmLMzMwAAAA9VNXdAAAAAXRSTlMAQObYZgAAANVJREFUGBlj4LuzgWEdZzcDEOT///+/AcSAA5BkLgMDO3sC9weGpUBhNrl702eCpJONQUAByGJnS2D4yMDgzXyB14DhClBgN0MBO5BCBt5cF7h/AgXeP2AqYIgEyXAWTEdWAGK/f8C6AEhdZuB3YAgAMhh4HXxBFDK4zMCTAOSrM7yfAFHDNSEcLI9wD4M5A4cAUGwhgzwDywOQpDPDJRCFDBoZ3r8EKjrLUD+BlYFhVgDDcYYIZHkQW5WhnnUCA8Ocu09Tgc6ZEcCwjuEVupo3sdMCGQAkeDWj7CqKUgAAAABJRU5ErkJggg==) // зберігаємо попередню вершину

// Перевірка на наявність циклів з від'ємною вагою

**для** кожного ребра ![(u,v) \in G.E](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGcAAAAVBAMAAACphe0AAAAAMFBMVEX///9QUFCenp4MDAzm5uYEBAQiIiJAQEB0dHQWFha2trYwMDCKiorMzMxiYmIAAACOV7ETAAAAAXRSTlMAQObYZgAAAfpJREFUOBGdkr9rE2EYx79JLrlrkvvhKhRqRx2MLoqDHBSzKNKtCB26ZqiJDsZJDnQVokvpIL5TOzaKkv4a7h8QQx06FO0N/kTEiE7SoN/nvb5gLtbBB+77fJ7v8zyX9+UC/F98yaw5KmP8pazGWfNZ1sBq7wkCcd9/b7ebA2BvbGTMubwI65ZeKh8Abg3YHFuqTI1a7hnWp7Xp/SC2gM7oBKt8N7VOLS8nQjNS+0IoyXQCp6WrERnoqv40TN3nkiua/YArfZRi4M0m7AQM97NyasBDYZzVCpS/Cbi6WpuyuoQJBQRt+LGYObuV56nXhe1IlGEP0yz6tddMmIoh8uoi1kIyThYiueMx4aKIRGE2zaIN5BSTXNAd4i4TYz/kmfFBcOU1IyT4C8BuY4kEzMGTg/oh4HXQ0x4+AdHh0qstBgsU5Bb7AQXuASzkeIo+7xVgXjzgAaqs7whOiEhUOpSXStCRzzTN97Aqxu7wipjc9ajbgrYSZZR/UpoaK7NMC3xPxE8W5Qb3rPM0ruM+9QIf4JFWyjsFb4PfOEKxC9QT/mKLR11/ezu2rrG/91FRa3zYPR7qjPLWjcmrwKXIfnyuvfGLrpVOsO2kI0A1SOlEI/0bGf+PfNNw1UCpb+jIXDedHQOrBo7O+eSwF5uZroF/5BeZnhNmjLHyN1FUdDH56oE7AAAAAElFTkSuQmCC)

**якщо** ![v.d > u.d + w(u, v)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKEAAAAVBAMAAADcJJPmAAAAMFBMVEX///8iIiIEBASKiooWFhbm5uaenp5AQEBQUFAMDAx0dHS2trYwMDBiYmLMzMwAAABFi8JNAAAAAXRSTlMAQObYZgAAAkVJREFUOBHNVD2L1FAUPTo7H8kkmQFBRNTGj1IHtLCSgFMMykLYRrcy/ag7giAIQooFtxGttQmILCpK/oFrY6EspNhCZJE0diszILOleO5LXj5mFHQqL0zuufece95L3mOA/yvsZGY/r6t161y1Lqo/MecLSYosr9pZr5al6veMs1WSKDjbGbBbT2ZVUgszH1Y01/tQ7eyzrB+blwHCMLpp0s8lDYp8s4BEjYmUzvt5y5SZc9ysjKuiQ4PdyHwiRfvRZ1c1nTt+mncjPBCUM3qP3z/BSFYiHFLjqQhsvgSWfLSao8ZU5i5gHEjmi6/3JJHBDwEF05USCB7iHYwQV0siBPew5sEKMSTjUuX8RMdnVrETMg2NuC1rlZjUsREtYwe2j9OFCI3oKfhdWwEw9hBzznKxxpRG7YzkcaK+R4nJ9sg1jsD0MClEXHgKG7BH4GoIyXRi5JeuNvDYIWORz5m7/f6pfr/Lju3y8E1A3iATqSZb4jhALSEz9vNLZy4rQ9YHe1VG7BgHAm6I42eJMxHPJMAloBkDJ2WzwI2kvk8Rw76ikjDjb7QsGH3WRq82wW3gGYWZCLI63SwOHMdbYDU0/NZ0KFbXL2eGOIrHpldi8vtoxa2pfKqPVGYibjw2E8CIgL0vfKyEzv14gyK0D/ORxt6ba89LDJvdlKhvf918RSg3PBW5PJlt+eMx+PuXyBz1yKoG6mxVcTFv/R3Yqsqavq57GpzQYLFc13t2/MygPVrMKZ+6laGa7lgaLJrVTS4PvwB+Aca7lejDTb57AAAAAElFTkSuQmCC)

**повернути** ХИБА

**повернути** ІСТИНА

## Оцінка складності

Якщо граф заданий списком ребер: ініціалізація потребує ![ O(V)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAAVBAMAAAAgHXppAAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAASFJREFUGBmFj7FKw2AUhT/SxjRpYruIo30Ah+ImLq4iQhdH0UXBQcwb1M3BpY9QcdFFOnUQh2wOWuzg5pLBSZTWQURb0HNbmnYz8N/vO4fLT3749wvjycrqWN4fOi3ZNuHxFkS/lcAiNwn+KXhN6KXKmyPF25c/QdCAehVyMVyranc1ejF5oSS/FV91LnWo11gRCk2wtRL4Q5HdKgtCfh03NaY4XyKPKRtC0CeyGFQpnJgstTgTogHPFqMupbJY/IG+mPv2a9aHlXEf6bKB8vynY7X1+T3R/ltPwxveaYKT4Gq1eCQ/tOIjsUmg287hxS69sOLABsw1wF3u3Jvbu7iyoX6M0WzP+M6MO+k0LE6VYjkLfiVTyVsWgsxM3HgS1+APqxM+OVqT1G8AAAAASUVORK5CYII=) часу, кожен з ![ |V| - 1 ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADoAAAAUBAMAAAAuMzNdAAAAMFBMVEX///8iIiK2traKiooEBAR0dHSenp5AQEAWFhYMDAxiYmLMzMwwMDDm5uZQUFAAAAAdDR0oAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAMVJREFUKBVjeMsAA3wXYCwEfZqBa34fAwPf/wKeDQhREIu3gIHhNANDfgKQ3cuALqspAJbdH8DAwLoBXfbOC4gs/wMGhlsM6LIMPBBZlgMMDEAF6CZDZTkaGJgTcMryfGDgY8Apy/eXAeRrHCazfmIygMly7waBC0AuzFVsn9nBvA1Acs8ZEFgA5kPczP1rNVwWxIACqJsZPi4ACeCwl2EmWDWGbAM4JBkOYZPlO//nLSgWoABdL0iYdrKvYdYy8IFCAxUAAAv9Q5jrVhDtAAAAAElFTkSuQmCC) проходів потребує ![ O(E)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAAVBAMAAAAgHXppAAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAStJREFUGBmFjy1Pw1AYhQ+lpettm05AkG2qEQ2OYLAoZpCEhQSBIOk/2IJBYPYPKB8CRYqZQBUNyyr4ARUowsfMIAESOG9HOxw3ec95zunN7b3Av8uJqy0rE3i+G6SkTc7NWxj6IyUR1xmsQ8BMyNaY0C7R3GW+B1SP7nxSAlxS+znlNYZOw8waJcMj9YKDTgvL4l7ONobHE78kb0dYED8u7ISmF9DeJQ8LrJd+6md0FaHRleynOBKfhyu/d3N4Tbr9AYykP4ADk9cKJr3Lw+SG5hg23LLX28ydCODTMCsfXwAtg8Gt9j7jHkd1KTxYtYAT4IGGM04jAa4yYK4HGEuDW1byLm1jJzz/TtlL8bv6FdC3/rBWTMPiFGE362AFNRKe6qBqEjDiKq4CP6iHQkDFCW2UAAAAAElFTkSuQmCC) часу, прохід по усім ребрам для перевірки наявності негативного циклу займає ![ O(E)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAAVBAMAAAAgHXppAAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAStJREFUGBmFjy1Pw1AYhQ+lpettm05AkG2qEQ2OYLAoZpCEhQSBIOk/2IJBYPYPKB8CRYqZQBUNyyr4ARUowsfMIAESOG9HOxw3ec95zunN7b3Av8uJqy0rE3i+G6SkTc7NWxj6IyUR1xmsQ8BMyNaY0C7R3GW+B1SP7nxSAlxS+znlNYZOw8waJcMj9YKDTgvL4l7ONobHE78kb0dYED8u7ISmF9DeJQ8LrJd+6md0FaHRleynOBKfhyu/d3N4Tbr9AYykP4ADk9cKJr3Lw+SG5hg23LLX28ydCODTMCsfXwAtg8Gt9j7jHkd1KTxYtYAT4IGGM04jAa4yYK4HGEuDW1byLm1jJzz/TtlL8bv6FdC3/rBWTMPiFGE362AFNRKe6qBqEjDiKq4CP6iHQkDFCW2UAAAAAElFTkSuQmCC) часу. Отже алгоритм працює за ![ O(VE)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADwAAAAVBAMAAADocZC/AAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAXNJREFUKBWNkT1II0EYhp+YxPysyVpYCgmpg6SzvCuuPrez00WwsBBSX2O4RrAKgrVR70C54tbGwmpNoYWGpLAVU1x7Kqe5wJ1/7xcNCVYOzPc878zszOwuvLedvF0YrfZGfp81Aoh7HN+14PIPHP0tFHI3/LDpw5DUKnyB7KNiTEtTHUj4NkRiUeUc9qS30mn1sf8qedJtONCGXJf5KDyAE4oRCyHZGuzKWPGieWENMhbdlibLcEPq3vJ8KeIJn2DO4mbbqRk/M9I1NtuxqvAT7Cia27nQuEOyYswFyUC4DDIGJsjYai5wxwXnH67FD9UNA18ZIyHWX6YzXVx77NrLq5Lo4PTuWCfmK6+USJaNZ1aJ2mtfqReJ62rOMoxWFd1JFUhXVMbVv8MW/PI0VFIc9VUgWYP9ULKkX1FsnMp6nyVtWzAys1D49hTIfIu95vivMoR4axCmBtq3SLlvOmygfVvvi5gNh8KL1oZHZoeDeTTgGfhyWRzqgG+gAAAAAElFTkSuQmCC) часу.

Якщо граф заданий матрицею суміжності, то алгоритм буде виконуватись за ![ O(E^3)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADUAAAAXBAMAAABZrBp+AAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAAVxJREFUKBV1kD1Lw2AUhY+xNW3StB0Ux5SAm0Nwsy6uTmZxUyyCg4OQf9DgItKl/8D6MThJXDo4paNoMYOTUwZdxI+CVPED9NwG5FXqhXvPc+5N8t43wJC4rTaHdNPWTjH4d+YXe39mBf+nobmYTc3DRTckLTE7L45j9/LXIQxp4TRCfhvQW+R8n1BDsZFafZ29K8BoUgsfLFMBnoFjUjtmefKRoWBknuUsNt+AO9IRE3UPM6KlGBH85apH5Amf0lt1MSG6m5gtUUYmgfYqcJlgYaD7diTKMFzkAgE7REN0HJasJGHFKJWp5jvQk8YWCtAFuHIlnVn8sGyv92HCGoxklqkR6y7A62NUHnhkMrQIWb5ibpI3mEbAIocwDA/YA24oOGDmWsBJRGCMNYHsdPdcmHfXFtecw69QHGepDGpbYcEVxWuJYoiTijXLiuG/rKj2XjUwfrmsr9o54Bvh700Nfxqk6wAAAABJRU5ErkJggg==) часу.

Виконання лабораторної роботи

Лабораторну роботу виконував в середовищі Microsoft Visual C++ 2013, на двух-ядерному процесорі Intel(R) Core(TM) i5 CPU M450 1.7 GHz. Паралельну програму запускав на 4-ьох потоках.

**PARCS**

**Запуск на маєму комп'ютері для 2000 вершин**

|  |  |
| --- | --- |
| Кількість процесів | Час роботи(сек.) |
| 1 | 5.330 |
| 2 | 3.271 |
| 4 | 2.886 |

**Запуск в комп’ютерному класі для 2000 вершин**

|  |  |
| --- | --- |
| Кількість процесів | Час роботи(сек.) |
| 1 | 19.431 |
| 2 | 18.548 |
| 4 | 16.538 |

Код програми:

Graph.java

**package** Parallel;  
  
**import** java.io.Serializable;  
**import** java.util.Random;  
  
*/\*\*  
 \* Created by Yevgen on 16.05.2015.  
 \*/***public class** Graph **implements** Serializable {  
 **public static final int *INF*** = 1000000000;  
 **public int n**, **m**;  
 **public int**[] **from**, **to**, **w**;  
  
 **private void** InitArrays() {  
 **from** = **new int**[**m**];  
 **to** = **new int**[**m**];  
 **w** = **new int**[**m**];  
 }  
  
 **public void** RandInit() {  
 **n** = 2000;  
 **m** = **n** \* **n** / 2;  
 InitArrays();  
 Random r = **new** Random();  
 **for** (**int** i = 0; i < **m**; ++i) {  
 **from**[i] = r.nextInt(**n**);  
 **to**[i] = r.nextInt(**n**);  
 **w**[i] = r.nextInt(***INF***);  
 }  
 }  
  
 **public** Graph Filtered(**int** threads, **int** id) {  
 Graph res = **new** Graph();  
 res.**n** = **n**;  
 res.**m** = **m** / threads;  
 **if** (id < **m** % threads) { res.**m**++; }  
 res.InitArrays();  
 **for** (**int** i = id; i < **m**; i += threads) {  
 res.**from**[i / threads] = **from**[i];  
 res.**to**[i / threads] = **to**[i];  
 res.**w**[i / threads] = **w**[i];  
 }  
 **return** res;  
 }  
}

Distances.java

**package** Parallel;  
  
**import** java.io.Serializable;  
  
*/\*\*  
 \* Created by Yevgen on 16.05.2015.  
 \*/***public class** Distances **implements** Serializable {  
 **public int n**;  
 **public long d**[];  
 **void** Init(**int** N) {  
 **n** = N;  
 **d** = **new long**[**n**];  
 **d**[0] = 0;  
 **for** (**int** i = 1; i < **n**; ++i) { **d**[i] = (**long**)Graph.***INF*** \* (**long**)Graph.***INF***; }  
 }  
}

BellmanFord.java

**package** Parallel;  
  
**import** parcs.\*;  
  
**import** java.util.ArrayList;  
  
**public class** BellmanFord **implements** AM {  
 **public static void** main() {  
 task curtask = **new** task();  
 curtask.addJarFile(**"PARCS.jar"**);  
 (**new** BellmanFord()).run(**new** AMInfo(curtask, (channel) **null**));  
 curtask.end();  
 }  
  
 **public void** run(AMInfo info) {  
 **long** start = System.*currentTimeMillis*();  
  
 **int** num\_of\_threads = 1;  
 point[] P = **new** point[num\_of\_threads];  
 channel[] C = **new** channel[num\_of\_threads];  
 System.***out***.println(**"Random initialization..."**);  
 Graph g = **new** Graph();  
 g.RandInit();  
 **for** (**int** i = 0; i < num\_of\_threads; ++i) {  
 P[i] = info.createPoint();  
 C[i] = P[i].createChannel();  
 P[i].execute(OneStep.**class**.getName());  
 Graph cur\_g = g.Filtered(num\_of\_threads, i);  
 C[i].write(cur\_g);  
 }  
 Distances d = **new** Distances();  
 d.Init(g.**n**);  
 Distances cur\_d;  
 System.***out***.println(**"Waiting for result..."**);  
 **for** (**int** step = 0; step < g.**n** - 1; ++step) {  
 *//System.out.println("Step " + step);* **for** (**int** i = 0; i < num\_of\_threads; ++i) {  
 C[i].write(d);  
 }  
 **for** (**int** i = 0; i < num\_of\_threads; ++i) {  
 cur\_d = (Distances) C[i].readObject();  
 **for** (**int** j = 0; j < g.**n**; ++j) {  
 d.**d**[j] = Math.*min*(d.**d**[j], cur\_d.**d**[j]);  
 }  
 }  
 }  
 System.***out***.println(**"Result found."**);  
 System.***out***.println(d.**n**);  
 **for** (**int** i = 0; i < d.**n**; ++i) { System.***out***.print(d.**d**[i] + **" "**); }  
 System.***out***.println();  
 **long** timeSpent = System.*currentTimeMillis*() - start;  
 System.***out***.println(**"timeSpent = "** + timeSpent);  
 }  
}

OneStep.java

**package** Parallel;  
  
**import** parcs.AM;  
**import** parcs.AMInfo;  
  
**public class** OneStep **implements** AM {  
 **public void** run(AMInfo info) {  
 Graph g = (Graph)info.**parent**.readObject();  
 System.***out***.println(**"Graph read."**);  
 Distances d;  
 **for** (**int** step = 0; step < g.**n** - 1; ++step) {  
 d = (Distances)info.**parent**.readObject();  
 *//System.out.println("Distances read. Step " + step);* **for** (**int** i = 0; i < g.**m**; ++i) {  
 **int** v = g.**from**[i];  
 **int** to = g.**to**[i];  
 **int** w = g.**w**[i];  
 d.**d**[to] = Math.*min*(d.**d**[to], d.**d**[v] + w);  
 }  
 info.**parent**.write(d);  
 *//System.out.println("Distances wrote. Step " + step);* }  
 }  
}

Parallel.java

**package** Parallel;  
  
**public class** Parallel {  
 */\*\*  
 \** ***@param args*** *\*/* **public static void** main(String[] args) {  
 BellmanFord.*main*();  
 }  
}

**Висновок:** Як видно з результатів, при збільшенні кількості процесорів на яких виконується програма час зменшується (не залежно чи ми запускаємо на власному компрютері чи в комп’ютерному класі). Можна помітити, що час виконання в комп’ютерному класі значно більший за час виконання на персональному комп’ютері. Це повязано з тим, що для виконання алгоритму в комп’ютерному класі нам потрібно пересилати багато даних по мережі (яка є повільною порівнняно з пересиланням даних на персональному комп’ютері).