## 化繁为简·函数初步

### 函数的声明与调用

函数是 JavaScript 语言的基本组成之一，函数本身的意义很简单：按照我们的想法干一些事情。为了达到我们的目的，我们可能会提供给它一些信息或者数据，以供处理，可能会得到一个值，用以表示得到的信息或者处理得到的数据。

我们在小学时就已经学过如何计算一个圆的周长与面积。这个过程很简单：只需要知道它的半径，就可以计算出结果，从数据“半径”得到数据“周长”或“面积”。

* 数据总会变化，因此我们只需要关注计算过程本身。
* 当过程确定后，我们便不需要再重复进行计算过程的细节，只需要关注需要计算的数据。
* 由于计算过程是**确定**的——一个公式，我们可以把确定的过程写进一个函数里，之后计算时就不需要进行重复工作。

首先是圆的周长。我们知道它是 。

那么我们可以写出对应的 JavaScript 函数：

r => 2 \* Math.PI \* r;

这是一个非常简单的函数。它可以分成两部分，箭头 => 前的称为*参数列表*，用于说明将要参与计算的值的名称，而箭头后的内容是*函数体*，我们在函数体中进行具体的计算过程。

其中 r 是一个*形式参数*，表示将要参与计算的半径值，而函数体 2 \* Math.PI \* r 就是周长公式的 JavaScript 表达式形式，即 。计算完成后我们将会得到一个值，由于它是函数计算后，“返回”给我们的数据，因此称为*返回值*。

但是，这里有一个问题：我们把公式写成了函数，那么该如何使用这个函数呢？

首先我们要把这个函数赋给一个标识符，这样它就有了名字。在 JavaScript 中，函数也是一种值，它的类型就是 function。

let circumference = r => 2 \* Math.PI \* r;  
  
// 现在函数的名字是 circumference  
alert(typeof circumference); // "function"

给我们的函数取一个清晰、明了的名字是很重要的，这里 circumference 一词就是“周长”的意思。接下来，我们可以使用这个函数来进行计算了，这个过程称为*调用*。

let value = circumference(10);  
alert(value); // 62.83185307179586

调用函数时要使用的值称为*参数*。在示例中， r 是一种“形式上”的参数（类似于未知数），用于定义一个函数，因此叫作*形式参数*，简称*形参*。而调用时给予函数的值是实际参与计算的，因此叫作*实际参数*，简称*实参*。如，在这里的示例中，10 就是一个实参，它是 r 的实际值，函数体中的 2 \* Math.PI \* r就会变成 2 \* Math.PI \* 10 并进行相应计算。这个过程相当于数学意义上的“把值代入公式”。

我们不会对函数调用感到陌生，在前面的示例中，我们已经接触了许多函数，它们的共同特点是：**将复杂的细节隐藏起来，我们只需要按照既定的规则调用它们**。

let a = circumference();  
alert(a); // NaN，将 undefined 参与数学运算会得到它  
let b = circumference(1, 2);  
alert(b); // 6.283185307179586

定义一个函数时，需要使用的形参写在参数列表中，如果只有一个形参，那么只需写出它的名称，但如果需要零个或多个形参，就需要用小括号 ( ) 把参数列表包裹起来。

let circumference = r => 2 \* Math.PI \* r; // 正确  
let circumference = (r) => 2 \* Math.PI \* r; // 也行  
let circumference = (r, a) => 2 \* Math.PI \* r + a; // 正确  
let circumference = r, a => 2 \* Math.PI \* r + a; // 错误，SyntaxError: Unexpected token =>  
let circumference = () => 2 \* Math.PI \* 10; // 正确（没有形式参数）  
let circumference = => 2 \* Math.PI \* r; // 错误，SyntaxError: Unexpected token =>

如果调用函数时一个形参没有得到实参，那么它的值就会是 undefined，而多余的实际参数则会被忽略。如果不需要任何参数，你仍然需要写上小括号 ( ) 以调用函数。

我们可以手动为形式参数指定一个默认值，如果调用时没有得到相应的实际参数，就会使用默认值。

let circumference = (r = 2) => 2 \* Math.PI \* r;  
alert(circumference(10)); // 62.83185307179586  
alert(circumference(2)); // 12.566370614359172  
alert(circumference()); // 12.566370614359172

这是一个打招呼的示例，用于说明参数默认值可以*向前依赖*。

let greet = (name, greeting, message = greeting + " " + name) => {  
 alert(`[${name}, ${greeting}, ${message}]`);  
}  
  
greet("David", "Hi"); // "[David, Hi, Hi David]"  
greet("David", "Hi", "Happy Birthday!"); // "[David, Hi, Happy Birthday!]"

Note：

如果函数体用大括号包裹，又写在一对小括号里面的话，那么大括号及其中的内容，会被当作一个对象字面量，而函数的返回值就是这个对象字面量。

### return 语句

我们已经初步了解了如何定义函数。然而，如果我们要执行一组操作而非一个简单的计算，例如将一个质数判断算法放进函数里面，函数体就会包括多行代码。而先前的函数定义语法只允许直接对一个表达式求值，当我们要写出更复杂的函数——包括循环结构、条件分支时，就需要考虑新的办法。

例如，我们要判断一个整数是否为奇数，可以像这样写：

let isOdd = (number) => {  
 if (number % 2 === 0) {  
 return false; // 是偶数  
 } else {  
 return true; // 是奇数  
 }  
}

这个函数使用了一点我们尚未了解的语法。首先，它的函数体是多行的，为了划分出函数体与外部的界限，我们需要使用一堆大括号 { } 将函数体中的语句包裹起来，就像之前所认识的各类语句一样。

在函数体中，我们使用 *return 语句* 来确定函数的返回值。

return a;

这行语句说明了函数的返回值就是 a 的值。当 return 语句被执行后，这个函数的执行过程就结束了，如果后面仍然有其他语句，那么不再会执行。return 语句后接一个表达式，表达式的值就会是函数的返回值。

你也可以使用单独的 return 语句而不返回任何值，或者干脆不使用 return 语句来终止函数体。这时，函数的返回值会是 undefined。**注意：return 语句只能在带大括号的函数体内使用。**

用几个示例来说明 return 语句的使用：

let a = () => {  
 return 3;  
};  
let b = () => {  
   
};  
let c = () => {  
 return;  
}  
let d = () => {  
 return 1;  
 return 2;  
}  
  
a(); // 3  
b(); // undefined  
c(); // undefined  
d(); // 1  
return 10; // SyntaxError: Illegal return statement

函数可以返回你想要的任何值，一般来说，出于程序的*正确性*的考虑，我们建议函数的返回值都为同一种类型的数据。

下面的函数返回了一个布尔值来表明参数 n 是否为偶数：

let isEven = (n) => n % 2 === 0;

一旦定义了这个函数，就可以在 if 语句中使用它：

if (isEven(i)) // 进行操作

返回布尔值的函数一般用于决定某个条件是否成立，我们将这类函数称为*判定函数*。更加复杂的判定函数如质数判断函数：

let isPrime = (n) => {  
 if (n === 2) {  
 return true;  
 }  
 if (n % 2 === 0 || n === 1) {  
 return false;  
 }  
 for (let i = 3, last = Math.sqrt(n); i <= last; i += 2) {  
 if (n % i === 0) {  
 return false;  
 }  
 }  
 return true;  
}

我们可以发挥出函数带来的便利性，将原来的 REPL 逻辑写得更清晰。

let number;  
do {  
 number = parseInt(prompt("请输入一个正整数，输入 0 则退出循环"));  
 if (number < 0 || isNaN(number) || !isFinite(number)) {  
 alert("无法处理这个数字！");  
 break;  
 }  
 alert(isPrime(number) ? `${number}是质数` : `${number}不是质数`);  
} while (number !== 0)

练习 5.1.1

1. 在公历纪年法中，一个年份如果不能被 4 整除，那么它不是闰年，能被100 整除而不能被 400 整除的年份也不是闰年，能被3200整除的也不是闰年。如 2008 年是闰年，1900 年是平年，2000 年是闰年，3200 年不是闰年。

* 编写一个判定函数，用于判断一个年份 year 是否为闰年。

### 函数的意义

函数在程序设计语言中扮演着重要的角色。首先，定义函数让编程者可以讲一段完成特定任务的代码仅编写一次，然后多次使用。因此，将完成特定任务的一系列代码组织成一个函数，不仅可以显著减少所须编写的重复代码、降低程序规模，而且使程序更清晰、易于维护。如果你要对函数实现的操作进行修改，你会发现只出现一次的代码回比贯穿整个程序的相同代码更容易修改。

即使函数只在程序中使用了一次，定义这个函数也是值得的。函数最主要的作用就是将一个大型程序拆分成多个易于管理的小部分。这一过程称为*分解*。以往的经验告诉我们，将整个程序写成一个庞大的代码块必然会导致一场灾难。而你所需做的是将一个高层次问题细分为一系列低层次的函数，每一个函数有其自己独立的功能。然而，找到问题正确的细分方法有很大的挑战，需要不断练习、思考与尝试。一个好的、独特的细分方法，会使每一个函数都是一个聚合紧密的单元，使得问题整体更加易于理解。如果选择了一个不好的分解方法，它将成为我们解决问题的阻碍。世上并不存在准确而快速的法则让我们找到最正确的问题分解方法。编程是一门艺术，好的问题分解策略主要来源于实际经验。

我们可以将整个程序视为一个整体，并尝试从中分析并抓取出其主要部分，再将它们定义为一些相互独立的函数。由于某些函数可能本身依然复杂，因此，通常需要将它们再分解为更小的部分。我们可以不断重复这一分解过程，直到每个问题足够简单明了以便于解决，这种方法称为**自顶向下的程序设计**。

### 作用域

在函数内声明的标识符不能在函数之外的任何地方访问，因为这个标识符被限制在了函数体的范围内。相对应的，一个函数可以访问定义在其范围内的任何标识符。声明在全局作用域中的函数，可以访问所有声明在全局作用域中的标识符。当一个函数 b 的定义位于另一个函数 a 中，那么 b 是一个*局部函数*，a 是 b 的*父函数*，b 是*嵌套*在 a 中的。在另一个函数中定义的函数，也可以访问在其父函数中定义的所有标识符和父函数有权访问的任何其他标识符。函数体所产生的限制称为*函数作用域*。

如果你忘记了“声明”与“定义”的关系，可以在这里复习一下它：

声明就是使用 let/const 说明一个标识符的名称，而定义则是将它赋予值。

现在我们假设一个标识符 local 的声明位于函数 scope 的函数体内：

let scope = () => {  
 let local = 100;  
 alert(local);  
 local = 200;  
 alert(local);  
}  
  
scope(); // 100   
 // 200  
alert(local); // ReferenceError: local is not defined

一切正常，我们会依次得到 100 和 200，当我们回到全局作用域时，由于 local 是局部变量，因此无法访问它，得到一个“未定义”错误。

那么，当外部的作用域已经存在一个名为 local 的变量呢？

let local = 300;  
  
let scope = () => {  
 let local = 100;  
 alert(local);  
 local = 200;  
 alert(local);  
}  
  
scope(); // 100   
 // 200  
alert(local); // 300

我们实际上在 scope 函数体内重新声明和定义了另一个名为 local 的局部变量，因此我们会优先访问它，这是一种*优先原则*。假如我们没有在函数体内重新声明，只是单纯的重新赋值，那么我们将会改变外部作用域中 local 的值。

let local = 300;  
  
let scope = () => {  
 local = 100;  
 alert(local);  
 local = 200;  
 alert(local);  
}  
  
scope(); // 100   
 // 200  
alert(local); // 200

JavaScript 中作用域内的优先原则是：从当前的作用域开始，如果能找到在当前作用域声明的标识符名称，那么使用它的值，否则就逐渐扩大到父级作用域去寻找这个标识符，直到全局作用域。

下面是一个使用了嵌套函数的例子：

// 下面的变量声明在全局作用域  
let num1 = 20,  
 num2 = 3,  
 name = "Jupyter";  
  
// 本函数声明在全局作用域  
let multiply = () => num1 \* num2;  
  
alert(multiply()); // 60  
  
// 嵌套函数的例子  
let getScore = () => {  
 let num1 = 2,  
 num2 = 3;  
   
 let add = () => name + " scored " + (num1 + num2);  
   
 return add();  
}  
  
alert(getScore()); // 返回 "Jupyter scored 5"

函数的形参会被当作是已经声明的局部标识符，你不能对它们进行重复声明，但是可以对它进行重新赋值，更改后的值只适用于当前作用域。

let f = (a, b) => {  
 alert(a);  
 let a = 10; // Identifier 'a' has already been declared  
}  
  
let f2 = (a, b) => {  
 a = 10;  
}  
let t = 100;  
print(f2(t)); // 10  
print(t); // 100

注意：如果在一个作用域内声明了一个标识符，那么在声明语句之前的地方也是无法访问到这个标识符的。这种现象称为*暂时性死区*。

alert(a); // ReferenceError: a is not defined  
let a = 10;

在函数作用域内自然也是一样。

let scope = () => {  
 alert(local);  
 let local = 10;  
}  
scope(); // ReferenceError: local is not defined

即使外部作用域中已经有一个名为 local 的变量，由于函数作用域内只会优先访问声明位于本作用域的标识符，而声明语句前又无法知道这个标识符“是否被声明”，就会引发错误。

Note：

薛定谔的暂时性死区：被声明与没有声明同时叠加。

这个令人困惑的特性到此而已，不会为你带来更多困扰。

### function 关键字

你可能会在别的地方看到 function 关键字。事实上，它是 JavaScript 中一种老式的函数定义方法。

let f = function (x) {  
 return x + 1;  
}  
alert(f(2)); // 3

可以看到这种定义法实际上与我们前面所了解到的等价，只不过它不能省略参数列表的括号，必须使用大括号包裹函数体。除此之外，前文中所介绍的性质对于它都是适用的。

let f = function x {}; // SyntaxError: Unexpected token {  
let f2 = function (x) { x + 1 };  
alert(f2(1)); // undefined，因为 f2 没有返回值。  
let f3 = function (x) {  
 alert(m);   
}

前文中所介绍的声明函数的方式都是*函数表达式*，即写出一个函数具体的定义，并当作值（表达式）赋给标识符。而function 关键字的另一种使用形式是*函数声明*。

function test (a) {  
 alert(a);  
}  
test(100); // 100

在 2015 年以前我们必须使用这二者形式之一，但是现在我们可以使用新的更简洁优雅的语法——就像前文中所介绍的那样。

### 参数解构

JavaScript 中的函数支持*剩余参数*和*参数解构*，它们是用于简化逻辑的技巧，类似于解构赋值。

剩余参数的语法是在形参前加上三个点号 ...，这个参数的值会是一个数组，用于存放“剩余的所有参数”。

let f = (a, b, ...c) => alert(a + " " + b + " " + c);  
  
f(1, 2, 3); // 1 2 3  
f(1, 2, 3, 4, 5) // 1 2 3,4,5

因为剩余参数是一个数组，你可以用常规方式操作它。

let f = (...args) => alert(theArgs.length);  
   
f(); // 0, 因为theArgs没有元素  
f(5); // 1, 因为theArgs只有一个元素  
f(5, 6, 7); // 3, 因为theArgs有三个元素

剩余参数习惯于使用 args 命名，它是 arguments 一词的缩写，意为“实参”。

有一点需要注意：剩余参数不能设置默认值。因此以下写法会得到一个错误。

let f = (...args = [10]) => alert(b);  
// SyntaxError: Rest parameter may not have a default initializer

第三章中的解构赋值的技巧也可以适用于函数参数的定义。

let f = ([x, y] = [1, 2], {z: z} = {z: 3}) => {   
 return x + y + z;   
}  
  
f(); // 6

## 手可摘星辰·函数和算法

### 算法的基础

函数不仅是一种管理程序复杂性的工具，更为算法的实现提供了基础性的保障。算法在人类历史长河的智慧中诞生，历史上最著名的一个数学算法是以希腊数学家欧几里德的名字命名的。在欧几里德的数学著作《几何原本》中，他描述了一个求两个整数 x 和 y *最大公约数*（greatest common divisor, gcd）的过程，即一个可以同时整除 x 和 y 的最大整数的算法。例如，49 和 35 的 gcd 是 7，6 和 18 的 gcd 是 6，32 和 33 的 gcd 是 1.欧几里德算法可以描述如下：

1. 用 x 除以 y 并计算余数 r。
2. 若 r 等于 0，则算法结束，最大公约数是 y。
3. 若 r 不等于 0，则令 x 的值为 y，y 的值为 r。
4. 回到步骤 1。

这个算法可以很容易地用 JavaScript 代码描述：

let gcd = (x, y) => {  
 let r = x % y;  
 while (r != 0) {  
 x = y;  
 y = r;  
 r = x % y;  
 }  
 return y;  
}

这个算法实现起来相当简单，但相比你自己可能发现的任何计算策略显得更有效率。事实上，欧几里德算法至今在包括网络安全的加密协议实现等很多情况下都得到了广泛的应用。

同时，我们很难清晰明确地看出该算法为什么会得到正确的结果。它的正确性已经在《几何原本》第七章命题二中得到了证明。虽然并不是总有证据来证明算法对计算机应用的驱动作用，但这些证据能让你对程序的正确性更有信心。

除了计算最大公约数以外，生活中我们还会不可避免的遇到一些算法问题，它们往往代表了我们需要解决和思考的一些实际问题。例如，当我们有了收入之后，会有意识地对财产进行储蓄或投资。银行或理财机构对于存款或投资的收益都做了详细的规划。如果我们要手动计算这些问题，不仅非常繁琐，还要冒着可能出错的风险。作为人类，我们只需要思考解决问题的方式，而重复性的繁杂工作都应该交给计算机来处理，使它根据我们的指挥更好地为我们服务。

定期存款的本金与总利息之和的计算遵循下面的公式：

我们可以根据这个公式直观地写出用于计算的函数：

let sum = (principal, rate, savingperiod, lastperiod) => {  
 let value = principal \* (Math.pow(  
 (1 + rate \* (  
 savingperiod / 12  
 )),   
 Math.floor(lastperiod / savingperiod)));   
 return value.toFixed(2);  
};

这个函数具有四个参数，反映了实际应用中的复杂性，而函数起到的作用就是隐藏复杂性。sum 函数隐藏公式的算法细节细节，向外提供一个统一的计算方式。在进行计算时，我们应当且只应当关注每次计算时的值，而不必将精力放在实际的计算过程中，就像计算器提供的方便的数学函数，我们只需将它当成和四则运算没有什么区别的简单运算，当需要用到的值发生改变时，就改变它的参数——函数的意义就是这样简单。

* principal ：本金
* rate：利率
* savingperiod：存期
* lastperiod：时长

它的核心实际上只有一行表达式，但是它有些复杂，因此我们将其拆分成多行，以便于阅读。计算完成后，我们将得到的值取两位小数，就是最后的结果。

使用一些值来测试这个函数：

alert(sum(100, 0.06, 5, 16)); // 107.69  
alert(sum(1000, 0.01, 12, 19)); // 1010.00  
alert(sum(520, 0.5, 3, 17)); // 937.06  
alert(sum(10, 0.1, 6, 24)); // 12.16  
alert(sum(6622, 0.087, 9, 31)); // 8004.68

就像我们在中学时学到的数学函数一样，sum 这样的函数可以简单地看做是结果与一组值之间的映射。它单纯地进行一些计算并返回一个值。

Note：

*纯函数*可以理解为一种**相同参数必定有相同返回值**的函数，而不会产生任何可观察到的副作用（如改变状态）。

纯函数诸如：Math.cos sum gcd

而 Math.random prompt alert 则是非纯函数。

### 组合函数

想象一下，假如我们在玩一个掷骰子游戏，我们手中有两枚骰子，每次同时抛掷，那么它们的随机点数共有多少种组合呢？

![](data:image/jpeg;base64,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)

上图显示了 6 + 4 这一点数组合，而实际上我们也可能会得到 2 + 3，4 + 1, 6 + 3……共有十五种可能组合。作为一个编程者，应该思考一个更加普遍的问题：给定一个含有 个元素的集合，可以从中得到多少个包含 元素的子集？可以通过如下的*组合函数*（combinations function） C(n, k) 来得到答案：

其中，感叹号代表了阶乘函数，表明为从 1 到所指定的值中所有整数的乘积。我们可能还想查看对于更大的 和 而言有多少种组合，因此可以写出这样的程序来方便地计算。
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这个程序分别向用户请求 和 的值，然后显示函数 C(n, k) 的值，代码实现如下。

let fact = (n) => {  
 let result = 1;  
 for (let i = 1; i <= n; i += 1) {  
 result \*= i;  
 }  
 return result;  
}  
  
let combinations = (n, k) => {  
 return Math.floor(  
 fact(n) / (fact(k) \* fact(n - k))  
 );  
}  
  
let n = +parseInt(prompt("请输入组合物体的总数："));  
let k = +parseInt(prompt("请输入每次组合的个数："));  
let c = combinations(n, k);  
alert(`C(k, n) = ${c}`);

正如你所看到的， Combinations 程序划分为两个函数，借用第四章中定义的 fact 函数来计算所需要的阶乘结果，再利用 combinations 函数计算 C(n, k) 的值。

### 回文识别

*回文*（palindrome）是指其字母排列正序与倒序均一致的词语，例如单词“level”或“noon”，本节的目的是编写一个判断函数以检测一个字符串是否属于回文。调用 isPalindrome("level") 应该返回 true；调用 isPalindrome("xyz") 应返回 false。

和大多数编程问题一样，这里有解决该问题的几种合理策略。根据我们的经验，可能首先尝试的方法是使用一个 for 循环依次读取字符串前半部分每一个索引位置上的字符。在每个位置上，代码将检测该字符是否与出现在字符串末尾对应对称位置的字符匹配。采取这种策略的代码如下：

let isPalindrome = (str) => {  
 let n = str.length;  
 for (let i = 0; i < n / 2; i += 1) {  
 if (str[i] !== str[n - i - 1]) {  
 return false;  
 }  
 }  
 return true;  
}

简单测试一下它是否与我们的预期一致：

alert(isPalindrome("level")); // true  
alert(isPalindrome("xyz")); // false  
alert(isPalindrome("noon")); // true  
alert(isPalindrome("")); // true  
alert(isPalindrome(123)); // true

只有一个字符的字符串和空串本身就是回文，但是为什么数字 123 也会被检测为回文？这是因为数字的 length 属性为 undefined（不存在），对它进行除以二的运算会得到 0，因此 for 循环不会执行，直接返回 true，便有了这个怪异的结果。毫无疑问，我们应该对输入的数据进行检查，以确认它一定是我们需要的数据，这是编写任何函数都很重要的一个环节。

let isPalindrome = (str) => {  
 if (typeof str !== "string") {  
 return false;  
 }  
   
 let n = str.length;  
 for (let i = 0; i < n / 2; i += 1) {  
 if (str[i] !== str[n - i - 1]) {  
 return false;  
 }  
 }  
 return true;  
}

这个函数看起来有些长，我们可以考虑使用第三章中遇到的字符串与数组方法，用下面更简捷的形式编写 isPalindrome 函数：

let isPalindrome = (str) => {  
 if (typeof str !== "string") {  
 return false;  
 }  
 return str === str.reverse();  
}

最后一行的字面意义就是：如果字符串与它的逆序形式完全相等，那么它就是一个回文。不过，JavaScript 并没有为字符串提供 reverse 方法，我们只好先将其拆分为数组，使用数组的逆序方法，再组合成字符串，这样得到的就是字符串的逆序形式。

let isPalindrome = (str) => {  
 if (typeof str !== "string") {  
 return false;  
 }  
 return str === str.split("").reverse().join("");  
}

现在我们来测试一下。

alert(isPalindrome("level")); // true  
alert(isPalindrome("xyz")); // false  
alert(isPalindrome("noon")); // true  
alert(isPalindrome("")); // true  
alert(isPalindrome(123)); // false

嗯！一切都好。

在上述两种实现方式中，第一个版本更为有效。第二个版本必须构造一个数组和新的字符串，且其中的字符与源字符串中的字符顺序是相反的。更糟糕的是，它通过一个一个字符地拆分字符串、一个一个地逆序排列再一个一个地组合起来，创建了两个临时字符串和一个临时数组。第一个版本不需要创建任何字符串。它通过选择和比较字符串中的字符完成功能，这被证明是一种低代价的运算。

除了二者在效率上的不同外，第二种编写方式也有许多优点，特别是对于编程新手而言，可将其作为参考范例。其主要优点为：一方面，它通过使用 reverse 方法重用了已有的代码；另一方面，第一个版本需要字符串中字符的索引位置，而第二个版本则隐藏了涉及这方面的编程复杂性。对于大部分初学者，至少要花费一分钟或两分钟弄明白为什么代码中要包含下标访问表达式 str[n - i - 1] ，或者为什么它要在 for 循环检验中使用 < 操作符而不是 <= 。相比之下以下这一行代码：

return str === str.split("").reverse().join("");

读起来几乎就和英语一样流畅：如果一个字符串，和它拆分成的数组的逆序形式看起来一样，则它是一个回文。

尤其是当我们正在学习编程时，致力于程序的简洁性比关注其执行效率更为重要。鉴于现在计算机的速度，牺牲几个 CPU 周期来使程序更易于理解是值得的。

### 中文数字

本节将讨论一个面向文本处理的简单算法应用，用于将阿拉伯数字转换为其汉字形式。

根据《五经算术》的记载，黄帝将数字分为“十等三法”。

十等者，谓“亿、兆、京、垓、秭、穰、沟、涧、正、载”也。

三法者，谓“上、中、下”也。

下数者，十十变之。若言十万曰亿，**十亿曰兆**，十兆曰京也。

中数者，万万变之。若言万万曰亿，**万亿曰兆**，万兆曰京也。

上数者，数穷则变。若言万万曰亿，**亿亿曰兆**、兆兆曰京也。

也就是说，汉语的大数单位有三种递进法则。

其中上法为自乘系统:，万万为亿，亿亿为兆，兆兆为京，以此类推。这种方式，希腊的阿基米德也采用过，写成科学计数法即：104 => 万，108 => 亿，1016 => 兆，1032 => 京。

二是中法，为万进系统，以万递进：万万为亿，万亿为兆，万兆为京，以此类推。写成科学计数法就是：104 => 万，108 => 亿，1012 => 兆，1016 => 京。

三是下法，为十进系统，以十递进：十万为亿，十亿为兆，十兆为京，以此类推。写成科学计数法即：104 = >万，105 => 亿，106 => 兆，107 => 京。

本节将采用中法来作为数字单位递进准则。因此，一个中文数字可以通过以下方式由阿拉伯数字构造：

* 将阿拉伯数字每四位为一组，每组从低到高的单位分别为 “”（个位），“万”，“亿”，“兆”，以此类推。
* 每组内的转换方法是一样的，比如 1234，就是"一千二百三十四"，加上对应的单位，如“万”，就是“一千二百三十四万”。

那么要做的第一件事就是将单位和基本数字存起来，按需取用。

const nums = ["零", "一", "二", "三", "四", "五", "六", "七", "八", "九"];  
const units = ["", "十", "百", "千"];  
const sections = ["", "万", "亿", "兆", "京", "垓", "秭", "穰", "沟", "涧", "正", "载"];

其中我们要注意一些细节：

* 结尾的零都忽略，如 1200，就是“一千二百”。
* 中间的零，只需要用一个零表示，如 1004，是“一千零四”。
* 如果整组都是0，忽略其单位。
* 如果一组在 10 到 19 之间，则十位可以省略一，即不写成“一十”；否则，十位上的“一”都要添加。如 12 就是“十二”，312就是“三百一十二”。

一个要点是：如果一个数字除以递进基数的余数不为 0，那么这个余数就是递进位后的数字，例如 12 % 10 === 2，那么 12 的次位就为 2，相应地转为为汉字“二”。大数的单位递进基数是 10000，因此我们将它除以 10000 并取余数，如 12345 % 10000 === 2345，那么“两千三百四十五”就是递进位“万“后的数字。

下面简要说明一下大致转换流程：

1. 我们首先会判断它是否为 0，如为 0 则直接得到 0，显然并不是。
2. 因此我们将它除以 10000（一万）并得到余数，它不会大于 9999，因此将其视为一组。
3. 使用另一个转换函数对这一组进行专门转换：
   1. 如果它大于 0，取其整除余数，如果余数为 0 那么填充“零”，并用一个标记记录，如果前面已跟着“零”那么就不会填充。
   2. 根据余数判断其汉字形式，然后根据数位决定单位，依次累积。
4. 一组转换完毕后，回到步骤 2，直到剩下的数向下取整为 0。

这里给出算法的完整实现。

const nums = ["零", "一", "二", "三", "四", "五", "六", "七", "八", "九"];  
const units = ["", "十", "百", "千"];  
const sections = ["", "万", "亿", "兆", "京", "垓", "秭", "穰", "沟", "涧", "正", "载"];  
  
// 将每一组四位数字单独进行转换  
const sectionToChinse = (section) => {  
 let ins = "", str = "";  
 let unitPos = 0, zero = true;  
 while (section > 0) {  
 let v = section % 10;  
 if (v === 0) {  
 if (!zero) {  
 zero = true;  
 str = nums[v] + str;  
 }  
 } else {  
 zero = false;  
 ins = nums[v];  
 ins += units[unitPos];  
 str = ins + str;  
 }  
 unitPos += 1;  
 section = Math.floor(section / 10);  
 }  
 return str;  
}  
  
// 将数字分组并进行转换  
const numberToChinse = (number) => {  
 let unitPos = 0;  
 let ins = "", str = "";  
 let needZero = false;  
 if (number === 0) {  
 return nums[0];  
 }  
   
 while (number > 0) {  
 let section = number % 10000;  
 if (needZero) {  
 str = nums[0] + str;  
 }  
 ins = sectionToChinse(section);  
 ins += (section !== 0) ? sections[unitPos] : sections[0];  
 str = ins + str;  
 needZero = section < 1000 && section > 0;  
 number = Math.floor(number / 10000);  
 unitPos += 1;  
 }  
 return str;  
}  
  
// 测试代码  
let num = +parseInt(prompt("请输入一个数字："));  
alert(numberToChinese(num))；

注意：由于算法中使用了除法，而 JavaScript 的除法具有精度限制，因此当数字太大时会因溢出给出错误的结果。如果这个整数不大于 16 位，那么结果应当是准确的。如果你还记得第三章中的相关内容，你应该会知道为什么。

来吧，使用一些数字来验证我们的算法吧。这个程序目前不支持负数，但我们可以做一些小小的改进来使转换函数对于负数依然有效。这是一个小练习。

## 调兵遣将·方法

### 作为成员的函数

我们在上一节中已经了解过，JavaScript 中的函数也是一种值，它们可以被赋给其他标识符，自然，函数也可以成为对象属性的值。当一个函数成为一个对象的成员时，我们可以叫它*成员函数*，更常见一点的叫法是*方法*。

按照我们的理解，对象中的方法看起来应该是这样的：

let person = {  
 name: "Jason",  
 say: () => alert("Hello world");  
}

那么我们就可以调用这个方法：

person.say(); // "Hello world"

我们也可以让方法的定义与这个对象的其他属性相关，例如，在打招呼时进行自我介绍。

let person = {  
 name: "Jason",  
 say: (who) => alert(`Hello ${who}, my name is ${person.name}.`)  
};  
  
person.say("Eric"); // "Hello Eric, my name is Jason."

在 JavaScript 的语法中，我们可以使用更加简便的方式来定义一个方法，不必写出箭头与冒号，不过这时，大括号是必需的。

let person = {  
 name: "Jason",  
 say (who) {  
 alert(`Hello ${who}, my name is ${person.name}.`);  
 }  
};  
person.say("Eric"); // "Hello Eric, my name is Jason."

当我们要使用 person.name 时，我们会写出它的完整形式，但是在对象的方法中，访问这个对象的其它成员，是否也有什么简便的方法呢？事实上，你只需要使用关键字 this 指代这个对象本身。这样就带来了很大的便利性：无论我们的对象叫什么名字，名字有多长，在它方法中遇到它自己都只需要用 this 表示。

let person = {  
 name: "Jason",  
 say (who) {  
 alert(`Hello ${who}, my name is ${this.name}.`);  
 }  
};  
person.say("Eric"); // "Hello Eric, my name is Jason."

### 对外接口

作为“定义在特定对象中的函数”，方法与我们上一节中所接触到的通常的函数有什么不一样的意义呢？

对于对象而言，方法实际上是一个对外沟通的渠道，使对对象的操作便于管理与理解，并且隐藏一些细节。我们将通过一些实际的例子来说明对象中方法的作用和意义。

例如，我们有一辆车，并且知道一些关于它的基本信息，作为一个对象大概是这样子的：

let car = {  
 model: "Honda Civic",  
 year: 2009,  
 miles: 20000  
};

现在，如果我们要得到一段文本，用于将车的信息片段连贯成一句话，自然可以这样做：

let info = `${car.model} built in ${car.year}, it has done ${car.miles} miles`;  
alert(info); // Honda Civic built in 2009, it has done 20000 miles

由于我们已经了解过了函数的使用，因此可以将拼接字符串的操作放在一个函数中，隐藏实现细节，同时使得我们也可以应用于其它的车对象：

let toString = (car) => {  
 // 形参的这个 car 可以指代任何车对象  
 let info = `${car.model} built in ${car.year}, it has done ${car.miles} miles`;  
 return info;  
}  
alert(toString(car)); // Honda Civic built in 2009, it has done 20000 miles

这样看起来似乎没问题，但是如果我们不单单有小汽车，还有轮船、飞机、火车……每种东西都需要一个自己的 toString 方法来输出专属于自身类型的信息，但是名为 toString 的函数只能有一个，我们找到了一个解决办法：将 toString 函数加上它所用于的对象名称，例如，用于车对象的 toString 可以写成 toStringOfCar。

let toStringOfCar = (car) => {  
 // 形参的这个 car 可以指代任何车对象  
 let info = `${car.model} built in ${car.year}, it has done ${car.miles} miles`;  
 return info;  
}  
alert(toStringOfCar(car)); // Honda Civic built in 2009, it has done 20000 miles

但我们很快就发现了新的问题：这样的命名方式繁琐啰嗦。一个对象使用怎样的描述信息，应该由它自己决定，这样我们就可以把 toString 写成 car 对象的方法，而其他的对象也可以有自己的 toString 方法，这样互不冲突，每个对象专属的 toString 方法实现时只需关注自身所属对象的需求。

let car = {  
 model: "Honda Civic",  
 year: 2009,  
 miles: 20000,  
 toString () {  
 let info = `${this.model} built in ${this.year}, it has done ${this.miles} miles`;  
 return info;  
 }  
};  
alert(car.toString()); // Honda Civic built in 2009, it has done 20000 miles

同时，我们可以把一些成员操作的细节隐藏在特定的方法里，这样我们可以使用统一而简洁的方式达到某些目的，不需要关心具体的实现过程，方法应该有怎样的细节，由对象自己负责，而使用时无需考虑，这种策略称为*封装*。例如，假如我们有一些书，每本书都有一个独一无二的数字编号，并且它应该是一个正整数，自然会想到：

创建一些 book 对象，每个对象都拥有一个名为 no 的数字属性用于记录编号。

let book = {  
 name: "Design Patterns",  
 author: "Addy Osmani",  
 no: 10  
};  
// 现在我们要修改数字编号  
book.no = 20;

我们需要一个数字编号，但如果不小心用了一个 undefined 当做编号，抑或使用了非正数、浮点数，这与我们的要求不符。那么我们可以写一个方法，专门用来设置编号的值，并进行相应检查。

let book = {  
 name: "Design Patterns",  
 author: "Addy Osmani",  
 no: 10,  
 setNo (n) {  
 if (n === undefined || n < 1 || n % 2 !== 0) {  
 return;  
 }  
 this.no = n;  
 }  
};

使用时只需要调用 book.setNo 来代替原本的赋值操作即可。

book.setNo(5); // OK  
book.setNo(-1); // 不符合要求，book.no 没有被改变  
book.setNo(); // 不符合要求，book.no 没有被改变  
alert(book.no); // 5

使用这种策略的好处显而易见。我们可以按照需要对编号进行更多约束，也可以在设置值过程中顺便做其它的事情，还可以进行自动编号——只要稍微改变一下方法的细节。

let book = {  
 name: "Design Patterns",  
 author: "Addy Osmani",  
 no: 0, // 编号的初始值  
 setNo () {  
 this.no++;  
 }  
};  
book.setNo();  
alert(book.no); // 1

set 开头的方法具有“设置（某属性）”的含义，与之相对，我们也可以为“获取（值）”这一操作封装一个 get 开头的方法：

let book = {  
 name: "Design Patterns",  
 author: "Addy Osmani",  
 no: 0, // 编号的初始值  
 setNo () {  
 this.no++;  
 },  
 getNo () {  
 return this.no;  
 }  
};  
alert(book.getNo()); // 0  
book.setNo();  
alert(book.getNo()); // 1

在一个对象中，get 开头的方法一般与 set 成对出现，它们的作用也是相对的。关于方法的命名方式有许多具体的细节与习惯，我们将在下一小节了解到。

不同类型的对象可能会拥有不同的方法以完成相应的工作，例如设置和获取数据，这类方法实际上承担了一个信息传递渠道的作用，就像可插拔的 USB 接口，我们也可以将这些方法称为*接口*。在 JavaScript 中，对象间的通信通过信息发送和请求来实现，我们将传递的这些信息统称为*消息*。对象间的消息发送通常理解为一个对象调用属于另一个对象的方法，例如 book.getNo() 就是调用了 book 方法，即“接收了 book.no 这一信息”。

我们应该尽可能地用特定的方法去封装原始的操作细节，并进行充分的检查以规避可能出现的问题。

let book = {  
 name: "Design Patterns",  
 author: "Addy Osmani",  
 no: 0, // 编号的初始值  
   
 getName () {  
 return this.name;  
 },  
 setName (name) {  
 if (typeof name !== "string") {  
 return;  
 }  
 this.name = name;  
 },  
   
 getAuthor () {  
 return this.author;  
 },  
   
 setAuthor (author) {  
 if (typeof author !== "string") {  
 return;  
 }  
 this.author = author;  
 },  
   
 setNo () {  
 this.no++;  
 },  
 getNo () {  
 return this.no;  
 }  
};  
  
alert(book.getName()); // "Design Patterns"  
alert(book.getAuthor()); // "Addy Osmani"  
book.setName("JavaScript Design Patterns");  
alert(book.getName()); // "JavaScript Design Patterns"  
book.setAuthor(null);  
alert(book.getAuthor()); // "Addy Osmani"  
book.setNo();  
book.setNo();  
alert(book.getNo()); // 2

有时，我们需要在一个对象中存放一组函数，这个对象承担的功能仅仅是一个“工具箱”，例如 Math 对象，专门用于提供各类数学函数。我们可以把这类本身属性不需要改变，专门用于提供单独操作的对象称为*模块*，一个模块意味着一组实用的功能，这些以方法形式提供的功能称为*库接口*。除了 Math 之外，JavaScript 还提供了其它一些模块，例如 JSON Reflect Intl 等，**它们都是一些用于特定操作的函数的集合**，我们将在后面的章节接触到它们。

### 命名约定

我们在 JavaScript 中定义方法时，一般会遵循一些特殊的命名法则，以便于理解和记忆，增强程序的*可读性*。

一个习惯是，当一个方法需要操作或访问对象的特定属性时，一般会写成一个动词 + 名词的形式，例如 getName 的意义就是“获取 name 属性的值。获取与访问一般是成对出现的，因此当我们需要用到 getXXX 时，我们还需要写一个相应的 setXXX 。同时，方法的拼写遵循*驼峰式大小写*，即首字母小写，其它单词的首字母大写。

当我们需要一个名字很长的方法，比如“如果下雨了就提醒哥哥回来”，用驼峰式大小写拼写，看起来是这样的：

remindBrotherToBackWhenRains

当然实际生活中我们不可能会写出这样冗长的方法名，这里只是说明驼峰式大小写的效果。为了保持方法名的简洁，我们应该尽量只使用动词 + 名词的形式，有特殊需要时在其后加上用于说明的修饰词。

我们已经见过了 toString 这一方法名，它的语义就是“转换为字符串”。这类用于将对象或对象的特定属性转换为所需要的形式的方法一般写作 toAnything 的形式，例如 toString、 toNumber 、toArray 等。

## 大道至简·高阶函数

### 一等公民

JavaScript 中的函数素来有“一等公民”的称呼，这来源于函数在 JavaScript 中的地位。它们都是值，也就是说，可以作为其它函数的参数或者返回值。它们也都是对象，称为“函数对象”，可以拥有自己的属性与方法。

对其他函数进行操作的函数称为*高阶函数*，**它接受其他函数作为参数或返回另一个函数本身**。高阶函数在许多地方发挥着重要作用，例如，当我们要遍历一个数组并对其中的数据进行自动处理，例如将每个元素转换为大写，我们可能会这样写：

const arr = ["a", "b", "c", "d", "e", "f", "g"];  
for (let i = 0, last = arr.length; i < last; i += 1) {  
 arr[i] = arr[i].toUpperCase();  
}  
alert(arr); // A,B,C,D,E,F,G

应用高阶函数，我们可以用更优雅的方式实现：

arr.forEach((el, i) => {  
 arr[i] = el.toUpperCase()  
});  
alert(arr); // A,B,C,D,E,F,G

这里使用了数组的 forEach 方法，它接受一个函数作为参数，并遍历数组的每一项元素，将每次遍历的元素和索引，作为参数，来调用传入的函数。这样的写法可比使用 forEach 手动循环简单优雅得多。

另一种常见的应用是数组的 sort 方法。默认情况下，当我们直接调用 sort 方法时，会根据字典序对数组的每一项进行排序。但我们也可以自定义一个比较函数，来规定排序所使用的的规则，它将会得到两个参数，代表实际排序时每次比较的两个元素，并需要返回一个值，作为先后顺序的判断依据。

假设这个比较函数名为 compare ，并且 a 和 b 分别是两个相互比较的元素，那么：

* 如果 compare(a, b) 小于 0，那么 a 应该在 b 的前面 。
* 如果 compare(a, b) 等于 0，那么 a 和 b 的相对顺序不变。
* 如果 compare(a, b) 大于 0，那么 b 应该在 a 的后面。
* 对于两个不变的 a 和 b ，那么 compare 函数应该返回相同的值，否则排序结果是无法预料的。

我们可以简单地写出 compare 函数。

const compare = (a, b) => a - b;

使用这个 compare 函数，会使得数组中的数字依照大小顺序排列，而不是字典顺序。

const numbers = [42, 7, 15, 6, 0, 20, 9, 83];  
  
// 默认比较方式  
alert(numbers.sort()); // 0,15,20,42,6,7,83,9  
  
// 重新定义的比较方式  
alert(numbers.sort(compare)); // 0,6,7,9,15,20,42,83

使用自定义的 compare 函数，我们还可以处理更加复杂的排序情况。例如，我们有一个数组，包含了一些名称和它们的对应值。我们既可以根据名称的字典顺序排列，也可以根据它们的对应值从小到大排列。

const items = [  
 { name: 'Edward', value: 21 },  
 { name: 'Sharpe', value: 37 },  
 { name: 'And', value: 45 },  
 { name: 'The', value: -12 },  
 { name: 'Magnetic', value: 13 },  
 { name: 'Zeros', value: 37 }  
];  
  
// 根据 value 属性从小到大排列  
items.sort((a, b) => a - b);  
  
// 根据 name 属性依照字典顺序排列  
items.sort((a, b) => {  
 let nameA = a.name.toUpperCase(); // 忽略大小写  
 let nameB = b.name.toUpperCase(); // 忽略大小写  
 if (nameA < nameB) {  
 return -1;  
 }  
 if (nameA > nameB) {  
 return 1;  
 }  
  
 // 两个 name 相等  
 return 0;  
});

练习 5.5.1

1. 使用 forEach 方法，尝试显示出排序后的 item 每一项的内容。
2. 思考生活中有哪些更复杂的排序需求，并尝试写出相应的比较规则。

### 抽象化

在本章的开始部分，我们阐述过：函数的一大作用是将重复的操作封装起来，使我们只需要关心处理的值本身，而不需要关心计算的细节。当我们完成操作时，可能会依赖某些特定的值。由于函数将操作的逻辑提取出来，使它减少了对特定的值的依赖，也就增大了应用程序的灵活性。

我们再次温习一下这个使用函数来减少对特定值的依赖的过程。

// 一开始的写法  
let arr = [];  
for (let i = 0; i <= 20; i += 1) {  
 arr.push(i);  
}  
alert(arr); // 0,1,2,3,4,5,6,...20  
  
// 使用函数后的写法  
const repeatPush = n => {  
 let arr = [];  
 for (let i = 0; i <= n; i += 1) {  
 arr.push(i);  
 }  
 return arr;  
};  
  
alert(repeatPush(20)); // 0,1,2,3,4,5,6,...20

我们将“记录个值”这一操作提取出来作为一个单独的函数，换句话说，我们把“记录个值”*抽象化*了。但是，如果我们想要做除了“记录个值”以外的事情呢？由于“做某事”可以表示为函数，而函数只是值，我们可以将操作作为另一个函数值传递给 f 。

const repeat = (n, action) => {  
 for (let i = 0; i <= n; i += 1) {  
 action(i);  
 }  
};  
  
repeat(3, alert);  
// 1 → 2 → 3

我们注意到 repeat 这个函数名称的变化——它不再依赖特定的操作，因此它的名称也就具有更大的抽象性。

我们不必将预定义好的函数传给 repeat，现场定义要进行的操作也不失为好办法。

let labels = [];  
repeat(5, n => {  
 labels.push(`${n}号小可爱`);  
});  
alert(labels);  
// 0号小可爱,1号小可爱,2号小可爱,3号小可爱,4号小可爱,5号小可爱

高阶函数允许我们抽象操作，而不仅仅是值。它们有多种形式。例如，我们可以写出创建新函数的函数。

const greaterThan = n => {  
 m => m > n;  
};  
const greaterThan10 = greaterThan(10);  
alert(greaterThan10(12)); // true  
alert(greaterThan10(6)); // false

我们还可以拥有改变其他函数的函数。

const noisy = f => {  
 return (...args) => {  
 alert(`call with ${args}.`);  
 let result = f(...args);  
 alert(`call with ${args}, return ${result}.`);  
 return result;  
 };  
};  
  
noisy(Math.min)(8, 6, 3);  
// call with [8, 6, 3].  
// call with [8, 6, 3], return 1.

利用函数对操作流程的封装，我们甚至可以用自定义控制流。如下的 unless 函数是 if 语句的相反形式，而 repert 则对应于 for。

const unless = (test, then) => {  
 if (!test) {  
 then();  
 }  
};  
repeat(5, n => {  
 unless(n % 2 === 1, () => alert(n + "是偶数"));  
});  
// 0 是偶数  
// 2 是偶数  
// 4 是偶数

### 数据集处理

JavaScript 的数组方法中包括三个高阶函数，它们提供了一套高效的接口，使程序员得以关注要处理的数据和逻辑本身，而不是将时间花费在处理过程中无关紧要的细节上。

**map**

map 的意思是*映射*，你也可以把它理解成 **Morph Array Piece-by-Piece（逐个改变数组）**。

map 方法会接受用户自定义的函数，这个函数称为*映射器*（mapper），并在内部遍历数组，将每一个元素作为参数交给映射器处理。映射器每次执行后的返回值（包括 undefined）会重新组合成一个新数组。

[1, 2, 3].map((e) => alert(e));  
// 1  
// 2  
// 3

它可以简化一些通常的迭代操作。例如，我们有一个数组，需要得到里面每个数值的平方，通常使用 for 语句的写法像这样：

const arr1 = [1, 2, 3, 4, 5];  
let arr2 = [];  
for (let i = 0; i < arr1.length; i += 1) {  
 let n = arr1[i];  
 arr2.push(n \* n);  
}  
// arr2 = [1, 4, 9, 16, 25]

使用 map ，我们可以采取更清晰的方式：

[1, 2, 3, 4, 5].map((n) => n \* n);  
// [1, 4, 9, 16, 25]

将数组的每一项转换为数值以进行下一步处理也是常见操作，我们可以写出如下的代码：

['1', '2', '3', '4', '5'].map((a) => parseFloat(a));  
// [1, 2, 3, 4, 5]

显然， parseFloat 本身就可以直接接受数组成员，因此代码可以简化如下：

['1', '2', '3', '4', '5'].map(parseFloat);  
// [1, 2, 3, 4, 5]

map 方法的意义非常简单，但这并不是全部：map 实际上会往用户自定义函数中传入三个参数。

[1, 2, 3].map((element, index, arr) => {  
 alert(`元素：${element} 位置：${index} 数组：[${arr}]`);  
});  
// 元素：1 位置：0 数组：[1,2,3]  
// 元素：2 位置：1 数组：[1,2,3]  
// 元素：3 位置：2 数组：[1,2,3]

如果传入一个只接受一个参数的函数，它就会忽略其他参数。但是有些函数有可选的第二个甚至第三个参数，例如与 parseFloat 作用相似但效果却截然不同的 parseInt。

['1', '2', '3'].map(parseInt)  
// [1, NaN, NaN]

这不起作用，因为 parseInt 可以接受两个参数：转换的字符串和指定数字基数。当我们在 map 中调用 parseInt 时，parseInt 会把当前元素位置当做数字基数并进行转换，自然得到了错误的结果。不好！我们需要一个只接受一个指定参数的 parseInt 。

我们可以写出 ['1', '2', '3'].map((s) => parseInt(s))，或者考虑更加优雅的方式：用一个*一元组合子*来包裹 parseInt 函数，使它只接受期望的一个参数。

const unary = (fn) => {  
 if (fn.length === 1) {  
 return fn;  
 } else {  
 return (something) => fn(something);  
 }  
};

现在我们可以写成：

['1', '2', '3'].map(unary(parseInt))  
// [1, 2, 3]

完成！

**filter**

filter 一词在英语中意为“过滤”，而 JavaScript 的数组所拥有的 filter 方法，便是根据指定规则过滤出所需要的数据。filter 接受一个函数作为参数，这个函数称为*过滤器*（filter）。

想象一下我们正在编写一段代码：有一个写满不同人信息的列表，而我们要过滤出所有成年人。

// 我们的列表是这样哒  
const people = [  
 { name: "Harada Takahiro", age: 18 }, },  
 { name: "Kubo Kaneie", age: 20 },  
 { name: "Domen Kozakura", age: 16 },  
 { name: "Kotake Benkei", age: 12 },  
 { name: "Kirigaya Danno", age: 15 },  
 { name: "Takeda Mori", age: 19 },  
 { name: "Nashio Tomohiko", age: 13 },  
 { name: "Sonoda Sawao", age: 18 },  
 { name: "Kawabata Masaharu", age: 17 }  
];

我们可以轻松写出完成任务的代码。

const selectUnderagePeople = (list) => {  
 const results = [];  
 for (let i = 0; i < list.length; i += 1) {  
 const person = list[i];  
 if (person.age >= 18) {  
 results.push(person.name);  
 }  
 }  
 return results;  
}  
  
alert(selectUnderagePeople(people));  
// Harada Takahiro,Kubo Kaneie,Takeda Mori,Sonoda Sawao

如果我们是要筛选 15~18 岁之间的人呢？

const selectPeopleBetween15And18 = (list) => {  
 const results = [];  
 for (let i = 0; i < list.length; i += 1) {  
 const person = list[i];  
 if (person.age >= 15 && person.age <= 18) {  
 results.push(person.name);  
 }  
 }  
 return results;  
}  
  
alert(selectPeopleBetween15And18(people));  
// Harada Takahiro,Domen Kozakura,Kirigaya Danno,Sonoda Sawao,Kawabata Masaharu

我们发现，两次不同任务所需的代码几乎是重复的，只是筛选数据的条件有所改动。利用数组的 filter 方法，筛选的条件可以单独抽取出来，作为过滤器，直接对每个数据进行判断。

const selectUnderagePeople = (list) => {  
 return list.filter((person) => person.age >= 18);  
}  
  
alert(selectUnderagePeople(people));  
// Harada Takahiro,Kubo Kaneie,Takeda Mori,Sonoda Sawao

代码一下子就简洁得不可思议，我们只需要编写具体的筛选条件，其他的重复工作都交给 filter 完成。我们不在乎如何过滤数据，我们只希望符合这个条件的数据被过滤出来。换句话说，我们告诉计算机“做什么”，而不必啰啰嗦嗦地写出“如何做”的详细步骤，这种思想叫做*声明式编程*。与之相对，传统的、将每一步都罗列出来的编程思维叫*命令式编程*。

**reduce**

对于批量处理数据这类工作而言，map 和 filter 显得很酷。JavaScript 的数组还有个更酷的方法叫 reduce。与映射器和过滤器类似，reduce 也接受一个函数作为参数，这个函数叫 reducer，直译为中文是*归约器*。

让我们回到刚才的筛选人员的例子。这回我们的任务是算出年龄的平均数。我们先来看看用传统的命令式思维解决这个任务。

const averageOfAge = (list) => {  
 let sum = 0;  
 // 这回我们实在不想用 for 循环了  
 list.forEach((person) => sum += person.age);  
 return sum / list.length;  
}  
  
alert(averageOfAge(people)); // 16.444444444444443  
// 只保留两位小数，让数据更好看  
alert(averageOfAge(people).toFixed(2)); // 16.44

接下来我们看看 reduce 为我们带来的声明式编程的优雅：

const averageOfAge = (list) => {  
 return list.reduce(  
 (sum, person) => sum + person.age) / list.length;  
};  
  
alert(averageOfAge(people).toFixed(2)); // 16.44

reduce 所做的事情似乎不太好理解。总的来说，它会在内部设置一个累加器变量，然后遍历数组。每遍历一个数组元素时，reduce 将累加器的值和当前数组元素作为归约器的两个参数，执行归约器，得到的返回值会成为累加器的新值。如此循环往复。遍历结束后，reduce 返回累加器的值。

归约器还可以接受两个可选的参数，分别是当前元素位置和原数组本身。

reduce 方法本身也可以接受第二个参数，作为累加器的初始值。如果原始数组只有一个元素，那么 reduce 不会执行归约器，直接返回唯一的元素。如果原始数组是空的，并且 reduce 没有得到第二个参数作为累加器初始值，将会得到一个 TypeError。提供初始值通常更加安全。

const max = (acc, value) => Math.max(acc.number, value.number);  
const list = ;  
alert([{ number: 10 }, { number: 20 }].reduce(max)); // 10  
alert([{ number: 10 }].reduce(max)); // [object Object]，即 { number: 10 }  
alert([].reduce(max));  
// TypeError: Reduce of empty array with no initial value  
  
alert([].reduce(max, 10)); // 10

reduce 主要起到一种类似于重复累加的作用，就像滚雪球一样，将每次迭代的值留给下次迭代使用，直到完成迭代。这个过程叫*归约*，英文单词 reduce 即是归约的意思。

### 闭包

*闭包*是 JavaScript 中非常强大的特性。与离散数学中的同名概念不同，JavaScript 中的闭包是这样定义的：

闭包是指那些能够访问自由变量（既不是本地定义也不作为参数的那些变量）的函数。换句话说，这些函数可以“记住”它被创建的时候的环境。

—— Mozilla Developer Network

闭包允许函数访问并操作函数外部的标识符。只要标识符存在于函数定义所在的作用域内，闭包就可以使函数能访问这些标识符。

Note：

这里的作用域指的是程序特定部分中标识符的可见性。

我们对闭包的探索将从一个简单示例开始。

let outerValue = "窝窝头，两块钱四个";  
let outerFunction = () => alert(outerValue);  
outerFunction(); // "窝窝头，两块钱四个"

在这个示例中，我们在一个作用域中定义了变量 outerValue 和函数 outerFunction，在这里是全局作用域。然后，执行全局作用域的函数 outerFunction。这个函数可以“看见”、可以使用外部变量 outerValue。这样的代码看起来并没有什么特别之处，我们大概已经使用很多次了，但事实上我们已经创建了一个闭包！有些迷惑吗？并不奇怪。因为 outerValue 和 outerFunction 是在全局作用域中声明的，这个作用域始终存在。而 outerFunction 在这个作用域中是可见的，因此它可以访问到外部变量 outerFunction。

虽然我们已经在无意中用到了闭包，但此时闭包的优势还未展现出来。让我们再来看一个示例，结合注释思考一下闭包的角色。

let outerFunction = "雨我无瓜";  
  
// 声明一个空变量，稍后在后面的代码中使用  
let later;  
let outerFunction = () => {  
   
 // 在函数内部声明一个标识符，这个标识符的作用域局限于函数内部，在外部不可访问。  
 let innerValue = "有点上头";  
   
 // 在函数中声明一个内部函数，这时 innerValue 处在内部函数的作用域内。  
 let innerFunction = () => {  
 alert(outerFunction);  
 alert(innerFunction);  
 }  
   
 // 让外部变量 later 指向 innerFunction  
 // 因为 later 处在全局作用域内，所以我们可以在外部调用这个函数  
 later = innerFunction;  
}  
  
// 调用 outerFunction，这时创建了内部函数 innerFunction，  
// 并让 later 的值为 innerFunction  
outerFunction();  
later();

在查看答案或亲自动手之前，我们先来预测一下会发生什么。

* 首先我们会得到一个 "雨我无瓜"，因为外部变量 outerValue 在全局作用域内，程序中处处可见。
* outerFunction 执行后，全局变量 later 指向内部函数 innerFunction，再调用 later。
* 当执行 later时，outerFunction 的作用域已经不存在也不可见了。
* 所以，innerValue 肯定是 undefined！所以我们会得到一个 undefined。

但实际的运行结果却是这样的：

// "雨我无瓜"  
// "有点上头"

也就是说，尽管 innerValue 看起来隐藏在一个函数的内部，但我们仍然能在外部检测到 innerValue。这是怎么回事呢？内部函数的作用于消失之后，为什么其内部变量还存在呢？

当在外部函数中声明内部函数时，我们不仅拥有了函数本身，还拥有了一个闭包。这个闭包不仅包含了函数的名称，还把哦哦喊了函数诞生时所处作用域中的所有标识符。当通过外部变量 later 调用内部函数 innerFunction 时，尽管其所处的作用域已经消失了，但是通过闭包，我们仍然能访问到原始的作用域。这个作用域总共包含以下标识符：

outerFunction  
later  
innerFunction  
innerValue  
outerValue

只不过，因为 innerFunction 的名称确实已经不可见了，所以要通过 later “移花栽木”似地调用。

这就是闭包。闭包像一个时光胶囊，保存了函数被创建时所处作用域内的各种标识符，因此函数获得了执行时所需的内容。这个时光胶囊与函数同呼吸共命运，只要函数存在，它就一直会存在。

闭包的实际结构无法在代码中查看，我们只能通过了解其原理来使用闭包。每一个通过闭包访问外部标识符的函数都拥有一条*作用域链*，作用域链包含了闭包支持函数运行所需的全部信息。由于总是要存储外部标识符，使用闭包会对于程序运行的性能有轻微损耗。因此，虽然闭包是有用的，但是不能过度使用。使用闭包时，所有的标识符和它们的值都会存储在内存中，直到浏览器确保这些信息不再使用或是页面关闭时，才会清理这些信息。这个过程称为*垃圾回收*（ Garbage Collection，即 GC）。

### 组合的魔法

在本节中，我们将接触使用高阶函数实现的一些奇妙技巧，它们以函数装饰器的方式实现。如果初次阅读时无法理解这些示例的含义，可以暂时略过，因为这里运用了一些*魔法*，以供佐餐使用 :-D

**组合子**是只使用函数应用或早先定义的组合子来定义从它们的参数得出的结果的高阶函数。

——Wikipedia

**B 组合子**

*B 组合子*是最基本的、用于组合其它函数的工具之一。例如，我们有两个函数，分别负责将参数加一和乘二（它们分别代表了一些生活中常见的小函数）。如果我们要编写一个“将参数加一然后乘二”的函数，基于“代码复用”的思想，我们或许会这样写：

const addOne = (number) => number + 1;  
const doubleOf = (number) => number \* 2;  
const doubleOfAddOne = (number) => doubleOf(addOne(number));  
alert(doubleOfAddOne(5)); // 12

而 B 组合子这种工具可以将两个函数的功能有机组合起来：

// compose 函数就是一个 B 组合子  
const compose = (a, b) => (c) => a(b(c))；  
const doubleOfAddOne = compose(doubleOf, addOne);  
alert(doubleOfAddOne(5)); // 12

**升级的 B 组合子**

如果我们想要实现一个能够组合三个函数的 B 组合子，我们可以写：

const compose3 = (a, b, c) => (d) => a(b(c(d)))

或者可以结合它自身的意义，进行递归定义：

const compose3 = (a, b, c) => compose(a, (compose(b, c)))

一旦我们到达compose4，我们就应当思考是否存在更好的方法。我们需要的是不限制参数数量的 compose，以获得最好的灵活性与便利性——我们可以随意写出 compose(a, b)，compose(a, b, c) 或 compose(a, b, c, d)。

我们可以用递归方式来对不确定参数数量的 compose 函数进行实现，首先，我们应从“只有一个参数”这一最简情况开始。

const compose = (a) => a;

接下来可以使用可变参数函数进行扩展：

const compose = (a, ...rest) => "尚未实现";

测试是否有最简情况：

const compose = (a, ...rest) =>  
 rest.length === 0  
 ? a  
 : "尚未实现";

如果不是最简的情况，我们需要将我们的解决方案与其他解决方案结合起来。换句话说，我们需要结合fn使用compose(...rest)。我们怎么做？好吧，考虑一下compose(a, b)。我们知道这compose(b)是最简情况，只会得到 b。同时，我们知道 compose(a, b) 相当于 (c) => a(b(c)) 。

因此，让我们把 compose(b) 替换为为 b 本身：

compose(a, compose(b)) === (c) => a(compose(b)(c))  
// true

现在，把 ...rest 替换为 b 本身：

compose(a, compose(...rest)) === (c) => a(compose(...rest)(c))  
// true

那么，我们要做的事情就是：

const compose = (a, ...rest) =>  
 rest.length === 0  
 ? a  
 : (c) => a(compose(...rest)(c));

如果递归的实现方式看起来令人迷惑不解，也可以考虑用迭代方式实现的版本：

const compose = (...fns) =>  
 (value) =>  
 fns.reverse().reduce((acc, fn) => fn(acc), value);

两种 B 组合子的思想是相通的：组合一系列函数，创建一个新函数。

意义也是相同的：我们可以编写更好的单一用途函数，并以我们需要的方式将它们组合在一起。

**管道**

compose非常方便，它的缺点则是不能很好地处理函数之间的执行顺序。compose 之所以这样写，是因为它与语言中 b(a(sth)) 这样显式组合函数的方式相匹配。

在处理数据的流程中，使用另一种组合函数的方式有时更符合我们的需求，如“值流经 a 然后通过 b。”这种组合方式被称为*管道*（pipeline），因为像提供了一个给值流过的“管道”而得名。我们可以定义并使用 pipeline函数：

const pipeline = (...fns) =>  
 (value) =>   
 fns.reduce((acc, fn) => fn(acc), value);  
  
const setter = pipeline(addOne, doubleOf);  
alert(setter(5)); // 12

比较 pipeline 和 compose 两个函数。 pipeline 说，“把一个数加一，然后乘以二。” compose 说，“双倍一个数加一的结果。”它们都做同样的工作，却使用了不同的思考与沟通方式。

**柯里化**

*柯里化*是一种把多个形参的函数转化为一系列单个形参的函数并逐次调用的技术，它以数学家 Haskell Curry 命名。柯里化允许我们把函数与传递给它的实参结合，产生一个新的参数。用更精确的语言描述，柯里化就是通过降低函数的*通用性*，来增强函数的*适用性*（或说*专用性*）。让我们来看一个简单的示例：

const multiply = (a, b, c) => a \* b \* c;  
alert(multiply(1, 2, 3)); // 6

这个函数接受 3 个数字，将数字相乘并返回结果。我们创建一个被柯里化后的版本，然后在一系列的调用中逐渐增加参数，直到给予了 multiply 足够的参数，使其进行最终计算。

const multiply = a => b => c => a \* b \* c;  
alert(multiply(1)(2)(3)); // 6

我们已经将 multiply(1, 2, 3) 这样的单个函数调用，转换为 multiply(1)(2)(3) 这样的多个函数调用。一个独立的函数已经被转换为一系列函数。为了得到1, 2 和 3三个数字想成的结果，这些参数一个接一个传递，每个数字都预先传递给下一个函数以便在内部调用。我们可以拆分 multiply(1)(2)(3) 以便更好的理解它：

const mul1 = multiply(1);  
const mul2 = mul1(2);  
const result = mul2(3);  
alert(result); // 6

让我们依次调用他们。我们传递了 1 给 multiply。

const mul1 = multiply(1);  
// 此时 mul1 的值是下面这个函数：  
// b => c => 1 \* b \* c;  
  
const mul2 = mul1(2);  
// 此时 mul2 的值是下面这个函数：  
// c => 1 \* 2 \* c;  
  
const result = mul2(3);  
// 代入求值

作为嵌套函数，mul2 可以访问外部函数的变量作用域，它是一个闭包。这就是 mul2 能够使用在已经退出的函数中定义的变量做加法运算的原因。由于使用了闭包，前一次函数调用中获得的参数值仍然可以在接下来的函数中使用，直到所有参数都被代入了值，这时就进行最终的计算。让我们看另一个示例：

const volume = (l, w, h) => l \* w \* h;  
alert(volume(100, 20,90)); // 180000

我们有一个函数 volume 来计算任何一个立方体的体积。被柯里化的版本将接受一个参数并且返回一个函数，这个新函数依然会接受一个参数并且返回一个新函数。这个过程会一直持续，直到最后一个参数到达并且返回最后一个函数，最后返回的函数会使用之前接受的参数和最后一个参数进行乘法运算。

const volume = l => w => h => l \* w \* h;  
alert(volume(100)(20)(90)) // 180000

像我们在函数 multiply 中所做的一样，最后一个函数只接受参数 h，但是会使用早已返回的其它作用域的变量来进行运算，闭包使得它可以工作。柯里化还可以用于避免频繁调用具有相同参数的函数。假设我们有一批立方体的体积需要计算，恰好所有立方体的高都是 100 米，我们会发现每次调用 volume 都要重复传入相同的高度值。

alert(volume(200, 30, 100)); // 2003000  
alert(volume(32, 45, 100)); // 144000  
alert(volume(2322, 232, 100)); // 53870400

为了解决这个问题，需要柯里化这个计算体积的函数，像我们之前做的一样。然后就可以定义一个特定的函数，这个函数根据特定的圆柱体高度和不同的长宽计算体积。

const volumeWith100m = volume(100);  
alert(volumeWith100m(200)(30)); // 600,000l  
alert(volumeWith100m(2322)(232); // 53,870,400l

根据前人的经验，我们有一个通用的柯里化函数实现。它能接受任何函数，并返回一个被柯里化的版本。

const curry = (fn, ...args) => (...\_args) => fn(...args, ...\_args);

我们在这里做了什么呢？我们的柯里化函数接受一个我们希望被柯里化的函数 fn，还有一系列的参数 ...args。扩展运算符在这里的作用是，接受一部分 fn 的参数，并放在数组 args 中。curry 返回一个函数，这个函数同样将剩余的参数收集到 \_args 中，然后用 \_args 保存的参数值列表来调用 fn。我们可以使用 curry 来批量创建新的被柯里化的函数。

const volume = (l,h,w) => l \* h \* w;  
const result = curry(volume, 100);  
alert(result(200, 900); // 18000000  
alert(result(70, 60); // 4200s00

Note：

在 C++ 这类语言中存在一种机制，使得同一个函数，当输入的参数数量和类型不同时，分别调用不同的实现版本，称为*函数重载*。函数重载看起来大致是这样子的：

// 重载的第一个版本：  
let hello = (a, b) => alert("有两个参数：" + a + "和" + b);  
  
// 重载的第二个版本：  
hello = (a) => alert("有一个参数：" + a);  
  
// 期望的工作方式：  
hello(1, 2); // "有两个参数：1和2"  
hello(3); // "有一个参数：3"

JavaScript 并没有在语言层面上提供这种机制，因此后面定义的 hello 函数会覆盖前面的。但是 John Resig 提出了一种在 JavaScript 中实现函数重载的方式，这种方式要求重载的函数必须是某个类的方法。

const addMethod = (object, name, fn) => {  
   
 // 保存原有的函数，因为调用的时候可能不匹配传入的参数个数  
 let old = object[name];  
   
 // 创建一个新匿名函数作为新方法  
 object[name] = (...args) => {  
   
 // 如果该匿名函数的形参个数和实参个数匹配，就调用该函数  
 if (fn.length === args.length) {  
 return fn(...args);  
   
 // 如果传入的参数不匹配，则调用原有的参数  
 } else if (typeof old === 'function') {  
 return old(...args);  
 }  
 }  
}

我们可以像这样使用：

let obj = {};
  
addMethod(obj, "hello",
  
 (a, b) => alert("有两个参数：" + a + "和" + b));
  
addMethod(obj, "hello",
  
 (a) => alert("有一个参数：" + a));
  
obj.hello(1, 2); // "有两个参数：1和2"
  
obj.hello(3); // "有一个参数：3"

如果我们传入的对象是 window ，那么我们实际上可以重载全局函数。

## 聚沙成塔·递归

### 递归的概念

大多数用于解决程序问题的算法策略都在计算领域之外有与之对应的事物。当你重复执行一个任务是，你就在使用迭代。当你做一个决定是，你正运用条件控制。由于这些都是人们熟悉的操作，大多数人在遇到相关的小问题时学会了使用 for、while 以及 if 这样的条件控制语句。

然而，在处理一些复杂的程序任务之前，必须学习一种强大的问题处理策略，它在现实世界中很少有直接对应的事物。这种策略被称为*递归*，它被定义为将大问题通过简化成*相同形式*的小问题来解决问题的一种技术。在递归定义中，“相同形式”这个词是最重要的，它的特殊之处在于：在解决方案中，子问题和原问题具有相同的形式。

当你第一次听到讲一个问题分解成相同形式的子问题的思想时，你可能会觉得它意义不大。不像重复或条件检验，递归不是日常生活中出现的一个概念。正因为它不常见，因此学习如何使用递归可能很困难。为此，你必须培养必要的直觉，这种直觉能够让递归看起来和其他所有的控制结构一样自然。对于刚开始学习编程的人来讲，理解递归需要大量的时间和练习。即便如此，努力学习使用递归无疑是值得的。**作为一种解决问题的工具，递归非常强大，以至于它有时看起来近乎神奇。使用递归使得用极其简洁的方式编写一个复杂的程序成为可能**。

为了更好地理解递归，想象一下：假如我们已经被任命为以各大慈善组织的资金协调员，这个组织有很多志愿者，但是缺乏资金。我们的工作就是筹集 1 000 000 人民币以满足组织的开支。

如果我们认识一些愿意捐献 1 000 000 人民币的人，我们的工作就很简单。但是，我们可能不会太幸运地拥有那些慷慨且为千万富翁的朋友。此时，我们必须一小笔一小笔地来筹集这 1 000 000 人民币。如果平均捐款为 100 人民币，我们可能会选择一个不同的行动方针：给 10 000 个朋友打电话，请求他们每人捐款 100 元。但话说回来，我们可能没有 10 000 个朋友，那么我们该怎么办呢？

最常见的情况时，当你面临一个超出你能力的任务，这个问题的答案就是将你的部分工作分派给其他人。我们的组织有相当多的志愿者。如果能够在这个国家的不同地区发现十个志愿者，然后任命他们为地区协调员，这 10 个人每人负责筹集 100 000 元。

筹集 100 000 元比筹集 1 000 00 元简单，但这也并非易事。我们任命的地区协调员应该做什么？如果他们采取相同的策略，他们进而将部分工作分派给其他人。如果他们每个人招募 10 名资金筹集志愿者，这些志愿者每人只需要筹集 10 000 人民币。这个分派任务的过程可以一直继续下去，直到志愿者能够自己筹集所分派的钱。由于平均捐款为 100 元，资金筹集志愿者可以从每个捐献者那里筹集 100 元，这就无需再分配任务。

这个筹集资金的策略大致可以归纳为以下结构：

const collectContributions = n => {  
 if (n <= 100) {  
 从单个捐献者那里收集捐款  
 } else {  
 寻找十个志愿者  
 指派每位志愿者筹集 n / 10 元  
 将志愿者筹集到的钱收集起来  
 }  
}

其中最重要的是以下这行：

指派每位志愿者筹集 n / 10 元

它只是简单地将原始问题的规模减小。任务的基本特征（筹集 n 元钱）问题依然和原来完全一样，唯一不同的是 n 的值变小了。此外，由于问题是相同的，我们可以调用原始的函数来求解它。因此，这里的思路可以写出下面的实际代码：

collectContributions(n / 10);

如果平均捐款数大于 100 元，注意 collectContributions 函数调用自身的结束条件是非常重要的。在程序中**，一个函数直接或间接地调用自身**正是所定义的递归函数的重要特点。

collectContributions 函数的结构是典型的递归函数。通常，递归函数提都具有如下形式：

if (测试是否满足条件) {  
 停止使用递归，计算最简化的问题  
} else {  
 将问题分割为相同形式的小问题  
 通过递归调用自身解决每个小问题  
 将子问题解决方案重新组合成一个整体解决方案  
}

这种结构提供了编写递归函数的模板，因此被称为*递归范型*。我们可以将这种技术运用到编程问题中，只要该问题符合以下条件：

1. 我们一定能够识别那些答案很容易就被确定的*简单情况*。
2. 我们一定能够确定一个*递归分解*，这个递归分解可以让我们将任何复杂问题分解成相同形式的更简单的问题。

collectContributions 这个例子说明了递归的强大。和任何递归技术一样，原始问题通过分解成更小的子问题来解决，子问题只是在规模上与原问题有差别。这里，原始问题是要筹集到 1 000 000 元。在第一级的分解中，每一个子问题是要筹集到 100 000 元。然后，这些问题进而被细分为更小的问题，直到问题足够简单，直至不需要再细分就能解决为止。由于该解决方法依赖于将复杂问题分解成相同形式的更简单的问题，因此，这种递归形式的解决方法通常被称为*分治*算法。

### 阶乘函数

尽管 collectContributions 这个例子说明了递归的思想，但是它并没有揭示递归在实际中是如何使用的，这大部分原因是组成解决方法的步骤，例如招募 10 名志愿者然后筹钱，都不能在 JavaScript 程序中简单地表示出来。为了得到对递归性质的一个实际理解，你需要思考那些更容易适用于编程领域的问题。

对于大多数人来说，理解递归最好的方法就是从简单的数学函数开始，其中，递归的结构直接伴随着问题的描述出现而很容易被理解。其中，最常见的是阶乘函数（数学上习惯表示为 ），它被定义为在 1 到 n 之间的所有整数的乘积。在 JavaScript 中，使用 for 循环编写 fact 函数非常简单，正如以下实现代码所展示的：

const fact = n => {  
 let result = 1;  
 for (let i = 1; i <= n; i += 1) {  
 result \*= 1;  
 }  
 return result;  
};

该实现代码使用了一个 for 循环来循环遍历 1 到 n 之间的每个整数。而在递归实现中，并不存在这个循环，取而代之的是通过直接递归调用以产生相同的结果。然而，fact 的实现并没有利用阶乘的一个重要的数学性质。每一个数的阶乘都与下一个更小的整数的阶乘相关，如下所示：

因此， 是 ， 是 ，以此类推。为了确保阶乘计算过程在某处终止，数学上定义了 为 。因此，继承函数的传统数学定义如下：

$$n! =
\begin{equation}
\left\{
\begin{array}{\*\*lr\*\*}
1 & 若 n = 0 \\
n \times (n - 1)! & 其他
\end{array}
\right.
\end{equation}$$

这个定义是递归的，因为它根据 的阶乘定义了 的阶乘。新的问题（计算 的阶乘）和原始的问题有同样的形式，这种形式是递归的基本特征。我们之后可以使用相同的过程根据 来定义 。此外，我们可以一步一步地向前递推这个过程，直至解决方案被表达成 ，根据定义 等于 。

从程序员的观点来看，递归数学定义的实际影响是，它为其实现方法提供了一个模板，用 JavaScript 我们可以实现一个如下的计算其参数的阶乘函数 fact ：

const fact = n => {  
 if (n === 0) {  
 return 1;  
 } else {  
 return n \* fact(n - 1);  
 }  
};

如果 n 等于 0，fact 函数的结果为 1。如果 n 不等于 0，通过调用 fact(n - 1) ，然后将这个结果乘以 n 来计算结果。这个实现方式直接遵循了阶乘的数学定义，并且恰好具有递归结构。

当然，我们也可以用更简便的形式写出 fact 函数：

const fact = n => {  
 return n === 0 ? 1 : n \* fact(n - 1);  
};

简单测试一下 fact 函数，很显然，它像我们预期地那样计算出了正确结果。

alert(fact(0)); // 1  
alert(fact(1)); // 1  
alert(fact(2)); // 2  
alert(fact(5)); // 120  
alert(fact(10)); // 3628800  
alert(fact(50)); // 3.0414093201713376e+64

如果根据递归的数学定义，编写 fact 函数的实现无比简单，当我们第一次学习递归时，fact 的递归实现看起来遗漏了某些东西。即使它清楚地反映了数学定义，递归公式使我们难以确定实际的计算步骤。例如，当我们调用 fact 函数时，我们想要计算机给出答案，在这个递归实现中，我们能看到的只是一个公式，它将一个 fact 调用转化成另一个 fact 调用。由于计算步骤不明显，因此当计算机给出正确答案时，它看起来有点神奇。

现在，我们可以根据 fact 函数的实际计算步骤，将递归的过程演算一下。假设我们定义了 fact 函数，并写了一行 alert("fact(4) = " + fact(4))，那么接下来的演算如下所示：

fact(4) 的返回值就是 24。由上面的演算过程可知：递归的计算过程实际上是将函数调用不断展开，直到参数符合某一终止条件（如 ），这个返回值是确定的，那么这次调用所在的表达式的值就确定了，以此类推，最后进行的只是单纯的数字运算。

包含 fact(4) 计算的完整跟踪过程的意义使我们确信：计算机将递归函数与其他函数同等对待。当我们面对一个递归函数时，至少在理论上，我们可以模拟计算机的操作，并且弄明白它将做什么。通过一步步演算，我们可以复制出完整的操作并给出答案。然而，如果我们这样做，我们会经常发现其过程的复杂性会以计算过程无法跟踪而结束。

每当我们试图理解一个递归程序时，将基本细节隐藏，取而代之的是应集中于某个层次上的操作是非常有用的。在那个层次上，我们可以假设：只要那层调用的参数在某种意义上比原始的参数简单，所有的递归调用都能自动得到正确的答案。这种心理上的策略（即假设任何更简单的递归调用将正确地工作）被称为*递归的稳步跳跃*。在实际应用中使用递归时，学会运用这种策略是非常重要的。

### 斐波那契函数

在 1202 年出版的《算法之书》（*Liser Abbaci*）中的一个数学模型中，意大利数学加列奥纳多·斐波那契提出了一个在很多领域，包括计算机科学领域都具有重要影响的一个问题，这个问题作为人口生物学中的一个例子被首次提出。斐波那契的问题是关于兔子的总数是如何一代一代地增长的，如果兔子生育是根据以下公认的规则进行：

* 每一对成年的兔子每个月生产一对新的兔子。
* 兔子在生下来的两个月之后变成成年兔子。
* 老的兔子永远不会死亡。

假设在某年的一月有一对新出生的兔子，当这年结束时共有多少兔子？

通过在这一年每个月记录下兔子的总数目，我们可以简单地解决这个斐波那契问题。在一月初，没有兔子，由于这个月的某个时候第一对兔子刚被引进，这导致了二月一号只有一对兔子。由于初始的这对兔子是新出生的，它们在二月的时候还没有成年，这意味着三月一号依然只有原来的那对兔子。然而，在三月，这对兔子到了生产的年龄，这也就意味着一堆新的兔子出生了。在四月一号的时候，这对新出生的兔子增加了种群的数量（若用“对”来计算的话，则达到了两对）。在四月，原来的那对兔子继续生产，但是三月出生的那对兔子还太年轻。因此，在五月开始的时候，这里有三对兔子。从此，随着每个月有越来越多的兔子，兔子的总数开始增加得越来越快。

此时，将迄今为止的数字按月总数记录成一个数字序列是非常有用的，这个序列用下标 表示， 表示从某年的一月一号的实验开始到第 个月兔子的总对数。这个序列被称为*斐波那契数列*（Fibonacci sequence），且以下述项开始，它表示到目前为止的计算成果：

$$\begin{array}
& t\_0 & t\_1 & t\_2 & t\_3 & t\_4 \\
0 & 1 & 1 & 2 & 3
\end{array}$$

我们可以通过仔细观察来简化这个数列中更多项的计算。由于问题中的兔子永远不会死亡，前一个月中所有的兔子在这个月中仍然存在。此外，每一对成年的兔子生产出一对新的兔子，能够繁殖的成年兔子的数量就是前一个月中所有兔子的数量。换句话说，序列中的每一项一定是前面两项之和。因此，斐波那契数列中接下来的几项看起来如下所示：

$$\begin{array}
& t\_0 & t\_1 & t\_2 & t\_3 & t\_4 & t\_5 & t\_6 & t\_7 & t\_8 & t\_9 & t\_{10} & t\_{11} & t\_{12} \\
0 & 1 & 1 & 2 & 3 & 5 & 8 & 13 & 21 & 34 & 55 & 89 & 144
\end{array}$$

因此，这年结束时兔子的总对数是 144。

从编程的角度来看，它帮助我们使用下面更加数学化的形式来表达生成这一斐波那契数列新项的规则：

在这种类型的表达式中，一个序列的每个元素由其之前的元素确定，这被称为*递归关系*。为了应用这个公式，我们至少需要两个已知项，那么序列中开始的两项（ 和 ）必须被明确地定义。因此，斐波那契数列完整的描述为：

$$t\_n =
\begin{equation}
\left\{
\begin{array} \\
n & 若 n 是 0 或 1 \\
t\_{n - 1} + t\_{n - 2} & 其他
\end{array}
\right.
\end{equation}$$

这个数学公式对于函数 fib(n) 的递归实现是一个理想的模型，它的作用是计算斐波那契数列中的第 n 项。fib(n) 的递归实现方式展示在如下的代码中，它同时包含了一段测试代码，用于显示斐波那契数列中两个给定的项。

const MIN\_INDEX = 0; // 序列的第 0 项  
const MAX\_INDEX = 20; // 序列的第 20 项  
  
const fib = n => {  
 if (n < 2) {  
 return n;  
 } else {  
 return fib(n - 1) + fib(n - 2);  
 }  
};  
  
alert("这个程序将会展示斐波那契数列的前二十项");  
let info = "";  
for (let i = MIN\_INDEX; i <= MAX\_INDEX; i += 1) {  
 info += `fib(${i}) = ${fib(i)}\n`;  
}  
alert(info);

我们获得了这样的输出。
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我们已经有了演算 fact 函数计算过程的经验，现在让我们再尝试一下 fib 函数。例如，考虑一下，当调用 fib(5) 时将会发生什么？由于这里没有出现 if 语句中列举的简单情况，因此将通过执行以下语句得出计算结果。

return fib(n - 1) + fib(n - 2);

它等价于以下语句：

return fib(4) + fib(3);

此时，计算机计算 fib(4) 的结果，再加上调用 fib(3) 的结果而得到最终结果，然后作为 fib(5) 的值返回求和结果。而在计算 fib(4) 和 fib(3) 的时候，显然也使用了完全相同的策略，直到达到最简单的情况为止。在这里， fib(4) 是 3，fib(3) 是 2。因此，调用 fib(5) 的结果就是 ，即 。我们不需要了解所有的细节，一些细节最好交给计算机去处理。

### 递归的效率与优化

然而，如果我们检查关于计算 fib(5) 调用的细节，我们很快会发现这个计算的效率是非常低的。递归分解产生了很冗余的调用，其中，计算机在多次计算斐波那契数列中相同的项后终止。下图展示了计算 fib(5) 所需的所有递归调用。正如我们从图中所看到的，这个程序最终调用了一次 fib(4) 、两次 fib(3)、三次 fib(2)、五次 fib(1) 以及三次 fib(0)。假设斐波那契函数可以用迭代高效地实现，则递归实现所需的指数级增长的步骤就有些令人烦恼。

<此处保留一张图片的位置>

在发现上述的 fib(n) 的实现效率很低之后，很多人都忍不住将矛头指向递归。然而，斐波那契例子的问题与递归本身无关，相反的是与递归的使用方式有关。通过采用一种不同的策略，我们可以使 fib 函数的性能得到极大提升。

使用递归时，避免低效是常态，其关键在于采用一种更通用的方法以找到一种更高效的解决方案。斐波那契数列并不是唯一的由以下递归关系定义其项的序列：

根据我们选择头两项的方式，我们可以产生许多不同的序列。传统的斐波那契数列：

由定义 和 得到。而如果定义了 和 ，取而代之，我们会得到以下序列：

类似地，若定义 以及 ，将会产生以下序列：

这些序列都是用了相同的递归关系，这个递归关系指出了每一个新项都是前两项之和。上述序列唯一不同之处在于其开始两项的选择不同。作为一种通用的形式，将遵循这种模式构造的序列称为*可加序列*（additive sequence）。

这种可加序列的概念能够将求斐波那契数列中的第 n 项的问题转化成更一般的问题，即找出初始两项为 和 的可加序列的第 n 项。这样的函数需要三个参数：

const additiveSequence = (n, t0, t1) => {  
 // 实现细节...  
};

如果我们有这样一个函数，那么使用它来实现 fib 是很简单的。我们所要做的就是提供开始两项的正确值，如下所示：

const fib = n => {  
 return additiveSequence(n, 0, 1);  
};

这个函数体仅仅包含了一行代码，它所做的只是调用另一个传递几个额外参数的函数。这类仅简单地返回另一个设置了特定参数函数的结果的函数被称为*包装器*函数，它在递归编程中非常普遍。包装器函数大多被用于为一个辅助函数提供额外的参数来解决一个更一般的问题（比如处理一个可加序列）。

由此，剩下的任务就是实现函数 additiveSequence。如果我们花费几分钟思考一下这个更一般的问题，我们会发现可加序列自身有一个很有趣的递归特性。递归的简单情况包括 和 两项，它们的值是序列定义的一部分。在 JavaScript 实现中，这些项的值作为参数被传递。例如，如果我们要计算 ，我们所需做的只是返回参数 。

然而，如果我么要找出序列中更大的数呢？例如，假如我们想找出可加序列中的 ，其中，这个可加序列的初始两项是 3 和 7。通过查看下面这个序列项的列表：

$$\begin{array}
& t\_0 & t\_1 & t\_2 & t\_3 & t\_4 & t\_5 & t\_6 & t\_7 & t\_8 & t\_9 \\
3 & 7 & 10 & 17 & 27 & 44 & 71 & 115 & 186 & 301
\end{array}$$

我们可以看出正确的值是 71。然而，一个有趣的问题是我们如何使用递归来确定这个结果。

我们需要发现的关键点是任何可加序列的第 n 项是从可加序列开始一步一步推进到第 项的。例如，上例展示的序列中的 仅是以 7 和 10 开始的，直至可加序列中的 项之和：

$$\begin{array}
& t\_0 & t\_1 & t\_2 & t\_3 & t\_4 & t\_5 & t\_6 & t\_7 & t\_8 \\
7 & 10 & 17 & 27 & 44 & 71 & 115 & 186 & 301
\end{array}$$

这样，我们就可以实现如下的 additiveSequence 函数：

const additiveSequence = (n, t0, t1) => {  
 if (n === 0) return t0;  
 if (n === 1) return t1;  
 return additiveSequence(n - 1, t1, t0 + t1);  
};

如果我们跟踪采取这种技巧实现的 fib(5) 的计算步骤，会发现这个计算没有涉及困扰前面递归公式那样的冗杂计算。这些步骤直接解决问题，如下所示：

即是新的实现是完全递归的，它和传统迭代版本的斐波那契函数相比更加高效。事实上，我们能够使用更复杂的数学方法编写一个 fib(n) 函数的完整递归实现，这种实现方法被认为比迭代策略更高效。我们将在后面的章节中更深入地探讨相关问题。

### 检测回文

阶乘和斐波那契函数是揭示递归效用的经典例子，它们本质上都属于数学范畴，因此，可能会给人一种递归只与数学问题有关的错觉。事实上，我们可以将递归运用到任何问题中，只要这个问题可以被分解成相同形式的更小问题。本节将用一个检测回文的例子，来说明递归非数学的特性。

我们在前面的章节中见到了检测回文的基本概念。回文的递归定义是：任何一个多于一个字符的回文字符串，内部一定包含了一个更短的回文。为了检测一个字符串是否是回文，我们需要做的就是

1. 检查其首字符和最后一个字符是否相同。如果只有一个字符，那就是回文。
2. 检查其首字符和最后一个字符之间的字符串是否是一个回文。

若以上条件始终满足，那这个字符串就是一个回文。

我们唯一需要考虑的问题是：其简单情况是什么？显然，任何由单个字符构成的字符串都是一个回文，因为颠倒这一字符串的排列顺序不会使字符串发生任何变化，不包含任何字符的字符串*空串*也是如此。

我们可以基于递归的思路和两种简单情况编写出如下的递归函数。

const isPalindrome = (str) => {  
 let length = str.length;  
 if (length <= 1) {  
 return true;  
 } else {  
 return str[0] == str[length - 1] && isPalindrome(str.substring(1, length - 1));  
 }  
};

这个函数首先检测参数字符串的长度是否小于 2。如果是，那么它一定是回文，否则截取字符串中间部分递归进行检测。遗憾的是，这个函数的效率很低。我们可以通过下面的改变来改进 isPalindrome 函数的性能。

* **只计算一次字符串的长度**。isPalindrome 的原始实现在每次递归处理时都重新计算了一次字符串的长度。我们应该只获取一次 length 属性，然后通过递归调用过程将长度信息不断传递反复使用。
* **不要在每次调用中都生成一个子字符串**。在上面的版本中，效率低下的一大原因是重复调用 substring 方法来生成去掉首尾字符的子字符串。我们可以通过在每次递归时跟踪预期的子字符串开始与结束的位置，从而避免调用 substring。

上面每一种改变都要求递归函数获取另外的参数，我们可以编写一个*包装器函数*，它通过调用 isSubstringPalindrome 来完成具体的工作。函数 isSubstringPalindrome 接受额外的参数 p1 和 p2 来确定它检查的子字符串的首尾位置。

const isPalindrome = (str) => {  
 return isSubstringPalindrome(str, 0, str.length - 1);  
};  
  
const isSubstringPalindrome = (str, p1, p2) => {  
 if (p1 >= p2) {  
 return true;  
 } else {  
 return str[p1] === str[p2] && isSubstringPalindrome(str, p1 + 1, p2 - 1);  
 }  
};

### 递归地思考