# 第四章 语句

## 正义的准绳·if 语句

我们已经在第三章中了解了 JavaScript 中数据的使用，掌握到的预备知识是我们具备了随心所欲操控数据的能力，在这一章中我们将学习 JavaScript 中的*语句*，以编写出“真正的”程序，并逐步将我们头脑中的逻辑，转化为程序真切的运行过程。

在前面的运行示例中，我们接触到的都是顺序结构，即程序从第一条语句，逐行执行到结尾，而在这一章中我们将了解到*分支结构*和*循环结构*。

我们首先要学习的是 *if 语句*。它用于实现分支结构。

想象一下，当我们要去买芹菜的时候，我们会执行这样的过程：

1. 出门，找到菜市场
2. 挑选芹菜
3. 付钱，将菜带回家。

这就是我们所说的顺序结构。但实际上，我们买菜可能会经历这样的过程：

1. 出门，找到菜市场
2. 寻找卖芹菜的摊位

* 如果有卖芹菜的
  1. 买一斤芹菜
  2. 称重，付款，回家

如果没有卖芹菜的

1. 看看有没有其他适合的蔬菜
2. 称重，付款，回家

以上过程的结构称为*分支结构*，我们可以用 if 语句来在程序中实现分支结构，它的*语法*是这样的：

if (条件) {  
 执行语句  
}

一条 if 语句以关键字 if 开头，其后跟随一对括号，括号中是一个逻辑表达式，用于表示执行语句的条件。

例如：

let a = 4;  
if (a > 3) {  
 alert("a 大于 3");  
}

这段代码中的 if 语句的条件是 a > 3，所执行的语句是 alert("a 大于 3"); 。显然，a 大于 3，因此条件成立（逻辑表达式得到 true），那么执行大括号中的语句——显示出 "a 大于 3" 这行内容。

if 语句只管理它大括号中的内容，其他部分不受条件影响。

倘若我们要考虑两种情况（如示例中的“有卖芹菜的摊位”与“没有卖芹菜的摊位”），那么我们可以使用 if 语句的另一种形式。

if (条件) {  
 语句1  
} else {  
 语句2   
}

这种形式的作用是：如果条件成立，那么执行代码1中的内容，否则，执行代码2。

else 关键字所*引导*的内容称为 *else 子句*，它用于说明“条件不成立”这一情况。

示例：

let a = 4;  
if (a > 5) {  
 alert("a 大于 5");  
} else {  
 alert("a 小于等于 5");  
}

在示例中，由于 a 的值为 4，if 语句的判断条件不成立（得到 false），所以不会显示 "a 大于 5"，而是执行 else 子句中的语句，显示 "a 小于等于 5"。如果 a 的值大于 5，符合判断条件的话，那么就会显示 "a 大于 5"。

我们似乎已经能够处理条件成立和不成立两种情况了。但现实生活比这复杂的多，我们可能会遇到许多其他情况，需要对每种情况一一加以判断并分别作出相应决定。在 JavaScript 中，我们可以使用 if 语句的高级形式，像这样：

let score = 85;  
if (score >= 90) {  
 alert("优秀");  
} else if (score >= 80) {  
 alert("良好");  
} else if (score >= 60) {  
 alert("及格");  
} else {  
 alert("不及格");  
}

上述代码模拟了一种常见情景：将成绩分为不同层次，并作出对应通知。

它的执行过程会先从第一个条件开始，如果条件成立，那么执行其后的语句；如果条件不成立，那么尝试判断第二个条件，若成立则执行相应语句，否则判断第三个条件……直到最后一条 else 子句，即当所有可能条件都不成立时，执行其中的语句。在上述代码中，分数大于等于 80，我们便得到了“良好”。

我们在第三章已经阐述过，JavaScript 会将一些值视为“真”，另一些视为“假”，以此进行逻辑运算，而不仅仅是局限于布尔值。同样，在 if 语句的条件并不要求得到一个布尔值，只要得到的值被视作“真”，就会执行相应语句。

因此，假如我们有如下代码：

// 判断一个数字是奇数还是偶数。  
// 如果它除以 2 的余数为 0，即能被 2 整除，那么是偶数。  
// 否则为奇数。  
let number = 100;  
if (number % 2 === 0) {  
 alert("偶数");  
} else {  
 alert("奇数")  
}

当条件的值为 0 时，它会被当做假，那么我们可以用更方便的形式书写条件：

let number = 100;  
if (number % 2) { // 余数不为 0，会当做“真”  
 alert("奇数");  
} else { // 余数为 0，会当做“假”  
 alert("偶数")  
}

if 语句是我们接触到的第一个 JavaScript 控制语句。我们可以用它来描述真实世界中的各类选择。

一条简洁明快的 if 语句，将一切分成了真假两个世界，中间隔着逻辑这条天河，它向何处流动，取决于你的思考。逻辑的伟力在于泾渭分明，逻辑的生命在于它所带来的不容逾越的秩序。

练习 4.1.1

1. 写一个幸运转盘的程序，每次根据一个随机数字的范围来决定颁发什么奖品。
2. 写一个程序，让用户输入出生年份，判断用户的生肖属相。如果不是一个合理的年份，就显示一个错误。

我们可以用 if 语句来处理一些生活中常见的、需要进行繁琐的分类讨论的问题，例如个人所得税的计算。

假设我们的父母（成年人也可以假设为自己）是工薪阶层，每个月都可能需要根据月收入缴纳一笔个人所得税，数额会被划分为不同的层级，面临的税率和所要缴纳的相应税款也不一样。根据中国法律规定，个人所得税的起征点是 3500 元。

在实际工作中，对于某些个人所得收入采用税后收入的概念，比如支付税后多少多少金额。这时，需要将税后的收入按一定公式换算为应税所得，然后再按照一般方法计算应交的税款。否则，将导致税款的少征。这里，在换算为应税所得过程中需要适用的税率及速算扣除数不能按照含税级距的税率表来套用，必须使用不含税级距的税率表。这就是不含税级距税率表产生的原因。这里的不含税级距指的是“税后收入”级距。

截止到 2011 年，中国的个人所得税税率如下表所示：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 级数 | 含税级距 | 不含税级距 | 税率(%) | 速算扣除数 |
| 1 | 不超过1500元 | 不超过1455元的 | 3 | 0 |
| 2 | 超过1500元至4,500元的部分 | 超过1455元至4,155元的部分 | 10 | 105 |
| 3 | 超过4,500元至9,000元的部分 | 超过4,155元至7,755元的部分 | 20 | 555 |
| 4 | 超过9,000元至35,000元的部分 | 超过7,755元至27,255元的部分 | 25 | 1,005 |
| 5 | 超过35,000元至55,000元的部分 | 超过27,255元至41,255元的部分 | 30 | 2,755 |
| 6 | 超过55,000元至80,000元的部分 | 超过31,375元至45,375元的部分 | 35 | 5,505 |
| 7 | 超过80,000元的部分 | 超过57,505的部分 | 45 | 13,505 |

备注：

* 本表含税级距指以每月收入额减除费用 **3500 元**后的余额或者减除附加减除费用后的余额。
* 含税级距适用于由纳税人负担税款的工资、薪金所得。
* 不含税级距适用于由他人（单位）代付税款的工资、薪金所得。

我们可以根据税率的级数进行分类讨论，有点像中学数学课上学过的分段函数。

let income = parseFloat(prompt("请输入原始收入"));  
  
let basic = 3500; // 个人所得税起征点  
let gap = income - basic; // 税前收入与起征点之差  
let tax = 0; // 应付税额  
if (gap <= 0) {  
 tax = 0;  
} else if (gap > 0 && gap <= 1500) {  
 tax = gap \* 0.03;   
} else if (gap > 1500 && gap <= 4500) {  
 tax = gap \* 0.1 - 105;  
} else if (gap > 4500 && gap <= 9000) {  
 tax = gap \* 0.2 - 555;   
} else if (gap > 9000 && gap <= 35000) {  
 tax = gap \* 0.25 - 1005;  
} else if (gap > 35000 && gap <= 55000) {  
 tax = gap \* 0.3 - 2775;  
} else if (gap > 55000 && gap <= 80000) {  
 tax = gap \* 0.35 - 5505;  
} else {  
 tax = gap \* 0.45 - 13505;  
}  
  
alert(Math.floor(tax));

这个例子具有相当的实用性，要不要考虑将自己或家人的收入通过这个程序计算一下，看看是否与实际情况吻合呢？

## 逐一排查·switch 语句

### 初识 switch 语句

在前文中，我们已经学习并尝试了**分支结构**。我们将在几个示例中进一步了解它的使用。

设想一下，我们有一个有奖猜数活动，参与者可以随机输入一个 1 和 3 之间的整数，我们告诉参与者是否猜中，或与答案相差多少。利用 if 语句，我们可以这样写：

let number = +prompt("请输入 1 和 3 之间的整数");  
  
if (number === 1) {  
 alert("太小了！");  
} else if (number === 2) {  
 alert("刚刚好！");  
} else if (number === 3) {  
 alert("太大了！");  
} else {  
 alert("哦，数字超出范围！");  
}

我们共需依次比较三种情况，根据每种情况作出相应回应。而不在我们考虑范围内的“其他情况”则放入 else 子句中处理。在需考虑的情况较少时，使用 if 语句以此判断尚可应付需求，但当我们需要考虑到情况变得多，使用 if 语句就会显得力不从心。此外，如果我们要用相同的方式分别处理不同的情况，使用 if 语句会相当麻烦。

为此，JavaScript 中提供了另一种实现分支结构的语句：*switch 语句*。

switch 语句的一般格式如下：

switch (表达式) {  
 case 情况1: 处理语句1; break;  
 case 情况2: 处理语句2; break;  
 case 情况3: 处理语句3; break;  
 //...  
 default: 默认处理语句;  
}

switch 语句遵循这样的执行顺序：

* 每个 case 关键字都用于标明一个情况。
* JavaScript 依次查看每种情况，然后对表达式求值，查看表达式的值是否能够与这种情况匹配。
* 如果匹配（严格相等），就执行冒号后的处理语句。如果以 break; 结尾，那么终止 switch 语句。
* 否则，继续查看下一个情况，以此类推。
* 当所有列举的情况都查看完之后，如果有一个 default 标志，就执行它的处理语句，作为默认情况。

前面的例子可以使用 switch 语句改写如下：

let number = +prompt("请输入 1 和 3 之间的整数");  
  
switch (number) {  
 case 1:  
 alert("太小了！");  
 break;  
 case 2:  
 alert("刚刚好！");  
 break;  
 case 3:  
 alert("太大了！");  
 break;  
 default: alert("哦，数字超出范围！");  
}

练习 4.2.1

1. 找到一个可以使用 switch 进行处理的生活中的例子，并编写程序实现它。

### 使用 break

让我们回忆一下 if 语句的机制：

对每个条件进行查看，如果成立，就执行相应处理语句，然后结束 if 语句。

当我们使用 switch 语句的时候，我们并不一定希望在找到匹配情况后，仍然继续匹配其余情况。但是，switch 语句有个特点：**当它匹配到一种情况之后，会继续执行之后其他情况的处理语句，**甚至包括 default 。

为了模仿 if 语句“干完事就走人”，不拖泥带水，我们需要在每一个 case 的处理语句后添加一行 break; 。

let fruit = prompt("请输入一种水果的名字：");  
  
switch (fruit) {  
 case "橙子":  
 alert("橙子卖 0.59 美元。");  
 break;  
 case "苹果":  
 alert("苹果卖 0.32 美元。");  
 break;  
 case "香蕉":  
 alert("香蕉卖 0.48 美元。");  
 break;  
 case "车厘子":  
 alert("车厘子卖 3 美元");  
 break;  
 case "芒果":  
 case "桑葚":  
 alert("芒果和桑葚卖 2.79 美元。");  
 break;  
 default:  
 alert("抱歉，本店没有水果" + fruit + "。");  
}

switch 语句每当遇到匹配的情况，执行相应处理语句后，就会终止。

如果 break; 后面还有处理语句，那么它不会被执行，因为 break; 已经起到了终止 switch 语句的作用。

我们使用 switch 语句时一般都会添加 break; ，这是一种良好习惯。没有添加 break; 以至于所有 case 都会被查看一遍的 switch 语句被称为 *switch 穿越*，可能会引发一些问题，我们将在下文中看到 switch 穿越所展现出的效果。。

### 关联操作

这个例子阐述了利用 switch 语句进行的关联操作。如前文所述，当我们输入一个数字并匹配之后，它会执行其后，一直第一个到 break; 之前的所有处理语句。

let value = 1;  
let output = "输出： "  
switch (value) {  
 case 10:  
 output += "所以";  
 case 1:  
 output += "你的";  
 output += "名字";  
 case 2:  
 output += "是";  
 case 3:  
 output += "什么";  
 case 4:  
 output += "？";  
 alert(output)  
 break;  
 case 5:  
 output += "！";  
 alert(output);  
 break;  
 default:  
 alert("请选择一个 1 到 6 之间的数字！");  
}

尝试改变 value 的值，相信你会对 switch 的机制有更深的体会。如果你不是特意为了制造出这种效果，请记得：务必在每种情况的相应处理语句末尾添加 break;。

练习 4.2.3

1. 使用 switch 语句的穿越特性，写一个程序，模拟一个会根据指令来问好的机器人。

### 分组

生活中有什么事情会像在 1 ~ 3 之间猜一个数字这样简单而乏味呢——让我们将目光投向更“实际”的问题。

现在我们摇身一变成了动物保护专家，向好奇的小朋友普及动物保护的知识，告诉他们哪些动物已经灭绝而湮没在历史中，哪些动物在悬崖边上苦苦挣扎，哪些动物暂时毫无危险。

let animal = prompt("请输入一种动物的名字：");  
switch (animal) {  
 case "猫":  
 case "金鱼":  
 case "鸵鸟":  
 case "企鹅":  
 case "火鸡":  
 case "马":  
 alert(animal + "没有危险！");  
 break;  
 case "大象":  
 case "熊猫":  
 case "江豚":  
 alert(animal + "处于危险之中，我们要一起保护它们。");  
 break;  
 case "渡渡鸟":  
 case "恐龙":  
 case "象鸟":  
 alert(animal + "已经灭绝。");  
 break;  
 default:  
 alert("我没听过这种动物的名字。");  
}

我们对小朋友提出的问题进行了分类，只用一行处理代码，统一回应相同性质的提问。

练习 4.2.4

1. 思考生活中有哪些实际问题可以使用 switch 进行分组处理。

### 使用动态条件

我们用一个小示例来结束本节。

let i = Math.floor(Math.random() \* 7)  
switch (i) {  
 case ((i >= 0 && i <= 5) ? i : -1): // 如果 0 ≤ i ≤ 5，那么待匹配的值为 i ，否则为 -1。  
 alert("0 ~ 5");   
 break;  
 case 6:  
 alert("6");  
 break;  
}

如上所示，你可以在 switch 语句的 case 中进行一些运算，以此呈现出“动态”的匹配效果。

## 以车代步·while 和 do-while 语句

### 循环结构

我们将开始接触 JavaScript 中的**循环结构**。顾名思义，循环结构能够在一定条件下循环执行同一段代码，这个过程称之为*迭代*。我们可以使用 *while 语句*来实现循环结构。

while 语句看起来像这样：

while (条件) {  
 执行语句  
}

像 if 语句的条件一样， while 语句的条件是一个表达式，称为*条件*，写在一对小括号中。大括号连同其中的执行语句被称为*循环体*。如果执行语句只有一行，也可以省略包裹它的大括号。

* 对条件进行求值。
* 如果得到的值被看做 true（条件成立），那么执行一次循环。否则不执行。
* 循环体执行完毕后，再次对条件进行求值，如果成立则再次循环执行，否则停止。

用一个简单的示例来演示 while 语句的用法：

let n = 0;  
let x = 0;  
  
while (n < 3) {  
 n += 1;  
 x += n;  
}  
  
alert(n); // 3  
alert(x); // 6

在每次循环中，n 都会自增 1，然后再把 n 加到 x 上。因此，在每轮循环结束后，x 和 n 的值分别是：

* 第一轮后：n = 1，x = 1
* 第二轮后：n = 2，x = 3
* 第三轮后：n = 3，x = 6

当完成第三轮循环后，条件 n< 3 的值不再为真，因此循环终止。

现在我们要考虑用 while 语句进行一些实际应用。我们首先回忆一下高斯小时候那个著名的故事——你一定耳熟能详，对吧？

高斯上小学时，有一天老师出了一道算术难题：计算 1＋2＋3＋……＋100 。这下可难倒了刚学数学的小朋友们，他们按照题目的要求，正把数字一个一个地相加．可这时，却传来了高斯的声音：“老师，我已经算好了！”老师很吃惊，高斯解释道：因为1＋100＝101，2＋99＝101，3＋98＝101，……，49＋52＝101，50＋51＝101，而像这样的等于101的组合一共有50组，所以答案很快就可以求出：101×50＝5050

哦，我们不是高斯，所以我们可以使用 while 语句来进行循环计算，这样就解决了其他小朋友们的痛点。我们要干的事情就像任何一个不懂计算技巧的普通的小朋友那样：

1. 使用一个变量 n，存放初始值 0 。现在什么也没有，计算还没开始。
2. 使用另一个变量 i，用来计算每次应该被加上的值。i 每增加 1，n 就加上 i，直到 i 等于 100。
3. 现在 n 就包含了我们累加的值。

累加的过程使用 while 语句来处理，写成这样：

let n = 0;  
let i = 0;  
while (i < 100) {  
 i += 1;  
 n += i;  
}  
  
alert(n); // 5050

上述代码演示了 while 语句的基本应用。使用循环结构，可以解决我们手工计算的一些常见痛点，避免带来冗余。

实际上，你也可以将这样简单有效的运算推广到更大的范围，例如从 1 加到 10000，或 i 增加的值换成其他。当然，计算量越大，等待计算完成的时间也就越长，如果数字大小超过了 Number.MAX\_VALUE，就会溢出。（还记得第三章中的相关知识吗？:-D）

一个更常见的需求是*阶乘*。在数学上，n 的阶乘是指 1 × 2 × 3 × ... × n 这样的计算过程，其符号是 n! 。

我们已经有了从 1 累加到 100 的经验，而实现阶乘，看起来只是把加法运算改为乘法运算。

let n = 1;  
let i = 1;  
while (i < 5) {  
 i += 1;  
 n \*= i;  
}  
  
alert(n); // 120

这段代码实现了 5 的阶乘。i 作为*计数器*，依然是每次加上 1 ，而作为结果的 n 每次循环中乘以 i ，并作为新值。我们可以将它的步骤展开，以更清楚地观察运行过程：

1. n = 1, i = 1
2. i = 2, n = n \* i = 1 \* 2 = 2
3. i = 3, n = n \* i = 2 \* 3 = 6
4. i = 4, n = n \* i = 6 \* 4 = 24
5. i = 5, n = n \* i = 24 \* 5 = 120

我们可以从用户那里得到一个数字，并求出它的阶乘值。

let n = 1;  
let i = 1;  
let value = parseInt(prompt("请输入一个整数："));  
while (i < value) {  
 i += 1;  
 n \*= i;  
}  
  
if (!isFinite(n)) {  
 alert("数字太大了！");  
} else {  
 alert(value + "的阶乘是：" + n);  
}

我们可以输入一些数字来进行测试。如果我们输入的数字的阶乘值太大，超出了 JavaScript 的表示范围（得到 Infinity），那么我们会得到一个贴心的提示。或者，得到这个阶乘值（或其约数）。看起来一切正常。

但是！当我们输入负数呢？如果我们输入的内容无法解析为整数以至于得到 NaN 呢？我们会得出错误的结果。

value = 0; // 1，正确  
value = -1; // 1，错误  
value = -2; // 1，错误  
value = "Hello"; // 1，错误

关于“负数是否具有阶乘”等数学概念不在这里讨论范围内，我们应当设立明确的界限，对得到的值进行检查。如果它不符合要求，就通知用户，并不进行后续计算。

let n = 1;  
let i = 1;  
let value = parseInt(prompt("请输入一个正整数："));  
  
if (isNaN(value) || value < 0) {  
 alert("无法进行计算！")  
} else {  
   
 while (i < value) {  
 i += 1;  
 n \*= i;  
 }  
  
 if (!isFinite(n)) {  
 alert("数字太大了！");  
 } else {  
 alert(value + "的阶乘是：" + n);  
 }  
}

这样，我们可以保证：只有当得到一个正确的值的时候，才会进行计算。

我们还可以开动脑筋，将这个程序赋予更多创意：

let n = 1;  
let i = 1;  
let value = parseInt(prompt("请输入一个正整数："));  
  
while (!isNaN(value) && value >= 0) {   
 while (i < value) {  
 i += 1;  
 n \*= i;  
 }  
  
 if (!isFinite(n)) {  
 alert("数字太大了！");  
 } else {  
 alert(value + "的阶乘是：" + n);  
 }  
 value = parseInt(prompt("请输入一个正整数："));  
}

这个程序将我们已经学习的诸多概念融合在了一起，如果你一时没看明白这个程序究竟在做什么，可以多花点时间仔细看一看。这里解释一下这个程序所干的事情：

1. 得到一个用户输入的值（value）。
2. 如果这个值符合我们的要求，就开始执行后续过程。
3. 进行常规阶乘计算。
4. 通知用户关于阶乘计算的情况。
5. 再次要求用户输入一个值。
6. 回到步骤 2。

这个程序演示了 while 语句作为控制结构的一般应用。它控制了整个程序的运行流程，这类流程被称为*控制流*。我们将在本章后续了解到如何进一步完善控制流。在这个程序中，当你输入一个不符合要求的值时，控制流便会终止。当我们学习*异常处理*的概念之后，我们可以使用更加优雅的方式来处理异常和终止的情况。

### do-while 语句

while 语句有一种变体，称为 *do-while 语句*。它的形式如下：

do {  
 执行语句  
} while (条件)

与通常的 while 语句不同的是，它的循环体写在了 do 关键字后面，而循环条件则放在了循环体的后面。

在第一次查看条件之前，do-while 语句无论如何都会先执行循环体，然后再查看条件，判断是否进行下一次循环。除此以外与通常的 while 语句是完全等价的。

let n = 1;  
let i = 1;  
do {  
 i += 1;  
 n \*= i;  
} while (n < 5)  
  
alert(n); // 120

do-while 语句适用于需要先执行一遍，再进行条件判断的情况。

## 以梦为马·for 语句

### 基本概念

while 和 do-while 语句可以用于实现循环结构，除此以外，JavaScript 中提供了另一种更加灵活快捷的方式来进行循环（或者叫迭代）：*for 语句*。

一个 for 语句看起来像这样：

for (初始化表达式; 条件; 增量表达式) {  
 执行语句  
}

等等，for 语句的小括号中包含了三个东西！它们都是什么？

首先是*初始化表达式*。它用于说明哪些值会被用在循环中。例如，在上一节的阶乘示例中，我们在进行计算之前要先设置变量 i 和 n 的值为 1，这类操作就是*初始化*。你可以将初始化的操作直接放在 for 语句里，称为初始化表达式。

初始化表达式的分号后面是*条件*，它表示控制循环进行的条件，与 while 语句是一致的。

而*增量表达式*用于在每次循环后，改变控制循环的变量的值，以此达到控制循环次数的作用。

事不宜迟，用一个简单的示例来看一下 for 语句的使用：

for (let i = 0; i < 5; i += 1) {  
 alert(i);  
}  
// 0  
// 1  
// 2  
// 3  
// 4

1. 首先设置控制循环的变量 i 的值为 0。
2. 查看 i 的值是否满足条件。
3. 满足，那么执行循环体的语句，显示出 i 的值。
4. 循环体结束，根据增量表达式，改变 i 的值，为下一次循环做准备。
5. 回到步骤 2。

如果 i 的值一开始就不满足条件，那么循环体一次也不会被执行，像 while 语句一样。

上一节中的计算 1 + 2 + 3 + ... + 100 的示例，使用 for 语句可以改写如下：

let n = 0;  
for (let i = 1; i < 100; i += 1) {  
 n += i;  
}  
alert(n); // 5050

我们使用 i 作为控制循环的变量，每次循环后它的值便会 +1 ，同时 i 也起到了从 1 增长到 100 ，用于使 n 进行累加的作用。

事实上，为了充分利用 for 语句，我们还可以更进一步：

for (let i = 1, n = 0; i < 100; i += 1, n += i) {  
  
}  
alert(n); // 5050

我们可以在初始化表达式的位置上写几个用于进行初始化的表达式，只需使用逗号隔开。

同样，增量表达式也可以对不同的变量进行增量处理。它的求值顺序是从左到右的，也就是说，先计算了 i += 1 ，然后再处理 n += 1。

如果我们的循环体没有语句，我们根本就不用写大括号，直接省略就好了！。

for (let i = 1, n = 0; i < 100; i += 1, n += i)  
  
alert(n);

但是运行这段代码，就会发现，alert 不会在循环结束后执行，而是每进行一次循环都会显示一次当前 n 的值。因此，你一共要点一百次“确认”，直到循环结束。

现在，刷新页面，一切恢复正常。

为什么会这样？因为 for 语句和 while 语句一样，如果没有写大括号，会将循环头部（即一对小括号包裹的内容）的后面遇到的第一个语句当做是循环体，因此 alert(n) 被循环执行了。解决这个问题的办法是在循环头部后面写一个分号 ; ，用一个*空语句*来代替循环体。

for (let i = 1, n = 0; i < 100; i += 1, n += i) ;  
// ; （更推荐写在第二行）  
alert(n); // 5050

练习 4.4.1

1. 创建一个 1 ~ 100 的循环，当数字 n 是奇数时，打印 “ n是奇数”，否则打印“n是偶数”。

* 提示：使用运行器提供的 document.write 函数来进行“打印”操作。

1. 显示一个九九乘法表，使用 document.writeln 函数来打印每一行。

* 提示：你需要将一个 for 语句写在另一个内部，使用它们的控制变量来输出因数。

### 迭代算法

我们在这里第一次接触*算法*一词。Wikipedia 对此的定义如下：

在数学和计算机科学中，**算法**是一个明确的、关于如何解决一类问题的规范。算法可以执行计算，数据处理、自动推理和其他任务。算法可以在有限的空间和时间内表达。从初始状态和初始输入开始，描述了一系列计算，当执行时，通过有限个明确定义的连续状态，最终产生“输出” ，并终止于最终结束状态。

当我们要实现某种功能时，我们将会用精确的语言，描述我们所要实施的步骤。例如在上文中对于循环过程的描述就叫算法。迭代算法则是用迭代等方式实现的算法，通俗来讲，使用循环和条件控制来进行一系列运算，以得到我们需要的结果。上文中的累加和阶乘等运算就属于迭代算法。

我们将会在本节深入了解迭代算法，一个常见的实际应用就是检测一个数是否为质数。

如果你忘记了什么叫质数，我们可以先复习一下小学数学书上对于质数的描述：

如果一个大于 1 的整数只有 1 和它本身两个因数，那么它就是一个质数，否则就是合数。

2 是最小的质数，1 既不是质数也不是合数。

换句话说，一个整数如果大于 1，并且不能整除除 1 以外的所有比它小的整数，那么它就是一个质数。

我们很快就可以得到判断一个数 n 是否为质数的思路：

1. 如果这个数不大于 1 或不为整数，那么它必定不是质数。
2. 从 2 开始，列举从 2 到 n-1 的所有整数，用 n 除以列举的数。
3. 如果得到的余数为 0，说明 n 可以整除它，那么 n 不是质数。
4. 如果列举完后也没有找到一个数可以被 n 整除，那么 n 是质数。

我们可以根据这个思路尝试写出代码，列举数字的工作自然就交给 for 语句。

let n = 100;  
let isPrime = true; // 假设它是一个质数  
for (let i = 2; i < n; i += 1) {  
 if (n % i === 0) {  
 isPrime = false;  
 }  
}  
alert(isPrime ? "质数" : "合数"); // "合数"

通过列举它可能的因数，尝试进行整除，这种策略称为*试除法*。

这个代码可以正常工作，但我们很快就发现了它的问题：当我们发现 n 不是一个质数的时候，应该终止计算并告知结果。但是这里，即使我们发现了 n 是合数，for 语句也不会停下来，又白白将剩下的循环运行完。

因此，我们应当采取策略：当我们知道它不是一个质数的时候，我们就不再进行试除了，而是报告结果。

let n = 100;  
let isPrime = true; // 假设它是一个质数  
`for` (let i = 2; i < n; i += 1) {  
 if (n % i === 0) {  
 isPrime = false;  
 break;  
 }  
}  
alert(isPrime ? "质数" : "合数"); // "合数"

这里再次出现了 break; 语句。它在这里的作用是**直接终止循环**。

我们知道，一个合数最大的因数不会超过它的平方根，例如 100 最大的因数就是 10 ，判断一个整数是否为质数，只需列举到它的平方根进行试除就足够了：

let n = 100;  
let isPrime = true; // 假设它是一个质数  
for (let i = 2, last = Math.sqrt(n); i <= last; i += 1) {  
 if (n % i === 0) {  
 isPrime = false;  
 break;  
 }  
}  
alert(isPrime ? "质数" : "合数"); // "合数"

由于除了 2 以外的所有质数都是奇数，因此我们可以进行一个简单的判断：

* 如果输入的数字是 2 ，那么它是一个质数。
* 如果输入的数字不是 2，但能被 2 整除，那么它是一个合数。
* 从 3 开始列举它的因数，每次 +2，使列举的值始终是奇数。

let n = 100;  
let isPrime = (n === 2) || (n % 2 !== 0);  
for (let i = 3, last = Math.sqrt(n); i <= last; i += 2) {  
 if (n % i === 0) {  
 isPrime = false;  
 break;  
 }  
}  
alert(isPrime ? "质数" : "合数"); // "合数"

我们的程序可以用于处理用户输入并得到结果了，不过务必记得进行输入检查。

let n = parseInt(prompt("请输入一个大于 1 的正整数。"));  
while (true) { // 循环接受输入。  
 if (isNaN(n) || !isFinite(n) || n <= 1) {  
 alert("输入不符合要求，程序停止");  
 break; // 如果输入不符合要求，就停止循环接受输入。  
 }  
   
 let isPrime = (n === 2) || (n % 2 !== 0);  
 for (let i = 3, last = Math.sqrt(n); i <= last; i += 2) {  
 if (n % i === 0) {  
 isPrime = false;  
 break; // 这个 break 语句只退出当前所在的循环。  
 }  
 }  
 alert(`${n}是一个${isPrime ? "质数" : "合数"}`); // 使用模板字符串来拼凑信息  
 n = parseInt(prompt("请输入一个大于 1 的正整数。"));  
}

我们的质数判断程序遵循的基本流程是“输入-处理-输出”。为了避免每次输出后都要重新运行才能开始新的流程，我们可以用一个循环将流程包进去。由于我们已经认识了 break 语句，因此可以自由决定 while 循环何时终止。循环头的条件用 true 来表示“条件始终成立”，表示它不再管条件判断，只需不断进行循环以重复相同的流程。这样的程序称为“Read-Eval-Print Loop”（输入-处理-输出循环），缩写为 **REPL**。

练习 4.4.2

1. 本节提供了一个完整的用于判断质数的 REPL 示例程序，请在此基础上对它进行修改：如果 n 是一个合数，那么同时显示发现的第一个因数。
2. 对本节的示例程序进行扩充，接受一个用户输入的整数 n，查找 2 ~ n 范围内的所有质数并显示。

* （提示：将找到的质数放在数组中）

### 数组遍历

假如我们有一列排列整齐的课桌，每张课桌上都写着使用它的学生的姓名，现在我们要依次浏览并记录每张课桌上的姓名，最直观的的办法显然是：从第一张课桌开始，记录课桌上的信息，然后走到下一个课桌，以此类推。

这个过程用精确的语言描述一下：

1. 走到第一张课桌的位置，记录信息
2. 走到下一张课桌的位置，如果这里确实还有课桌，就继续记录。
3. 如果没有课桌了，就停止这个过程。
4. 否则，回到步骤 2。

我们应该怎样用 JavaScript 来实现这个过程呢？相信答案已经呼之欲出了——循环！使用循环来解决这个问题。

let queue = ["Sonam", "Susanna Kliment", "Unnr Radmila", "Davide", "Rebekah "];  
  
for (let i = 0; i < queue.length; i += 1) {  
 alert(`第${i}个学生的姓名是：${queue[i]}`);  
}  
// Sonam  
// Susanna Kliment  
// Unnr Radmila  
// Davide  
// Rebekah

我们使用 for 语句依次访问了数组中的每一个元素，变量 i 表示数组元素的*索引*，它是一个约定俗成的名称。如果这个索引值小于数组长度，说明还没有到数组尽头，那么就继续进行处理，否则就停止循环。依次访问数组每一个元素的过程称为*遍历*。

## 见微知著·for-in 和 for-of 语句

JavaScript 提供了 for 语句的两种变体用于更加灵活地实现遍历，不但能遍历数组的索引和值，也能遍历对象的成员，并将得到的值赋给一个变量。

### 属性遍历

我们可以使用 *for-in 语句*来遍历一个对象中的所有属性名称。for-in 语句的形式如下：

for (let 变量 in 对象) {  
 处理语句  
}

for-in 语句会依次访问对象中的每个属性的名称，并将得到的字符串存放在指定的变量中，这个过程会对每一个*可遍历*的属性都执行一次。

const person = {  
 name: "Jason",  
 age: 30,  
 sex: "male",  
 job: "teacher"  
};  
  
for (let i in person) {  
 alert(i);  
}  
// "name"  
// "age"  
// "sex"  
// "job"

有了属性名，我们也就能同时得到它的值：

for (let i in person) {  
 alert(person[i]);  
}  
// "Jason"  
// 30  
// "male"  
// "teacher"

于是，我们可以简单地打印出一个对象的内容：

let s = "{\n";  
for (let i in person) {  
 s += `${i}: ${person[i]}\n`;  
}  
s += "}";  
alert(s);

结果如图所示：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcMAAADjCAYAAAD5XX9cAAAaUElEQVR4nO3dXUxc953/8c8MxKkfuo3XRp5pExTANN5EETPaVe04tf+iN1bdWEJgay8q7UCKBAhrt62cFGmNDcZS2cRK9/9fI7CEYuaiFxUPQnHtXd+Erd2mTrWbgVpuqFyw/NAwBBLiitoxNpz/xZmHM8PwYDgwjM/7JSEx5/zO7/zOyOLr39P5uqanpw3DMGQYhmZmZiRJhmEIAIAnlcvlkiS53W65XC5lz8zMaGpqSqOjo/rrX/+qqampWFAEAOBJ5Ha7tW7dOm3cuFHbtm2T6969e8adO3fkcrn09a9/XRs2bEh3GwEAWHH37t3TJ598IsMw5H748KEmJibk9XoJhAAAx9iwYYO8Xq8mJibknpqa0uTkpDZu3JjudgEAsKo2btyoyclJs2c4NTWV7vYAAJAWU1NTck9PT2t6ejrdbQEAIC2mp6flnpmZYfUoAMCxZmZm5E53IwAASDeCIQDA8QiGAADHIxgCAByPYAgAcDyCIQDA8QiGAADHIxgCAByPYAgAcDyCIQDA8QiGAADHIxgCAByPYAgAcDyCIQDA8QiGAADHy053A558/TqRf0hnKzp1o943d7HQSeWVDevtD9/VwZzl3G9MXeW79UbBAvdLdY2a9buOMi3r9tHnXVTZPYnPGzqpvLLgou+0960PFFzelwUAkgiGWBF7FhHU+3Ui//8lHvIf1Y3hoyvZMABIyd5gaFvv5kni07Hh6zpmOTLW9bq+9Wa+eoaPyp+2dlnl6GDHdR20rb7LemNnod5YsNwevW3bPQFg6egZYgUssWcIAGli2wKaUFNhZL7H7BXk5b+urrHoyZPKyy+M/zT1z762vFtjCeUs189ZplAnQrPbMtb1+txlQifNukPdCuQXKi//pEIJ5yzttJ6bw+x79etEwj3H1FUefWbz92+9eVlSUKUp72FeH60vkPAlnJyzfEK5lG1L/D6Txb7fhIOP/30sTeQ7yl/CT3KbAWApbt68abz33nuGLT5qMp7PqzA6P7UeDBmNJ0Lxj592Gf+Ut934J0uhj05sN57P2248Hyv3qdEZ2G48H+gyPp2zjGF82llhPJ+33Wj8yEisy3Kd2SZLmcjnhDKxuhLbnuqYMe81kXYntClybFa7m4yPrJVF22U5Pqv+j5pmX2eEjMaE7zPehtnf8dzPkvy9LeX7sLbn+UX9LFSXpW3Wf0MAYKP33nvPWIWtFT4ds65qzCnTDyukSx//ObHY3mb9LlYuRwf/JSBdOq9fJfy3P6AeS105B/9Nb++Vzv4y0tMc69a/n92jt9+2rIj0VyWWiaj4F+uqyX61vnlZe9/6t4ShPbP+y3qjLfHaua/J0cG3m7V33u9jPnv09ofxecScg/+sCl3WuV8toe+zt1mnLA/jr+98jLqW8n1Y7dHbH17XjeH5fjpVMcfVoabUPX7z5MlZIwsAsFyrs89wLDokaf6UnpU0NPT4w1sVryUtOMlRQYGlrjsf61JsmDb6s1tvXEquaI9efNbaviENaY8O/J/kSa6k+rWIa3IKVPC4z7UC9r62N2mLxDf04t4U/wlJZSnfR4xPx4bj84WhJssQbuikZVgzsVz83t3697MBHZhrZZH/NVWcPTR3sASAJVjxYDjW9brydtZJb30Q6xX0zNUlsEVAPal6Iovec4flmLdXl2Ss6/WkXt6Yut6ok96qmmeVrU/HugM6W7ZS85cAnGiFg+GYfvXLy1JFp2Vz9JiGhpZY3aweSb/OnbX0gp79O+1VUOce969kToEKUg4hmm2d3cuKuqw/3Ek6FPrlIjecL9WwhhbRpZ7VAxy7pHOXpIrXFvGfgiV/H+ZwrMpSL+hJEDppbi+x/CdlrOsnekOJw7upb3JUPRVBlTJcCsAm9gbDZ/9OexMCxOxhtbGun6QYtlykS3U6YvkjG2o6pLMK6IfRP545e3Vgr2b1GkJN86+klHyqeWuPLr35k4RyZlvj9ZurMyN1ReY+z5ZZ6+7XiUW8QSWnIF+LDWoJ/K+pQolzduZ3kELCUKLZ47qk+PBjqGm+1aGL+z5S8+nYcKcKkq5NMNatQNlwwvyoxrp15E0lzvfOw1/fyXApANvYu88wp0w/rKhTaVmhzkb3mtV3qiL/kL6VXyfJfIVWT8VulS6ld7i3WT/UT5SXfzlyIJC0cd3cPF7QVKjS/HhQqui+rmML/IXNOfiubhScVJ51s/jeZv1ueO4/zv766+pRoUpj1wTUM9wp5R+a/2b+Kr29d3dkY3ryM8wnOkR4SHlno89mBoVZX2dFs178v4XKi/7HY4FnSbaU7yOhncPvSlLqYJtTpuBwWcKhsV+dl5IW7Cx4j+6A8n7Zr2N+hsABLI/r5s2bxsDAgA4cOJDutswr1FSo0iE73p25wsa6FdhZp4Lu6zq2Nl4vs2pCTZHFUY9r1ntbI+9KjY0gLGYTPwAszblz55T93+//t4ZvDK/5YJgx7nysS9qjA88uXPRJ46+/rhv1dtRk9+vhAGBu//s//yv3Sy+/pPyC/HS3JSPNWjk51q1AWVCq+Gd6MQCQIfIL8pUdDof12WefpbstGclf/4GGyi3zcjLnRG8QCQEgY2zatEnZ27dv1/3799PdlgX566/rRrobMQvDeQDwJCDTPQDA8QiGAADHIxgCAByPYAgAcDyCIQDA8QiGAADHIxgCAByPYAgAcDyCIQDA8QiGAADHIxgCAByPYAgAcDzbg+Hg6RqVH72ocbsrBgBghWTbWtvIRXX2F6mufZ+22loxAAArx96eYfiGhjx5BEIAQEbJPnTokO7fv6+DB8nKBwBwpuzOzk5dvXrVlsrGR8KSZxc9QwBARrFvmDTUpiMfvKJTh322VQkAwGqwLxj6q3Vq92915HS/bVUCALAabF1As9XrkcKjbKsAAGQUNt0DAByPYAgAcDx7t1Z48lQQvqFxiRWlAICM4e7s7NRPf/pTe2rz7tMh34CaeR0bACCD2Ps6Nkk7Dreqw+5KAQBYQcwZAgAcj2AIAHA8giEAwPEIhgAAxyMYAgAcj2AIAHA8xwbD8QsNKmc/JABADg6GAABEEQwBAI5n4xtowuo72qhbZceV292oYFiStinQ1KBib7RMv4KVZ9QX+VRQelz1+z2SzGHLI8MlqtMZNUdSIhbXtiqgNpW3DJgHPCU6dXJf/L2nIcs5671CbSpvCSfdeyFzty3hPr4qdcQSGJvPbD7r7OeNPtOp/F4d6RmdXS8AYE2wvWfY19Im1baqo71Vdb5RBVvi83KDp69oZ7t5rqO2SEM9beobsVzcf0YfvmqeP1W6TX0tNSr/zS6zfHuVisO9ar0QiTyxgBetz6NgfZsGl9juOds2clFN1vu8OhppcyQQeqoi7Yu2oWHWM7Wqeu5nBgCknftPf/qTbt++bVuFBaXVsZ7RjrKSWBYLSdpxuFo7ogX9u1ScfLGnRN/zm79u9b+iAm1ToCzaC/NpZ/RXhdXXPZBwL7O+sEZGJPmr1dH+OL3Chdo2qlvR3p9/X6T32atguEh1sV6ied8636h+HQrHj3lKVBPtCfpLFPBY6gIArAnZL7zwgh48eGBbhbneuYcAB0/XxIZAo4rDkqJBy7NtwdRPQ8NhSeY9hnoaVd4zT32PYc62+fepvvaGyltq1KekYU5PXsr2Wtu4mGcCAKSX7Vkr5hRqU3N/keraoz0wc45uOZY9/xYNVAu1zV+tjnaZQ6b1jQp6WxWQpDlyNxbkMycIAJkkbatJxy/0xharPD6PXt69TUM9vZY5wn4Fo/sGQ20qr2yYZ26uX+d7RlX8qi/l2YS2hdoUDEV+9xbp29E45y9RwDOg5tOW7mQkqB5igQwAZJTV6xn6q1Xnq1FzZY0kqaC0RMXqXXJ1W/c36JQadCRSn2T27OYfkoyvGC0oPa56/yLa5i9R7tEalbdEyvqq1OGXJI+KTx6XjjaqvDJav7V3CQDIFK7r168bv//971VaWprutgAAsOp6enrYdA8AAMEQAOB4BEMAgOMRDAEAjkcwBAA4HsEQAOB47rt372pycjLd7QAAIC0mJyflzsnJ0ebNm9PdFgAA0mLz5s2r+AaalTRyUU31vRqKfCyubVXAbzk/V95DAAC0mq9jWzFh9XVLNe2tsZdul7e0aWf0tWiWfITF3kjC3fo2eXltGgAg4glYQONR8eF98XeSevJUEM1rKGmwu1dDvpJYT3Dr/hIVa0AfhlLVBQBwIpt7hvEXYUuzUywl5Az0ValOZ9SZbykz13BmZBg0N3n4M4Xx0G815CtRvVeSwhoJS8Vl1uwUHuV6pF+PhCU/2SUAADYHw8HTV7SzPZLrLzJc2edviA1PJuQMDLWpvEUqyI9cHGpTuWU4U6E2lS92ONMyZ1hQelwdh6NBLpwiq7xH8+QfBgA4kK3DpDsOWwKXf5eKY2fCuvrBqIprredLFPDEz/d1D6igtDq+sMW/S8XR4U7vPtW3z9MrjJzvaG9VjdpUXtlmyXMIAMD8bO4ZWoZBI4rDkrxh3QpvU25Cj2x2D22op1HlPamuX3wbtu6vVuCDRnVeCKt+vzkkeiuhhDl0qvzU1wMAnMe+YBjJ8h5PbmvOH8aNmkOWscA2OyglzzEuR24k0no9UvA3/Qr4o/OGZmD+NvOFAICIFVtNOn6hN7aQRvJpp0/q676o8dj5NgVj83kevbx7m4Z6ei3Dm/0KHo2UH7mopsoaBVOtAB25qOCF+MSgWW+RdkaGVHe8WiT196pvxNIuzyt6mX2GAIAI+3qG/mrV+WrUXFkjSSooLVGxemOndxw+rsDRRh2p7I2cP646X6M6I+e37m/QKTXoSOR6yexlbtUCvPv0vVCDyitHE66Lz01W61Rpg47U1ygoSZ4SnTq5b+F6AQCO4bp586YxMDCgAwcOrPKtw+o72qhbZQtvlwAAYKWcO3du9Tbdj19oSBjmTB7OBAAgXVbtdWxb91cr92iNyluiR5KGMwEASJNVfDepR8UnWy17DwEAWBuegHeTAgCwPARDAIDjEQwBAI5HMAQAOB7BEADgeO5bt24pHJ6V58hRxi80qPx0/8IFAQBPnHA4LHdOTo42b96c7rYAAJAWmzdvZpgUAAB7N92H2lTeMmD+7qtSx+F42qS+o43xLBWxc2aap1uW1E2Dp2vUHC7RqVqptb5XubWp3l0afa9pldRyJpIdw3yjjSw5FZNTQiXkW5z3hd1mu6JZN+xMLQUAWHvs6xmOXFRTS1iBJjPjfMero5G0SZFA6Kkyj7cfVyB8Rk0XwpJ8CjSVSD1tZtloTsRFZpXoa7mindE6PQNqrqzRh69G7l9bpKFovTLrjp1rr1JxuFetF1LNlcYDdLRsbk9j6vRRAIAngs3DpJEEvpLk36dir6RQr4LhItXFeomR3IXDkYLefTrkG1Ww+6L6ugdUXBt5X6l3n+rb589oUVBaEnm3qVmnPCX6XrS8f1fiq9/81Za6zPyKqZj5DktUE+sJmmVvjTh7kREAPMnsGyb17lN97Q2Vt9SoT8lDiwOxPIcxnlGNS9oqacfhKhVXnlHQV6WOx8hiEc1mP7dIcPYqcQg3JiwpRR3h3ljexQXLAgAynr1zhv5qdbTLHDKtb1TQ26qApIUyVIxf6FWfr0jF/WcUDK1EfsN+BVsGVGyZfxw8XaPmuYqTABgAHMW+YdJQW3xezVukb0c7Uf5dKtaAOi3zcwm5DUNtOtLjUd3hagVqi9TX0qZByQyolTUrM1c3clGdc2wr3Op/RQXhXp233HfwdEN87hEA8MSxr2foL0nMVxgb8vQp0F6lYGWjynvMUwWlx1XvV2TRzYAKSo+bvUZ/iQKeRjUfvahTtba1zGxDbVFsCFeeEgV80lCqot59qm+SmuprVB45VFzbqoDXzvYAANYS1+DgoHH16lUdPHgw3W0BAGDVdXV1sekeAACCIQDA8QiGAADHIxgCAByPYAgAcDyCIQDA8QiGAADHIxgCABzPxmAYVt/RmkhqpsXoV7Byrb/mzHwm0jcBwJMtY3uG4xcaVH70osbT3RAAQMazMWuFR8UnWxNzCAIAkAFsDIZmRvtbZZYUTMk5BH1V6jicnFXXzCzfF/kUS7M0clFN9b3KrZ2d0mnwdI2a+yXJzDsYz52YWFdiTkXrdZqdpilyP/Pl3ckpp8xnC4aT2pjinPUZxy806Mhwiep0Rs39ydcBANaMwcFBo7Oz01i+EeP9f602Oj6KfPyo1Qj84Ljx/ieJ5wP/EYp8DhkdP6g2Aj9oNT42UlzzyX8ZJ35gqS/J2PnjRuBf/8sYix0x6ztxfiThs7U98bqSyn7UagQS7hUy3j8/Em+z5Tk+/o9qy32Tn8n8HK137PzxpHoBAGtNZ2ensUJzhmH1dQ+ooLRaxbHURx4V15aooP+Kma8worjW0gPzlyjgGdWvQ2EzlVL74ntS4xd61ecpUU2sJ+jTTp90ayTSZfNXW+oyz0UN/sZMI2U9X2zpUVqfY0dZiQrCN8y5ylCvguEi1cV6ux69vHubhoYti4g8JfoevUEAWNPszXSfJNfrSXE0rJERaYdXkrYpN6GIRykvWaywOWyafD/JM3vINnZOGglLua/OfePUzxE1oObKmsRDntH4wh7PtvhQLABgTVrRYHhrJCz5kwOJR945E+WGFwxM80qeB4zpV7BlIGHObvB0jZoXbOtiJM8vxrHSFQAywwoNk3pUXFakoZ42yz7CsPpaeqXSEkvgGFWwJb49YvxCm4LhIu2MLqCpXPwev63+V1QQ7tV5S/nB03PsYxy5qM7oQpqUbe1X32L2S/p3qVgD6rSUHb/QwL5EAMgwK9cz9Fero7ZN5fU1CkYOJa/ulLYpUCa1VtZEVnFuU6ApdS8r2db9JSruOWNZTbpP9U1SU32NyiNlimtbFfBKkk+B2iKVt9SYK009JQr4FLlnqraavb3oMOrcfAq0VylY2ajyHsszMkcIABnFNTg4aFy9elUHDx5cZlXmtgaxfQAAkEG6urpsHCYNXVGfIkOcAABkENuCYXnLQOI2CQAAMoRtc4Yd7a12VQUAwKrK2Bd1AwBgF4IhAMDxCIYAAMcjGAIAHI9gCABwPNuC4fiFBpVXzvH6MwAA1qiJiQn7guHW/Q06VSoFu/sXLgwAwBoxOTnJMCkAwNmee+45giEAALYGw61ejxQeJY8fACCj2Nsz9Ffr1O7f6shp5g0BAJnDPTY2pomJCXtqC7XpyAev6NRhnz31AQCwCty5ubnyeDwLl1yE8ZGw5NmmrbbUBgDA6mABDQDA8QiGAADHszUYjg+PqiDfniFXAABWi62vY2vuL9Kh/QRDAEBmsS3T/db9DerYb1dtAACsHuYMAQCORzAEADgewRAA4HgEQwCA4xEMAQCORzAEADgewRAA4HgEQwCA4xEMAQCORzAEADgewRAA4HgEQwCA4xEMAQCORzAEADgewRAA4HgEQwCA4xEMAQCOZ1umewBAeoS/MHRjbEZ/uW/o4XS6W7N6tmxy6Ztet7Zsci27LoIhAGSw8BeG/ufGtO5MzOja7RndvW9o6lG6W7Wy1mVLX1vv0kvPufXZpKFXCrOWHRAJhgCQwW6Mzej2ZzP6zfVHevopl9avk9avS3erVt6XD2f06z/O6NXCbG3Z5NIrhVnLqo85QwDIYJ9NGrr25xmtf0rKdtBfdLfbpaefcunan83h4WXXZ0ObAABp9Jd7htzu5c+bZZpst/nsdsyTEgwBIMNNOWjRTDK7np1gCABwPIIhAMDxCIYAAMcjGAIAHI9gCABwPIIhAMDxCIYAgEUJlK5X457FlMzSj7+/2LJrA69jAwAk+M53v6J/9MY38Yev39dxPa3dz0h6Zr3OFFqOX5b04jr9bFeWNiRXVBgvazL0xytf6p0/rGjzl4RgCABI8P5/fqn3laUffz9bn/38gYIvrtPPdsyo6t0HZoE9T+tMzowZCKMeTOsXP5/S+/PUGyj9irasZMOXgWAIAJjtxSx97fNHekdPqdHv0l+UpTOvW0OGW2dez9a9kSn96D+n9KNF9PaCPV+uWHOXi2AIAJglsCNLnmeydOZ1KXx9Sndzn9LdK1/qHa3Tz3YY+lHPQ33nu1/RAc0eVp2PGTzX3vvjCIYAgER7zPnB8PX7Gs5Zr3xJkksv7FqvM5Ei0V7ivZHosGqSF+NBMxOwmhQAkODHuVL4i+Sjhv545b6qrkzr3hePVPXuff1iJDF10ne++5WMWkFqRc8QAJDgnZ8/UKA02iOMmrtnaMqS72+luzctlzyTnTjPuIhFNulCMAQAzG9Tlp7TtH7x7pTef3H2nKEkaU+2XnjapbB1uegXj1TFMCkAIJN5Ctdr9zPS3/ytW/p8ep4e3VNqLHTpj1ceSYXr9bPvZq1iK+1BzxAAkJK5qT6y3zBhBahLP/7+er3wtBS+Pq1A6Trp+n1zM/0fHipQul5ndpklE7djaM32FgmGAIBZgj33I79N652fWwLhH1LtKbyf8CnYc1/BlWzcCmCYFADgeARDAIDjEQwBAI5HMAQAOB7BEADgeARDAMhw6zJvW59t7Hp2giEAZLi/2eDSzIyxcMEnzKMZ89mzbYhkBEMAyGBbNrn00jfcuv/QDA5OMTNj6MFDQy99w62vbVhc+qj5sOkeADJYXo5bn00a+rY7W9duz+jufUNTj9LdqpW1Llv62nq3/j7frWc3u/VN7/L7dQRDAMhgnmdc+oe8LG3Z5NLzW9yO6h1u2eTSN71ubdlEzxAAHM/zjEueZxy8isYGzBkCAByPYAgAcDyCIQDA8QiGAABHu337NsEQAOBs27dvJxgCAEAwBAA4HsEQAOB4BEMAgOMRDAEAjkcwBAA4HsEQAOB4bknKysrS3bt3090WAABW1d27d5WVlSW32+3Whg0bdO3aNU1MTKS7XQAArIqJiQldu3ZNGzZskOuTTz4xPv/8c925c0d3797VgwcPNDPjoIRYwBo3PT2tBw8e6MGDB3r06AnP2gqsEpfLpXXr1umrX/2qvF6v/j/jLl5U5hAdXgAAAABJRU5ErkJggg==)

for-in 语句提供了对对象内容进行操作的快捷方式。在这个遍历的过程中，我们可以干许多事情。比如——给每个属性都重新起一个名字，抛弃原来的：

for (let i in person) {  
 person["属性-" + i] = person[i];  
 delete person[i];  
}

这时再用之前的方式查看对象内容，就会看到每个属性的名字都被改变了。

{  
属性-name: Jason  
属性-age: 30  
属性-sex: male  
属性-job: teacher  
}

我们还可以更进一步：为每个属性都进行编号，毕竟， for-in 语句的本质还是循环，可以做一些适合循环做的事情。

let count = 1;  
for (let i in person) {  
 person[`第${count}个属性-${i}`] = person[i];  
 delete person[i];  
 count += 1;  
}  
// {  
// 第1个属性-name: Jason  
// 第2个属性-age: 30  
// 第3个属性-sex: male  
// 第4个属性-job: teacher  
// }

要知道 for-in 语句赋予了我们随意与属性和值打交道的权力——是的，我们甚至可以*交换*属性的名称与值的位置。**当然，如果原本的值就不是一个*基本类型*，我们还是不要这样做，否则会发生奇怪的事情。**

const object = {  
 name: "Andy",  
 checked: true,  
 anotherObj: {  
 a: 1,  
 b: 2  
 }  
};  
  
for (let i in object) {  
 let newName = object[i]; // 将原本的值存放起来  
 if (typeof newName !== "object") {   
 // 它不是一个对象，目测是基本类型  
   
 object[newName] = i; // 值的内容来命名一个新的属性，它的值就是原本的属性名  
 delete object[i]; // 原来的属性还在，但我们不需要它了  
 }   
}  
// 再用之前的方式查看一下对象里的情况  
// {  
// anotherObj: [object Object]  
// Andy: name  
// true: checked  
// }

又是 "[object Object]" ！恐怕你已经猜测到了我们所要避免的问题所在了。这个奇怪的东西我们将会在第七章详细讨论到，现在我们只需简单了解这一情况。

使用 for-in 语句，我们可以自由地查看、操作一个对象的内容。它是否使我们与对象更亲近了？

Note：我们只能遍历一个*可迭代对象*中的*可枚举属性*，我们将在下文了解这些概念。

### 可迭代对象

不单单是对象，我们也可以使用 for-in 语句来遍历数组，它提供了比前一节所介绍的更为简便的方法。在第三章中我们已经知道，**数组也是一种特殊的对象，它的索引都是属性，元素就是属性的值**，我们可以使用类似的方式来遍历它。

let array = ["aa", "bb", "cc", "dd", "ee", "ff"];  
for (let i in array) {  
 alert(`${i}: ${array[i]}`);  
}  
// 0: aa  
// 1: bb  
// 2: cc  
// 3: dd  
// 4: ee  
// 5: ff

数组与我们通常所写的对象的本质区别在于，它是*可迭代的*，也就是说每个成员的排列方式都遵循固定的顺序，我们可以通过固定的方式来依次访问每个成员。还有什么东西也是这样的呢？字符串！

let s = "Hello world";  
for (let i in s) {  
 alert(`第${i}个字符是 "${s[i]}"`);  
}  
// 第0个字符是 "H"  
// 第1个字符是 "e"  
// 第2个字符是 "l"  
// 第3个字符是 "l"  
// 第4个字符是 "o"  
// 第5个字符是 " "  
// 第6个字符是 "w"  
// 第7个字符是 "o"  
// 第8个字符是 "r"  
// 第9个字符是 "l"  
// 第10个字符是 "d"

字符串可以看做“字符的数组”，也就可以通过通常的方式遍历其中包含的每一个字符。

Note:

每一个可迭代对象都包含一个**迭代器**。迭代器涉及 JavaScript 中一些非常高级的概念，我们将在第七章中详细了解。

for 语句的另一种变体—— *for-of 语句*更关注对值的操作，当我们只需要遍历一些值时，我们就可以使用它。

for-of 语句的形式与 for-in 语句类似：

for (let 变量 in 对象) {  
 执行操作  
}

用 for-of 语句来遍历数组中的每个值会格外方便。

const arr = ["aa", "bb", "cc", "dd", "ee", "ff"];  
for (let i of arr) {  
 alert(i);  
}  
  
// "aa"  
// "bb"  
// "cc"  
// "dd"  
// "ee"  
// "ff"

与 for-in 语句的显著不同之处在于，for-of 语句只能对**可遍历对象**进行遍历。如果你对一个普通对象使用 for-of 语句，会得到一个错误。

// person 对象就是先前的那个  
for (let i of person) {  
 alert(i);  
} // TypeError: person is not iterable

但是不必就此打住：还记得第三章中见到的 Object.keys Object.values Object.entries 三个函数吗？它们得到的是数组！换句话说，我们可以借助于它们来迭代普通对象！

for (let [name, value] of Object.entries(person)) {  
 alert(`${name}: ${value}`);  
};  
// name: Jason  
// age: 30  
// sex: male  
// job: teacher

或者使用 Object.values 作为跳板，直接对值进行遍历。

for (let value of Object.values(person)) {  
 alert(value);  
}  
// "Jason"  
// 30  
// "male"  
// "teacher"

假如我们有一个数组，里面的元素都是对象，利用前一章中了解到的解构赋值，我们可以根据对象的属性来进行处理。

const peoples = [  
 {  
 name: 'Mike Smith',  
 family: {  
 mother: 'Jane Smith',  
 father: 'Harry Smith',  
 sister: 'Samantha Smith'  
 },  
 age: 35  
 },  
 {  
 name: 'Tom Jones',  
 family: {  
 mother: 'Norah Jones',  
 father: 'Richard Jones',  
 brother: 'Howard Jones'  
 },  
 age: 25  
 }  
];  
  
for (let {name: n, family: {father: f}} of peoples) {  
 alert('Name: ' + n + ', Father: ' + f);  
}  
// "Name: Mike Smith, Father: Harry Smith"  
// "Name: Tom Jones, Father: Richard Jones"

## 欲工先利器·语句优化

### 减少迭代的工作量

在迭代过程中，如果一次循环要耗费很长时间，又要进行大量的循环，那么所耗费的时间相当可观。我们的耐心不应该被浪费在无用功上面，一个好策略就是限制循环中耗时操作的数量。

当我们迭代一个数组items时，写出的代码会是以下三种之一：

// 常用版本  
for (let i = 0; i < items.length; i += 1) {  
 doSomething(items[i]); // 对每一项进行一些操作  
}  
  
let j = 0;  
while (j < items.length) {  
 doSomething(items[i]);  
}  
  
let k = 0;  
do {  
 doSomething(items[i]);  
} while (k < items.length);

在上面的循环中，每次执行循环体时，都会进行如下操作：

1. 在循环条件中求一次 items.length 的值。
2. 在循环条件中进行一次比较运算（i < items.length）。
3. 判断比较运算的值是否为 true（隐含）。
4. 把控制变量（如 i）加一。
5. 在数组 items 中查找第 i 项的值。
6. 对 i 执行具体操作（doSomething()）。

在这些简单的循环中，即使代码不多，每次迭代都有许多细节要处理。所有代码的运行速度主要取决于对 items[i] 的具体操作，即便如此，减少每次迭代中的操作总数，对于节省程序运行时间还是大大有益的。

我们所要做的第一步是减少对象和数组成员的查找次数。在我们的例子中，每次进行循环都要获得 items.length 的值，相对而言，访问属性值比直接访问变量或常量要更耗时。由于这个值在循环过程中是不会改变的，我们可以把不必要的求值操作尽可能减少。我们只需获取一次属性，并把它交给一个可靠的常量，然后就可以在循环条件中使用这个常量。

for (let i = 0, length = items.length; i < length; i += 1) {  
 doSomething(items[i]);  
}  
  
let j = 0,  
 count = items.length;  
while (j < count) {  
 doSomething(items[i]);  
}  
  
let k = 0,  
 last = items.length;  
do {  
 doSomething(items[i]);  
} while (k < last);

这些重写后的循环，只在循环开始前进行一次访问 length 属性的操作，然后循环语句就可以直接使用现成的范围常量，所以速度更快。根据数组的长度，在大多数浏览器中可以节省大约 的运行时间。

Tips：

当循环只有一层的时候，减少每次迭代的工作量对于节省时间最有效；而当循环里面还套了循环的时候，我们可以减少迭代的次数本身。

### 优化条件分支

优化条件分支的目标是：**最小化到达做正确分支前所需判断的条件数量。**

最简单的优化方法是把最可能出现的条件放在首位。

if (score < 80) {  
 // 做一些事情  
} else if (score >= 80 && score < 90) {  
 // 做另一些事情  
} else {  
 // 做另一些事情  
}

这样以 if 语句的最常规用法编写的代码，只有当 score 值**总是**小于 5 时才是最优的。如果 score 大于等于 80 且小于 90，那么在每次到达正确的处理分支时，必须经过两次判断，最终增加了整个语句所消耗的平均时间。if 语句中的分支应该总按照条件成立的概率从大到小排列，以确保运行速度最快。

为了减少条件判断次数，我们还可以考虑将*平铺*的 if 语句改写为*嵌套*的 if 语句。平铺而冗长的 if 语句的运行速度相当缓慢，因为每个条件都可能需要判断一遍。

if (score === 0) {  
 return zero;  
} else if (score === 1) {  
 return one;  
} else if (score === 2) {  
 return two;  
} else if (score === 3) {  
 return three;  
} else if (score === 4) {  
 return four;  
} else if (score === 5) {  
 return five;  
} else if (score === 6) {  
 return six;  
} else if (score === 7) {  
 return seven;  
} else if (score === 8) {  
 return eight;  
} else if (score === 9) {  
 return nine;  
} else {  
 return ten;  
}

在这里，条件语句最多需要进行十次判断，而且在这种情况下，根据条件成立概率来组织条件顺序难以起到明显作用，同时伤神费脑。为了尽可能减少进行判断的次数，我们可以把代码写成一系列嵌套的 if 语句。

if (score < 6) {  
 if (score < 3) {  
 if (score === 0) {  
 return zero;  
 } else if (score === 1) {  
 return one;  
 } else {  
 return two;  
 }  
 } else {  
 if (score === 3) {  
 return three;  
 } else if (value === 4) {  
 return four;  
 } else {  
 return five;  
 }  
 }  
} else {  
 if (score < 8) {  
 if (score === 6) {  
 return six;  
 } else {  
 return seven;  
 }  
 } else {  
 if (score === 8) {  
 return eight;  
 } else if (score === 9) {  
 return nine;  
 } else {  
 return ten;  
 }  
 }  
}

重新设计后的 if 语句到达正确分支时最多只需四次判断。这种策略称为*二分法*，也就是把一个范围划分为一系列的区间（更小的范围），然后逐步缩小范围，直到可以直接比较 score 。当 score 的范围均匀分布在 0 ~ 10 之间时，代码运行的平均时间大约是前面例子的一半。这个方法非常适合有连续的值范围需要探测的时候。如果值不是连续的，用 switch 语句或下文中的*查询*更加合适。

### 用查询代替条件·

假设我们有一张包含了中国所有省级行政区及其行政中心的表，我们接受一个表示行政区名称的字符串，并返回这个行政区的行政中心名称。我们可以进行条件判断，看起来非常容易。

const province = prompt("请输入省级行政区的完整名称");  
let capital;  
if (province === "北京市") {  
 capital = "北京 ";  
} else if (province === "上海市") {  
 capital = "上海";  
} else if (province === "天津市") {  
 capital = "天津";  
} else if (province === "重庆市") {  
 capital = "重庆";  
} else if (province === "黑龙江省") {  
 capital = "哈尔滨";  
} else if (province === "吉林省") {  
 capital = "长春";.  
} else if (province === "辽宁省") {  
 capital = "沈阳";  
} else if (province === "内蒙古自治区") {  
 capital = "呼和浩特";  
} else if (province === "河北省") {  
 capital = "石家庄";  
} else if (province === "新疆维吾尔自治区") {  
 capital = "乌鲁木齐";  
} else if (province === "甘肃省") {  
 capital = "兰州";  
} else if (province === "青海省") {  
 capital = "西宁";  
} else if (province === "陕西省") {  
 capital = "西安";  
} else if (province === "宁夏回族自治区") {  
 capital = "银川";  
} else if (province === "河南省") {  
 capital = "郑州";  
} else if (province === "山东省") {  
 capital = "济南";  
} else if (province === "山西省") {  
 capital = "太原";  
} else if (province === "安徽省") {  
 capital = "合肥";  
} else if (province === "湖北省") {  
 capital = "武汉";  
} else if (province === "湖南省") {  
 capital = "长沙";  
} else if (province === "江苏省") {  
 capital = "南京";  
} else if (province === "四川省") {  
 capital = "成都";  
} else if (province === "贵州省") {  
 capital = "贵阳";  
} else if (province === "云南省") {  
 capital = "昆明";  
} else if (province === "广西壮族自治区") {  
 capital = "南宁";  
} else if (province === "西藏自治区") {  
 capital = "拉萨";  
} else if (province === "浙江省") {  
 capital = "杭州";  
} else if (province === "江西省") {  
 capital = "南昌";  
} else if (province === "广东省") {  
 capital = "广州";  
} else if (province === "福建省") {  
 capital = "福州";  
} else if (province === "台湾省") {  
 capital = "台北";  
} else if (province === "海南省") {  
 capital = "海口";  
} else if (province === "香港特别行政区") {  
 capital = "香港";  
} else if (province === "澳门特别行政区") {  
 capital = "澳门";  
} else {  
 capital = "未知";  
}  
  
alert(capital);

一层又一层的 if 语句，看起来有十分冗长。由于所有的判断条件都是比较相等，我们想到了将 if 语句改写为 switch 语句，这样能省略所有重复的相等表达式。

const province = prompt("请输入省级行政区的完整名称");  
let capital;  
  
switch (province) {  
case "北京市":  
 capital = "北京"; break;  
case "上海市":  
 capital = "上海"; break;  
case "天津市":  
 capital = "天津"; break;  
case "重庆市":  
 capital = "重庆"; break;  
case "黑龙江省":  
 capital = "哈尔滨"; break;  
case "吉林省":  
 capital = "长春"; break;  
case "辽宁省":  
 capital = "沈阳"; break;  
case "内蒙古自治区":  
 capital = "呼和浩特"; break;  
case "河北省":  
 capital = "石家庄"; break;  
case "新疆维吾尔自治区":  
 capital = "乌鲁木齐"; break;  
case "甘肃省":  
 capital = "兰州"; break;  
case "青海省":  
 capital = "西宁"; break;  
case "陕西省":  
 capital = "西安"; break;  
case "宁夏回族自治区":  
 capital = "银川"; break;  
case "河南省":  
 capital = "郑州"; break;  
case "山东省":  
 capital = "济南"; break;  
case "山西省":  
 capital = "太原"; break;  
case "安徽省":  
 capital = "合肥"; break;  
case "湖北省":  
 capital = "武汉"; break;  
case "湖南省":  
 capital = "长沙"; break;  
case "江苏省":  
 capital = "南京"; break;  
case "四川省":  
 capital = "成都"; break;  
case "贵州省":  
 capital = "贵阳"; break;  
case "云南省":  
 capital = "昆明"; break;  
case "广西壮族自治区":  
 capital = "南宁"; break;  
case "西藏自治区":  
 capital = "拉萨"; break;  
case "浙江省":  
 capital = "杭州"; break;  
case "江西省":  
 capital = "南昌"; break;  
case "广东省":  
 capital = "广州"; break;  
case "福建省":  
 capital = "福州"; break;  
case "台湾省":  
 capital = "台北"; break;  
case "海南省":  
 capital = "海口"; break;  
case "香港":  
 capital = "香港"; break;  
case "澳门":  
 capital = "澳门"; break;  
default:  
 capital = "未知";  
}  
  
alert(capital);

换成 switch 语句之后，代码行数看起来有所精简，相等比较操作也紧凑了许多。不过这并不是我们想要的，大量的break 依然十分臃肿。事实上，我们完全不需要参与控制流的关键字，可以更关注数据的比较本身。显然，第三章中的条件表达式可以取代 switch 语句。

const province = prompt("请输入省级行政区的完整名称");  
let capital =   
 "北京市" ? "北京":  
 "上海市" ? "上海":  
 "天津市" ? "天津":  
 "重庆市" ? "重庆":  
 "黑龙江省" ? "哈尔滨":  
 "吉林省" ? "长春":  
 "辽宁省" ? "沈阳":  
 "内蒙古自治区" ? "呼和浩特":  
 "河北省" ? "石家庄":  
 "新疆维吾尔自治区" ? "乌鲁木齐":  
 "甘肃省" ? "兰州":  
 "青海省" ? "西宁":  
 "陕西省" ? "西安":  
 "宁夏回族自治区" ? "银川":  
 "河南省" ? "郑州":  
 "山东省" ? "济南":  
 "山西省" ? "太原":  
 "安徽省" ? "合肥":  
 "湖北省" ? "武汉":  
 "湖南省" ? "长沙":  
 "江苏省" ? "南京":  
 "四川省" ? "成都":  
 "贵州省" ? "贵阳":  
 "云南省" ? "昆明":  
 "广西壮族自治区" ? "南宁":  
 "西藏自治区" ? "拉萨":  
 "浙江省" ? "杭州":  
 "江西省" ? "南昌":  
 "广东省" ? "广州":  
 "福建省" ? "福州":  
 "台湾省" ? "台北":  
 "海南省" ? "海口":  
 "香港" ? "香港":  
 "澳门" ? "澳门" : "未知";  
  
alert(capital);

这样看起来好多了！通过用条件表达式取代繁复的控制语句，代码更加精简了。不过，由于我们真正要关注的是数据之间的对应关系，那么代码中应该只保留数据。JavaScript 为我们准备了一种最佳方案——只需要用一个对象就可以了。

const provinces = {  
 "北京市": "北京",  
 "上海市": "上海",  
 "天津市": "天津",  
 "重庆市": "重庆",  
 "黑龙江省": "哈尔滨",  
 "吉林省": "长春",  
 "辽宁省": "沈阳",  
 "内蒙古自治区": "呼和浩特",  
 "河北省": "石家庄",  
 "新疆维吾尔自治区": "乌鲁木齐",  
 "甘肃省": "兰州",  
 "青海省": "西宁",  
 "陕西省": "西安",  
 "宁夏回族自治区": "银川",  
 "河南省": "郑州",  
 "山东省": "济南",  
 "山西省": "太原",  
 "安徽省": "合肥",  
 "湖北省": "武汉",  
 "湖南省": "长沙",  
 "江苏省": "南京",  
 "四川省": "成都",  
 "贵州省": "贵阳",  
 "云南省": "昆明",  
 "广西壮族自治区": "南宁",  
 "西藏自治区": "拉萨",  
 "浙江省": "杭州",  
 "江西省": "南昌",  
 "广东省": "广州",  
 "福建省": "福州",  
 "台湾省": "台北",  
 "海南省": "海口",  
 "香港特别行政区": "香港",  
 "澳门特别行政区": "澳门"  
};

现在，只需写出：

alert(provinces[province]);

## 安全的保障·异常处理

无论我们多么精通编程，有时我们的程序仍会不可避免的遭遇到一些错误，可能单纯是我们的程序编写出错，或是接收到了与我们预期不符的用户输入，或者是其它什么原因。通常，一段代码会在出错的时候停止执行，如果只是一个用于练习的小程序可能及时排查出问题倒没什么，但如果实在一个监测生命健康，或是多人网络游戏中，程序一旦因为遇到异常而停止执行，会造成难以预料的不良后果。JavaScript 提供了一种*try...catch 语句*，它会在捕捉到异常的同时不会使代码停止执行，还能根据得到的异常信息做一些更为合理的操作。

### 语法

try...catch 结构由两部分组成：try 和 catch：

try {  
 // 代码...  
} catch (e) {  
 // 处理异常  
}

它按照以下步骤执行：

* 首先，执行 try 子句中包含的代码。
* 如果执行过程中没有异常，那么忽略 catch 子句里面的代码，try 子句执行完之后离开这个 try...catch 语句去做其他事情。
* 如果执行过程中发生异常，控制流就转移到了 catch 子句的开头。变量e是一个包含了异常信息的对象，也可以取其它名称，但是 e 可以看做 error（错误）或exception（异常）的缩写。

图片来源：https://mmbiz.qpic.cn/

所以，发生在 try子句的异常不会使代码停止执行：我们可以在 catch 子句里处理异常。

### try...catch 语句的使用

让我们来看更多的例子。

没有异常的例子：

try {  
 alert("开始运行 try 子句");  
 // ...这里没有异常  
 alert("try 子句运行完毕");  
} catch (err) {  
 alert("没有任何异常，catch 子句被忽略了");  
}  
alert("现在继续执行");

包含异常的例子：

try {  
 alert("开始执行 try 子句");  
 lalala; // 异常，变量未定义！  
 alert("try 子句执行完了"); // (2)  
} catch(err) {  
 alert("捕捉一只异常！");  
}  
alert("现在继续执行");

要使得 try...catch能工作，代码必须是可执行的，换句话说，它必须是有效的 JavaScript 代码。

如果代码包含语法错误，那么try...catch 不能正常工作，例如含有未闭合的大括号：

try {  
 {{{{{{{{{{{{  
} catch(e) {  
 alert("这不是合法的代码，这段 catch 子句也不会被执行");  
}

浏览器读取然后执行代码，发生在读取代码阶段的异常被称为*解析时错误*（parse-time），try...catch 也对它们无可奈何，因为这样的代码浏览器就读不懂，也就无法理解 try...catch 语句。try...catch 只能处理有效代码之中的异常。这类异常被称为*运行时错误*（runtime errors），有时候也称为 “exceptions”。

当一个异常发生之后，JavaScript 生成一个包含异常细节的对象。这个对象会作为一个参数传递给 catch：

try {  
 // ...  
} catch(e) {  
 // “异常对象”，可以用其他参数名代替  
 // ...  
}

对于所有内置的异常，catch 子句捕捉到的相应的异常的对象都有两个属性：

name ：异常名称，对于一个未定义的变量，名称是 “ReferenceError”

message ：关于异常的文字描述。

还有很多非标准的属性在绝大多数环境中可用。其中使用最广泛并且被广泛支持的是：

stack ：当前的调用栈。它是用于调试的，一个包含引发异常的嵌套调用序列的字符串。

例如：

try {  
 lalala; // 异常，变量未定义！  
} catch(err) {  
 alert(err.name); // ReferenceError  
 alert(err.message); // lalala 未定义  
 alert(err.stack); // 异常捕获过程的细节  
 alert(err); // ReferenceError: lalala 未定义  
}

### 异常处理的应用

让我们一起探究一下真实使用场景中 try...catch 的使用。

在前面的章节中，我们了解过质数判断算法，并编写了一个循环接收用户输入并给出判断结果的程序。我们对用户输入进行了检查，如果符合要求，那么往后执行；否则的话，会给出一个错误信息并终止程序。由于是在一个 while 语句的循环体内，直接使用 break 语句就能达到终止程序的目的。但是break语句的本意是“停止循环“，而非“中止程序”，如果不是在循环内运行，就不能使用 break 语句，此外，在 break 语句之前还需要告知用户遇到的问题。

遇到不合法输入的问题本质是“处理异常”，而非“结束程序”，因此我们的程序应该拥有一个处理异常的机制，同时将“遇到异常，暂停程序”和“告知用户遇到的异常”优雅地结合在一起。前一个需求我们已经有了 try...catch 语句，而对于后一个，另一种语句可以做到：*throw 语句*。它可以*标记*一个异常信息，称为*抛出异常*。它的语法如下所示：

throw 表达式;

当遇到 throw 语句的时候，程序暂停执行后面的内容，带着表达式的值一层一层地退出控制流，直到遇到外层的 try 子句。如果没有 try 子句包裹可能会抛出异常的语句，那么异常信息就会被直接告知浏览器，整个程序也就真正停止运行了。我们用一个示例来观察一下 throw 语句与 try..catch 语句的搭配使用。

try {  
 alert("一二三四五，上山打老虎");  
 throw "老虎来了";  
 alert("老虎没打到，打到小松鼠");  
} catch (e) {  
 alert(e);  
}

这段代码在输出 "一二三四五，上山打老虎"之后，遇到了 throw 语句，就暂停执行后面的内容。程序带着 "老虎来了" 的信息逃离现场，遇到 try 子句，就相当于吃了一记定心丸，带着强大的武器去捕捉老虎，便开始执行 catch 语句，同时捕获了"老虎来了"的异常信息，并输出它。如果 throw 语句的处于其它语句内部，也会使程序执行到这里就带着异常信息撤退，倘若遇到了 try 语句，就说明这个异常被捕获了，异常信息作为异常对象被传递给 catch 子句的括号里绑定的变量。

有了 throw 语句和 try...catch 语句搭配使用，程序便有了强大的异常处理机制，即便遇到“未知的危险”也可临危不惧，异常已经被抓在了 catch 子句的手心里，正常执行程序时也不会因可能遇到的异常而手忙脚乱。利用异常处理机制，我们来改写一下前面的质数判断程序。

let n = parseInt(prompt("请输入一个大于 1 的正整数。"));  
while (true) { // 循环接受输入。  
 try {  
 if (isNaN(n) || !isFinite(n) || n <= 1) {  
 throw "输入不符合要求，程序停止";  
 }   
 let isPrime = (n === 2) || (n % 2 !== 0);  
 for (let i = 3, last = Math.sqrt(n); i <= last; i += 2) {  
 if (n % i === 0) {  
 isPrime = false;  
 break; // 这个 break 语句只退出当前所在的循环。  
 }  
 }  
 alert(`${n}是一个${isPrime ? "质数" : "合数"}`); // 使用模板字符串来拼凑信息  
 n = parseInt(prompt("请输入一个大于 1 的正整数。"));  
 } catch (e) {  
 alert(e);  
 }  
}

原先的版本中，程序一旦接受到了不符合要求的用户输入，就会退出循环，也就停止了程序；而这里用异常处理机制改写之后，即使遇到异常，程序只会跳过这一轮的正常处理，直接告知用户，程序依然保持运行，同时“抛出”——“捕获”异常的语义性也远比原先的“输出信息”“跳出循环”要清晰得多。充分利用异常处理机制，我们能够写出更加优雅和*健壮*的代码。对于不可预知的异常输入而仍然能保持正常运行，并将信息及时展现给用户，这种性质被称为程序的*鲁棒性*。

### 异常对象

技术上讲，我们可以使用任何东西来作为一个异常对象。甚至可以是基础类型，比如数字或者字符串。但是更好的方式是用对象，尤其是有 name 和 message 属性的对象（某种程度上和内置的异常有可比性）。

JavaScript 有很多内置的标准异常构造器，我们也可以用它们来构造标准的异常对象。

|  |  |
| --- | --- |
| JavaScript 标准异常构造器 | 描述 |
| Error | 默认的错误。 |
| EvalError | 调用 eval 函数时出现错误。 |
| InternalError | JavaScript 引擎遇到的内部错误，如：“递归嵌套太多”。 |
| RangeError | 数值变量或参数超出其有效范围。 |
| ReferenceError | 无效的引用、求值过程。 |
| SyntaxError | JavaScript 引擎在解析代码时遇到的语法错误。 |
| TypeError | 变量或参数不属于有效类型。 |
| URIError | 给 encodeURI 或 decodeURI 传递的参数无效。 |

使用异常构造器的方式如下：

let error = new Error(message);  
// 或者  
let error = new SyntaxError(message);  
let error = new ReferenceError(message);  
// ...

对于内置的异常对象（不是对于其他的对象，而是对于异常对象），name 属性刚好是构造器的名字。message 则来自于参数所提供的异常信息。例如：

let error = new Error("不知道发生了什么 (O\_o)??");  
alert(error.name); // "Error"  
alert(error.message); // "不知道发生了什么 (O\_o)??"

我们可以使用任何东西来作为一个异常对象。甚至可以是基础类型，比如数字或者字符串。但是更好的方式是用对象，尤其是有 name 和 message 属性的对象。而内置的异常构造器同时为我们设定好了异常所属的类型，因此尽量使用具体的异常构造器。如果异常不是特定的，那么可以直接用 Error 构造器。

异常构造器可以通过 new 运算符建立新的异常对象，包含下列属性：

* message —— 我们能阅读的异常提示信息。
* name —— 异常名称（异常对象的构造函数的名称）。
* stack —— 异常发生时的调用栈。