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# 接口说明

## 接口描述说明

整体接口设计按照资源层级展开，分为对底层大数据资源（包括结构化数据和非结构化数据）的获取访问、对过渡层提及数据资源的读写、对中间层知识资源（如类、实体、事件、关系）的管理操作、对上层知识计算推理任务的执行等。

|  |  |  |
| --- | --- | --- |
| **层级序号** | **接口层级** | **涉及方法** |
| **1** | **多媒体大数据获取接口** | **读取** |
| **2** | **跨媒体信息抽取接口** | **抽取** |
| **3** | **知识提及读写接口** | **读取、写入** |
| **4** | **知识图谱构建接口** | **读取、写入、生成、修改、删除、匹配** |
| **5** | **图谱数据管理接口** | **读取、写入、修改、删除、计算** |
| **6** | **图表征计算接口** | **读取、写入、生成、计算** |
| **7** | **计算图推理接口** | **分类、预测、聚类、计算** |
| **8** | **人机交互接口** |  |

## 接口风格规范

接口提供两种格式，一是HTTP请求接口，可按需求遵循RESTful风格或GraphQL规范，请求方式根据对资源的操作类型可提供GET、POST、PUT、PATCH、DELETE等，请求的参数和响应的数据均为JSON格式；二是编程接口，可根据开发者用户的需要支持主流编程语言如Java和Python（以下示例以Java说明），提供面向多层级数据对象的操作方法，其底层仍然以HTTP接口为基础进行封装。

## 接口安全机制

1. 分配接口请求的token作为请求参数，验证通过才可返回数据；
2. 要求请求附带发起服务器公网IP地址，以进行白名单验证；
3. 接口请求日志完整保留，定期进行检查并对异常访问加以限制。

## 接口返回码说明

|  |  |
| --- | --- |
| 代码 | 信息 |
| 200 | 成功 |
| 201 | 成功并创建 |
| 304 | 使用缓存数据 |
| 400 | 请求格式错误 |
| 403 | 请求权限不足 |
| 404 | 资源未被找到 |
| 409 | 插入资源冲突 |
| 500 | 服务器内部错误 |
| 501 | 方法尚未被实现 |

# 接口规范

## 大数据平台微服务接口

说明：

结构化与非结构化大数据存储方案由开源大数据平台或分布式数据库提供，访问方式以数据的获取操作为主，可对多种大数据计算框架查询语言和数据库查询语言进行封装，统一数据资源暴露方式，返回文本、图像、视频、语音、网页等多种类型的文档。

### 大数据获取

#### 在线少量数据查询

* HTTP接口（少量数据查询）

|  |  |
| --- | --- |
| 功能 | 以多种Query Language格式获取满足一定条件的限定数量的数据集合，可按需支持如MySQL、Mongodb、ES、HBase、Hive、Spark SQL等。 |
| 方法 | HTTP POST /\_api/ckc/documents/query |
| 参数 | 无 |
| Body | {  “query:”: “db.collection.find({},{content:1})”,  “source”: {  “type”: “mongodb”,  “url”: “mongodb connection url address”  },  “limit”: 1000  } |
| 返回 | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [  {  “type”: “text”,  “content”: “text content”  }  ]  “status”: “document retrieved”  }  } |

#### 离线批量数据获取

* 编程接口（批量数据获取）

|  |  |
| --- | --- |
| 功能 | 以多种Query Language格式获取满足一定条件的数据集合，可按需支持如MySQL、Mongodb、ES、HBase、Hive、Spark SQL等。 |
| 方法 | CKCApi.getDocuments(String sql, DBSource source, int limit) |
| 参数 | sql – 查询语句字符串  source – 数据源来源配置实例  limit – 返回数据实例数量 |
| 返回 | 包含多条文档对象的集合  Collection<CKCDocument<String, Object>>  CKCDocument子类：CKCTextDocument, CKCImageDocument, CKCVideoDocument, CKCAudioDocument, CKCWebDocument |
| 异常 | CKCApiException |

## 动态概念体系构建接口

说明：根据输入的实体能够动态的获取实体的概念类型，同时自动将概念间的上下位关系体系构建出来。

### 领域概念获取与层次划分接口

#### 实体概念获取

* HTTP接口：

|  |  |
| --- | --- |
| 功能 | 上传一段文本，调用概念挖掘模型获取实体概念 |
| 方法 | HTTP POST /\_api/ckc/ner/{modelPath} |
| 参数 | 无 |
| Body | {  NER1,  NER2,  ……..  } |
| 返回 | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [  {NER1:CON1;  NER2:CON2;  ……:……;}  ]  }  } |

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 从网络中获取实体的概念。 |
| 方法 | CKCApi.exConcept(String nerlist, String filePath, String fileType，String encoding) |
| 参数 | nerlist - 获取概念的实体列表  filePath – 数据来源  fileType – 文件格式，比如JSON、XML等  encoding - 文本文件编码，比如UTF-8、GBK |
| 返回 | success - 训练是否成功  enconceptlist – 实体概念列表  modelPath – 模型路径 |
| 异常 | CKCApiException |

NERAnnotationFormat JSON格式：

| 参数名称 | 类型 | 必需 | 详细说明 |
| --- | --- | --- | --- |
| nerlist | string | 是 | 实体列表 |

#### 概念上下位关系获取

* HTTP接口：

|  |  |
| --- | --- |
| 功能 | 上传概念列表，调用上下位关系模型获取概念间的上下位关系 |
| 方法 | HTTP POST /\_api/ckc/ner/{modelPath} |
| 参数 | 无 |
| Body | {  CON1,  CON2,  ……..  } |
| 返回 | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [  {CON1:CONXX;  CON2:CONXX;  ……:……;}  ]  }  } |

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 输入概念列表，获取概念中的上下位关系 |
| 方法 | CKCApi.exHyper(String conceptlist, String fileType，String encoding) |
| 参数 | conceptlist– 概念列表  fileType – 输入文本格式，比如JSON、XML等  encoding - 文本文件编码，比如UTF-8、GBK |
| 返回 | success - 训练是否成功  JSON – JSON格式的上下位关系元组  modelPath – 模型路径 |
| 异常 | CKCApiException |

NERAnnotationFormat JSON格式：

| 参数名称 | 类型 | 必需 | 详细说明 |
| --- | --- | --- | --- |
| conlist | string | 是 | 概念列表 |

#### 实体-关系-实体三元组关系获取

* HTTP接口：

|  |  |
| --- | --- |
| 功能 | 上传实体二元组列表，调用关系挖掘模型获取实体间的关系 |
| 方法 | HTTP POST /\_api/ckc/ner/{modelPath} |
| 参数 | 无 |
| Body | {  HNER1: ENER1;  HNER2: ENER2;  ……..;  } |
| 返回 | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [  {HER1:RELATION1:ENER1;  HER2:RELATION2:ENER2;  ……:……:……;}  ]  }  } |

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 挖掘实体间的关系 |
| 方法 | CKCApi.exRelation(String ner1, String ner2, String filePath, String fileType，String encoding) |
| 参数 | ner1 – 头实体  ner2 – 尾实体  filePath – 训练数据集访问路径  fileType – 文件格式，比如JSON、XML等  encoding - 文本文件编码，比如UTF-8、GBK |
| 返回 | success - 训练是否成功  JSON – JSON格式的关系三元组  modelPath – 模型路径 |
| 异常 | CKCApiException |

NERAnnotationFormat JSON格式：

| 参数名称 | 类型 | 必需 | 详细说明 |
| --- | --- | --- | --- |
| conlist | string | 是 | 头实体、尾实体列表 |

### 概念补全接口

* HTTP接口：

|  |  |
| --- | --- |
| 功能 | 上传概念二元组列表，调用关系挖掘模型获取实体间的关系 |
| 方法 | HTTP POST /\_api/ckc/ner/{modelPath} |
| 参数 | 无 |
| Body | {  CON1: CON2;  ……..;  } |
| 返回 | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [  {CON1:is-a:CON2;  ……:is-a:……;}  ]  }  } |

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 确定概念间的上下位关系 |
| 方法 | CKCApi.completeHyper(String con1, String con2, String filePath, String fileType，String encoding) |
| 参数 | con1 – 概念1  con2 – 概念2  filePath – 训练数据集访问路径  fileType – 文件格式，比如JSON、XML等  encoding - 文本文件编码，比如UTF-8、GBK |
| 返回 | success - 训练是否成功  JSON – JSON格式的概念三元组，以is-a作为概念间上下位关系标识符  modelPath – 模型路径 |
| 异常 | CKCApiException |

NERAnnotationFormat JSON格式：

| 参数名称 | 类型 | 必需 | 详细说明 |
| --- | --- | --- | --- |
| conlist | string | 是 | 概念1、概念2列表 |

## 多模态实体识别和链接接口

说明：

结合自顶向下和自底向上的实体抽取技术，实现一套开放式多模态实体定义、抽取软件接口。

### 视觉实体识别和链接接口

#### 视觉实体识别模型训练

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 根据训练数据集，训练视觉实体识别模型。 |
| 方法 | CKCApi.trainVisualNER(String modelType, String filePath) |
| 参数 | modelType – VNER模型类别  filePath – 训练数据集访问路径 |
| 返回 | success - 训练是否成功  modelPath – 训练得到模型的路径 |
| 异常 | CKCApiException |

#### 视觉实体识别模型调用

* HTTP接口：

|  |  |
| --- | --- |
| 功能 | 上传一份视觉文件，调用VNER模型识别，返回识别结果 |
| 方法 | HTTP POST /\_api/ckc/vner/{modelPath} |
| 参数 | 无 |
| Body | {  “vis\_obj”:,  } |
| 返回 | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [  {VNERAnnotationFormat}  ]  }  } |

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 输入一段视觉文件，调用VisualNER模型识别，返回识别结果 |
| 方法 | CKCApi.VisualNER(String modelPath, String modelType, String filePath) |
| 参数 | modelPath – VNER模型路径  modelType - VNER模型类别  filePath – 输入视觉文件路径 |
| 返回 | success - 训练是否成功  JSON – JSON格式的分析结果 |
| 异常 | CKCApiException |

VNERAnnotationFormat JSON格式：

| 参数名称 | 类型 | 必需 | 详细说明 |
| --- | --- | --- | --- |
| visPath | string | 是 | 视觉文件路径 |
| entities | array of objects | 是 | 词汇数组，每个元素对应结果中的一个词 |
| +entityType | Int | 是 | 命名实体类型编号 |
| …… | …… | …… | …… |

#### 视觉实体链接模型训练

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 根据训练数据集，训练视觉实体链接模型。 |
| 方法 | CKCApi.trainVisualEntityLinkingModel(String modelType, String filePath) |
| 参数 | modelType – 视觉实体链接模型类别  filePath – 训练数据集访问路径 |
| 返回 | success - 训练是否成功  modelPath – 训练得到的模型路径 |
| 异常 | CKCApiException |

#### 视觉实体链接模型调用

* HTTP接口：

|  |  |
| --- | --- |
| 功能 | 上传一段视觉文件，调用视觉实体链接模型，返回识别结果 |
| 方法 | HTTP POST /\_api/ckc/visualentitylinking/{modelPath} |
| 参数 | 无 |
| Body | {  “vis\_obj”:,  } |
|  | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [  {“mid”: 986546,  “eid”:4255},  ……  ]  }  } |

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 输入一份视觉文件，调用视觉实体链接模型，返回链接结果 |
| 方法 | CKCApi.visualEntityLinking(String modelPath, String filePath) |
| 参数 | modelPath – VisualNER 模型路径  filePath – 输入文本路径 |
| 返回 | success - 训练是否成功  JSON – JSON格式的分析结果 |
| 异常 | CKCApiException |

### 文本实体识别和链接接口

#### 文本实体识别模型训练

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 根据训练数据集，训练命名实体识别模型。 |
| 方法 | CKCApi.trainNER(String modelType, String filePath, String fileType，String encoding) |
| 参数 | modelType – NER模型类别  filePath – 训练数据集访问路径  fileType – 文件格式，比如JSON、XML等  encoding - 文本文件编码，比如UTF-8、GBK |
| 返回 | success - 训练是否成功  modelPath – 训练得到模型的路径 |
| 异常 | CKCApiException |

#### 文本实体识别模型调用

* HTTP接口：

|  |  |
| --- | --- |
| 功能 | 上传一段文本，调用NER模型识别，返回识别结果 |
| 方法 | HTTP POST /\_api/ckc/ner/{modelPath} |
| 参数 | 无 |
| Body | {  “text”: “研发多模态、细粒度、特定领域、多层次知识图谱的自动构建方法……”,  } |
| 返回 | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [  {NERAnnotationFormat}  ]  }  } |

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 输入一段文本，调用NER模型识别，返回识别结果 |
| 方法 | CKCApi.NER(String modelPath, String filePath, String fileType，String encoding) |
| 参数 | modelPath – NER模型路径  filePath – 输入文本路径  fileType – 输入文本格式，比如JSON、XML等  encoding - 文本文件编码，比如UTF-8、GBK |
| 返回 | success - 训练是否成功  JSON – JSON格式的分析结果 |
| 异常 | CKCApiException |

NERAnnotationFormat JSON格式：

| 参数名称 | 类型 | 必需 | 详细说明 |
| --- | --- | --- | --- |
| text | string | 是 | 原始文本 |
| entities | array of objects | 是 | 词汇数组，每个元素对应结果中的一个词 |
| +entityMention | string | 是 | 词汇的字符串 |
| +entityType | Int | 是 | 命名实体类型编号 |
| +byte\_offset | int | 是 | 在text中的字节级offset |
| +byte\_length | int | 是 | 字节级length |
| …… | …… | …… | …… |

#### 文本实体链接模型训练

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 根据训练数据集，训练文本实体链接模型。 |
| 方法 | CKCApi.trainEntityLinkingModel(String modelType, String filePath, String fileType，String encoding) |
| 参数 | modelType – 文本实体链接模型类别  filePath – 训练数据集访问路径  fileType – 文件格式，比如JSON、XML等  encoding - 文本文件编码，比如UTF-8、GBK |
| 返回 | success - 训练是否成功  modelPath – 训练得到的模型路径 |
| 异常 | CKCApiException |

#### 文本实体链接模型调用

* HTTP接口：

|  |  |
| --- | --- |
| 功能 | 上传一段JSON格式文本，调用实体链接模型，返回识别结果 |
| 方法 | HTTP POST /\_api/ckc/entitylinking/{modelPath} |
| 参数 | 无 |
| Body | {  “text”: “After a standout at the University, Michael Jordan joined the Bulls in 1984.……”,  “entities”:[{  ”mid”: 986546,  “entityMention”: “Michael Jordan”,  “entityType”: 90,  ……  },  ……  ]  } |
|  | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [  {“mid”: 986546,  “eid”:4255},  ……  ]  }  } |

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 输入一段文本，调用文本实体链接模型，返回链接结果 |
| 方法 | CKCApi.entityLinking(String modelPath, String filePath, String fileType，String encoding) |
| 参数 | modelPath – NER模型路径  filePath – 输入文本路径  fileType – 输入文本格式，比如JSON、XML等  encoding - 文本文件编码，比如UTF-8、GBK |
| 返回 | success - 训练是否成功  JSON – JSON格式的分析结果 |
| 异常 | CKCApiException |

## 多模态事件识别和链接接口

说明：

结合自顶向下和自底向上的事件抽取技术，实现一套开放式多模态事件定义、抽取软件接口。

### 视觉事件识别和链接接口

#### 视觉事件识别模型训练

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 根据训练数据集，训练视觉事件识别模型。 |
| 方法 | CKCApi.trainVisualEventRecognition(String modelType, String filePath) |
| 参数 | modelType – VNER模型类别  filePath – 训练数据集访问路径 |
| 返回 | success - 训练是否成功  modelPath – 训练得到模型的路径 |
| 异常 | CKCApiException |

#### 视觉事件识别模型调用

* HTTP接口：

|  |  |
| --- | --- |
| 功能 | 上传一份视觉文件，调用视觉事件模型识别，返回识别结果 |
| 方法 | HTTP POST /\_api/ckc/visualeventrecognition/{modelPath} |
| 参数 | 无 |
| Body | {  “vis\_obj”:,  } |
| 返回 | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [  {VERAnnotationFormat}  ]  }  } |

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 输入一段视觉文件，调用VisualEventRecognition模型识别，返回识别结果 |
| 方法 | CKCApi.visualEventRecognition(String modelPath, String modelType, String filePath) |
| 参数 | modelPath – VNER模型路径  modelType - VNER模型类别  filePath – 输入视觉文件路径 |
| 返回 | success - 训练是否成功  JSON – JSON格式的分析结果 |
| 异常 | CKCApiException |

VERAnnotationFormat JSON格式：

| 参数名称 | 类型 | 必需 | 详细说明 |
| --- | --- | --- | --- |
| visPath | string | 是 | 视觉文件路径 |
| events | array of objects | 是 | 词汇数组，每个元素对应结果中的一个词 |
| +eventType | Int | 是 | 事件触发词类型编号 |
| …… | …… | …… | …… |

#### 视觉事件链接模型训练

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 根据训练数据集，训练视觉事件链接模型。 |
| 方法 | CKCApi.trainVisualEntityLinkingModel(String modelType, String filePath) |
| 参数 | modelType – 视觉实体链接模型类别  filePath – 训练数据集访问路径 |
| 返回 | success - 训练是否成功  modelPath – 训练得到的模型路径 |
| 异常 | CKCApiException |

#### 视觉实体链接模型调用

* HTTP接口：

|  |  |
| --- | --- |
| 功能 | 上传一段视觉文件，调用视觉事件链接模型，返回识别结果 |
| 方法 | HTTP POST /\_api/ckc/visualeventlinking/{modelPath} |
| 参数 | 无 |
| Body | {  “vis\_obj”:,  } |
|  | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [  {“trigger”:,  “person”:,},  ……  ]  }  } |

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 输入一份视觉文件，调用视觉事件链接模型，返回链接结果 |
| 方法 | CKCApi.visualEventLinking(String modelPath, String filePath) |
| 参数 | modelPath – VisualNER 模型路径  filePath – 输入文本路径 |
| 返回 | success - 训练是否成功  JSON – JSON格式的分析结果 |
| 异常 | CKCApiException |

### 文本概念事件挖掘接口

#### 事件触发词获取

* HTTP接口：

|  |  |
| --- | --- |
| 功能 | 上传一段JSON格式文本，调用事件挖掘模型，返回事件触发词列表 |
| 方法 | HTTP POST /\_api/ckc/extracttrigger/{modelPath} |
| 参数 | 无 |
| Body | {  “text”: “After a standout at the University, Michael Jordan joined the Bulls in 1984.……”,  },  ……  ]  } |
|  | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [  {“trigger”: join},  ……  ]  }  } |

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 输入文本片段，调用事件挖掘模型，返回事件触发词 |
| 方法 | CKCApi.exTrigger(String modelPath, String filePath, String fileType，String encoding) |
| 参数 | modelPath – 模型路径  filepath – 输入文本片段路径  filetype – 输入文本格式，比如JSON、XML等  encoding - 文本文件编码，比如UTF-8、GBK |
| 返回 | success - 训练是否成功  JSON – JSON格式的分析结果 |
| 异常 | CKCApiException |

#### 事件元素获取

* HTTP接口：

|  |  |
| --- | --- |
| 功能 | 上传一段JSON格式文本，调用事件挖掘模型，根据触发词，返回事件元素 |
| 方法 | HTTP POST /\_api/ckc/extractargument/{modelPath} |
| 参数 | 无 |
| Body | {  “text”: “After a standout at the University, Michael Jordan joined the Bulls in 1984.……”,  trigger: join;},  ……  ]  } |
|  | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [  {“trigger”: join  “person”: Michael Jordan  “location”: Bulls},  ……  ]  }  } |

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 输入文本片段，调用事件挖掘模型，根据触发词，返回事件元素 |
| 方法 | CKCApi.exArgument(String modelPath, String eventword, String filePath, String fileType，String encoding) |
| 参数 | modelPath – 模型路径  eventword – 触发词  filepath – 输入文本片段路径  filetype – 输入文本格式，比如JSON、XML等  encoding - 文本文件编码，比如UTF-8、GBK |
| 返回 | success - 训练是否成功  JSON – JSON格式的分析结果 |
| 异常 | CKCApiException |

## 属性填充和关系抽取接口

说明：克服数据噪音大、信息不完全、带标数据少等挑战，实现一套文本属性填充和关系抽取软件接口，支撑构建领域知识图谱。

### 属性填充接口

#### 文本属性填充模型训练

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 输入带标文本，训练文本属性填充模型 |
| 方法 | CKCApi.trainSlotFilling(String modelType, String filePath, String fileType，String encoding) |
| 参数 | modelType – 属性填充模型类型  filePath – 输入文本路径  fileType – 输入文本格式，比如JSON、XML等  encoding - 文本文件编码，比如UTF-8、GBK |
| 返回 | success - 训练是否成功  modelPath – 模型访问路径 |
| 异常 | CKCApiException |

#### 文本属性填充模型调用

* HTTP接口：

|  |  |
| --- | --- |
| 功能 | 上传JSON格式文本，调用文本属性填充模型，返回填充结果 |
| 方法 | HTTP POST /\_api/ckc/slotfilling/{modelPath} |
| 参数 | 无 |
| Body | {  “text”: “After a standout at the University, Michael Jordan joined the Bulls in 1984.……”,  “entityTypes”:[{  “entityType”: 90  “slots”:[{  “sid”:19011  },{  “sid”:90011  }……  ]},  ……  ]  } |
| 返回 | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [{  “left\_mid”: 986546,  “right\_mid”: 999999,  “sid”:19011  },{  },  ……  ]  }  } |

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 输入一段文本，调用文本属性填充模型识别，返回填充结果 |
| 方法 | CKCApi.slotFilling(String modelPath, String filePath, String fileType，String encoding) |
| 参数 | modelPath – 文本属性填充模型路径  filePath – 输入文本路径  fileType – 输入文本格式，比如JSON、XML等  encoding - 文本文件编码，比如UTF-8、GBK |
| 返回 | success - 训练是否成功  JSON – JSON格式的分析结果 |
| 异常 | CKCApiException |

### 关系抽取接口

#### 文本关系抽取模型训练

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 输入带标文本，训练关系抽取模型 |
| 方法 | CKCApi.trainRelationExtractionModel(String modelType, String filePath, String fileType，String encoding) |
| 参数 | modelType – 文本关系抽取模型类型  filePath – 输入文本路径  fileType – 输入文本格式，比如JSON、XML等  encoding - 文本文件编码，比如UTF-8、GBK |
| 返回 | success - 训练是否成功  modelPath – 训练得到模型的路径 |
| 异常 | CKCApiException |

#### 文本关系抽取模型调用

* HTTP接口：

|  |  |
| --- | --- |
| 功能 | 上传JSON格式文本，调用文本关系抽取模型，返回抽取结果 |
| 方法 | HTTP POST /\_api/ckc/relationextraction/{modelPath} |
| 参数 | 无 |
| Body | {  “text”: “After a standout at the University, Michael Jordan joined the Bulls in 1984.……”,  “entities”:[{  “mid”: 986546  “entityMention”: ”Michael Jordan”,  “entityType”: 90，  “byte\_offset“：36,  ……  },  ……  ]  } |
| 返回 | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [{  “left\_mid”: 986546,  “right\_mid”: 999999,  “sid”:19011  },{  },  ……  ]  }  } |

* 编程接口：

|  |  |
| --- | --- |
| 功能 | 输入一段文本，调用文本关系抽取模型，返回抽取结果 |
| 方法 | CKCApi.relationExtraction(String modelPath, String filePath, String fileType，String encoding) |
| 参数 | modelPath – 文本关系抽取模型路径  filePath – 输入文本路径  fileType – 输入文本格式，比如JSON、XML等  encoding - 文本文件编码，比如UTF-8、GBK |
| 返回 | success - 训练是否成功  JSON – JSON格式的分析结果 |
| 异常 | CKCApiException |

## 知识提及读写接口

说明：

通过自然语言处理和图像处理等技术产出的知识提及进行构建写入和查询读取操作，包括类（概念）的提及、实体的提及、事件的提及、关系的提及等类型，用于连接底层数据资源和中间层知识资源。

### 提及读取

* HTTP接口

|  |  |
| --- | --- |
| 功能 | 以一定条件筛选获取提及数据结构，可支持SQL查询或条件筛选 |
| 方法 | HTTP POST /\_api/ckc/mentions/query |
| 参数 | 无 |
| Body | {  “query”: “select mentions from db.entity\_mention where condition”,  }  Or  {  “type”: “entity”,  “condition”: “value”  } |
| 返回 | {  “code”: “200”,  “message”: “success”,  “result”: {  “data”: [  {MentionStandardFormat}  ]  “status”: “mention retrieved”  }  } |

* 编程接口

|  |  |
| --- | --- |
| 功能 | 以一定条件筛选获取提及数据结构，可支持SQL查询或条件筛选。 |
| 方法 | CKCApi.getMentions(String sql, Map<String,Object> conditions) |
| 参数 | sql – 查询语句字符串  conditions – 提及筛选条件 |
| 返回 | 包含多条提及对象的集合  Collection<CKCMention<String, Object>>  CKCMention子类：CKCClassMention, CCKCntityMention, CCKCventMention, CKCRelationMention |
| 异常 | CKCApiException |

### 提及写入

* HTTP接口

|  |  |
| --- | --- |
| 功能 | 以约定的提及标准格式构建请求并写入数据库中。 |
| 方法 | HTTP POST /\_api/ckc/mentions/db/{dbName}/table/{tableName} |
| 参数 | dbName：数据库名称  tableName：表名称 |
| Body | {  “mentions”: [  { MentionStandardFormat }  ],  } |
| 返回 | {  “code”: “200”,  “message”: “success”,  “result”: {  “created”: true,  “status”: “mention created”  }  } |

* 编程接口

|  |  |
| --- | --- |
| 功能 | 以约定的提及标准格式构建请求并写入数据库中。 |
| 方法 | CKCApi.createMentions(  Collection<CKCMention> mentions,  String dbName,  String tableName  ) |
| 参数 | mentions – 提及接口数据集合  dbName – 数据库名称  tableName – 表名称 |
| 返回 | 是否成功创建提及  boolean |
| 异常 | CKCApiException |

## 知识图谱设计构建接口

**说明：**

定义或导入知识图谱的多层级、多类型的类（概念）体系，并进一步构建知识图谱模型体系，以知识提及的资源为基础，完成从提及到知识的实例化转化功能，实现知识图谱的半自动构建。

### 类相关接口

#### 获取实体类

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 获取某一图的所有实体类的集合。 |
| 方法 | HTTP GET /\_api/ckc/graph/{graphName}/ entity-class |
| 参数 | graphName：图的名称 |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “classes”: [  {  “name”: “class name”,  “type”: “entity”,  “attributes”: {“attr1”: “value1”, …},  “metadata”: {  “parent”: “parent class name”,  “property”: “value”  }  },  {…}  ]  “status”: “graph classes retrieved”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 获取某一图的所有实体类的集合。 |
| 方法 | CKCApi.CKCGraph.getEntityClasses() |
| 参数 | 无 |
| 返回 | 所有该图的满足条件的实体或事件类的集合，  Collection<CCKEntityClass<String, Object>> |
| 异常 | CKCApiException |

#### 获取事件类

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 获取某一图的所有事件类的集合。 |
| 方法 | HTTP GET /\_api/ckc/graph/{graphName}/ event-class |
| 参数 | graphName：图的名称 |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “classes”: [  {  “name”: “class name”,  “type”: “event”,  “attributes”: {“attr1”: “value1”, …},  “metadata”: {  “property”: “value”  }  },  {…}  ]  “status”: “graph classes retrieved”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 获取某一图的所有事件类的集合。 |
| 方法 | CKCApi.CKCGraph.getEventClasses() |
| 参数 | 无 |
| 返回 | 所有该图的满足条件的实体或事件类的集合，  Collection<CKCEventClass<String, Object>> |
| 异常 | CKCApiException |

#### 获取关系类

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 获取某一图的所有关系类的集合。 |
| 方法 | HTTP GET /\_api/ckc/graph/{graphName}/relation-classes |
| 参数 | graphName：图的名称 |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “relationClasses”: [  {  “name”: “relation class name”,  “from”: [“entity/event class”],  “to”: [“entity/event class”],  “attributes”: {“attr1”: “value1”, …},  “metadata”: {  “property”: “value”  }  }  ]  “status”: “graph relation classes retrieved”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 获取某一图的所有关系类的集合。 |
| 方法 | CKCApi.CKCGraph.getRelationClasses() |
| 参数 | 无 |
| 返回 | 所有该图的关系类的集合  Collection<CKCRelationClass<String, Object>> |
| 异常 | CKCApiException |

#### 添加实体类

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 为某个图添加实体类，若底层集合不存在，则同时创建实体集合。 |
| 方法 | HTTP POST /\_api/ckc/graph/{graphName}/entity-class |
| 参数 | graphName：图的名称 |
| Body | {  “class”: “className”,  “classType”: “entity”,  “attributes”: {“attr1”: “value1”, …},  “metadata”: {  “parent”: “parent class name”,  “source”: “source name”,  “property”: “value”  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “graph”: {  “\_id”: “graph id”,  “name”: “graph name”,  “relationClasses”: [  {  “name”: “relation class name”,  “from”: [entity/event class name list],  “to”: [entity/event class name list],  “attributes”: {“attr1”: “value1”, …},  “property”: “value”  },  {…}  ],  “entityClasses”: [  {  “name”: “class name”,  “type”: “entity”,  “attributes”: {“attr1”: “value1”, …},  “metadata”: {  “parent”: “parent class name”,  “property”: “value”  }  },  {…}  ],  “eventClasses”: [  {  “name”: “class name”,  “type”: “event”,  “attributes”: {“attr1”: “value1”, …},  “metadata”: {  “property”: “value”  }  }  ]  }  “status”: “graph entity class added”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 为某个图添加实体类，若底层集合不存在，则同时创建实体集合。 |
| 方法 | CKCApi.CKCGraph.createEntityClass(  CKCEntityClass<String, Object> entityClass  ) |
| 参数 | entityClass – 实体类 |
| 返回 | 该图的schema信息  CKCGraphSchema |
| 异常 | CKCApiException |

#### 添加事件类

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 为某个图添加事件类，若底层集合不存在，则同时创建事件集合。 |
| 方法 | HTTP POST /\_api/ckc/graph/{graphName}/event-class |
| 参数 | graphName：图的名称 |
| Body | {  “name”: “class name”,  “type”: “event”,  “attributes”: {“attr1”: “value1”, …},  “metadata”: {  “property”: “value”  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “graph”: {  CKC Graph Schema  }  “status”: “graph event class added”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 为某个图添加事件类，若底层集合不存在，则同时创建事件集合。 |
| 方法 | CKCApi.CKCGraph.createEventClass(  CKCEventClass<String, Object> eventClass  ) |
| 参数 | eventClass – 事件类 |
| 返回 | 该图的schema信息  CKCGraphSchema |
| 异常 | CKCApiException |

#### 添加关系类

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 为某个图添加关系类的定义，需包含关系两端的实体或事件类的集合。 |
| 方法 | HTTP POST /\_api/ckc/graph/{graphName}/relation-class |
| 参数 | graphName：图的名称 |
| Body | {  “name”: “relation class name”,  “from”: [“entity/event class”],  “to”: [“entity/event class”],  “attributes”: {“attr1”: “value1”, …},  “metadata”: {  “property”: “value”  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “graph”: {  CKC graph schema  }  “status”: “graph relation class added”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 为某个图添加关系类的定义，需包含关系两端的实体或事件类的集合。 |
| 方法 | CKCApi.CKCGraph.createRelationClass(  CKCRelationClass<String, Object> relationClass  ) |
| 参数 | relationClass – 关系类 |
| 返回 | 该图的schema信息  CKCGraphSchema |
| 异常 | CKCApiException |

#### 导入实体类

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 为某个图批量导入已有的实体类定义，需按格式指定信息来源字段。 |
| 方法 | HTTP POST /\_api/ckc/graph/{graphName}/entity-classes |
| 参数 | graphName：图的名称 |
| Body | {  “source”: “entity class source url”,  “config”: {  “nameField”: “name field”,  “attributeFields”: [“attribute field”, …],  “metadataFields”: [“meta field”, …]  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “graph”: {  CKC graph schema  }  “status”: “graph entity class imported”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 为某个图批量导入已有的实体类定义，需按格式指定信息来源字段。 |
| 方法 | CKCApi.CKCGraph.importEntityClasses(  String url,  Map<String, Object> config  ) |
| 参数 | url – 实体定义数据来源  config – 实体定义导入字段映射配置 |
| 返回 | 该图的schema信息  CKCGraphSchema |
| 异常 | CKCApiException |

#### 导入事件类

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 为某个图批量导入已有的事件类定义，需按格式指定信息来源字段。 |
| 方法 | HTTP POST /\_api/ckc/graph/{graphName}/event-classes |
| 参数 | graphName：图的名称 |
| Body | {  “source”: “event class source url”,  “config”: {  “nameField”: “name field”,  “attributeFields”: [“attribute field”, …],  “metadataFields”: [“meta field”, …]  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “graph”: {  CKC graph schema  }  “status”: “graph event class imported”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 为某个图批量导入已有的事件类定义，需按格式指定信息来源字段。 |
| 方法 | CKCApi.CKCGraph.importEventClasses(  String url,  Map<String, Object> config  ) |
| 参数 | url – 事件定义数据来源  config – 事件定义导入字段映射配置 |
| 返回 | 该图的schema信息  CKCGraphSchema |
| 异常 | CKCApiException |

#### 导入关系类

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 为某个图批量导入已有的关系类定义，需按格式指定信息来源字段。 |
| 方法 | HTTP POST /\_api/ckc/graph/{graphName}/relation-classes |
| 参数 | graphName：图的名称 |
| Body | {  “source”: “entity class source url”,  “config”: {  “nameField”: “name field”,  “toField”: “point to field”,  “fromField”: “point from field”,  “attributeFields”: [“attribute field”, …],  “metadataFields”: [“meta field”, …]  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “graph”: {  CKC graph schema  }  “status”: “graph relation class imported”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 为某个图批量导入已有的关系类定义，需按格式指定信息来源字段。 |
| 方法 | CKCApi.CKCGraph.importRelationClasses(  String url,  Map<String, Object> config  ) |
| 参数 | url – 关系定义数据来源  config – 关系定义导入字段映射配置 |
| 返回 | 该图的schema信息  CKCGraphSchema |
| 异常 | CKCApiException |

#### 删除实体类

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 删除在某个图中的实体类，可以选择同时删除对应的底层数据集合，类不能与其他类有关系定义，否则需先解除关系。 |
| 方法 | HTTP DELETE /\_api/CKC/graph/{graphName}/entity-class/{className} |
| 参数 | graphName：图的名称  className：实体类的名称  ?dropCollection=true：同时删除实体的集合 |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “graph”: {  CKC Graph Schema  }  “status”: “graph entity class removed”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 删除在某个图中的实体类，可以选择同时删除对应的底层数据集合，类必须不与其他类有关系定义，否则需先解除关系。 |
| 方法 | CKCApi.CKCGraph.removeEntityClass(  String className,  boolean dropCollection  ) |
| 参数 | className – 实体类的名称  dropCollection - 同时删除实体类的集合 |
| 返回 | 该图的schema信息  CKCGraphSchema |
| 异常 | CKCApiException |

#### 删除事件类

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 删除在某个图中的事件类，可以选择同时删除对应的底层数据集合，类不能与其他类有关系定义，否则需先解除关系。 |
| 方法 | HTTP DELETE /\_api/CKC/graph/{graphName}/event-class/{className} |
| 参数 | graphName：图的名称  className：事件类的名称  ?dropCollection=true：同时删除事件的集合 |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “graph”: {  CKC Graph Schema  }  “status”: “graph event class removed”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 删除在某个图中的事件类，可以选择同时删除对应的底层数据集合，类必须不与其他类有关系定义，否则需先解除关系。 |
| 方法 | CKCApi.CKCGraph.removeEventClass(  String className,  boolean dropCollection  ) |
| 参数 | className – 事件类的名称  dropCollection - 同时删除事件类的集合 |
| 返回 | 该图的schema信息  CKCGraphSchema |
| 异常 | CKCApiException |

#### 删除关系类

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 删除在某个图中的一个关系类的定义，可以选择同时删除对应的底层数据集合，删除关系类不影响所连接的实体或事件类及其实例。 |
| 方法 | HTTP DELETE /\_api/CKC/graph/{graphName}/relation-class/{relationClassName} |
| 参数 | graphName：图的名称  relationClassName：关系类的名称  ?dropCollection=true：同时删除关系的数据集合 |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “graph”: {  CKC Graph Schema  }  “status”: “graph relation class removed”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 删除在某个图中的一个关系类的定义，可以选择同时删除对应的底层数据集合，删除关系类不影响所连接的实体或事件类及其实例。 |
| 方法 | CKCApi.CKCGraph.removeRelationClass(  String relationClassName,  boolean dropCollection  ) |
| 参数 | relationClassName –关系类的名称  dropCollection - 同时删除关系的数据集合 |
| 返回 | 该图的更新schema信息  CKCGraphSchema |
| 异常 | CKCApiException |

### 图相关接口

#### 获取所有图schema

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 列表形式返回所有图的schema信息，包括实体和事件类及关系类。 |
| 方法 | HTTP GET /\_api/CKC/graph |
| 参数 | 无 |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “graphs”: [  {  CKC Graph Schema1  },  {  CKC Graph Schema2  }  ]  “status”: “all graphs listed”  }  } |

* 编程接口

|  |  |
| --- | --- |
| 功能 | 返回所有图的schema信息，包括实体或事件类及关系类。 |
| 方法 | CKCApi.getGraphs() |
| 参数 | 无 |
| 返回 | 所有图的schema信息和基本信息  Collection<CKCGraphSchema> |
| 异常 | CKCApiException |

#### 创建图

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 通过指定关系及实体或事件类来创建图结构，类对应于底层数据集合并包含元数据信息，新的类则创建空集合。 |
| 方法 | HTTP POST /\_api/CKC/graph |
| 参数 | 无 |
| Body | {  “data”: {  “name:”: “graph name”,  “relationClasses”: [  {  “name”: “relation class name”,  “from”: [entity/event class name list],  “to”: [entity/event class name list]  },  {…}  ]  “orphanClasses”: [ … ]  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  CKC Graph Schema  }  “status”: “graph created”  }  } |

* 编程接口

|  |  |
| --- | --- |
| 功能 | 通过指定关系及实体或事件类来创建图结构，类对应于底层数据集合，新的类则创建空集合。 |
| 方法 | CKCApi.createGraph(  String graphName,  Collection<CKCRelationClass> relationClasses,  Collection<String> orphanClasses  ) |
| 参数 | graphName - 图名称  relationClasses – 关系类的对象集合，包含所连接实体或事件  orphanClasses – 孤立类 |
| 返回 | 所创建的图的schema信息和基本信息  CKCGraphSchema |
| 异常 | CKCApiException |

#### 获取某一图schema

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 返回某一图的schema信息，包括实体或事件类及关系类。 |
| 方法 | HTTP GET /\_api/CKC/graph/{graphName} |
| 参数 | graphName：图的名称 |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “graph”: {  CKC Graph Schema  }  “status”: “graph found and returned”  }  } |

* 编程接口

|  |  |
| --- | --- |
| 功能 | 返回某一图的schema信息，包括实体或事件类及关系类。 |
| 方法 | CKCApi.CKCGraph.getSchema() |
| 参数 | 无 |
| 返回 | 图的schema信息和基本信息  CKCGraphSchema |
| 异常 | CKCApiException |

#### 删除图

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 根据某一图的名称删除图结构，可选择同时删除所含实体、事件和关系。 |
| 方法 | HTTP DELETE /\_api/CKC/graph/{graphName} |
| 参数 | graphName：图的名称  ?dropCollections=true：同时删除图的实体、事件、关系集合 |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “status”: “graph removed”  }  } |

* 编程接口

|  |  |
| --- | --- |
| 功能 | 根据某一图的名称删除图结构，可选择同时删除所含实体、事件和关系。 |
| 方法 | CKCApi.CKCGraph.drop(  boolean dropCollections  ) |
| 参数 | dropCollections – 是否同时删除图的实体、事件、关系集合 |
| 返回 | void |
| 异常 | CKCApiException |

## 知识图谱访问计算接口

**说明：**

根据知识图谱实例知识数据如实体、事件、关系等进行操作，设计针对集合和个体知识的增、删、改、查（CRUD）等基本管理与访问操作，支撑知识图谱数据的应用、计算、运营。

### 实例访问接口

#### 写入实体实例

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 在图的某个类下创建新实体实例，实体实例为JSON格式。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/class/{className} |
| 参数 | graphName：图的名称  className:实体类的名称 |
| Body | [  {Entity Instance}  ] |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “entity”: [“entity id”]  }  “status”: “entity created”  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 在图的某个类下创建新实体实例，实体实例为JSON格式。 |
| 方法 | CKCApi.CKCGraph.createEntities(  String className,  Collection<CKCEntity> entities  ) |
| 参数 | className – 实体类的名称  entities – 实体实例对象集合 |
| 返回 | 所创建实体的id集合  Collection<String> |
| 异常 | CKCApiException |

#### 写入事件实例

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 在图的某个类下创建新事件实例，事件实例为JSON格式。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/class/{className} |
| 参数 | graphName：图的名称  className:事件类的名称 |
| Body | [  {Event Instance}  ] |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “event”: [“event id”]  }  “status”: “event created”  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 在图的某个类下创建新事件实例，事件实例为JSON格式。 |
| 方法 | CKCApi.CKCGraph.createEvents(  String className,  Collection<CKCEvent> events  ) |
| 参数 | className – 事件类的名称  events– 事件实例对象集合 |
| 返回 | 所创建事件的id集合  Collection<String> |
| 异常 | CKCApiException |

#### 写入关系实例

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 在图的某个关系类下创建新关系实例，关系实例为包含两端实体实例ID的 JSON格式。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/relationClass/{relationClassName} |
| 参数 | graphName：图的名称  relationClassName:关系类的名称 |
| Body | {  “\_from”: “entity id1”,  “\_to”: “entity id2”,  “attribute”: “value”  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “relation”: “relation id”  }  “status”: “relation created”  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 在图的某个关系类下创建新关系实例，关系实例为包含两端实体实例ID的 JSON格式。 |
| 方法 | CKCApi.CKCGraph.createRelation (  String className,  CKCRelation relation  ) |
| 参数 | className – 关系类的名称  relation – 关系实例对象 |
| 返回 | 所创建关系实例的id  String |
| 异常 | CKCApiException |

#### 获取实体实例

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 获取图的某个类下的一个实体实例。 |
| 方法 | HTTP GET /\_api/CKC/graph/{graphName}/class/{className}/{entityId} |
| 参数 | graphName：图的名称  className：实体类的名称  entityId：实体实例的ID |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “entity”: {  “\_id”: “entity id”,  “attribute”: “value”  }  “status”: “entity retrieved”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 获取图的某个类下的一个实体实例。 |
| 方法 | CKCApi.CKCGraph.getEntity(  String className,  String entityId  ) |
| 参数 | className – 实体类的名称  entityId – 实体实例的ID |
| 返回 | 实体实例对象  CKCEntity |
| 异常 | CKCApiException |

#### 获取事件实例

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 获取图的某个类下的一个事件实例。 |
| 方法 | HTTP GET /\_api/CKC/graph/{graphName}/class/{className}/{eventId} |
| 参数 | graphName：图的名称  className：事件类的名称  eventId：事件实例的ID |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “event”: {  “\_id”: “event id”,  “attribute”: “value”  }  “status”: “event retrieved”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 获取图的某个类下的一个事件实例。 |
| 方法 | CKCApi.CKCGraph.getEvent(  String className,  String eventId  ) |
| 参数 | className – 事件类的名称  eventId – 事件实例的ID |
| 返回 | 事件实例对象  CKCEvent |
| 异常 | CKCApiException |

#### 获取关系实例

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 在图的某个关系类下获取关系实例信息。 |
| 方法 | HTTP GET /\_api/CKC/graph/{graphName}/relationClass/{relationClassName}/{relationId} |
| 参数 | graphName：图的名称  relationClassName:关系类的名称  relationId：关系实例的ID |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “relation”: {  “\_id”: “relation id”,  “\_from”: “entity id1”,  “\_to”: “entity id2”,  “attribute”: “value”  }  }  “status”: “relation retrieved”  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 在图的某个关系类下获取关系实例信息。 |
| 方法 | CKCApi.CKCGraph.getRelation (  String className,  String relationId  ) |
| 参数 | className – 关系类的名称  relationId – 关系实例的ID |
| 返回 | 关系实例对象  CKCRelation |
| 异常 | CKCApiException |

#### 获取实体实例集合（QL）

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 在图中获取满足一定条件的实体实例集合。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/entities |
| 参数 | graphName：图的名称 |
| Body | {  “classFilter”: [“class name”],  “attributeFilter”: {  “attr1”: {“op”: “<>”, “value”: “100”},  “attr2”: {“op”: “like”, “value”: “something”}  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “entities”: [  CKC Entity  ]  }  “status”: “entities retrieved”  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 在图中获取满足一定条件的实体实例集合。 |
| 方法 | CKCApi.CKCGraph.getEntities(  CKCEntityFilter filter  ) |
| 参数 | filter – 筛选实体集合的条件配置 |
| 返回 | 实体实例对象  Collection<CKCEntity> |
| 异常 | CKCApiException |

#### 获取事件实例集合（QL）

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 在图中获取满足一定条件的事件实例集合。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/events |
| 参数 | graphName：图的名称 |
| Body | {  “classFilter”: [“class name”],  “attributeFilter”: {  “attr1”: {“op”: “<>”, “value”: “100”},  “attr2”: {“op”: “like”, “value”: “something”}  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “events”: [  CKC Event  ]  }  “status”: “events retrieved”  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 在图中获取满足一定条件的事件实例集合。 |
| 方法 | CKCApi.CKCGraph.getEvents(  CKCEventFilter filter  ) |
| 参数 | filter – 筛选事件集合的条件配置 |
| 返回 | 事件实例对象  Collection<CKCEvent> |
| 异常 | CKCApiException |

#### 获取关系实例集合（QL）

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 在图中获取满足一定条件的关系实例集合。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/relations |
| 参数 | graphName：图的名称 |
| Body | {  “classFilter”: [“class name”],  “toClassFilter”: [],  “fromClassFilter”: []  “attributeFilter”: {  “attr1”: {“op”: “<>”, “value”: “100”},  “attr2”: {“op”: “like”, “value”: “something”}  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “relations”: [  CKC Relation  ]  }  “status”: “relations retrieved”  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 在图中获取满足一定条件的关系实例集合。 |
| 方法 | CKCApi.CKCGraph.getRelations(  CKCRelationFilter filter  ) |
| 参数 | filter – 筛选关系集合的条件配置 |
| 返回 | 关系实例对象  Collection<CKCRelation> |
| 异常 | CKCApiException |

#### 更新实体实例

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 更新图的某个类下的一个实体实例，需给出要更新的属性和值。 |
| 方法 | HTTP PATCH /\_api/CKC/graph/{graphName}/class/{className}/{entityId} |
| 参数 | graphName：图的名称  className：实体类的名称  entityId：实体实例的ID |
| Body | {  “attribute”: “new value”  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “entity”: {  “\_id”: “entity id”,  “attribute”: “new value”  }  “status”: “entity updated”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 更新图的某个类下的一个实体实例，需给出要更新的属性和值。 |
| 方法 | CKCApi.CKCGraph.updateEntity(  String className,  String entityId,  Map<String, Object> attrToUpdate  ) |
| 参数 | className – 实体类的名称  entityId – 实体实例的ID  attrToUpdate – 待更新属性和值 |
| 返回 | 实体实例对象  CKCEntity |
| 异常 | CKCApiException |

#### 更新事件实例

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 更新图的某个类下的一个事件实例，需给出要更新的属性和值。 |
| 方法 | HTTP PATCH /\_api/CKC/graph/{graphName}/class/{className}/{eventId} |
| 参数 | graphName：图的名称  className：事件类的名称  eventId：事件实例的ID |
| Body | {  “attribute”: “new value”  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “event”: {  “\_id”: “event id”,  “attribute”: “new value”  }  “status”: “event updated”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 更新图的某个类下的一个事件实例，需给出要更新的属性和值。 |
| 方法 | CKCApi.CKCGraph.updateEvent(  String className,  String eventId,  Map<String, Object> attrToUpdate  ) |
| 参数 | className – 事件类的名称  eventId – 事件实例的ID  attrToUpdate – 待更新属性和值 |
| 返回 | 事件实例对象  CKCEvent |
| 异常 | CKCApiException |

#### 更新关系实例

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 更新图的某个类下的一个关系实例，需给出要更新的属性和值。 |
| 方法 | HTTP PATCH /\_api/CKC/graph/{graphName}/relationClass/{relationClassName}/{relationId} |
| 参数 | graphName：图的名称  relationClassName:关系类的名称  relationId：关系实例的ID |
| Body | {  “attribute”: “new value”  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “relation”: {  “\_id”: “relation id”,  “\_from”: “entity id1”,  “\_to”: “entity id2”,  “attribute”: “new value”  }  “status”: “relation updated”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 更新图的某个类下的一个关系实例，需给出要更新的属性和值。 |
| 方法 | CKCApi.CKCGraph.updateRelation(  String relationClassName,  String relationId,  Map<String, Object> attrToUpdate  ) |
| 参数 | relationClassName – 关系类的名称  relationId – 关系实例的ID  attrToUpdate – 待更新属性和值 |
| 返回 | 关系实例对象  CKCRelation |
| 异常 | CKCApiException |

#### 更新实体实例集合（QL）

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 在图中更新满足一定条件的实体实例集合。 |
| 方法 | HTTP PATCH /\_api/CKC/graph/{graphName}/entities |
| 参数 | graphName：图的名称 |
| Body | {  “filter”: {  “classFilter”: [“class name”],  “attributeFilter”: {  “attr1”: {“op”: “<>”, “value”: “100”},  “attr2”: {“op”: “like”, “value”: “something”}  },  “attribute”: “new value”  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “entities”: [  {  “\_id”: “entity id”,  “attribute”: “new value”  }  ]  “status”: “entities updated”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 在图中更新满足一定条件的实体实例集合。 |
| 方法 | CKCApi.CKCGraph.updateEntities(  CKCEntityFilter filter,  Map<String, Object> attrToUpdate  ) |
| 参数 | filter – 筛选实体集合的条件配置  attrToUpdate - 待更新属性和值 |
| 返回 | 实体实例对象集合  Collection<CKCEntity> |
| 异常 | CKCApiException |

#### 更新事件实例集合（QL）

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 在图中更新满足一定条件的事件实例集合。 |
| 方法 | HTTP PATCH /\_api/CKC/graph/{graphName}/events |
| 参数 | graphName：图的名称 |
| Body | {  “filter”: {  “classFilter”: [“class name”],  “attributeFilter”: {  “attr1”: {“op”: “<>”, “value”: “100”},  “attr2”: {“op”: “like”, “value”: “something”}  },  “attribute”: “new value”  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “events”: [  {  “\_id”: “event id”,  “attribute”: “new value”  }  ]  “status”: “events updated”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 在图中更新满足一定条件的事件实例集合。 |
| 方法 | CKCApi.CKCGraph.updateEvents(  CKCEventFilter filter,  Map<String, Object> attrToUpdate  ) |
| 参数 | filter – 筛选事件集合的条件配置  attrToUpdate - 待更新属性和值 |
| 返回 | 事件实例对象集合  Collection<CKCEvent> |
| 异常 | CKCApiException |

#### 更新关系实例集合（QL）

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 在图中更新满足一定条件的关系集合。 |
| 方法 | HTTP PATCH /\_api/CKC/graph/{graphName}/relations |
| 参数 | graphName：图的名称 |
| Body | {  “filter”: {  “classFilter”: [“class name”],  “toClassFilter”: [],  “fromClassFilter”: []  “attributeFilter”: {  “attr1”: {“op”: “<>”, “value”: “100”},  “attr2”: {“op”: “like”, “value”: “something”}  },  }  “attribute”: “new value”  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “relations”: [  {  “\_id”: “relation id”,  “\_from”: “entity id1”,  “\_to”: “entity id2”,  “attribute”: “new value”  }  ]  “status”: “relation updated”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 在图中更新满足一定条件的关系集合。 |
| 方法 | CKCApi.CKCGraph.updateRelations(  CKCRelationFilter filter,  Map<String, Object> attrToUpdate  ) |
| 参数 | filter – 筛选关系集合的条件配置  attrToUpdate - 待更新属性和值 |
| 返回 | 关系对象集合  Collection<CKCRelation> |
| 异常 | CKCApiException |

#### 删除实体实例

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 删除图的某个类下的一个实体实例。 |
| 方法 | HTTP DELETE /\_api/CKC/graph/{graphName}/class/{className}/{entityId} |
| 参数 | graphName：图的名称  className：实体类的名称  entityId：实体实例的ID |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “removed”: true,  “status”: “entity removed”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 删除图的某个类下的一个实体实例。 |
| 方法 | CKCApi.CKCGraph.removeEntity(  String className,  String entityId  ) |
| 参数 | className – 实体类的名称  entityId – 实体实例的ID |
| 返回 | 实体实例是否被删除  boolean |
| 异常 | CKCApiException |

#### 删除事件实例

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 删除图的某个类下的一个事件实例。 |
| 方法 | HTTP DELETE /\_api/CKC/graph/{graphName}/class/{className}/{eventId} |
| 参数 | graphName：图的名称  className：事件类的名称  eventId：事件实例的ID |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “removed”: true,  “status”: “event removed”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 删除图的某个类下的一个事件实例。 |
| 方法 | CKCApi.CKCGraph.removeEvent(  String className,  String eventId  ) |
| 参数 | className – 事件类的名称  eventId – 事件实例的ID |
| 返回 | 事件实例是否被删除  boolean |
| 异常 | CKCApiException |

#### 删除关系实例

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 删除图的某个类下的一个关系实例。 |
| 方法 | HTTP DELETE /\_api/CKC/graph/{graphName}/relationClass/{relationClassName}/{relationId} |
| 参数 | graphName：图的名称  relationClassName：关系类的名称  relationId：关系实例的ID |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “removed”: true,  “status”: “relation removed”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 删除图的某个类下的一个关系实例。 |
| 方法 | CKCApi.CKCGraph.removeRelation(  String relationClassName,  String relationId  ) |
| 参数 | relationClassName – 关系类的名称  relationId – 关系实例的ID |
| 返回 | 关系实例是否被删除  boolean |
| 异常 | CKCApiException |

#### 删除实体实例集合（QL）

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 在图中删除满足一定条件的实体实例集合。 |
| 方法 | HTTP DELETE /\_api/CKC/graph/{graphName}/entities |
| 参数 | graphName：图的名称 |
| Body | {  “classFilter”: [“class name”],  “attributeFilter”: {  “attr1”: {“op”: “<>”, “value”: “100”},  “attr2”: {“op”: “like”, “value”: “something”}  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “removed”: true,  “status”: “entities removed”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 在图中删除满足一定条件的实体实例集合。 |
| 方法 | CKCApi.CKCGraph.deleteEntities(  CKCEntityFilter filter  ) |
| 参数 | filter – 筛选实体集合的条件配置 |
| 返回 | 实体实例是否被删除  boolean |
| 异常 | CKCApiException |

#### 删除事件实例集合（QL）

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 在图中删除满足一定条件的事件实例集合。 |
| 方法 | HTTP DELETE /\_api/CKC/graph/{graphName}/events |
| 参数 | graphName：图的名称 |
| Body | {  “classFilter”: [“class name”],  “attributeFilter”: {  “attr1”: {“op”: “<>”, “value”: “100”},  “attr2”: {“op”: “like”, “value”: “something”}  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “removed”: true,  “status”: “events removed”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 在图中删除满足一定条件的事件实例集合。 |
| 方法 | CKCApi.CKCGraph.deleteEvents(  CKCEventFilter filter  ) |
| 参数 | filter – 筛选事件集合的条件配置 |
| 返回 | 事件实例是否被删除  boolean |
| 异常 | CKCApiException |

#### 删除关系实例集合（QL）

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 在图中删除满足一定条件的关系集合。 |
| 方法 | HTTP DELETE /\_api/CKC/graph/{graphName}/relations |
| 参数 | graphName：图的名称 |
| Body | {  “classFilter”: [“class name”],  “toClassFilter”: [],  “fromClassFilter”: []  “attributeFilter”: {  “attr1”: {“op”: “<>”, “value”: “100”},  “attr2”: {“op”: “like”, “value”: “something”}  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “removed”: true,  “status”: “relations removed”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 在图中删除满足一定条件的关系集合。 |
| 方法 | CKCApi.CKCGraph.deleteRelations(  CKCRelationFilter filter  ) |
| 参数 | filter – 筛选关系集合的条件配置 |
| 返回 | 关系是否被删除  boolean |
| 异常 | CKCApiException |

### 实体链接接口

#### 实体消歧

* HTTP接口

|  |  |
| --- | --- |
| 功能 | 给定一个图和一个待消歧实体，返回图中与待消歧实体指代相同的实体。 |
| 方法 | HTTP POST /\_api/CKC/graph/entity\_disam |
| 参数 | 无 |
| Body | {  “graphName”: “graph name”,  “entity”: {  “attribute”: “value”  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “graphEntityId”: “entity id”,  “confidence”: 0.92  }  } |

* 编程接口

|  |  |
| --- | --- |
| 功能 | 在某一图中，输入一系列实体提及，返回所链接上的实体ID。 |
| 方法 | CKCApi.CKCGraph.entityDisam(  String graphName,  Map<String, String> entityAttr  ) |
| 参数 | graphName – 图的名称  entityAttr – 实体属性字典 |
| 返回 | 链接到的实体ID及置信度  Map<String, Object> |
| 异常 | CKCApiException |

#### 实体融合

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 给定一个图中的实体id，和待融合的新实体，返回融合计算后的实体。 |
| 方法 | HTTP POST /\_api/CKC/graph/entity\_fusion |
| 参数 | 无 |
| Body | {  “graphName”: “graph name”,  “graphEntityId”: “entity id”,  “newEntity”: {  “attribute”: “value”  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “\_id”: “entity id”,  “attribute”: “value”  }  } |

* 编程接口

|  |  |
| --- | --- |
| 功能 | 给定一个图中的实体id，和待融合的新实体，返回融合计算后的实体。 |
| 方法 | CKCApi.CKCGraph.entityFusion(  String graphName,  String entityId  Map<String, String> entityAttr  ) |
| 参数 | graphName – 图的名称  entityId – 给定实体ID  entityAttr – 新实体属性字典 |
| 返回 | 融合后的实体  CKCEntity |
| 异常 | CKCApiException |

#### 事件链接

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 在某一图中，输入一系列事件提及，返回所链接上的事件ID。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/class/{className}/event-linking |
| 参数 | graphName：图的名称  className：类的名称 |
| Body | {  “mentions”: [  { MentionStandardFormat }  ],  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “eventIds”: [“id1”, ”None”, ”id2”, … ]  “status”: “event linking finished”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 在某一图中，输入一系列事件提及，返回所链接上的事件ID。 |
| 方法 | CKCApi.CKCGraph.eventLinking(  String className,  Collection<CKCEventMention> mentions  ) |
| 参数 | className – 实体类型名称  mentions – 实体提及集合 |
| 返回 | 链接到的事件ID集合  Collection<String> |
| 异常 | CKCApiException |

### 图算法接口

#### 图的遍历

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 遍历一个图，需声明起始实体实例、关系类的集合、方向、策略、深度范围等参数。 |
| 方法 | HTTP POST /\_api/CKC/traversal |
| 参数 | 无 |
| Body | {  “graphName”: “graph name”,  “startEntity”: “entity id”,  “direction”: “outbound”,  “minDepth”: 2,  “strategy”: “depthfirst”  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “visited”: {  “entities”: [{entity1}, {entity2}],  “path”: [  {  “relations”: [{relation1}, {relation2}],  “entities”: [{entity1}, {entity2}]  },  {…}  ]  },  “status”: “traversal finished”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 遍历一个图，需声明起始实体实例、关系类的集合、方向、策略、深度范围等参数。 |
| 方法 | CKCApi.CKCGraph.traversal (  String graphName,  String startEntity,  String direction,  int minDepth,  String strategy  …  ) |
| 参数 | graphName – 图的名称  startEntity – 起始实体  direction – 遍历方向  minDepth – 最小深度  maxDepth – 最大深度  strategy – 遍历策略  … |
| 返回 | 遍历结果路径对象  CKCTraversalPath |
| 异常 | CKCApiException |

#### 路径检索（升级子图相关性排序）

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 给定一个图内的始末实体实例，和一个相关子图，返回所有可达的路径，并按子图相关性排序。可用于问答过程中答案归因，计算问题节点到答案节点的显式路径。 |
| 方法 | HTTP POST /\_api/CKC/paths |
| 参数 | 无 |
| Body | {  “graphName”: “graph name”,  “startEntityId”: “entity id1”,  “endEntityId”: “entity id2”,  “relatedSubGraph”: {  “entities”: [{entity1}, {entity2}, …]  “relations”: [  {  “id”: “relation id”,  “\_from”: “entity id1”,  “\_to”: “entity id2”,  “attribute”: “value”  },  {…}  ],  },  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “visited”: {  “entities”: [{start entity}, … , {end entity}],  “path”: [  {  “relations”: [{relation1}, {relation2}],  “entities”: [{entity1}, {entity2}],  “correlation”: 0.92  },  {…}  ]  },  “status”: “paths search finished”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 给定一个图内的始末实体实例，返回所有可达的路径。 |
| 方法 | CKCApi.CKCGraph.paths (  String startEntityId,  String endEntityId,  CKCSubGraph subGraph  ) |
| 参数 | startEntityId – 起始实体或事件实例的ID  endEntityId – 末尾实体或事件实例的ID  subGraph – 路径检索相关子图定义 |
| 返回 | 所有遍历结果路径对象  CKCTraversalPath |
| 异常 | CKCApiException |

#### 获取子图

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 根据图的某个实体或事件实例获取满足一定条件的子图，进而在领域知识图谱中，获取问题求解上下文相关的领域内知识脉络。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/class/{className}/{entityId}/subgraph |
| 参数 | graphName：图的名称  className：实体或事件类的名称  entityId：中心实体或事件实例  ?hopNum=5 ：子图包含的中心实体关系层数（默认为2） |
| Body | {  “entityFilter”: {  “classFilter”: [],  “attributeFilter”: {“attr1”: {“op”: “”, “value”: “”}, …}  },  “eventClassFilter”: {},  “relationClassFilter”: {}  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “subgraph”: {  “entities”: [{entity1}, {entity2}, …]  “relations”: [  {  “id”: “relation id”,  “\_from”: “entity id1”,  “\_to”: “entity id2”,  “attribute”: “value”  },  {…}  ],  },  “status”: “subgraph retrieved”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 根据图的某个实体或事件实例获取一定范围内的子图。 |
| 方法 | CKCApi.CKCGraph.subGraph (  String className,  String centerEntityId,  int hopNum,  CKCSubGraphFilter subGraphFilter  ) |
| 参数 | className - 实体或事件类的名称  centerEntityId– 中心实体或事件实例的ID  hopNum - 子图包含的中心实体关系层数（默认为2）  subGraphFilter – 子图筛选条件配置 |
| 返回 | 结果子图对象  CKCSubGraph |
| 异常 | CKCApiException |

#### 计算实例的关系数

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 计算图的某个实体或事件实例的双向关系数量。 |
| 方法 | HTTP GET /\_api/CKC/graph/{graphName}/class/{className}/{entityId}/degree |
| 参数 | graphName：图的名称  className：实体或事件类的名称  entityId：中心实体或事件实例 |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “degree”: {  “inDegree”: 5  “outDegree”: 3  },  “status”: “entity degree retrieved”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 计算图的某个实体或事件实例的双向关系数量。 |
| 方法 | CKCApi.CKCGraph.degrees (  String className,  String entityId  ) |
| 参数 | className - 实体或事件类的名称  entityId– 中心实体或事件实例的ID |
| 返回 | 实体或事件的双向关系数量  CKCDegree<String,int> |
| 异常 | CKCApiException |

#### 获取实例的邻居

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 获取图的某个实体或事件实例的所有邻居实例。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/class/{className}/{entityId}/neighbors |
| 参数 | graphName：图的名称  className：实体或事件类的名称  entityId：中心实体或事件实例 |
| Body | {  “direction”: “outbound/inbound/any”,  “entityFilter”: { },  “relationFilter”: { },  “minDepth”: 1,  “maxDepth”: 5  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “neighbors”: [“neighbor entity id”],  “status”: “entity neighbors retrieved”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 获取图的某个实体或事件实例的所有邻居实例。 |
| 方法 | CKCApi.CKCGraph.neighbors (  String className,  String entityId,  String direction,  Map<String, Object> entityFilter,  Map<String, Object> relationFilter,  int minDepth,  int maxDepth  ) |
| 参数 | className - 实体或事件类的名称  entityId – 中心实体或事件实例的ID  direction – 指明关系方向  entityFilter – 实例筛选条件  relationFilter – 关系筛选条件  minDepth – 允许检索的最小关系层级  maxDepth – 允许检索的最大关系层级 |
| 返回 | 实体或事件实例的邻居实例列表  Collection<String> |
| 异常 | CKCApiException |

#### 获取实例之间的共同邻居

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 获取图的某两个实体或事件实例的共同邻居实例。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/common-neighbors |
| 参数 | graphName：图的名称 |
| Body | {  “entity1”: “entity id 1”,  “entity2”: “entity id 2”,  “param1”: {entity1 filter options},  “param2”: {entity2 filter options}  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “commonNeighbors”: [“neighbor entity id”],  “status”: “entity common neighbors retrieved”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 获取图的某两个实体或事件实例的共同邻居实例。 |
| 方法 | CKCApi.CKCGraph.commonNeighbors (  String entityId1,  String entityId2,  Map<String, Object> entityOptions1,  Map<String, Object> entityOptions2  ) |
| 参数 | entityId1 – 实体或事件实例1的ID  entityId2 - 实体或事件实例2的ID  entityOptions1 – 实体或事件实例1的检索条件  entityOptions2 – 实体或事件实例2的检索条件 |
| 返回 | 实体或事件实例的共同邻居实例列表  Collection<String> |
| 异常 | CKCApiException |

#### 获取实例之间的最短路径

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 获取图的某两个实体或事件实例之间的最短路径。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/shortest-paths |
| 参数 | graphName：图的名称 |
| Body | {  “startEntity”: “start entity id”,  “endEntity2”: “end entity id”,  “options”: {  “direction”: “outbound/inbound/any”,  “weight”: “a relation attribute name”, （不指定，距离取1）  “entityFilter”: {},  “relationFilter”: {}  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “shortestPath”: [  {  “entities”: [“entity id”],  “relations”: [{relation attributes}],  “distance”: distance number}  }  ],  “status”: “shortest paths search finished”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 获取图的某两个实体或事件实例之间的最短路径。 |
| 方法 | CKCApi.CKCGraph.shortestPaths (  String startEntity,  String endEntity,  Map<String, Object> options  ) |
| 参数 | startEntity – 起始实例ID  endEntity – 末尾实例ID  options – 配置参数 |
| 返回 | 实体或事件始末实例的最短路径集合  Collection<CKCShortestPath> |
| 异常 | CKCApiException |

#### 计算实例的接近中心性

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 获取图的多个实体或事件实例的接近中心性（closeness）。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/closeness |
| 参数 | graphName：图的名称 |
| Body | {  “entities”: [“entity id”]  “options”: {  “direction”: “outbound/inbound/any”,  “weight”: “a relation attribute name”, （不指定，距离取1）  “entityFilter”: {},  “relationFilter”: {}  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “closeness”: {  “entity id1”: closeness1,  “entity id2”: closeness2,  …  },  “status”: “entities closeness retrieved”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 获取图的多个实体或事件实例的接近中心性（closeness）。 |
| 方法 | CKCApi.CKCGraph.closeness (  Collection<String> entityIds,  Map<String, Object> options  ) |
| 参数 | entityIds–实例ID集合  options – 配置参数 |
| 返回 | 实体或事件实例的接近中心性集合  Map<String, float> |
| 异常 | CKCApiException |

#### 计算实例的中介中心性

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 获取图的多个实体或事件实例的中介中心性（betweenness）。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/betweenness |
| 参数 | graphName：图的名称 |
| Body | {  “entities”: [“entity id”]  “options”: {  “direction”: “outbound/inbound/any”,  “weight”: “a relation attribute name”（不指定，距离取1）  }  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “betweenness”: {  “entity id1”: betweenness1,  “entity id2”: betweenness2,  …  },  “status”: “entities betweenness retrieved”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 获取图的多个实体或事件实例的中介中心性（betweenness）。 |
| 方法 | CKCApi.CKCGraph.betweenness (  Collection<String> entityIds,  Map<String, Object> options  ) |
| 参数 | entityIds–实例ID集合  options – 配置参数 |
| 返回 | 实体或事件实例的中介中心性集合  Map<String, float> |
| 异常 | CKCApiException |

## 图表示计算与推理接口

### 图定义接口

#### 图定义

|  |  |
| --- | --- |
| 功能 | 定义计算图的结构。 |
| 方法 | CKCApi.ComputeGraph(  int numEntities,  Collection<Map<String, String>> relations = null,  Map<String, CKCTensor> entityFeat = null,  Map<String, CKCTensor> relationFeat = null  ) |
| 参数 | numEntities：定义图的实体/事件实例数量  relations：关系集合  entityFeat：实体/事件实例特征  relationFeat：关系实例特征 |
| 返回 | 计算图对象  ComputeGraph |
| 异常 | CKCApiException |

#### 子图定义

|  |  |
| --- | --- |
| 功能 | 定义计算子图的结构。 |
| 方法 | CKCApi.ComputeSubGraph(  int numEntities,  Collection<Map<String, String>> relations = null,  Map<String, CKCTensor> entityFeat = null,  Map<String, CKCTensor> relationFeat = null,  Map<String, String> reindex=None  ) |
| 参数 | numEntities：定义图的实体/事件实例数量  relations：关系集合  entityFeat：实体/事件实例特征  relationFeat：关系实例特征  reindex:将父图实例ID映射到子图实例ID的字典 |
| 返回 | 计算子图对象  ComputeSubGraph |
| 异常 | CKCApiException |

#### 异构图定义

|  |  |
| --- | --- |
| 功能 | 定义异构图的结构。 |
| 方法 | CKCApi.HeterGraph(  int numEntities,  Collection<Map<String, String>> relations = null,  Map<String, CKCTensor> entityFeat = null,  Map<String, CKCTensor> relationFeat = null,  Collection<Map<String, String>> entityTypes=None  ) |
| 参数 | numEntities：定义图的实体/事件实例数量  relations：关系集合  entityFeat：实体/事件实例特征  relationFeat：关系实例特征  entityTypes：每个实体/事件实例的类型 |
| 返回 | 计算异构图对象  CKCHeterGraph |
| 异常 | CKCApiException |

#### 图封装

|  |  |
| --- | --- |
| 功能 | 进行图封装，提供虚拟图结构。 |
| 方法 | CKCApi.ComputeGraphWrapper(  String name,  String place,  Map<String, CKCTensor> entityFeat = null,  Map<String, CKCTensor> relationFeat = null,  ) |
| 参数 | name：图名称  place：使用GPU还是CPU  entityFeat：实体/事件实例特征  relationFeat：关系实例特征 |
| 返回 | 计算图封装对象  ComputeGraphWrapper |
| 异常 | CKCApiException |

#### 异构图封装

|  |  |
| --- | --- |
| 功能 | 进行异构图封装，提供虚拟异构图结构。 |
| 方法 | CKCApi.ComputeHeterGraphWrapper(  String name,  String place,  Map<String, CKCTensor> entityFeat = null,  Map<String, CKCTensor> relationFeat = null,  ) |
| 参数 | name：图名称  place：使用GPU还是CPU  entityFeat：实体/事件实例特征  relationFeat：关系实例特征 |
| 返回 | 计算异构图封装对象  ComputeHeterGraphWrapper |
| 异常 | CKCApiException |

### 图数据导入接口

|  |  |
| --- | --- |
| 功能 | 提供多种来源的图数据导入与图定义功能。 |
| 方法 | CKCApi.ComputeGraphLoader (  String type,  String source,  boolean symmetryEdges = true,  boolean selfLoop = true,  ) |
| 参数 | type：图数据来源类型  source：图数据来源地址  symmetryEdges：允许对称边  selfLoop：允许自连接边 |
| 返回 | 包含已定义图结构的图导入对象  ComputeGraphLoader |
| 异常 | CKCApiException |

#### 特征导入

|  |  |
| --- | --- |
| 功能 | 从图导入对象中获取实体的特征矩阵。 |
| 方法 | CKCApi.ComputeGraphLoader.getEntityFeature(  String entityID  ) |
| 参数 | entityID – 查询实体ID，如果为None则返回所有实体的特征矩阵 |
| 返回 | 图节点的特征矩阵  CKCTensor |
| 异常 | CKCApiException |

#### 邻接矩阵导入

|  |  |
| --- | --- |
| 功能 | 从图导入对象中获取邻接矩阵。 |
| 方法 | CKCApi.ComputeGraphLoader.getAdjacency() |
| 参数 | 无 |
| 返回 | 图数据的邻接矩阵  CKCTensor |
| 异常 | CKCApiException |

### 图神经网络表征接口

#### 图卷积神经网络GCN

|  |  |
| --- | --- |
| 功能 | 提供图卷积神经网络算法支持构建图向量表示模型。 |
| 方法 | CKCApi.Layers.gcn (  ComputeGraphWrapper graphWrapper,  CKCTensor feature,  int hiddenSize,  String activation  ) |
| 参数 | graphWrapper：封装计算图  feature：图初始化特征  hiddenSize：网络隐藏层数  activation：网络输出激活函数 |
| 返回 | 图表示张量  CKCTensor |
| 异常 | CKCApiException |

#### 图注意力神经网络GAT

|  |  |
| --- | --- |
| 功能 | 提供图注意力神经网络算法支持构建图向量表示模型。 |
| 方法 | CKCApi.Layers.gat (  ComputeGraphWrapper graphWrapper,  CKCTensor feature,  int hiddenSize,  String activation,  int headNum,  float featDrop,  float attentionDrop  ) |
| 参数 | graphWrapper：封装计算图  feature：图初始化特征  hiddenSize：网络隐藏层数  activation：网络输出激活函数  headNum：注意力头数  featDrop：特征Dropout率  attentionDrop：注意力Dropout率 |
| 返回 | 图表示张量  CKCTensor |
| 异常 | CKCApiException |

#### 图向量表征模型

|  |  |
| --- | --- |
| 功能 | 图向量表征模型，提供图的向量表征和动态更新。 |
| 方法 | CKCApi.GraphEmbedding (  ComputeGraphWrapper graphWrapper,  ComputeGraphLayer aggregateLayer,  CKCTensor feature,  int embedSize) |
| 参数 | graphWrapper：封装计算图  aggregateLayer: 图聚集函数  feature：图特征  hiddenSize：向量表征维数 |
| 返回 | 图向量表征模型  GraphEmbedding |
| 异常 | CKCApiException |

#### 图节点向量表征获取

|  |  |
| --- | --- |
| 功能 | 返回当前图的实体向量表征。 |
| 方法 | CKCApi.GraphEmbedding.getEntityEmbedding(NodeId nodeId=Null) |
| 参数 | nodeId： 查询实体Id,如果为Null则返回所有实体的向量表征 |
| 返回 | 图的实体向量表征  CKCTensor |
| 异常 | CKCApiException |

#### 图关系向量表征获取

|  |  |
| --- | --- |
| 功能 | 返回当前图的关系向量表征。 |
| 方法 | CKCApi.GraphEmbedding.getRelationEmbedding(RelationId relationId=Null) |
| 参数 | relationId： 查询关系Id,如果为Null则返回所有关系的向量表征 |
| 返回 | 图的关系向量表征  CKCTensor |
| 异常 | CKCApiException |

#### 图表征局部动态更新

|  |  |
| --- | --- |
| 功能 | 根据局部图结构的改变进行局部表征更新 |
| 方法 | CKCApi.GraphEmbedding.localUpdate(  String type,  Relation relation,  ) |
| 参数 | type：更新类型，增加/修改/删除  relation：更新的关系，包含头尾实体id和关系类型 |
| 返回 | 无 |
| 异常 | CKCApiException |

#### 图表征全局更新

|  |  |
| --- | --- |
| 功能 | 根据图结构的改变进行全局表征更新 |
| 方法 | CKCApi.GraphEmbedding.globalUpdate() |
| 参数 | 无 |
| 返回 | 无 |
| 异常 | CKCApiException |

### 图推理应用接口

#### 实体或事件分类模型训练

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 创建并训练一个节点多标签分类模型。 |
| 方法 | CKCApi.NodeClassifier(  DataLoader trainingData,  GraphEmbedding graphEmbedding,  Boolean embeddingTrainable=False  ) |
| 参数 | trainingData：训练数据加载器  graphEmbedding：图表征模型  embeddingTrainable：图表征是否为可训练参数（图表征在训练结束后会改变） |
| 返回 | 节点多标签分类模型和对应ID |
| 异常 | CKCApiException |

#### 实体或事件分类

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 以分类模型标识为参数，为一个新的实体或事件进行多标签分类。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/entity/{entityId}/multi-label |
| 参数 | graphName：计算图的名称  entityId：实体或事件的ID |
| Body | {  “task”: “task id” （多标签分类模型ID）  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “labels”: [  “class label 1”,  “class label 2”,  …  ],  “status”: “multi-label prediction finished”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 以分类模型标识为参数，为一个新的实体或事件进行多标签分类。 |
| 方法 | CKCApi.ComputeGraph.multiLabel(  String entityId  String taskId  ) |
| 参数 | entityId–实例ID  taskId – 实例分类任务模型ID |
| 返回 | 实体或事件实例的分类标签集合  Collection<String> |
| 异常 | CKCApiException |

#### 相似实体或事件搜索

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 利用图的特征向量表示，找出跟某个实例相似的实例集合。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/entity/{entityId}/similarity |
| 参数 | graphName：计算图的名称  entityId：实体或事件的ID |
| Body | {  “topK”: “2”  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “similarEntities”: [  {  “entity”: “entity id1”,  “similarity”: 0.99  },  {  “entity”: “entity id2”,  “similarity”: 0.92  }  ],  “status”: “similar entities search finished”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 利用图的特征向量表示，找出跟某个实例相似的实例集合。 |
| 方法 | CKCApi.ComputeGraph.similarity(  String entityId  int topK  ) |
| 参数 | entityId–实例ID  topK – 返回前K个最相似的实例 |
| 返回 | 前K个最相似实例集合  Collection<Map<String, Object>> |
| 异常 | CKCApiException |

#### 实体关系预测模型训练

|  |  |
| --- | --- |
| 功能 | 创建并训练一个实体关系预测模型。 |
| 方法 | CKCApi.RelationClassifier(  DataLoader trainingData,  GraphEmbedding graphEmbedding,  Boolean embeddingTrainable=False,  Boolean pathRequire=False  ) |
| 参数 | trainingData：训练数据加载器  graphEmbedding：图表征模型  embeddingTrainable：图表征是否为可训练参数（图表征在训练结束后会改变）  pathRequire：关系预测结果是否需要给出推理路径 |
| 返回 | 实体关系预测模型和对应ID |
| 异常 | CKCApiException |

#### 实体关系预测

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 以关系预测模型标识为参数，为一对新的实体或事件进行关系预测。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/relation-prediction |
| 参数 | graphName：计算图的名称 |
| Body | {  “entity1”: “entity id1”,  “entity2”: “entity id2”,  “task”: “task id” （关系预测模型ID）  “topK”: 2,  “pathRequire”: False  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “relationPrediction”: [  {  “relation”: “relation class1”,  “from”: “entity id1”,  “to”: “entity id2”,  “confidence”: 0.99,  “path”:None  },  {  “relation”: “relation class2”,  “from”: “entity id1”,  “to”: “entity id2”,  “confidence”: 0.92,  “path”:None  }  ],  “status”: “relation prediction finished”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 以关系预测模型标识为参数，为一对新的实体或事件进行关系预测。 |
| 方法 | CKCApi.ComputeGraph.relationPrediction(  String entityId1,  String entityId2,  String taskId,  int topK,  Boolean pathRequire=False  ) |
| 参数 | entityId–实例ID  taskId - 关系预测模型ID  topK – 返回前K个最可能的关系  pathRequire – 是否返回推理路径结果 |
| 返回 | 前K个最可能的关系集合  Collection<Map<String, Object>> |
| 异常 | CKCApiException |

#### 子图模式搜索

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 输入一个局部子图，在全局图中检索相似特征模式的其他子图。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/pattern-search |
| 参数 | graphName：计算图的名称 |
| Body | {  “pattern”: {  “entities”: [“entity id”],  “relations”: [{relation}]  },  “topK”: 2  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “patterSearch”: [  {  “entities”: [“entity id”],  “relations”: [{relation}],  “similarity”: 0.85  },  {  “entities”: [“entity id”],  “relations”: [{relation}],  “similarity”: 0.77  }  ],  “status”: “pattern search finished”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 输入一个局部子图，在全局图中检索相似特征模式的其他子图。 |
| 方法 | CKCApi.ComputeGraph.patternSearch(  CKCSubGraph pattern,  int topK  ) |
| 参数 | pattern – 模式子图  topK – 返回前K个最可能的关系 |
| 返回 | 前K个最相似的模式子图集合  Collection<CKCSubGraph> |
| 异常 | CKCApiException |

#### 图的聚类

* + HTTP接口

|  |  |
| --- | --- |
| 功能 | 根据图的向量表示以高内聚低耦合的标准将图分为若干个子图。 |
| 方法 | HTTP POST /\_api/CKC/graph/{graphName}/clusters |
| 参数 | graphName：计算图的名称 |
| Body | {  “clusterNum”: 3  } |
| 返回 | {  “code”: “response code”,  “message”: “response code message”,  “result”: {  “clusters”: [  {  “entities”: [“entity id”],  “relations”: [{relation}],  },  {  “entities”: [“entity id”],  “relations”: [{relation}],  }  ],  “status”: “graph clustering finished”  }  } |

* + 编程接口

|  |  |
| --- | --- |
| 功能 | 根据图的向量表示将图分为若干个子图。 |
| 方法 | CKCApi.ComputeGraph.clusters(  int clusterNum  ) |
| 参数 | clusterNum – 待聚类出的子图数量 |
| 返回 | 子图集合  Collection<ComputeSubGraph> |
| 异常 | CKCApiException |

#### 主动学习包装器

|  |  |
| --- | --- |
| 功能 | 使一个节点分类模型或关系预测模型成为可主动请求新数据的模型 |
| 方法 | CKCApi.ActiveLearner(  ComputeGraph basicLearner  ) |
| 参数 | basicLearner – 基本学习模型 |
| 返回 | 主动学习模型  ActiveLearner |
| 异常 | CKCApiException |

#### 主动学习模型接收新数据

|  |  |
| --- | --- |
| 功能 | 使一个节点分类模型或关系预测模型成为可主动请求新数据的模型 |
| 方法 | CKCApi.ActiveLearner.feed(  DataLoader trainingData  )· |
| 参数 | trainingData – 新的训练数据 |
| 返回 | 无 |
| 异常 | CKCApiException |

#### 主动学习模型请求新数据

|  |  |
| --- | --- |
| 功能 | 使一个节点分类模型或关系预测模型成为可主动请求新数据的模型 |
| 方法 | CKCApi.ActiveLearner.require(  int batchNum  ) |
| 参数 | batchNum – 请求标注数据的数量 |
| 返回 | 请求新标注数据  Collection<Data> |
| 异常 | CKCApiException |

#### 导出当前学习模型

|  |  |
| --- | --- |
| 功能 | 使一个节点分类模型或关系预测模型成为可主动请求新数据的模型 |
| 方法 | CKCApi.ActiveLearner.basicLearner() |
| 参数 | 无 |
| 返回 | 基本学习模型  ComputeGraph |
| 异常 | CKCApiException |

## 人机交互接口

智能问答应用基于以上各课题知识学习与计算接口的交互逻辑：

![](data:image/png;base64,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)

图2-1 智能问答人机交互与系统内部接口调用逻辑