**Wstęp**

Wybrana przeze mnie baza danych to wyniki studentów ze wstępnego egzaminu.

Zawiera ona 9 kolumn:

* gender - płeć badanego
* race/ethnicity - pochodzenie etniczne
* parental level of education(klasa) - wykształcenie rodziców
* lunch - nie bardzo wiem, więc klasa została usunięta
* test preparation course - czy student podszedł do kursu przygotowawczego
* math score - wynik z matematyki
* writing score - wynik z pisania
* reading score - wynik z czytania

Celem projektu będzie sprawdzenie czy za pomocą względnie losowych danych można przewidywać odpowiednie klasy. W tym wypadku będę starał się nauczyć mój model przewidywać czy rodzice studentów mają wyższe czy niższe wykształcenie.

**Przetwarzanie i obróbka danych**

Zamieniam edukację na dwie klasy wyzsza/srednia

for (i in 1:nrow(db[3])) {

if (db[3][i, ] == uniqueEducationValues[1] ||

db[3][i, ] == uniqueEducationValues[2] ||

db[3][i, ] == uniqueEducationValues[3] ||

db[3][i, ] == uniqueEducationValues[4]) {

db[3][i, ] = "higher"

} else {

db[3][i, ] = "high"

}

}

Zamieniam stringi na number:

db$gender <-

sapply(as.character(db$gender),

switch,

'male' = 0,

'female' = 1)

db$`race/ethnicity` <-

sapply(

as.character(db$`race/ethnicity`),

switch,

'group A' = 0,

'group B' = 1,

'group C' = 2,

'group D' = 3,

'group E' = 4

)

db$`test preparation course` <-

sapply(

as.character(db$`test preparation course`),

switch,

'none' = 0,

'completed' = 1

)

Usuwam kolumnę lunch, bo nie jest mi ona potrzebna do moich badań

db$`lunch` <- NULL

Zmieniam nazwę kolumny, bo uważam, że jest łatwiejsza do zrozumienia i krótsza

colnames(db)[which(names(db) == "parental level of education")] <-

"education"

Zmieniam kolejność kolumn, tak aby edukacja rodziców była na końcu

db <- db[, c(1, 2, 4, 5, 6, 7, 3)]

db <- as.data.frame(db)

**Klasyfikatory**

Zastosowałem cztery klasyfikatory:

1. **Knn**

knn.3 <- knn(db.train,

db.test,

cl = train\_label,

k = 3,

prob = FALSE)

knn.predicted <- knn.3

1. **Naive Bayes**

nbayes <- naiveBayes(db.train, as.factor(train\_label))

nbayes.predicted <- predict(nbayes, db.test)

1. **Conditional Tree**

myFormula <-

factor(train\_label) ~ gender + race.ethnicity + test.preparation.course + math.score + reading.score + writing.score

db\_ctree <- ctree(myFormula, data = db.train)

tree.predicted <-

predict(db\_ctree, newdata = db.test, type = "response")

1. **Rpart2**

model\_rpart2 <- train(db.train, train\_label, method = 'rpart2')

cart.predictions <- predict(object = model\_rpart2, db.test)

Sprawdzalność klasyfikatorów:
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Sprawdzalność klasyfikatorów oscyluje w granicach 60%.

Macierz błędu:

True-Positive (TP - prawdziwie pozytywna): Przewidziano klasę high w rzeczywistości też jest high.

True-Negative (TN - prawdziwie negatywna): Przewidziano klasę negatywną, w tym wypadku higher został sklasyfikowany jako higher.

False-Positive (FP - fałszywie pozytywna): Przewidziano klasę higher, a realna wartość była high.

False-Negative (FN - fałszywie negatywna): Przewidziano klasę high,a realna wartość była higher.

SE = TPR 1 – SE = FNR

SP = TNR 1‐SP = FPR

Błąd I rodzaju to sytuacja gdy przewidujemy klasę higher gdy w rzeczywistości klasa powinna być high.

Błąd II rodzaju to sytuacja gdy przewidujemy klasę high gdy w rzeczywistości klasa powinna być higher.

Im więcej błędów I rodzaju tym większe jest FPR. Natomiast im większy błąd II rodzaju tym większe jest TPR.

W moim projekcie nie ma znaczenia, który błąd częściej wystąpi(Nie ma różnicy czy sklasyfikujemy rodziców jako ludzie z wyższym czy niższym wykształceniem). W moim badaniu ważniejsza jest sprawdzalność.

![](data:image/png;base64,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)

Najbliżej idealnego klasyfikatora jest Nbayes, poniewaz jest najbliżej pkt(0,1)

**Grupowanie**
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kod:

db.log <- log(db\_normalized)

db.log <- db.log[is.finite(rowSums(db.log)),]

db.log$gender <- NULL

db.log$test.preparation.course <- NULL

db.scale <- scale(db.log, center=TRUE)

db.pca <- prcomp(db.scale)

db.final <- predict(db.pca)

db.final <- db.final[,1:4]

db.kmeans <- kmeans(db.final, 2)

table(db.kmeans[["cluster"]])

plot(db.final, col = db.kmeans[["cluster"]],

main="k-srednich")

points(db.kmeans[["centers"]], col = 1:2, pch = 16, cex=1.5)

Algorytm dobrze wydzielił dwie grupy. Centroidy zostały wyliczone w punktach:

PC1 PC2 PC3 PC4

1 0.8138903 0.01571815 -0.02633775 -0.02202207

2 -2.0430307 -0.03945577 0.06611313 0.05527990

Klasy rzeczywiste pokrywają się w pewnym stopniu z klasami wydzielonnymi

![](data:image/png;base64,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)

**Asocjacje**

Kod szukający :

rules <- apriori(raDB, parameter = list(support = 0.1,conf = 0.7,target = "rules"))

Można zmieniać support i conf.

Ciekawe Asocjacje:

Support: 0.1

Confidence: 0.71

{race/ethnicity=4} => {education=higher}

Support: 0.4

Confidence: 0.62

{test preparation course=0} => {education=higher}

Support: 0.33

Confidence: 0.52

{test preparation course=0} => {gender=1}

Wszystkie wypisane asocjację są bardzo ciekawe, jednak w pierwszej nasz support wynosi tylko 0.1 więc występowalność jest mała.

**Wnioski**

Badanie przeszło moje oczekiwania. Względnie losowe dane pozwalają nam z 64% skutecznością zaklasyfikować elementy. W moim przypadku - pochodzenie etniczne, wyniki z matematyki, pisania, czytania, płeć oraz to czy osoba przystąpiła do kursu przygotowawczego pozwala przewidzieć czy rodzice tej osoby mają wyższe czy średnie wykształcenie, ze sprawdzalnością 64%. Najlepiej sprawdziły się klasyfikatory knn oraz cTree. Oprócz tego, że zaskoczyła mnie względnie wysoka sprawdzalność, to reguły asocjacyjne, które można znaleźć w sprawozdaniu też są bardzo ciekawe. Chociażby to, że często dzieci ludzi z wyższym wykształceniem nie podchodzili do kursu przygotowawczego.