**CHAPTER 1**

**TYPES, VARIABLES, AND STANDARD I/O: LOST FORTUNE**

**INTRODUCING C++**

C++ is leveraged by millions of programmers around the world. It’s one of the most popular languages for writing computer applications—and the most popular language for writing big-budget computer games.

Created by Bjarne Stroustrup, C++ is a direct descendant of the C language. In fact, C++ retains almost all of C as a subset. However, C++ offers better ways to do things as well as some brand-new capabilities.

**Using C++ for Games**

There are a variety of reasons why game programmers choose C++. Here are a few:

* It’s fast. Well-written C++ programs can be blazingly fast. One of C++’s design goals is performance. And if you need to squeeze out even more performance from your programs, C++ allows you to use assembly language—the lowest-level, human-readable programming language - to communicate directly with the computer’s hardware.
* It’s flexible. C++ is a multi-paradigm language that supports different styles of programming, including object-oriented programming. Unlike some other modern languages, though, C++ doesn’t force one particular style on a programmer.
* It’s well-supported. Because of its long history in the game industry, there’s a large pool of assets available to the C++ game programmer, including graphics APIs and 2D, 3D, physics, and sound engines. All of this pre-existing code can be leveraged by a C++ programmer to greatly speed up the process of writing a new game.

**Creating an Executable File**

The file that you run to launch a program—whether you’re talking about a game or a business application—is an executable file. There are several steps to creating an executable file from C++ source code (a collection of instructions in the C++ language). The process is illustrated in Figure 1.1.

***Figure 1.1***

*The creation of an executable*

*file from C++ source code.*
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1. First, the programmer uses an editor to write the C++ source code, a file that usually has the extension .cpp. The editor is like a word processor for programs; it allows a programmer to create, edit, and save source code.
2. After the programmer saves a source file, he or she invokes a C++ compiler—an application that reads source code and translates it into an object file. Object files usually have the extension .obj.
3. Next, a linker links the object file to any external files as necessary, and then creates the executable file, which generally ends with the extension .exe. At this point, a user (or gamer) can run the program by launching the executable file.

**Dealing with Errors**

When I described the process for creating an executable from C++ source, I left out one minor detail: errors. If to err is human, then programmers are the most human of us. Even the best programmers write code that generates errors the first (or fifth) time through. Programmers must fix the errors and start the entire process over. Here are the basic types of errors you’ll run into as you program in C++:

* **Compile errors**. These occur during code compilation. As a result, an object file is not produced. These can be syntax errors, meaning that the compiler doesn’t understand something. They’re often caused by something as simple as a typo. Compilers can issue warnings, too. Although you usually don’t need to heed the warnings, you should treat them as errors, fix them, and recompile.
* **Link errors**. These occur during the linking process and may indicate that something the program references externally can’t be found. These errors are usually solved by adjusting the offending reference and starting the compile/link process again.
* **Run-time errors**. These occur when the executable is run. If the program does something illegal, it can crash abruptly. But a more subtle form of run-time error, a logical error, can make the program simply behave in unintended ways. If you’ve ever played a game where a character walked on air (that is, a character who shouldn’t be able to walk on air), then you’ve seen a logical error in action.

**WRITING YOUR FIRST C++ PROGRAM**

**// Game Over**

**// A first C++ program**

**#include <iostream>**

**int main()**

**{**

**std::cout << "Game Over!" << std::endl;**

**return 0;**

**}**

**Game Over!**

**Commenting Code**

The first two lines of the program are comments.

**// Game Over**

**// A first C++ program**

Comments are completely ignored by the compiler; they’re meant for humans. They can help other programmers understand your intentions. But comments can also help you. They can remind you how you accomplished something that might not be clear at first glance.

You can create a comment using two forward slashes in a row ( **//** ). Anything after this on the rest of the physical line is considered part of the comment. This means you can also include a comment after a piece of C++ code, on the same line.

**Hint**

*You can also use what are called* ***C-style comments****, which can span multiple lines. All you have*

*to do is start the comment with* **/\*** *and end it with* **\*/** *. Everything in between the two markers is*

*part of the comment.*

**Using Whitespace**

The next line in the program is a blank line. The compiler ignores blank lines. In fact, compilers ignore just about all ***whitespace*** - ***spaces***, ***tabs***, and ***new lines***. Like comments, whitespace is just for us humans.

Judicious use of whitespace helps make programs clearer. For example, you can use blank lines to separate sections of code that belong together. I also use whitespace (a tab, to be precise) at the beginning of the two lines between the curly braces to set them off.

**Including Other Files**

The next line in the program is a preprocessor directive. You know this because the line begins with the **#** symbol.

**#include <iostream>**

The preprocessor runs before the compiler does its thing and substitutes text based on various directives. In this case, the line involves the #include directive, which tells the preprocessor to include the contents of another file.

I include the file **iostream**, which is part of the standard library, because it contains code to help me display output. I surround the filename with less than ( **<** ) and greater than ( **>** ) characters to tell the compiler to find the file where it keeps all the files that came with the compiler. A file that you include in your programs like this is called a header file.

**Defining the main() Function**

The next non-blank line is the header of a function called **main()**.

**int main()**

A function is a group of programming code that can do some work and return a value. In this case, **int** indicates that the function will return an integer value. All function headers have a pair of parentheses after the function name.

All C++ programs must have a function called **main()**, which is the starting point of the program. The real action begins here.

The next line marks the beginning of the function.

**{**

And the very last line of the program marks the end of the function.

**}**

All functions are delimited by a pair of curly braces, and everything between them is part of the function. Code between two curly braces is called a block and is usually indented to show that it forms a unit. The block of code that makes up an entire function is called the body of the function.

**Displaying Text through the Standard Output**

The first line in the body of **main()** displays **Game Over!** , followed by a new line, in the console window.

**std::cout << "Game Over!" << std::endl;**

"**Game Over!**" is a string—a series of printable characters. Technically, it’s a string literal, meaning it’s literally the characters between the quotes.

**cout** is an object, defined in the file **iostream** , that’s used to send data to the standard output stream. In most programs (including this one), the standard output stream simply means the console window on the computer screen.

I use the output operator ( **<<** ) to send the string to **cout** . You can think of the output operator like a funnel; it takes whatever’s on the open side and funnels it to the pointy side. So the string is funneled to the standard output—the screen.

I use **std** to prefix **cout** to tell the compiler that I mean **cout** from the standard library. **std** is a namespace. You can think of a namespace like an area code of a phone number - it identifies the group to which something belongs. You prefix a namespace using the scope resolution operator ( **::** ).

Finally, I send **std::endl** to the standard output. **endl** is defined in iostream and is also an object in the std namespace. Sending **endl** to the standard output acts like pressing the Enter key in the console window. In fact, if I were to send another string to the console window, it would appear on the next line.

I understand this might be a lot to take in, so check out Figure 1.3 for a visual representation of the relationship between all of the elements I’ve just described.
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***Figure 1.3***

*An implementation of Standard C++ includes a set of files called the standard library, which includes*

*the file* **iostream***, which defines various things including the object* **cout** *.*

**Terminating Statements**

You’ll notice that the first line of the function ends with a semicolon ( **;** ). That’s because the line is a statement - the basic unit controlling the execution flow. All of your statements must end with a semicolon - otherwise, your compiler will complain with an error message and your program won’t compile.

**Returning a Value from main( )**

The last statement in the function returns 0 to the operating system.

**return 0;**

Returning **0** from **main()** is a way to indicate that the program ended without a problem. The operating system doesn’t have to do anything with the return value. In general, you can simply return **0** like I did here.

**WORKING WITH THE STD NAMESPACE**

**// Game Over 2.0**

**// Demonstrates a using directive**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**cout << "Game Over!" << std::endl;**

**return 0;**

**}**

**Game Over!**

**Employing a using Directive**

The program starts in the same way. I use two opening comments and then include **iostream** for output. But next, I have a new type of statement.

**using namespace std;**

This **using** directive gives me direct access to elements of the **std** namespace. Again, if a namespace is like an area code, then this line says that all of the elements in the **std** name-space should be like local phone numbers to me now. That is, I don’t have to use their area code (the **std::** prefix) to access them.

I can use **cout** and **endl** , without any kind of prefix. This might not seem like a big deal to you now, but when you have dozens or even hundreds of references to these objects, you’ll thank me.

**Introducing the Game Over 3.0 Program**

**// Game Over 3.0**

**// Demonstrates using declarations**

**#include <iostream>**

**using std::cout;**

**using std::endl;**

**int main()**

**{**

**cout << "Game Over!" << endl;**

**return 0;**

**}**

**Game Over!**

**Employing using Declarations**

In this version, I write two using declarations.

**using std::cout;**

**using std::endl;**

By declaring exactly which elements from the **std** namespace I want local to my program, I’m able to access them directly, just as in ***Game Over 2.0***. Although it requires more typing than a **using** directive, the advantage of this technique is that it clearly spells out those elements I plan to use. Plus, it doesn’t make local a bunch of other elements that I have no intention of using.

**Understanding When to Employ using**

Okay, you’ve seen two ways to make elements from a namespace local to your program. But which is the best technique?

A language purist would say you shouldn’t employ either version of **using** and that you should always prefix each and every element from a namespace with its identifier. In my opinion, that’s like calling your best friend by his first and last name all the time. It just seems a little too formal.

If you hate typing, you can employ the **using** directive. A decent compromise is to employ using declarations. In this book, I’ll employ the **using** directive most of the time for brevity’s sake.

**USING ARITHMETIC OPERATORS**

**// Expensive Calculator**

**// Demonstrates built-in arithmetic operators**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**cout << "7 + 3 = " << 7 + 3 << endl;**

**cout << "7 - 3 = " << 7 - 3 << endl;**

**cout << "7 \* 3 = " << 7 \* 3 << endl;**

**cout << "7 / 3 = " << 7 / 3 << endl;**

**cout << "7.0 / 3.0 = " << 7.0 / 3.0 << endl;**

**cout << "7 % 3 = " << 7 % 3 << endl;**

**cout << "7 + 3 \* 5 = " << 7 + 3 \* 5 << endl;**

**cout << "(7 + 3) \* 5 = " << (7 + 3) \* 5 << endl;**

**return 0;**

**}**

**7 + 3 = 10**

**7 - 3 = 4**

**7 \* 3 = 21**

**7 / 3 = 2**

**7.0 / 3.0 = 2.33333**

**7 % 3 = 1**

**7 + 3 \* 5 = 22**

**(7 + 3) \* 5 = 50**

**Adding, Subtracting, and Multiplying**

I use the built-in arithmetic operators for addition (the plus sign, **+**), subtraction (the minus sign, **-**), and multiplication (an asterisk, **\***).

Each arithmetic operator is part of an expression - something that evaluates to a single value. So, for example, the expression **7 + 3** evaluates to 10, and that’s what is sent to **cout**.

**Understanding Integer and Floating Point Division**

The symbol for division is the forward slash ( **/** ), so that’s what I use in the next line of code. However, the output might surprise you. According to C++ (and that expensive gaming rig), **7** divided by **3** is **2**. What’s going on? Well, the result of any arithmetic calculation involving only integers (numbers without fractional parts) is always another integer. And since **7** and **3** are both integers, the result must be an integer. The fractional part of the result is thrown away.

To get a result that includes a fractional part, at least one of the values needs to be a floating point (a number with a fractional part). I demonstrate this in the next line with the expression **7.0 / 3.0** . This time the result is a more accurate **2.33333**.

**Trap**

*You might notice that while the result of* **7.0 / 3.0** (**2.33333**) *includes a fractional part, it is still*

*truncated. (The true result would stretch out* **3** *s after the decimal point forever.) It’s important to*

*know that computers generally store only a limited number of significant digits for floating point*

*numbers. However, C++ offers categories of floating point numbers to meet the most demanding*

*needs - even those of computationally intensive 3D games.*

**Using the Modulus Operator**

In the next statement, I use an operator that might be unfamiliar to you - the modulus operator ( **%** ). The modulus operator returns the remainder of integer division. In this case, **7 % 3** produces the remainder of **7 / 3** , which is **1**.

**Understanding Order of Operations**

Just as in algebra, arithmetic expressions in C++ are evaluated from left to right. But some operators have a higher precedence than others and are evaluated first, regardless of position. Multiplication, division, and modulus have equal precedence, which is higher than the precedence level that addition and subtraction share.

The next line of code provides an example to help drive this home. Because multiplication has higher precedence than addition, you calculate the results of the multiplication first. So the expression **7 + 3 \* 5** is equivalent to **7 + 15**, which evaluates to **22**.

If you want an operation with lower precedence to occur first, you can use parentheses, which have higher precedence than any arithmetic operator. So in the next statement, the expression **(7 + 3) \* 5** is equivalent to **10 \* 5**,which evaluates to **50**.

**Hint**

*For a list of C++ operators and their precedence levels, see Appendix B, “Operator Precedence.”*

**DECLARING AND INITIALIZING VARIABLES**

**// Game Stats**

**// Demonstrates declaring and initializing variables**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**int score;**

**double distance;**

**char playAgain;**

**bool shieldsUp;**

**short lives, aliensKilled;**

**score = 0;**

**distance = 1200.76;**

**playAgain = 'y';**

**shieldsUp = true;**

**lives = 3;**

**aliensKilled = 10;**

**double engineTemp = 6572.89;**

**cout << "\nscore: " << score << endl;**

**cout << "\ndistance: " << distance << endl;**

**cout << "\nplayAgain: " << playAgain << endl;**

**// Skipping shieldsUp since you don't generally print Boolean values**

**cout << "\nlives: " << lives << endl;**

**cout << "\naliensKilled: " << aliensKilled << endl;**

**cout << "\nengineTemp: " << engineTemp << endl;**

**int fuel;**

**cout << "\nHow much fuel? ";**

**cin >> fuel;**

**cout << "fuel: " << fuel << endl;**

**typedef unsigned short int ushort;**

**ushort bonus = 10;**

**cout << "\nbonus: " << bonus << endl;**

**return 0;**

**}**

**score: 0**

**distance: 1200.76**

**playAgain: y**

**lives: 3**

**aliensKilled: 10**

**engineTemp: 6572.89**

**How much fuel? 78**

**fuel: 78**

**bonus: 10**

**Understanding Fundamental Types**

Every variable you create has a type, which represents the kind of information you can store in the variable. It tells your compiler how much memory to set aside for the variable and it defines exactly what you can legally do with the variable.

Fundamental types - those built into the language - include **bool** for Boolean values (**true** or **false**), **char** for single character values, **int** for integers, **float** for single-precision floating point numbers, and **double** for double-precision floating point numbers.

**Understanding Type Modifiers**

You can use modifiers to alter a type. **short** is a modifier that can reduce the total number of values a variable can hold. **long** is a modifier that can increase the total number of values a variable can hold. **short** may decrease the storage space required for a variable while **long** may increase it. **short** and **long** can modify int. **long** can also modify **double**.

**signed** and **unsigned** are modifiers that work only with integer types. **signed** means that a variable can store both positive and negative values, while **unsigned** means that a variable can store only positive values. Neither **signed** nor **unsigned** change the total number of values a variable can hold; they only change the range of values. **signed** is the default for integer types. Okay, confused with all of your type options? Well, don’t be. Table 1.1 summarizes commonly used types with some modifiers thrown in. The table also provides a range of values for each.
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***Table 1.1*** *Commonly Used Types*

**Trap**

*The range of values listed is based on my compiler. Yours might be different. Check your*

*compiler’s documentation.*

**Hint**

*For brevity’s sake,* **short** **int** *can be written as just* **short***, and* **long** **int** *can be written as just*

**long***.*

**Declaring Variables**

All right, now that you’ve got a basic understanding of types, it’s time to get back to the program. One of the first things I do is declare a variable (request that it be created) with the line:

**int score;**

In this code, I declare a variable of type **int**, which I name **score**. You use a variable name to access the variable. You can see that to declare a variable you specify its type followed by a name of your choosing. Because the declaration is a statement, it must end with a semicolon.

I declare three more variables of yet three more types in the next three lines.

distance is a variable of type double. **playAgain** is a variable of type char. And **shieldsUp** is a variable of type **bool**.

Games (and all major applications) usually require lots of variables. Fortunately, C++ allows you to declare multiple variables of the same type in a single statement. That’s just what I do next in the line.

**short lives, aliensKilled;**

This line establishes two **short** variables - **lives** and **aliensKilled** .

Even though I’ve defined a bunch of variables at the top of my **main()** function, you don’t have to declare all of your variables in one place. As you’ll see later in the program, I often define a new variable just before I use it.

**Naming Variables**

To declare a variable, you must provide a name, known as an identifier. There are only a few rules you have to follow to create a legal identifier.

* An identifier can contain only numbers, letters, and underscores.
* An identifier can’t start with a number.
* An identifier can’t be a C++ keyword.

A ***keyword*** is a special word that C++ reserves for its own use. There aren’t many, but to see a full list, check out Appendix C, “Keywords.”

In addition to the rules for creating legal variable names, following are some guidelines for creating good variable names.

* **Choose descriptive names**. Variable names should be clear to another programmer. For example, use **score** instead of **s** . (One exception to this rule involves variables used for a brief period. In that case, single-letter variable names, such as **x** , are fine.)
* **Be consistent**. There are different schools of thought about how to write multiword variable names. Is it **high\_score** or **highScore** ? In this book, I use the second style, where the initial letter of the second word (and any other words) is capitalized, which is known as camel case. But as long as you’re consistent, it’s not important which method you use.
* **Follow the traditions of the language**. Some naming conventions are just traditions. For example, in most languages (C++ included) variable names start with a lowercase letter. Another tradition is to avoid using an underscore as the first character of your variable names. Names that begin with an underscore can have special meaning.
* **Keep the length in check**. Even though **playerTwoBonusForRoundOne** is descriptive, it can make code hard to read. Plus, long names increase the risk of a typo. As a guideline, try to limit your variable names to fewer than **15** characters. Ultimately, though, your compiler sets an actual upper limit.

**Trick**

*Self-documenting code is written in such a way that it’s easy to understand what is happening in*

*the program independent of any comments. Choosing good variable names is an excellent step*

*toward this kind of code.*

**Assigning Values to Variables**

In the next group of statements, I assign values to the six variables I declared. I’ll go through a few assignments and talk a little about each variable type.

***Assigning Values to Integer Variables***

In the following assignment statement, I assign the value of 0 to score.

**score = 0;**

Now **score** stores **0**.

You assign a value to a variable by writing the variable name followed by the assignment operator ( **=** ) followed by an expression. (Yes, technically **0** is an expression, which evaluates to, well, **0**.)

***Assigning Values to Floating Point*** ***Variables***

In the following statement, I assign distance the value **1200.76**.

**distance = 1200.76;**

Because distance is of type **double**, I can use it to store a number with a fractional part, which is just what I do.

***Assigning Values to Character Variables***

In the following statement, I assign **playAgain** the single-character value ’**y**’.

**playAgain = ’y’;**

As I did here, you can assign a character to a variable of type char by surrounding the character with single quotes.

Variables of type char can store the **128** **ASCII** character values (assuming that your system uses the ASCII character set). ASCII, short for American Standard Code for Information Interchange, is a code for representing characters. To see a complete ASCII listing, check out Appendix D, “ASCII Chart.”

***Assigning Values to Boolean Variables***

In the following statement, I assign **shieldsUp** the value **true**.

**shieldsUp = true;**

In my program, this means that the player’s shields are up.

**shieldsUp** is a **bool** variable, which means it’s a Boolean variable. As such, it can represent either **true** or **false**. Although intriguing, you’ll have to wait until Chapter 2, “Truth, Branching, and the Game Loop: Guess My Number,” to learn more about this kind of variable.

**Initializing Variables**

You can both declare and assign a value to variables in a single initialization statement. That’s exactly what I do next.

**double engineTemp = 6572.89;**

This line creates a variable of type **double** named **engineTemp**, which stores the value **6572.89**.

Just as you can declare multiple variables in one statement, you can initialize more than one variable in a statement. You can even declare and initialize different variables in a single statement. Mix and match as you choose!

**Hint**

*Although you can declare a variable without assigning it a value, it’s best to initialize a new*

*variable with a starting value whenever you can. This makes your code clearer, plus it eliminates*

*the chance of accessing an uninitialized variable, which may contain any value.*

**Displaying Variable Values**

To display the value of a variable of one of the fundamental types, just send it to **cout** . That’s what I do next in the program. Note that I don’t try to display **shieldsUp** because you don’t normally display **bool** values.

**Trick**

*In the first statement of this section I use what’s called an escape sequence - a pair of characters*

*that begins with a backslash (* **\** *), which represents special printable characters.*

**cout << "\nscore: " << score << endl;**

*The escape sequence I used is* **\n** *, which represents a new line. When sent to* **cout** *as part of a*

*string, it’s like pressing the Enter key in the console window. Another useful escape sequence is*

**\t***, which acts as a tab.*

*There are other escape sequences at your disposal. For a list of escape sequences, see Appendix*

*E, “Escape Sequences.”*

**Getting User Input**

Another way to assign a value to a variable is through user input. So next, I assign the value of a new variable, **fuel**, based on what the user enters. To do so I use the following line:

**cin >> fuel;**

Just like **cout**, **cin** is an object defined in iostream which lives in the std namespace. To store a value in the variable, I use **cin** followed by **>>** (the extraction operator), followed by the variable name. You can use **cin** and the extraction operator to get user input into variables of other fundamental types too. To prove that everything worked, I display fuel to the user.

**Defining New Names for Types**

You can define a new name for an existing type. In fact, that’s what I do next in the line:

**typedef unsigned short int ushort;**

This code defines the identifier **ushort** as another name for the type unsigned **short int**. To define new names for existing types, use **typedef** followed by the current type, followed by the new name. **typedef** is often used to create shorter names for types with long names.

You can use your new type name just like the original type. I initialize a **ushort** variable (which is really just an unsigned **short** **int**) named bonus and display its value.

**Understanding Which Types to Use**

You have many choices when it comes to the fundamental types. So how do you know which type to use? Well, if you need an integer type, you’re probably best off using int. That’s because int is generally implemented so that it occupies an amount of memory that is most efficiently handled by the computer. If you need to represent integer values greater than the maximum int or values that will never be negative, feel free to use an unsigned int.

If you’re tight on memory, you can use a type that requires less storage. However, on most computers, memory shouldn’t be much of an issue. (Programming on game consoles or mobile devices is another story.)

Finally, if you need a floating-point number, you’re probably best off using **float** , which again is likely to be implemented so that it occupies an amount of memory that is most efficiently handled by the computer.

**PERFORMING ARITHMETIC OPERATIONS WITH VARIABLES**

**// Game Stats 2.0**

**// Demonstrates arithmetic operations with variables**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**unsigned int score = 5000;**

**cout << "score: " << score << endl;**

**//altering the value of a variable**

**score = score + 100;**

**cout << "score: " << score << endl;**

**//combined assignment operator**

**score += 100;**

**cout << "score: " << score << endl;**

**//increment operators**

**int lives = 3;**

**++lives;**

**cout << "lives: " << lives << endl;**

**lives = 3;**

**lives++;**

**cout << "lives: " << lives << endl;**

**lives = 3;**

**int bonus = ++lives \* 10;**

**cout << "lives, bonus = " << lives << ", " << bonus << endl;**

**lives = 3;**

**bonus = lives++ \* 10;**

**cout << "lives, bonus = " << lives << ", " << bonus << endl;**

**//integer wrap around**

**score = 4294967295;**

**cout << "\nscore: " << score << endl;**

**++score;**

**cout << "score: " << score << endl;**

**return 0;**

**}**

**score: 5000**

**score: 5100**

**score: 5200**

**lives: 4**

**lives: 4**

**lives, bonus = 4, 40**

**lives, bonus = 4, 30**

**score: 4294967295**

**score: 0**

**Altering the Value of a Variable**

After I create a variable to hold the player’s score and display it, I alter the score by increasing it by **100**.

**score = score + 100;**

This assignment statement says to take the current value of score, add **100**, and assign the result back to score. In effect, the line increases the value of score by **100**.

**Using Combined Assignment Operators**

There’s an even shorter version of the preceding line, which I use next.

**score += 100;**

This statement produces the same results as **score = score + 100;**. The **+=** operator is called ***a combined assignment operator*** because it combines an arithmetic operation (addition, in this case) with assignment. This operator is shorthand for saying “add whatever’s on the right to what’s on the left and assign the result back to what’s on the left.”

There are versions of the combined assignment operator for all of the arithmetic operators you’ve met. To see a list, check out Table 1.2.

![](data:image/png;base64,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)

***Table 1.2*** *Combined Assignment Operators*

**Using Increment and Decrement Operators**

Next, I use the increment operator ( **++** ), which increases the value of a variable by one. I use the operator to increase the value of lives twice. First, I use it in the following line:

**++lives;**

Then I use it again in the following line:

**lives++;**

Each line has the same net effect; it increments lives from **3** to **4**. As you can see, you can place the operator before or after the variable you’re incrementing. When you place the operator before the variable, the operator is called the ***prefix increment operator***; when you place it after the variable, it’s called ***the postfix increment operator***.

At this point, you might be thinking that there’s no difference between the postfix and prefix versions, but you’d be wrong. In a situation where you only increment a single variable (as you just saw), both operators produce the same final result. But in a more complex expression, the results can be different.

To demonstrate this important difference, I perform a calculation that would be appropriate for the end of a game level. I calculate a bonus based on the number of lives a player has, and I increment the number of lives. However, I perform this calculation in two different ways. The first time, I use the prefix

increment operator.

**int bonus = ++lives \* 10;**

The prefix increment operator increments a variable before the evaluation of a larger expression involving the variable. **++lives \* 10** is evaluated by first incrementing lives, and then multiplying that result by **10**. Therefore, the code is equivalent to **4 \* 10**, which is **40**, of course. This means that now lives is **4** and bonus is **40**.

After setting lives back to **3** , I calculate bonus again, this time using the postfix increment operator.

**bonus = lives++ \* 10;**

The postfix increment operator increments a variable after the evaluation of a larger expression involving the variable. **lives++ \* 10** is evaluated by multiplying the current value of lives by **10**. Therefore, the code is equivalent to **3 \* 10**, which is **30**, of course. Then, after this calculation, lives is incremented. After the line is executed, lives is **4** and bonus is **30**.

C++ also defines the decrement operator, **--**. It works just like the increment operator, except it decrements a variable. It comes in the two flavors (prefix and postfix) as well.

**Dealing with Integer Wrap Around**

What happens when you increase an integer variable beyond its maximum value? It turns out you don’t generate an error. Instead, the value “wraps around” to the type’s minimum value. Next up, I demonstrate this phenomenon. First, I assign score the largest value it can hold.

**score = 4294967295;**

Then I increment the variable.

**++score;**

As a result, score becomes **0** because the value wrapped around, much like a car odometer does when it goes beyond its maximum value (see Figure 1.7).
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Decrementing an integer variable beyond its minimum value “wraps it around” to its maximum.

**Hint**

*Make sure to pick an integer type that has a large enough range for its intended use.*

**WORKING WITH CONSTANTS**

A **constant** is an unchangeable value that you name. Constants are useful if you have an unchanging value that comes up frequently in your program. For example, if you were writing a space shooter in which each alien blasted out of the sky is worth **150** points, you could define a constant named **ALIEN\_POINTS** that is equal to **150**. Then, any time you need the value of an alien, you could use **ALIEN\_POINTS** instead of the literal **150**.

Constants provide two important benefits. First, they make programs clearer. As soon as you see **ALIEN\_POINTS**, you know what it means. If you were to look at some code and see **150**, you might not know what the value represents. Second, constants make changes easy. For example, suppose you do some playtesting with your game and you decide that each alien should really be worth **250** points. With constants, all you’d have to do is change the initialization of **ALIEN\_POINTS** in your program. Without constants, you’d have to hunt down every occurrence of **150** and change it to **250**.

**CONSTANST**

**// Game Stats 3.0**

**// Demonstrates constants**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**const int ALIEN\_POINTS = 150;**

**int aliensKilled = 10;**

**int score = aliensKilled \* ALIEN\_POINTS;**

**cout << "score: " << score << endl;**

**enum difficulty {**

**NOVICE,**

**EASY,**

**NORMAL,**

**HARD,**

**UNBEATABLE**

**};**

**difficulty myDifficulty = EASY;**

**enum shipCost {**

**FIGHTER\_COST = 25,**

**BOMBER\_COST,**

**CRUISER\_COST = 50**

**};**

**shipCost myShipCost = BOMBER\_COST;**

**cout << "\nTo upgrade my ship to Cruiser will cost "**

**<< (CRUISER\_COST - myShipCost) << " Resource Points.\n";**

**return 0;**

**}**

**score: 1500**

**To upgrade my ship to Cruiser will cost 24 Resource Points.**

**Using Constants**

I define a constant, **ALIEN\_POINTS**, to represent the point value of an alien.

**const int ALIEN\_POINTS = 150;**

I simply use the keyword **const** to modify the definition. Now I can use **ALIEN\_POINTS** just like any integer literal. Also, notice that the name I chose for the constant is in all capital letters. This is just a convention, but it’s a common one. An identifier in all caps tells a programmer that it represents a constant value.

Next, I put the constant to use in the following line:

**int score = aliensKilled \* ALIEN\_POINTS;**

I calculate a player’s score by multiplying the number of aliens killed by the point value of an alien. Using a constant here makes the line of code quite clear.

**Trap**

*You can’t assign a new value to a constant. If you try, you’ll generate a compile error.*

**Using Enumerations**

An enumeration is a set of **unsigned int constants**, called enumerators. Usually the enumerators are related and have a particular order. Here’s an example of an enumeration:

**enum difficulty {NOVICE, EASY, NORMAL, HARD, UNBEATABLE};**

This defines an enumeration named **difficulty** . By default, the value of enumerators begins at zero and increases by one. So **NOVICE** is **0** , **EASY** is **1** , **NORMAL** is **2** , **HARD** is **3** , and **UNBEATABLE** is **4** . To define an enumeration of your own, use the keyword **enum** followed by an identifier, followed by a list of numerators between curly braces.

Next, I create a variable of this new enumeration type.

**difficulty myDifficulty = EASY;**

The variable **myDifficulty** is set to **EASY** (which is equal to **1** ). **myDifficulty** is of type **difficulty** , so it can only hold one of the values defined in the enumeration. That means **myDifficulty** can only be assigned **NOVICE** , **EASY** , **NORMAL** , **HARD** , **UNBEATABLE** , **0** , **1** , **2** , **3** , or **4**.

Next, I define another enumeration.

This line of code defines the enumeration **shipCost** , which represents the cost in Resource Points for three kinds of ships in a strategy game. In it, I assign specific integer values to some of the enumerators. The numbers represent the Resource Point value of each ship. You can assign values to the enumerators if you want. Any enumerators that are not assigned values get the value of the previous enumerator plus one. Because I didn’t assign a value to **BOMBER\_COST** , it’s initialized to **26**.

Next, I define a variable of this new enumeration type.

**shipCost myShipCost = BOMBER\_COST;**

Then I demonstrate how you can use enumerators in arithmetic calculations.

(**CRUISER\_COST - myShipCost)**

This piece of code calculates the cost of upgrading a Bomber to a Cruiser. The calculation is the same as **50 - 26** , which evaluates to **24**.

**INTRODUCING LOST FORTUNE**

**// Lost Fortune**

**// A Personalized adventure**

**#include <iostream>**

**#include <string>**

**using namespace std;**

**int main()**

**{**

**const int GOLD\_PIECES = 900;**

**int adventurers, killed, survivors;**

**string leader;**

**// get the information**

**cout << "Welcome to Lost Fortune\n\n";**

**cout << "Please enter the following for your personalized adventure\n";**

**cout << "Enter a number: ";**

**cin >> adventurers;**

**cout << "Enter a number, smaller than first: ";**

**cin >> killed;**

**survivors = adventurers - killed;**

**cout << "Enter your last name: ";**

**cin >> leader;**

**// Tell the story**

**cout << "\nA brave group of " << adventurers << " set out on a quest ";**

**cout << "-- in search of the lost treasure of the Ancient Dwarves. ";**

**cout << "The group was led by that legendary rogue, " << leader << ".\n";**

**cout << "\nAlong the way, a band of marauding ogres ambushed the party. ";**

**cout << "All fought bravely under the command of " << leader;**

**cout << ", and the ogres were defeated, but at a cost. ";**

**cout << "Of the adventures, " << killed << " were vanguished, ";**

**cout << "leaving just " << survivors << " in the group.\n";**

**cout << "\nThe party was about to give up all hope. ";**

**cout << "But while laying the deceased to rest, ";**

**cout << "they stumbled upon the buried fortune. ";**

**cout << "So the adventurers split " << GOLD\_PIECES << " gold pieces.";**

**cout << leader << " held on the extra " << (GOLD\_PIECES % survivors);**

**cout << " pieces to keep things fair of course.\n";**

**return 0;**

**}**

**Welcome to Lost Fortune**

**Please enter the following for your personalized adventure**

**Enter a number: 17**

**Enter a number, smaller than first: 9**

**Enter your last name: McKean**

**A brave group of 17 set out on a quest -- in search of the lost treasure of the Ancient Dwarves. The group was led by that legendary rogue, McKean.**

**Along the way, a band of marauding ogres ambushed the party. All fought bravely under the command of McKean, and the ogres were defeated, but at a cost. Of the adventures, 9 were vanguished, leaving just 8 in the group.**

**The party was about to give up all hope. But while laying the deceased to rest, they stumbled upon the buried fortune. So the adventurers split 900 gold pieces. McKean held on the extra 4 pieces to keep things fair of course.**

**GOLD\_PIECES** is a constant that stores the number of gold pieces in the fortune the adventurers seek. **adventurers** stores the number of adventurers on the quest. **killed** stores the number that are killed in the journey. I calculate **survivors** for the number of adventurers that remain. Finally, I get the player’s last name, which I’ll be able to access through **leader** .

**Trap**

*This simple use of* **cin** *to get a string from the user only works with strings that have no whitespace*

*(such as tabs or spaces) in them. There are ways to compensate for this, but that really requires a*

*discussion of something called streams, which is beyond the scope of this chapter. So, use* **cin** *in*

*this way, but be aware of its limitations.*

**Telling the Story**

Next, I use the variables to tell the story.

The code and thrilling narrative are pretty clear. I will point out one thing, though. To calculate the number of gold pieces that the leader keeps, I use the modulus operator in the expression **GOLD\_PIECES % survivors**. The expression evaluates to the remainder of **GOLD\_PIECES / survivors**, which is the number of gold pieces that would be left after evenly dividing the stash among all of the surviving adventurers.

**SUMMARY**

In this chapter, you should have learned the following concepts:

* C++ is the primary language used in AAA game programming.
* A program is a series of C++ statements.
* The basic lifecycle of a C++ program is idea, plan, source code, object file, executable.
* Programming errors tend to fall into three categories—compile errors, link errors, and run-time errors.
* A function is a group of programming statements that can do some work and return a value.
* Every program must contain a **main()** function, which is the starting point of the program.
* The **#include** directive tells the preprocessor to include another file in the current one.
* The standard library is a set of files that you can include in your program files to handle basic functions like input and output.
* **iostream**, which is part of the standard library, is a file that contains code to help with standard input and output.
* The **std** namespace includes elements from the standard library. To access an element from the namespace, you need to prefix the element with **std::** or employ **using**.
* **cout** is an object, defined in the file **iostream**, that’s used to send data to the standard output stream (generally the computer screen).
* **cin** is an object, defined in the file **iostream**, that’s used to get data from the standard input stream (generally the keyboard).
* C++ has built-in arithmetic operators, such as the familiar addition, subtraction, multiplication, and division—and even the unfamiliar modulus.
* C++ defines fundamental types for Boolean, single-character, integer, and floating-point values.
* The C++ standard library provides a type of object (**string**) for strings.
* You can use **typedef** to create a new name for an existing type.
* A **constant** is a name for an unchangeable value.
* An **enumeration** is a sequence of unsigned int constants.

**CHAPTER 2**

**TRUTH, BRANCHING, AND THE GAME LOOP: GUESS MY NUMBER**

**UNDERSTANDING TRUTH**

Truth is black and white, at least as far as C++ is concerned. You can represent **true** and **false** with their corresponding keywords, **true** and **false**. You can store such a Boolean value with a **bool** variable, as you saw in Chapter 1, “Types, Variables, and Standard I/O: Lost Fortune.” Here’s a quick refresher:

**bool fact = true, fiction = false;**

This code creates two **bool** variables, **fact** and **fiction**. **fact** is **true** and **fiction** is **false**. Although the keywords **true** and **false** are handy, any expression or value can be interpreted as **true** or **false** too. Any ***non-zero value*** can be interpreted as **true**, while **0** can be interpreted as **false**. A common kind of expression interpreted as **true** or **false** involves comparing things. Comparisons are often made by using ***built-in relational operators***. Table 2.1 lists the operators and a few sample expressions.
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***Table 2.1*** *Relational Operators*

**USING THE IF STATEMENT**

Okay, it’s time to put the concepts of true and false to work. You can use an **if** statement to test an expression for truth and execute some code based on it.

Here’s a simple form of the if statement:

**if (expression)**

**statement;**

If expression is **true**, then statement is executed. Otherwise, statement is skipped and the program branches to the statement after the if suite.

**Hint**

*Whenever you see a generic statement like in the preceding code example, you can replace it with*

*a single statement or a block of statements because a block is treated as a single unit.*

**if STATEMENT**

**// Score Rater**

**// Demonstrates the if statement**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**if(true)**

**{**

**cout << "This is always displayed.\n\n";**

**}**

**if(false)**

**{**

**cout << "This is never displaye.\n\n";**

**}**

**int score = 1000;**

**if(score)**

**{**

**cout << "At least you didn't score zero.\n\n";**

**}**

**if(score >= 250)**

**{**

**cout << "You scored 250 or more. Decent.\n\n";**

**}**

**if(score >= 500)**

**{**

**cout << "You scored 500 or more. Nice.\n\n";**

**if(score >= 1000)**

**{**

**cout << "You scored 1000 or more. Impressive!\n";**

**}**

**}**

**return 0;**

**}**

**This is always displayed.**

**At least you didn't score zero.**

**You scored 250 or more. Decent.**

**You scored 500 or more. Nice.**

**You scored 1000 or more. Impressive!**

**Testing true and false**

In the first if statement I test **true**. Because **true** is, well, **true**, the program displays the message, “**This is always displayed.**”

**if (true)**

**{**

**cout << "This is always displayed.\n\n";**

**}**

In the next if statement I test **false**. Because false isn’t **true**, the program doesn’t display the message, “**This is never displayed.**”

**if (false)**

**{**

**cout << "This is never displayed.\n\n";**

**}**

**Trap**

*Notice that you don’t use a semicolon after the closing parenthesis of the expression you test in an*

**if** *statement. If you were to do this, you’d create an empty statement that would be paired with the*

**if** *statement, essentially rendering the if statement useless. Here’s an example:*

**if (false);**

**{**

**cout << "This is never displayed.\n\n";**

**}**

*By adding the semicolon after (***false**), *I create an empty statement that’s associated with the* **if** *statement. The preceding code is equivalent to:*

**if (false)**

**; // an empty statement, which does nothing**

**{**

**cout << "This is never displayed.\n\n";**

**}**

*All I’ve done is play with the whitespace, which doesn’t change the meaning of the code. Now the*

*problem should be clear. The if statement sees the false value and skips the next statement (the*

*empty statement). Then the program goes on its merry way to the statement after the* **if** *statement,*

*which displays the message,* “**This is never displayed.**”

*Be on guard for this error. It’s an easy one to make and because it’s not illegal, it won’t produce*

*a compile error.*

**Interpreting a Value as true or false**

You can interpret any value as **true** or **false**. Any **non-zero** value can be interpreted as **true** , while **0** can be interpreted as **false** . I put this to the test in the next **if** statement:

**if (score)**

**{**

**cout << "At least you didn’t score zero.\n\n";**

**}**

score is **1000**, so it’s **non-zero** and interpreted as **true**. As a result, the message, “**At least you didn’t score zero,**” is displayed.

**Using Relational Operators**

Probably the most common expression you’ll use with **if** statements involves comparing values using the relational operators. That’s just what I’ll demonstrate next. I test to see whether the score is greater than or equal to **250**.

**if (score >= 250)**

**{**

**cout << "You scored 250 or more. Decent.\n\n";**

**}**

Because **score** is **1000**, the block is executed, displaying the message that the player earned a decent score. If score had been less than **1000**, the block would have been skipped and the program would have continued with the statement following the block.

**Trap**

*The equal to relational operator is* **==** *(****two equal signs*** *in a row). Don’t confuse it with* **=** *(****one***

***equal sign****), which is the assignment operator. While it’s not illegal to use the assignment operator*

*instead of the equal to relational operator, the results might not be what you expect:*

**int score = 500;**

**if (score = 1000)**

**{**

**cout << " You scored 1000 or more. Impressive!\n";**

**}**

*As a result of this code, score is set to* **1000** *and the message,* “**You scored 1000 or more.**

**Impressive!**” *is displayed. Here’s what happens: Although score is* **500** *before the* **if** *statement,*

*that changes. When the expression of the* **if** *statement,* **(score = 1000)**, *is evaluated, score is*

*assigned* **1000**. *The assignment statement evaluates to 1000*, *and because that’s a* **non-zero** *value,*

*the expression is interpreted as* **true**. *As a result, the string is displayed.*

*Be on guard for this type of mistake. It’s easy to make, and in some cases (like this one) it won’t*

*cause a compile error.*

**Nesting if Statements**

An **if** statement can cause a program to execute a statement or block of statements, including other **if** statements. When you write one **if** statement inside another, it’s called nesting. In the following code, the if statement that begins **if (score>=1000)** is nested inside the if statement that begins if **(score>=500)**.

**if (score >= 500)**

**{**

**cout << "You scored 500 or more. Nice.\n\n";**

**if (score >= 1000)**

**{**

**cout << "You scored 1000 or more. Impressive!\n";**

**}**

**}**

Because **score** is greater than **500**, the program enters the statement block and displays the message, “**You scored 500 or more. Nice.**” Then, in the inner **if** statement, the program compares score to **1000**. Because score is greater than or equal to **1000**, the program displays the message, “**You scored 1000 or**

**more. Impressive!**”

**Hint**

*You can nest as many levels as you want. However, if you nest code too deeply, it gets hard to read.*

*In general, you should try to limit your nesting to a few levels at most.*

**USING THE ELSE CLAUSE**

You can add an **else** clause to an **if** statement to provide code that will only be executed if the tested expression is **false** . Here’s the form of an **if** statement that includes an **else** clause:

**if (expression)**

**statement1;**

**else**

**statement2;**

If expression is **true** , **statement1** is executed. Then the program skips **statement2** and executes the statement following the if suite. If expression is **false** , **statement1** is skipped and **statement2** is executed. After **statement2** completes, the program executes the statement following the if suite.

**else CLAUSE**

**// Score Rater 2.0**

**// Demonstrates an else clause**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**int score;**

**cout << "Enter your score: ";**

**cin >> score;**

**if(score >= 1000)**

**{**

**cout << "You scored 1000 or more. Impressive!\n";**

**}**

**else**

**{**

**cout << "You scored less than 1000.\n";**

**}**

**return 0;**

**}**

**Enter your score: 700**

**You scored less than 1000.**

**Creating Two Ways to Branch**

You’ve seen the first part of the if statement already, and it works just as it did before. If score is greater than **1000**, the message, “**You scored 1000 or more. Impressive!**” is displayed.

**if (score >= 1000)**

**{**

**cout << "You scored 1000 or more. Impressive!\n";**

**}**

Here’s the twist. The **else** clause provides a statement for the program to branch to if the expression is **false**. So **if (score >= 1000)** is **false**, then the program skips the first message and instead displays the message, “**You scored less than 1000.**”

**USING A SEQUENCE OF IF STATEMENTS WITH ELSE CLAUSES**

You can chain together if statements with else clauses to create a sequence of expressions that are tested in order. The statement associated with the first expression to test true is executed; otherwise, the statement associated with the final (and optional) else clause is run. Here’s the form such a series would take:

**if (expression1)**

**statement1;**

**else if (expression2)**

**statement2;**

**…**

**else if (expressionN)**

**statementN;**

**else**

**statementN+1;**

If **expression1** is **true**, **statement1** is executed and the rest of the code in the sequence is skipped. Otherwise, **expression2** is tested and if **true**, **statement2** is executed and the rest of the code in the sequence is skipped.

The computer continues to check each expression in order (through **expressionN**) and will execute the statement associated with the first expression that is **true**. If no expression is **true**, then the statement associated with the final else clause, **statementN+1**, is executed.

**if else - if else SUIT**

**// Score Rater 3.0**

**// Demonstrates if else-if else suit**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**int score;**

**cout << "Enter your score: ";**

**cin >> score;**

**if(score >= 1000)**

**{**

**cout << "You scored 1000 or more. Impressive!\n";**

**}**

**else if(score >= 500)**

**{**

**cout << "You scored 500 or more. Nice.\n";**

**}**

**else if(score >= 250)**

**{**

**cout << "You scored 250 or more. Decent.\n";**

**}**

**else**

**{**

**cout << "You scored less than 250. Nothing to brag about.\n";**

**}**

**return 0;**

**}**

**Enter your score: 700**

**You scored 500 or more. Nice.**

**Creating a Sequence of if Statements with else Clauses**

You’ve seen the first part of this sequence twice already, and it works just the same this time around. If **score** is greater than or equal to **1000**, the message, “**You scored 1000 or more. Impressive!**” is displayed and the computer branches to the **return** statement.

**if (score >= 1000)**

However, if the expression is **false**, then we know that score is less than **1000** and the computer evaluates the next expression in the sequence:

**else if (score >= 500)**

If score is greater than or equal to **500**, the message, “**You scored 500 or more. Nice.**” is displayed and the computer branches to the **return** statement.

However, if that expression is **false**, then we know that score is less than **500** and the computer evaluates the next expression in the sequence:

**else if (score >= 250)**

If score is greater than or equal to **250**, the message, “**You scored 250 or more. Decent.**” is displayed and the computer branches to the **return** statement. However, if that expression is **false**, then we know that score is less than **250** and the statement associated with the final else clause is executed and the message, “**You scored less than 250. Nothing to brag about.**” is displayed.

**Hint**

*While the final* **else** *clause in an* **if else-if suite** *isn’t required, you can use it as a way to*

*execute code if none of the expressions in the sequence are true.*

**USING THE SWITCH STATEMENT**

You can use a **switch** statement to create multiple branching points in your code. Here’s a generic form of the switch statement:

**switch (choice)**

**{**

**case value1:**

**statement1;**

**break;**

**case value2:**

**statement2;**

**break;**

**case value3:**

**statement3;**

**break;**

**.**

**.**

**case valueN:**

**statementN;**

**break;**

**default:**

**statementN + 1;**

**}**

The **statement** tests **choice** against the possible values - **value1**, **value2**, and **value3** - in order. If **choice** is equal to a value, then the program executes the corresponding statement. When the program hits a **break** statement, it exits the **switch** structure. If **choice** doesn’t match any value, then the statement associated with the optional **default** is executed.

The use of **break** and **default** are optional. If you leave out a **break**, however, the program will continue through the remaining statements until it hits a **break** or a **default** or until the **switch** statement ends. Usually you want one **break** statement to end each case.

**Hint**

*Although a default case isn’t required, it’s usually a good idea to have one as a catchall.*

Here’s an example to cement the ideas. Suppose **choice** is equal to **value2**. The program will first test **choice** against **value1**. Because they’re not equal, the program will continue. Next, the program will test **choice** against **value2**.

Because they are equal, the program will execute **statement2**. Then the program will hit the **break** statement and exit the **switch** structure.

**Trap**

*You can use the* **switch** *statement only to test an int (or a value that can be treated as an* **int***, such*

*as a* **char** *or an* **enumerator***). A switch statement won’t work with any other type.*

**switch STATEMENT**

**// Menu Chooser**

**// Demonstrates the switch statement**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**cout << "Difficulty Levels\n\n";**

**cout << "1 - Easy\n";**

**cout << "2 - Normal\n";**

**cout << "3 - Hard\n\n";**

**int choice;**

**cout << "Choice: ";**

**cin >> choice;**

**switch(choice)**

**{**

**case 1:**

**cout << "You picked Easy.\n";**

**break;**

**case 2:**

**cout << "You picked Normal.\n";**

**break;**

**case 3:**

**cout << "You picked Hard.\n";**

**break;**

**default:**

**cout << "You made an illegal choice.\n";**

**}**

**return 0;**

**}**

**Difficulty Levels**

**1 - Easy**

**2 - Normal**

**3 - Hard**

**Choice: 2**

**You picked Normal.**

**Creating Multiple Ways to Branch**

The **switch** statement creates four possible branching points. If the user enters **1**, then code associated with **case** **1** is executed and “**You picked Easy**” is displayed. If the user enters **2**, then code associated with **case 2** is executed and “**You picked Normal**” is displayed. If the user enters **3**, then code associated with **case 3** is executed and “**You picked Hard**” is displayed. If the user enters any other value, then **default** kicks in and “**You made an illegal choice**” is displayed.

**Trap**

*You’ll almost always want to end each case with a* **break** *statement. Don’t forget them; otherwise,*

*your code might do things you never intended.*

**USING WHILE LOOPS**

**// Play Again**

**// Demonstrates while loops**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**char again = 'y';**

**while(again == 'y')**

**{**

**cout << "\n\*\*Played an exciting game\*\*";**

**cout << "\nDo you want to play again? (y/n): ";**

**cin >> again;**

**}**

**cout << "\nOkay, bye.";**

**return 0;**

**}**

**\*\*Played an exciting game\*\***

**Do you want to play again? (y/n): y**

**\*\*Played an exciting game\*\***

**Do you want to play again? (y/n): n**

**Okay, bye.**

**Looping with a while Loop**

The first thing the program does in the **main()** function is declare the **char** variable named **again** and initialize it to ’**y**’ . Then the program begins the **while** loop by testing again to see whether it’s equal to ’**y**’. Because it is, the program displays the message “**\*\*Played an exciting game\*\***” asks the user whether he wants to play again, and stores the reply in again. The loop continues as long as the user enters **y**.

You’ll notice that I had to initialize again before the loop because the variable is used in the loop expression. Because a while loop evaluates its expressions before its loop body (the group of statements that repeat), you have to make sure that any variables in the expression have a value before the loop begins.

**USING DO LOOPS**

Like **while** loops, **do** loops let you repeat a section of code based on an expression. The difference is that a **do** loop tests its expression after each loop iteration. This means that the loop body is always executed at least once. Here’s a generic form of a **do** loop:

**do**

**statement;**

**while (expression)**

The program executes statement and then, as long as expression tests **true**, the loop repeats. Once expression tests **false**, the loop ends.

**do LOOPS**

**// Play Again 2.0**

**// Demonstrates do loops**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**char again;**

**do**

**{**

**cout << "\n\*\*Played an exciting game\*\*";**

**cout << "\nDo you want to play again? (y/n): ";**

**cin >> again;**

**} while(again == 'y');**

**cout << "\nOkay, bye.";**

**return 0;**

**}**

**\*\*Played an exciting game\*\***

**Do you want to play again? (y/n): y**

**\*\*Played an exciting game\*\***

**Do you want to play again? (y/n): n**

**Okay, bye.**

**Looping with a do Loop**

Before the **do** loop begins, I declare the character **again**. However, I don’t need to initialize it because it’s not tested until after the first iteration of the loop. I get a new value for again from the user in the loop body. Then I test again in the loop expression. If again is equal to ’**y**’, the loop repeats; otherwise, the loop ends.

**In the Real World**

*Even though you can use* **while** *and* **do** *loops pretty interchangeably, most programmers use the*

**while** *loop. Although a* **do** *loop might seem more natural in some cases, the advantage of a* **while**

*loop is that its expression appears right at the top of the loop; you don’t have to go hunting to the*

*bottom of the loop to find it.*

**Trap**

*If you’ve ever had a game get stuck in the same endless cycle, you might have experienced an*

***infinite loop -*** *a loop without end. Here’s a simple example of an infinite loop:*

**int test = 10;**

**while (test == 10)**

**{**

**cout << test;**

**}**

*In this case, the loop is entered because test is* **10***. But because test never changes, the loop will*

*never stop. As a result, the user will have to kill the running program to end it. The moral of this*

*story? Make sure that the expression of a loop can eventually become* **false** *or that there’s another*

*way for the loop to end, such as described in the following section, “Using break and continue*

*Statements.”*

**USING BREAK AND CONTINUE STATEMENTS**

It’s possible to alter the behavior you’ve seen in loops. You can immediately exit a loop with the **break** statement, and you can jump directly to the top of a loop with a **continue** statement. Although you should use these powers sparingly, they do come in handy sometimes.

**break and continue STATEMENTS**

**// Finicky Counter**

**// Demonstrates break and continue statements**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**int count = 0;**

**while(true)**

**{**

**count += 1;**

**// end loop if count is greater than 10**

**if(count > 10)**

**{**

**break;**

**}**

**// skip the number 5**

**if(count == 5)**

**{**

**continue;**

**}**

**cout << count << endl;**

**}**

**return 0;**

**}**

**1**

**2**

**3**

**4**

**6**

**7**

**8**

**9**

**10**

**Creating a while (true) Loop**

I set up the loop with the following line:

**while (true)**

Technically, this creates an infinite loop. This might seem odd coming so soon after a warning to avoid infinite loops, but this particular loop isn’t really infinite because I put an exit condition in the loop body.

**Hint**

*Although a* **while (true)** *loop sometimes can be clearer than a traditional loop, you should also*

*try to minimize your use of these loops.*

**Using the Break Statement to Exit a Loop**

This is the exit condition I put in the loop:

**//end loop if count is greater than 10**

**if (count > 10)**

**{**

**break;**

**}**

Because count is increased by **1** each time the loop body begins, it will eventually reach **11**. When it does, the **break** statement (which means “***break out of the loop***”) is executed and the loop ends.

**Using the continue Statement to Jump Back to the Top of a Loop**

Just before **count** is displayed, I included the lines:

**//skip the number 5**

**if (count == 5)**

**{**

**continue;**

**}**

The **continue** statement means “***jump back to the top of the loop.***” At the top of the loop, the **while** expression is tested and the loop is entered again if it’s **true**. So when **count** is equal to **5**, the program does not get to the **cout << count << endl;** statement. Instead, it goes right back to the top of the loop.

As a result, **5** is skipped and never displayed.

**Understanding When to Use break and continue**

You can use **break** and **continue** in any loop you create; they aren’t just for **while (true)** loops. But you should use them sparingly. Both **break** and **continue** can make it harder for programmers to see the flow of a loop.

**USING LOGICAL OPERATORS**

So far you’ve seen fairly simple expressions evaluated for their truth or falsity. However, you can combine simpler expressions with ***logical operators*** to create more complex expressions. Table 2.2 lists the logical operators.
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***Table 2.2***

*Logical Operators*

**LOGICAL OPERATORS**

**// Designers Network**

**// Demonstrates logical operators**

**#include <iostream>**

**#include <string>**

**using namespace std;**

**int main()**

**{**

**string username;**

**string password;**

**bool success;**

**cout << "\tGame Designer's Network\n";**

**do**

**{**

**cout << "\nUsername: ";**

**cin >> username;**

**cout << "Password: ";**

**cin >> password;**

**if(username == "S.Meier" && password == "civilization")**

**{**

**cout << "\nHey, Sid.";**

**success = true;**

**}**

**else if(username == "S.Miyamoto" && password == "mariobros")**

**{**

**cout << "\nWhat's up, Shigeru?";**

**success = true;**

**}**

**else if(username == "W.Wright" && password == "thesims")**

**{**

**cout << "\nHow goes it, Will?";**

**success = true;**

**}**

**else if(username == "guest" || password == "guest")**

**{**

**cout << "\nWelcome, guest";**

**success = true;**

**}**

**else**

**{**

**cout << "\nYour login failed.";**

**success = false;**

**}**

**} while(!success);**

**return 0;**

**}**

**Game Designer's Network**

**Username: S.Meier**

**Password: civilization**

**Hey, Sid.**

**Game Designer's Network**

**Username: guest**

**Password: guest**

**Welcome, guest**

**Using the Logical AND Operator**

The logical **AND** operator, **&&**, lets you join two expressions to form a larger one, which can be evaluated to **true** or **false**. The new expression is **true** only if the two expressions it joins are **true**; otherwise, it is **false**. Just as in English, “and” means both. Both original expressions must be true for the new expression to be true. Here’s a concrete example from the Designers Network program:

**if (username == "S.Meier" && password == "civilization")**

The expression **username == "S.Meier" && password == "civilization"** is **true** only if both **username == "S.Meier"** and **password == "civilization"** are **true** . This works perfectly because I only want to grant Sid access if he enters both his username and his password. Just one or the other won’t do.

Another way to understand how **&&** works is to look at all of the possible combinations of truth and falsity (see Table 2.3).
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***Table 2.3***

*Possible Login Combinations Using the AND Operator*

**Using the Logical OR Operator**

The logical **OR** operator, **||**, lets you join two expressions to form a larger one, which can be evaluated to **true** or **false**. The new expression is **true** if the first expression or the second expression is **true**; otherwise, it is **false**. Just as in English, “or” means either. If either the first or second expression is true, then the new expression is true. (If both are **true**, then the larger expression is still **true**.) Here’s a concrete example from the Designers Network program:

**else if (username == "guest" || password == "guest")**

The expression **username == "guest" || password == "guest"** is **true** if **username == "guest"** is **true** or if **password == "guest"** is **true**. This works perfectly because I want to grant a user access as a guest as long as he enters guest for the username or password. If the user enters guest for both, that’s fine too.

Another way to understand how **||** works is to look at all of the possible combinations of truth and falsity (see Table 2.4).
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***Table 2.4***

*Possible Login Combinations Using the OR Operator*

**Using the Logical NOT Operator**

The logical **NOT** operator, **!**, lets you switch the truth or falsity of an expression. The new expression is **true** if the original is **false**; the new expression is **false** if the original is **true**. Just as in English, “not” means the opposite. The new expression has the opposite value of the original.

I use the NOT operator in the Boolean expression of the do loop:

**} while (!success);**

The expression **!success** is **true** when success is **false**. That works perfectly because success is **false** only when there has been a failed login. In that case, the block associated with the do loop executes again and the user is asked for his username and password once more.

The expression **!success** is **false** when success is **true** . That works perfectly because when success is **true** , the user has successfully logged in and the loop ends.

Another way to understand how **!** works is to look at all of the possible combinations of truth and falsity (see Table 2.5).
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***Table 2.5***

*Possible Login Combinations Using the NOT Operator*

**Understanding Order of Operations**

Just like arithmetic operators, logical operators have precedence levels that affect the order in which an expression is evaluated. Logical **NOT**, **!** , has a higher level of precedence than logical **AND**, **&&** , which has a higher precedence than logical **OR**, **||** .

Just as with arithmetic operators, if you want an operation with lower precedence to be evaluated first, you can use parentheses. You can create complex expressions that involve arithmetic operators, relational operators, and logical operators. Operator precedence will define the exact order in which elements of the expression are evaluated. However, it’s best to try to create expressions that are clear and simple rather than expressions that require a mastery of the operator precedence list to decipher.

For a list of C++ ***operators and their precedence levels***, see Appendix B, “**Operator Precedence.**”

**Hint**

*Although you can use parentheses in a larger expression to change the way in which it’s evaluated,*

*you can also use redundant parentheses - parentheses that don’t change the value of the*

*expressions - to make the expression clearer. Let me give you a simple example. Check out the*

*following expression from the Designers Network program:*

**(username == "S.Meier" && password == "civilization")**

*Now, here’s the expression with some redundant parentheses:*

**( (username == "S.Meier") && (password == "civilization") )**

*While the extra parentheses don’t change the meaning of the expression, they really help the two*

*smaller expressions, joined by the* **&&** *operator, stand out.*

*Using redundant parentheses is a bit of an art form. Are they helpful or just plain redundant?*

*That’s a call you as the programmer have to make.*

**GENERATING RANDOM NUMBERS**

A sense of unpredictability can add excitement to a game. Whether it’s the sudden change in a computer opponent’s strategy in an **RTS** (***real-time strategy***) or an alien creature bursting from an arbitrary door in an **FPS** (***first-person shooter***), players thrive on a certain level of surprise. Generating random numbers is one way to achieve this kind of surprise.

**GENERATING RANDOM NUMBERS**

**// Die Roller**

**// Demonstrates generating random numbers**

**#include <iostream>**

**#include <cstdlib>**

**#include <ctime>**

**using namespace std;**

**int main()**

**{**

**// Maximum random number: cout << RAND\_MAX; --> 32767**

**srand(static\_cast<unsigned int>(time(0))); // seed a random number generator**

**int randomNumber = rand(); // generate random number**

**int die = (randomNumber % 6) + 1; // get a number between 1 and 6**

**cout << "You rolled a " << die << endl;**

**return 0;**

**}**

**You rolled a 6**

**Calling the rand() Function**

One of the first things I do in the program is include a new file:

**#include <cstdlib>**

The file **cstdlib** contains (among other things) functions that deal with generating random numbers. Because I’ve included the file, I’m free to call the functions it contains, including the function **rand()**, which is exactly what I do in **main()**:

**int randomNumber = rand(); //generate random number**

As you learned in Chapter 1, functions are pieces of code that can do some work and return a value. You call or invoke a function by using its name followed by a pair of parentheses. If a function returns a value, you can assign that value to a variable. That’s what I do here with my use of the assignment statement. I assign the value returned by **rand()** (a random number) to **randomNumber**.

**Hint**

*The* **rand()** *function generates a random number between* **0** *and at least* **32767***. The exact upper*

*limit depends on your implementation of C++. The upper limit is stored in the constant* **RAND\_MAX***,*

*which is defined in* **cstdlib***. So if you want to know the maximum random number* **rand()***can*

*generate, just send* **RAND\_MAX** *to* **cout** *.*

Functions can also take values to use in their work. You provide these values by placing them between the parentheses after the function name, separated by commas. These values are called arguments, and when you provide them, you pass them to the function. I didn’t pass any values to **rand()** because the function doesn’t take any arguments.

**Seeding the Random Number Generator**

Computers generate ***pseudorandom*** numbers - not truly random numbers - based on a formula. One way to think about this is to imagine that the computer reads from a huge book of predetermined numbers. By reading from this book, the computer can appear to produce a sequence of random numbers.

But there’s a problem: The computer always starts reading the book from the beginning. Because of this, the computer will always produce the same series of “random” numbers in a program. In games, this isn’t something we’d want. We wouldn’t, for example, want the same series of dice rolls in a game of craps every time we played.

A solution to this problem is to tell the computer to start reading from some arbitrary place in the book when a game program begins. This process is called ***seeding*** the random number generator. Game programmers give the random number generator a number, called a ***seed***, to determine the starting place in this sequence of pseudorandom numbers.

The following code seeds the random number generator:

**srand(static\_cast<unsigned int>(time(0))); // seed a random number generator**

Wow, that’s a pretty cryptic looking line, but what it does is simple. It seeds the random number generator based on the current date and time, which is perfect since the current date and time will be different for each run of the program.

In terms of the actual code, the **srand()** function seeds the random number generator - you just have to pass it an unsigned int as a seed. What gets passed to the function here is the return value of **time(0)** - a number based on the current system date and time. The code **static\_cast<unsigned int>** just converts (or casts) this value to an unsigned **int**. Now, you don’t have to understand all the nuances of this line; the least you need to know is that if you want a program to generate a series of random numbers that are different each time the program is run, your program should execute this line once before making calls to **rand()**.

**Calculating a Number within a Range**

After generating a random number, **randomNumber** holds a value between **0** and **32767** (based on my implementation of C++). But I need a number between **1** and **6**, so next I use the modulus operator to produce a number in that range.

**int die = (randomNumber % 6) + 1; // get a number between 1 and 6**

Any positive number divided by **6** will give a remainder between **0** and **5**. In the preceding code, I take this remainder and add **1**, giving me the possible range of **1** through **6** - exactly what I wanted. You can use this technique to convert a random number to a number within a range you’re looking for.

**Trap**

*Using the modulus operator to create a number within a range from a random number might not*

*always produce uniform results. Some numbers in the range might be more likely to appear than*

*others. However, this isn’t a problem for simple games.*

**UNDERSTANDING THE GAME LOOP**

The game loop is a generalized representation of the flow of events in a game. The core of the events repeats, which is why it’s called a loop. Although the implementation might be quite different from game to game, the fundamental structure is the same for almost all games across genres. Whether you’re talking about a simple space shooter or a complex role-playing game (RPG), you can usually break the game down into the same repeating components of the game loop. Figure 2.13 provides a visual representation of the game loop.

![](data:image/png;base64,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)

**Here’s an explanation of the parts of the game loop:**

* **Setup:** This often involves accepting initial settings or loading game assets, such as sound, music, and graphics. The player might also be presented with the game backstory and his objectives.
* **Getting player input:** Whether it comes from the keyboard, mouse, joystick, trackball, or some other device, input from the player is captured.
* **Updating game internals:** The game logic and rules are applied to the game world, taking into account player input. This might take the shape of a physics system determining the interaction of objects or it might involve calculations of enemy AI, for example.
* **Updating the display:** In the majority of games, this process is the most taxing on the computer hardware because it often involves drawing graphics. However, this process can be as simple as displaying a line of text.
* **Checking whether the game is over:** If the game isn’t over (if the player’s character is still alive and the player hasn’t quit, for example), control branches back to the getting player input stage. If the game is over, control falls through to the shutting down stage.
* **Shutting down:** At this point, the game is over. The player is often given some final information, such as his score. The program frees any resources, if necessary, and exits.

***Figure 2.13***

The game loop describes a basic flow of events that fits just about any game.

**INTRODUCING GUESS MY NUMBER**

**// Guess My Number**

**// The classic number guessing game**

**#include <iostream>**

**#include <cstdlib>**

**#include <ctime>**

**using namespace std;**

**int main()**

**{**

**srand(static\_cast<unsigned int>(time(0))); // seed a random number generator**

**int secretNumber = rand() % 100 + 1; // random number between 1 and 100**

**int tries = 0;**

**int guess;**

**cout << "\tWelcome to Guess My Number\n\n";**

**do**

**{**

**cout << "Enter a guess: ";**

**cin >> guess;**

**++tries;**

**if(guess > secretNumber)**

**{**

**cout << "Too High!\n\n";**

**}**

**else if(guess < secretNumber)**

**{**

**cout << "Too low!\n\n";**

**}**

**else**

**{**

**cout << "\nThat's it! You got it in " << tries << " guesses!\n";**

**}**

**} while(guess != secretNumber);**

**return 0;**

**}**

**Welcome to Guess My Number**

**Enter a guess: 77**

**Too low!**

**Enter a guess: 86**

**Too High!**

**Enter a guess: 83**

**That's it! You got it in 3 guesses!**

**Applying the Game Loop**

It’s possible to examine even this simple game through the construct of the game loop. Figure 2.15 shows how nicely the game loop paradigm fits the flow of the game.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMMAAAJOCAIAAACFrCTSAAAAAXNSR0IArs4c6QAA2thJREFUeF7tnQWclcX6x9kFbAFb6VQaA0TKDuwm7MIOkLADO0njXhVbCcUuMK806F8l7EDAuFdFDFBid//fmd97nh3O9mHP2bPreT+4znnf6fnNU/PMTFZeXl61ZD651fJyc3OrZ1dfk7OmRnb1FStWzP3wo+zs7IJl5mW5d1nJrU4ym1ql8wYn1atXZyizsrLWrFlTo0YNmivwtGnTZpNNN81KNpIoKjcvNzvLQQeoTJ069ewzz1q+fHlBMGWQlM5QBEDAiBrWrFlz9erVhDfYYAPownrrrffYY4916do16UiCJmUBIQCblwd6ZsyYcezRx+yxxx677rprXMdlkJQOSNIo6InjD4BJdEj0ifD06dNnzpz51FNP7bLLLtEHfU7GszpnTa7PFxTzd/bs2Y0bNho9clQev+L+qfiC7zNvUtkDIQjCcnNgLW501qxabYG7Ro1u1KDhjGnTeVOIvFK+MwMJSRlGOAFQHlJrlQLWbSoonPlXUT0QDkxYh2woVB7jUr2mk5AYTjgMAhPMTjJT0pFE8a4GlBSTsik7JyenfPGayS3FPQAtyMrOBkPITDypQFJ2NYRtJ6xJXhOv1d/Mk4Y9wKQvVHt20InJSVCmrOqMarWVq1chMElmSj5N8owMgsRDVagQEM4gKQ0xVHyV4gQSySrQJAUcs0t2k9YCjTcJqPio3FBCKqkqShX+FZ3TX3vCnxZB/DT8ZHWIF9pKqoa+K0P+Ks8wE5NZESNKl1kZYsVVO67tZcio2KiiTCF9MuGkIFfRm6QjqbzapnxEY238JPTx18bVfkbMOzubABGgwKtWrSKgkSC+CKQFylpPZUW21sXhoJI5D3OG/KNZW9YCiohvdh01RKUnCU9lqnIaIakoDl2wPTZ+Gksi8BfEiGcrgFyvIZQlTQGDo4DFqCh5AmTJRtRGURBXtgIQOQtS5cjNNVVM/1Xpha4ZlAkHcZFDpa2U+aQRkkqssQiSiI0eDZLeiGnyU4hRXxsptuE0BGCctdmcwEgIxJSitCqLN2TLYBMwmsHPcqQZkcrtqWyJPZbKCKlCUukJTtGt15gJKOJNRnX0xngc7yXj8x6cqfd5JLgYhTA5JgGapLKMuYjPihSFuFTpCSC1GBBQih5VoHylsdILrtiXQiN40ldLoh6JSdizZs487rjjLrzwwov69/dUJb/HFKUo8wBcg+muIcdCP2fOHI2ZBq9OnTr77LNPw4YNRSSeeeaZb7/9dsCAAZY70TSJLTBy5Mjddtutc+fOxobKOoNFh7SoyTNx4sQffvhBtBAAUdtNNtmE/Fu2bFmO9EOy3X333Ve3bt0jjjjCyGFZK18O8XPzRo8ePXz48HHjxrm1L5vZyQ3E7O4zp89o2rjJiGHDo1URX2polC++GpK1R40aVa9eve23356/TZs2bdKkCX8bNWp0/fXXa7L27t2blwKZhpa/zF3LnJGuX78+vWAREmi+KqOEZNinT58GDRqAZopu1qxZ48aN+du8efP99tvvjz/+SCD/opLQEIro1asXs0txTK4vx1IKz2rt9ZNRI0Y2adR41oyZeTm5qeJu5TAFHG+SUYqOY8YPHjz4ueeee/LJJx999NFbb7118803v//++2fNmkWcY445BrJnEowKl1gTUaC8aixlE0HGLXGK4p4C1joRP0OSqA6cd8KECU888cTYsWP5e/fdd7do0eLLL78cOnRoeXSAy0OUmHIpUVzbZLXyKiKxfCIBIrHEZUgVY1rhUrMlL6XB28Sd6pjNc/Nat2zVcZeOjmEh4daosfTnX8DTe7PndO60a7s2bettV9fbQ/JwaFnx5/Jp06Z99NFHLFl36tQJpoPunrsmh381a9R0q0l51ZhYjFCLHbavXbu2sBWxpNy877//fub06YuWLGnXrl2XLl3W22B9E32iOB5nGH2ZmmKXGIEhg6wndGjXniSLv13EJ37m5uT897//pTJLlixp3bo1nzbddFMEN96///77VAxKCe/+9NNPqWrXbt14j2jtAJSb+/bbb8+dO5dU+x9wAD3gMlS5WdnfLV6Cu87SpUt33HFH8iRD3v/+22/kA5mkOS+99BIo33fffevVr//9d99NmjSJZhJz6223oQnWWPHr4oZVHwuzgqcKSWUAXZFRJZGIldB+iIpb04PY+KlZq1YtIsh6dM011zAwX3z5Je8XzJ/ft29fPKIYfmSjzevUefPNN7fccksnBiOSe9Zw5ZVXQkUAypPjxoqqS/nieX7iM0OGDIEcbrTRRsv/+ouBHz5yBDJZwR4XeY8oBOj08r5YKrnxE8Tfe++9w4YNo5Lrr78+LzfccEPKRZACLkcffTQ8mk8IW2RO3Q4//PA77rwTMFF5WOf8+fNl2oDO8deMGs9MnIhEyE8RSFpBnhtvsgkwIk/c0MDur7/+SoQRI0aceOKJ1IEmU7GtttrqibFPkpvmA0VbngkMV6XhbqLq6mKGYeXKlU751wTKy/tuyZIxY8bwCemEl/QIMgRfGJWTTjqJVHfeeSfs5uyzz/7zzz8Rj9B56Eqn9WRlXXrppbDIgw46CI8tgGLqGF///vtvYLTddtu9/vrr8+bNe+ihhxhUoFDoxJWhXazHrUmtWrli+XJkUhBMDnz67rvv7rjjjg4dOkB1vvzqq4EDB/7+++/XXXedMEejvv766y222EKcsVWrVvj9zJwxA5Bde+21n332GWCihuDg559/pgJ//fUXqYhADcHEv//973feeYc8Adwpp5yimjDZ4K2Iw/Bc2P1vv/12zz337L333hQxcPCgpct+ReLUhFH8BACUnyTpMtraBeDpVlDiLmUdmEkAiMgI7A3q1d++eQucY5o1acpf8mzRrPkB++2P9J6zek3f3n2aN20G/X9ozIOIhMPvHCbHGtjZHt26d2jTlp9NGjTEvWbggIuJOXjgICLzEhBovqpKH3/88fG9+0wcP0FKwcq//j704EMAa7yE678e16cvZUFXiIDczVzHE4ta7bPX3n+v+IsI8+fOI87k1yZRDRW3U4cdeUNg1d8riUzyX39Z6qqxJufpCU/xk5auXrmKQPeu3WiXq0ZOLjnQXtrIz7P6nVl32+1mz5zl8vQJeU/PfPrxJ1PfnULn9OjWXZUnOR211x57Kh9aSiXRo2kmYRP4SjUWkrtzciulxC3WZuZE+AKaEZweTb5bt25Mu8suu+zpp5/W3BIHhN5MnjyZN9AbAAITZPa/M2XKBx99xEvMiMzj559/HhfS008/XeRNvEmiA88OO+wADYDCDR82bPCgQQjyCxYsEF0savp27NixR48eVGmnnXZq1ab136tWLlq0CP8+CGebtm3/9a9/QYfI88wzzzzk4INhOm4Ic3Nrrrce2Xbv3r3OZpsBZApALYWY8fWLL77g0+677+5MHp6I7rf//q7+XrqCVtEVFKqf/N1///2hx1OmTJGNFM1xtSfPtIqGbL311qq8TLgQXYXVdkdNE33WjaAlWmoC6cTaPCtza8DQdmj+2HHjHn/iCWg+gVNPO40+dTkHjiuSJVHFI56F3u67W8YPlHNMCQhYZCUuaYsnKo6OPuyww/r37w9TQOxAHOYhYjHGwPHjx8NnYZcEXnjhhYsvvpj4H374IbVavGgRIEPlvO222+CSGIRUirgbVRXDcjPBTxsIMPWBHUdSETZ0sOXVTFUAcHz11Vc0weVANn4CIBiRivzJgY7C0gZMgSAJQZjTWnzzSU7+Ttb0j4SHdWFwlQZJNmPoIPqRCeckEixGUBGtG0hMjs0qhREg6L733ntP+hExMRygnGudhfn64osv7rzzzgguD4x5AJdzmQNE/8gf4vHjjz+ed955n3/++YsvvXTXXXdtu+22RDAtstApYcIv0bp27br8rxUzZs2kMuSGpHLBBRcs/Pbbhx9++L777xcbdXWHLNVkxN0CjrAlmkEroIuEoT0ObdhBqlf/4/ffjS4idVE31DRTPlAMmQC8l7nL8WtvPRFN4iebfND3+IoOIVYeWjQSmORKUmmQZDRJA0nj3dq+14nc2IMApprvYGcU8JoXYVBCZORNzWAUYEjCyy+/LMC1b9+el1dddRWZI3ui40heVnICvPl71ao999yTrNasXo30ikpYIhcI7V7kgyjtKpOVtXDhQgKIJtQW1MyYPl3WBNkLIjoX87chvuTCWrVrAybsZJ9/9pmmB8Z0OSvSBNg6CR955BFR4t+WLWNugEiQZGTGyB4xRai0Miihk58i9n5yldIgUwjeKg2SrO40XgKvZjBaktsFVaO628ASczSGUjHtmHy9+/apW7/e089MHDxk8KjRo/oc15eEKDjqONGD7Vvu0P/iAXA6dGnNddNlUKDo8WuGDh0xfDiAO/rYY2ASvJFApsdF9kXzCTuSxkafiIm4I1DyF/rE37POOgvUDho4EA2L93Pnz3vuhedJjheiS85QZmc50Tk3h0CN9WqS+YX9LyJM6aPvvmvwJUOuvW4oDXT+1FnVBgy8eONNNxkxauTFAy++5957eh504FfffM3LOptvRgQyiXhWVjV6g14iIb2nGtJY4+YJkyJLWGmQpGlNL/CXtQIE7Y033lgkXWNvdmqmGuY7LJDERHKCICFxI7hgTIK5oAzvs+++fCICrMoxx+xsLAVY7YAmgqqK0IxnsE8++WTsgTBEdOx+/fqhxlMWRkJHCP2jeUwqrILUip8yQOgBSQCIIuCS2HKOP/54ZCZqAm275JJLsHshBr366qvkSVoxMrIiPtIbCUlObj179sR8zxtsGXBnanXqqadihaKScKg33ngDNo3qgGEW/sWS0fnnny8DGIL/Nttso3qCHii0pChJ1pSIgmmTyqZWgqgqldZXfpHWxQogauymOPNLe2W8JBDWTpKHkwZimny43KbIclfSXx5bwzfdHsnXCIm063CVUNFCQ4CKUD72XvKHhJX8996UQG7o9mGeqomlVYAahm/iSgwbrlKsGtYhtjCn5ihJwforvnVIyaNdqa0ANE9qrSMDiI+xJSdNIPWRGIqW0kS3JRCISBBB9MOp057CWxJRNeNr0mgkuESKFViJefpKwdFfEULCKkhh0TNn147xSrEYN5KsGK6/Pl9ryO3O19kwoXxEMFRDvTGhWK0wSU4/RVRUoqqhHPgrEZswk1BxhBJLop+qgDw8EyRIlUjiVkeEvj6rVq5EXlZPhQxOSwq8jJTeatUiicp3rjnj2qio00XbldAG0oW8hIHMgRwjbNmUNTyZJiW4aPxCfNjgIamsXgM1jcw2ei+Ii6iogV7Tipw5ecNjCxpWliosRmzCsvqBRyxSnJqfSP1y5tQcs4bY1DIsVn0kCTE8dJxsKm5ye83fvYlZFC2aiyCRPLC50bnmlSv0iLTYfFVAk16jK/gKGRpmxbEkmscGBQU0ooojrCgOASrg6JzexFRFwpRoVCHS4wpkq3Wx8Cs/7aXIqrLioWJqhSYGvaGJpBYZ+MLJkzCM3KRal8SpTKs+0khEBqSYJ7wRqrgutlHULNdACijCkPFE9a91btQu4rLG4mUg5aC0hgnXfTHioQxthMRlRBKMPBj+Vq1ehS5m7FLtUkGiPTJDCDRhEaqY1PgQoyJmlCUuRonG5gjYlLCZo1aoUBtEg1Riw1ppkKRujSiBJAlvpgunvsY7rpcNQBZT5F1TVuKnUS91oiiK80jxdMLwp943LIb0z/iUYCrqYoKLxtUqlr/k7qUTtUtYN6SG7EbIUENUkBEb1w+BzKeGCNNCoeqvfc9ibZoY6g1NQpFVkd7EYOQKTThl6hOanUYbQGVQMQ6iHlSPqG72KeRHNq01+zWVMSuwjstqrrML5WDr9n+zsnDHxJAYJreRyAecz1GDIb4WBjSiAhZ/Wd/Fn1N1kOmIEVWFQ2lXiDEioUpaiwy1eqOGhBEUjusHRYuLqTf2SZVP7Ek8ZWLlpW0qQIA7GE4aEmIYDIzawoQNUritJW7sNfWN8Jg4JenKRkueVQVHXXK6g5d/wgiiZNLI9MkekZB1ISTlOBwZJOV3JmN2ww03oBJq1QVF3TijmKCUMnspuBgtEamoUb2GqBr/MHq5I8h8QH83XH8DyCnGJCN+Kp6sQtuBKIe0LQFRKidFUBxh5CGl0l+jXuWIjLJmlUFSfo/hj8FqKNs2nG4Y088lPUASTjjhBK3QiXKw+IXNGo9ePuFKgGUZyzWOLs2aNsWfBEfNq6+6ClN7o4YNd+/RAxc2DTk4wJMEW3nDBg2wL3fv1g1TregKMMUd6sADD8RzAc8hXB9ZH1RZuCFgasfPDhM5X7GSo9WbIpYmZCmDpAhJECR8KRkh1iV++uknk6zdrglPV6ZPnfbVF1+K2OBAvWTR4in/eddRl9y8Lz77/PFHHxs5fMSRhx9x5JFHsgBy8MEH45eI+yxemvgnSTaSyglc2GJ1xhlngCe8KHFM++G77yliwbz5eL2R1WGHHMoBipCuQRcPfPXlVxAFf/t12bQpU2+64cY5s2azyIMLtgRwydES7ctKQso9fgZJUZeCIUzbeArg+OaWcmN2JgcprMBe8XHCkHfS0NFBTpbyQgzkgQUWFtFwu7799ttZ9+UTnneEWVzDw+mXX36Z8u67IjBQJrbjXX311ZdedhmOvICAv+QPScOpiL1jLO1dfvnlECQywRFFxIzqsYbIohvLiM4hyT9mRSt3WCSQYQZJUadJST7p5JNZ5sTF8XWcLW03rXcik/3JFmrwAQJMpnWzXIqrnZNvsrMJQy3wxpf3GRvxeMO+EUR4MnErtS1bqlS2PlIoRItorArj7o0M9MEHH+BDArkCMbhokkqmVzw227ZrJ+CKCElQSwchyVUmAfRVySROAPLOhLjoS/SGQkh1dz6v3pplWhKUSYKwk3w9bZC87IyNXqvnp9t+5KkQP4km5PECV0knhMW0erJ1WpsXpR2z69uXLZE4/yMSIbS5CvDZS/owNVE1ocf4rxS9Cn/+uUgKp7J0bA0wBAN3W/ajITZJRpaUHSeLaPyceSm2hdIRJO9tp0GNBthzQC1f8IpCFy9eHGHORzPrKDjDUQTmhdsuPjCPP/44AZidiJAwpGztEVmqcAypAulSj1R2h4QbjTRAYZzCoeIlGwRwDEJXks7vVsc874ukIsLZ2UjNfHWSr7eqG26IKe4TLa751VNZCkTb8PBHFHPmgzVr2LAAPtDUiIyjMMI4MlbHTp200wGZHeFJxi0eB/d1WKtPdg//E5EUt26lBRYTOJBLNq1VC68xDZ4oAXIM8jg6/8Snn8ZJbcjgwfjE8d4xMu9m75J7qiYFLeKDseV6AVeUCY9eaB6ZsIfuiiuuIKa2p8mYzt/Zs2YhqLH5BOc1dtCS0jyHbMEx2bBIIP9/HJJEHsSqJAYRkH3ZreIhAPkwh94fddRRtlIGMbjpppsYUZQ75Bj4Ttu2bWV0xiPbTM+Of8Vs4gQAJcSGVDJKkRvGRqxNbAJGfMaz8X//+x/7Ylu1bg0Ezzv/fIR09mciKmE1AGdQJnZ18gkQS/ZKYIBTliTVkj+7OI7vW/ipNylrswrS8Mt4zeYTTESYavInfV4eJkQsipvU2hRjoIgTLv1YBRGl4UH85LwArIubbbYZGtayZctwdVW2SMr8ZA+a8Mr5O4jSWBpR39DLcPkFE1AdJGhe4h2rVIrMpmHiYFNAZkJ3k8WILXIYJ2GC8NwU91LhxcmJK69CTr2RspGXty7et7E81vX/5pMqR47oibnYsh3W3G3ddlWvVYn82CP85Sf1kpblJi2Pr9LeFVlvUOIsrUWLO7wmrqywoLUqvK7dsA7pK7X3bXnNRQbSnDpswVVijSRiuJVMkRJu7K8qgDLPCNiaiaR1k4hFXcw/RPJTZIjyWUXb9DzsROdAm/nIWkzeEzmyLHgU8pO/6aOpFRyOf5ycFCn8gZdchAz4izcdOcHZWxS1Dc34oPoOkUXGZVIJQFpAjbDoVTwxTcFCqSyO6IDchhTHYB06nakIcyqSTmD+BeU1qco3n6QjKd/dJ68a+zQQR9aaWH4Za61/5du+wnKzJXR9jBT4bHflk/y1dWtKFCjMZmODakQrzuZkNmgrX5gTzvQyNFAJW8KcgS+MY85Gye+eIksQAXb0Mqsau+Lxr3LKqt+jx7+kI0mbYtV9kmfF7CuwRzJFJ9ADoqDhNLBwBP0EMi1rEu0oik7MCGpT1nwy8SuwByQVaHWSgGS4kL0knSbJ8xAi5CTZmIt7viNzBfZNpuiy94BcQyXegSc53KWIJrGzXXvmYa7sqUD4gLlyqlCRN7iVvXmZFCnoAVt/lGYg+SQ6ZsgXn3SaJDFNRAgdmAfCyFJUChqfKaIce8D0A/M3hzLpIK8U0STKM+sLRbJ4SVXCMxjiW1tQm8u8SYceyEX3dgcx8A+DLU6eBDZYL58iJH21xOxpsuCxLnHssceaUafgpMnc8l6OhKQcs5KRzGwZZohHXNEdAUlHkniqNEaKx6eCY86N6VY9JKmxHK/DYhzb6HCDDE2U5Ti06ZJVdhZnULP3IRVIMpd1BWCudrxhId1RJSxNc2bPxj/k3HPP5bgmZwSJOUmmy/CXXz3cMWjemp90iZs5asKamBowKs4y6e3LlfefOxyZHbx5uavWrOY2AXewmj/XsfK2qPiaAyNxmKQjyfiaFqG0hBRnHi2/GVLxOdm6G/qpVJvQsa7i65eEGohAJB1J1NwkNZGiOIfoJDStIrOUZKpdAKYwp8OqWZI6RRvuUkGTRIeEIa2Z09fhuneSWlhR2Wra2ClNVKMKE2DRhWi5Otk9bke6mFuPCH6yy62o/OlWZo4u3NESlaZQRdUn2eWqaangbnJh1tQUmKowQVKf8len8Wmyigwne0QrKv/IyyMFEre4m9qpUqswQXKN9YcIYP9dr0ZNuaelppMrCklWbiok7gpvZKYCKeiBDJJS0Mn/iCIySPpHDHMKGplBUgo6+R9RRAZJ/4hhTkEjM0hKQSf/I4rIIOkfMcwpaGQGSQl2su2WtO2ROruiNE+VNHxnkFSaoS8kjrwHZXc1N4fi8zLwKWEVM3xnkJQgkkhmRMh24hp9Kpip1ky0ZBTu/k68+DRLmUFS4gNi7jFGXYpZGDE6pGVd/axKDjYZJCWIJFvel2+8TsYpPi8789TOAUuw7LRMlkFSgsOS703h96cDDvMhKTRHeSGbUCW3iBLBl2DlKiJZBkkJ9rqJ26S3DfPFCNHac6LrRyRum8yeYA3SLFkGSYkPiCgKPItjArl6u3g/JHCD+xubtKy8qkSQnA6beEf+s1NKauYvPGuz2nUOPKDnPXfdzQUjrle8duZYXlY2R0bJXemxRx7t3rUb21h1WJSuQ3GHS1WVJ4OkBEfSdueAmI032WS//fbjvhGuvHn7rbd0DoKOiSIae9+4uoSLSjirtHWbNiovMhwkf29Pgs0re7IMksreZ7EU+W7aublcDsFrjrk97bTTOF+bI3I5S4PrADhWmwOT58+fj6foWWedBbny98c530p2xvEv8eLTLGUq9uCmWZPLpzq2Rd1tLM52p/fvu+++IAn3bbaGQpZ0IYmEITggRyi/8847nMDsDrbjXL30Pn40gT7K0KQEOi2fPek2Ul1dwt5t8LHpxhuv/Osv7ile3zM4HV1FgHM1atWqlV2jujuhMXZ6bumX6hKsZQqTZZCUYGcLBNrX5oSerKy99tqLU9516oEOO4PB6Qol0MYFlZKNZHmSXJ6xcSfY+1UpmU7TtnMXadoWW24JmLSZBDDB5uBwUCYIFbcPNGjUUDdxExMS5c535wTZKiQnZWhS4vCWCcAUMUQl5Gtg5K/2cxZIs2IjdBONlxLSRaUcj2NLU1V5UiFxi/7rVHzr96rSgb4dwQ7bg3v2/OqrrwQaHmhP7c02++DDD52+tvajRFVgS6W0h6TPCVl+NX3NraKKmXdDhKDqa5NxdIJHdjbXart7B6ruE63/pGbLuq13qourWq+Gu/5zcrh3i4URmrni77/5y7VJW261VdTkKkCCihi8pNMkyhVZkqqimVrVkBS2p3p1rmmjvdyshWZ34IEHotC5M92q6MNo6i6oVCBJ1M8uuitmwbxq9Pbp/fqt5uwbP20OOeQQdzqgnTChU2yr0MPgYuxwfg3JbpRxT53BDX4lfSe73ArLPy+PU0pR+4ERtwD27NlTtyRU1YfxhUa4w7iS3ULhRtCBEoJfAlX4uBLNHJbh6F/uOWXbANehxt+EHJ6vnewBSHL+Wq526lSyJW5bn6JFhLnH86mnnpISl+Q2pi77uDPEJReOGjUKgYn7RotvKfbJSv3QOjh406ZNk46ktbopNw9FhhuD4+Ab9mbmZPf0BJYmv12Vqas7pTyl6GR3LSlE7CyvGleYc1A1/jp9+vSxLssgKT3RE9ZKhBb5WlSAMGuLL7zwwtNPPy0kyb8vRQ8OhLNnzmpYv8Hdo++yW4tdIHxiNxuvFaEcX5a1rWUtOtn5l7U+5Ref4XODwtUlsTyH3zmsSaPGs2bMdC6gqZkN4VVOUMXwXrDUVCBTyjr2gN0KrHykkIZrJKlAkklFFFzyzcDJviCgrD1a1vokO/+y1qe84seuOXD+C/7CYOfzGRjHUoEkeGp0Aq5ntBCkFKz3lXVAM/GL7wGtRmuhwo7qTylNUvHU0lzDqpL+/4/Cn/EWwKT9DrZu4ThdsvvCzqR27oV+jaaKGZOS3YFpkr/cqqiMeaaL1Vj1ko4kaYyR40H1bHdedbiLWVy8LI9aIg3JGhZvoIqtmBLZFowtTpiDXvJXLy2+qQj2SXWUUSOMaXUnbVxuYQ2tznFE2ppQVD1tZcnqHwasROUfdmRce60gcx63Cpdm8cq2DluA/EP2kgoklQUnJccVEI2wSYqXr4ENtv2U46L6Ts2WyG852LjKUqL4RNNsUyn6pKte+GmOR3qvR95est3lzxxfomqo90qumkjgUAQlD9GgeqomIZpt/NRetZRH+Rs4VFV1iCqg1plpUT8Vx0hLyK1KHom1Y1QaJNFH6g51ug2hOsLmmTra3KuJ7HYReVdXdb16jRzkC6HbRdSh+qtRUS8RMAImlxh90pAIhYY2Tfpw4HUrFzF5KZ1D9bSDTchQg6eihQOBw1iJStGoGz4UMBjxVXd/WVtMqDBmpBapryyatZRqUIouf0rsqTRIUmdpuocTTkOliW7rxBpyzWlz+Q3xwXvWkoUtoccC5KNRBGoElImGWSOh+PLFFqb1ya2Hx06PEJlhX4DhWPgTPVNCU0EMQ4KL6KWgryTKTTnEIUMdIpqn/tFMMIrFV3MFFmpVSSOHap02ySSGIaVKOpIKOuSwNuKWRwpISMW77hhN+vjjj9lZ1rhx42bNmjVv3rxHjx733nvv77//bgRGk9hoj7pMEw4DBD9DOdF6XAEjXc888wxeswYvel+jqGqEfETzO449KTfKOuGEE9ifxFIjq0P87d279znnnPPaa68JT59++in+AixpC+48QoZRJkOwGqVSjEyqPsK3NUoN1LwSqaPhn3/+OTW55ZZblLPxOJsnVlDCYEo6khKuWVxC0aRnn30Wj58333yTK3xPP/30vffem7uL2ZCPFwcBm17qwXAK6s28efPA3/Dhw+lQkRCxDPUvC9q2uozPwvTp00NsiUKoGprZJAl5k5ETAwT4mDlz5ty5c/kkDss0eOONNwDTxIkTifbrr7++//77HHWiJCpOEFQRFgYNysS6RZizJGqRppAwF2Lrl19+mTZtGpvKVYriqBSxVJt7CY9XpUESLVy4cOF1111H911//fWvvPLKkCFD7r///hkzZrRp04Y+euKJJ+BHRkXoIHF943rquxrZ1TkwhJ2ObMF2J4fk5hFwt9TmVVu9ctVGG2yoI0RyVq/hpBG+CkDiOORmDFRCj90qqSFxQ5tXjbQ6kGTNqtUUt2P7Do8/+tgTjz8x7smx8+bOu+2WW8n5xutvIEJ2tXynP2Eo5KFCiQFixYoVApbYmVpqXJKwWLyRVeFJxI+JN2DAABMoRa7004ictS4xMCUdSWVX8wtvCD3y2GOP/fHHHzAIKIeAwt8NN9yQtWj6hb8mMEKfQBv0nD3UgwcPBmF02Q8//DBhwgSSzJo1a9TIkdFsloKTlzdyxIiNNtoILjB61CgIkgQUjoi45JJLKJGsJk2apNFS/SAq3LsNbxK3ErkSGlwcRhHU1qxJue6it+B67qOPOQamjJd3jpfkTBugCVTssssuUwMHDRq0ZMkSXkKGIaKEqZ5gAbGEoc+ZM4eceQ/PgnVCla+55po///xT8KIJOEhB7UaPHo3zBbTw9ddf79ixoz6RpPexvSjl0ksvJQfR13UkS2VGkoihjbYpTUYq9cmkEz9OsX/For14zNFU6DNFn3feeW42e8rBnCZQa9NaX3/51ZR3pzjSkpv3w3ff79Fj90cffmTRwm+/X/Ldc88826Xzbn8tX7H420XPTnyGKjAGI0aMIAB7sBqN9Nii64cNG6bOhXMdccQRb77+Bje1TZ867ZyzziZMEZR76ZBLLr/0sin/eZfiXp80+YLzzp/41NOO1PmOEVVwJ0nE7AjuLdKJF3h//+03ju1SNMehqmWxxk62rKj37d2H3EQLn3/2uYN6Hrhk0eLfl/02euSohx98SDSMvzSNRfjam9b6/NPPDj/0sAcfGEOTaSlxDj7woOV//Ekc3owcPqJfv360dObsWdBsDsA447TT//z9D+KMuf8B3ByJ+czTEw856GCkTFcfl3fpHj+gNHYtZzI1u6yPWLKJgZZcyqTQFjHg0KshLw9m1KRJE0kqZX2Yyg0bNiQVXIPhpItnTp/BAEx9d8p7s+cw2HQTnOW8c87F1WH82HFyfnjgvvubNm6CHwvMi/h8oot5T0xFsECDevWZqfpJnGZNmjKWy5b+uurvlXNmzW7etNlZ/c7kE44xfDpgv/1X/Lmcnwx2qx1a7rzjTnG5yQeD4shkxrTp/KOSAAW48PLYo4+hCWTbqEHDUSNG0qJBFw+kCKIpHwabUgANEMEPh1O89P6P336nOe5nTu7xfY9r0aw5IHaeHjm55NO4YaMRw4YT7T9vv7NDi+3bt2+POJ/vtpOT+/SEp5o1avzImAddw1euemjMg+T24IMPOi5Ix/rTL0p+NKa+xMS9SiQfmH6haSfbjJHHUJQrHchLjqX8pazCLCgCTgRVhxeceuqp/IW8f/DBB1CCl19+uWXLlr16917txabTzzhj4403fvHFF+E10qidZBDT2N0xIzGGxXtMA/zkq8Tniy66qHadOjXXWw++wCRxQn1eHnwNHZC5DmMleb369dElkZ1nzZzpOAv2Ri/EQPB0hgmc5aSTTqJ6Rx55JNu9kcHr1q0L66HjbO2IFvFp7NixO++8s/pi2bJl/P3555+3q1t3//33/+mnnxbMn8+bV199lVYQmcrA5phdHP/l9q5kZV1w4YXsiGKuUknqBgOF+bKRXKc0OdHKq5l0IJ6rn8yfn12z5lFHHYVUwFYqpz2sWb0uu8vLfLOxSQOm9xKQn7+IkEQ5fkYiRWkpZglgEl7F0SGtdP2WW26JFMkbDIDPPfccLAP7zUz6sVo1+r3XscfyUzSS+nz22We8lxXA1dzDxeXmZGTIdBY/2f3iNvT7+2vVzP0POEDsStuMXLuysjgkifYih6nJ/EXyIMBf58SDhiWpyD8U16hRI7ikxGEOvgHlu3buLEGKfHgvby2agxgHtYb5AgKHaZmXcnIOOuggND4EpjZt27711lv0A0dZfPLJJ9QQMRxrhYxn1IEAKFHFyHnjDTdyCn9sOMgKUN7duDFwROyrXbt25y5d9txzz512cfCtWSNxs6TrnJKpQYEY0pwFFCrKEHLunXRUE5vcpCxXn396rW3btnQfSnX7du0Zs0aNG1940UXywHrvvfd0ZqijCp60dOvWjYEHZOCjS5cuDhneVIjOhpCFvEGA0fawdGDhZKO/V63kb8313az4a+XfigYNlzglHZBM1MyuXbvKBCDjNQE4r6NDyBtZ1VatXu30dn5mVdtmu237XzxA7J6Esog6+S67+qo1q3mpiXf++ecjcaNkQeE233xz3t9www1OkKpeHcMH0jRi4orly0ESJxHWb9CA9lITWuQ8X/1DPtTKVSaml1EHs5U7XFavjtj+5jvvvD55MqSRZ/LkyWjBP/z3R6RPYykJQMJ1e1mTSTySxqHao93QC2+//bbsXep0Ry3LdZ8XGSIz0h333Xcf7CPSxmFD2dmQfZBEcXQiI0EFtthii4v692eL/sBBg+gjaiWsE0HTwBYWCAvxjmnG1i7cBK1ZU7M8Ilq+UW6LYHb21ltvTYAdbf15BgxAd+vcuTMZUgS5KH9tJjSDlkg1+fOerzbf8jW+vLypU6dCrrCIkudJJ58M9dIxX+RJJ+P5DjfH6gEBg0QByQYNGhCBT0wn2shf2kuFd9hhB5KwnVw1EVUWU6NdEDaUU7B41dVXv/zKK/ykCBCsoVyXISszkijS4CLDyc033jT5tUmnn3raPnvtjQj24/c/8B4R0lHLcmJtIn4IB4wicwhV2UyCU6dMgbyLwzIwHMK32267YYF89plnnP3N2w5Qx2AZZCKdnMGQaY7HBD76mvfQMDNKiZmqaKWVRQerOp+uvfZaTBLkjyiDoeGee+5h7IGbhk3zU3DUEKo49Z7ImIAioZP3SDbYD7U57tNPPkGXhJpKp0FQo1DiP/LII5QCiYJQsS2ze/fuEOkJ48eLf9FSxC/IDGFEQ5LLVqK5LcIJl7/zzjvJRzWkCSpapCGl627qJolEagCT4+KLL2YgESCQQ2nz5ZdfjunW1XTdlnLUWj30Pg1+6KGH2EHGfgZoT8MGDVq0aCEpgXNCRZPo4quuugoJAHvM7rvvvssuu/CTGl555ZV0J/yRet59993oj0aKNHdpzo477oi2DGFgjsrSo6IVIKHr6Lw8BGckWSgEmhFbvWCjmJ1uvvnmWrVrAwKhk/jhIqCItJCk3uMnuVFnReahdEDZo3t3hCpEYKYEtUK6Zw6A1wN69sQ6jxh+8MEHazczzaGf69SpA0/Ya889d+zQYejQoTQQnug7Po9ZYfNEYhPvWbqBdRKzQ/v2e+6xByYloIm4GXZ1YuHqzC2bRupQireJUmim4m7RSHj6T+8//vjj4m58XbBgAYMNVSA3lIuo5a7x1eh0pGPYAZSjTDVWxRBLUUa23GJLjv6kR4DIyaeecsedd7Rs1apW7VrdunfbtNamm22++Uknn7TFllss/fXXOpttduppp91y6y28R4KpUbMGBnFWRSgd4cn6VyON7AkEETuoHkoQ9A+xQ+uDbk7n5XbadVdkXn7ss+++SCoU9PfKv/fZd58rrrxy7332dsMWOMkbRCiI/lF3GbkioDVXMum0a6e69eqBFer8088/bbvdduibN918c+06tZtQ1S5dwCiV//Szzz6aO/eqq68isss8q9qWW215+BGHb7Lppst+W9a8RYu+x/XlKy1lljPJ62xWp2OnjnSRWucmf7U8Xu6/3/5wf4R6MNS7b5+h113HGIWktPTjgnSPsMWIML2jmxJEe/VIuwnfhGGtM0fRtG3F/8MAiD0Gewb2CYwcmEn4i7EBW8glg4fM/fAjZ1/Jy0NshB7AborKv5j3WvEmgrMnmZkqlkA0Sb8UMzR3WbUVRz8lAttPSTDKwQxjxDEbh1qtOGFkiSN6r4TWh2FPhtVTKTK+h022OHqvonnJAyL32GMPSxi2Qi8VTQGriaJZti4Q6zq6sZjahrWKDxdmT3IWes0PmzSEoSIizgUfoRvjpokaUkEpDOvLLz/9pNUc0S03C70fBS/hRKedcTq6gxOEBw5kqaH02Be5Vg3dVK4eUznd23x/0IIZWirxFP0UtbAa6qUohHJAYJKQYXTFIoc1KVgcA6M1HCVUgLSiCkaQNDCKYzVUtDCh8qdiF1xwAQHWZDgeHuOZVcaSiIeE+ZNK3NMsGirRMEeGaq9VIKxVCUMjLp2Xx1IMZotoDy7WDl4aR1ODBY5Cs6NmbiEpy2naOtiVGvBXwIfnaZCQ+CS68pYIvHG2spXuXFjeJ4AkyRbCMRp0ZFp0FrmomoKCogk0+klD9Mm6TOMdgTIWR7mE6FEv8zeaPL70OKwogv7G9RjNlJlN5YZ/9dKEBGua6hDGVBzUMYR9WC2mSxspPlmjBAIbO713wxET9YhMzvYzHFnrlri2FwemQpEEM8IQgp00VGeKQRI0wKnHXMcRc/oRp8B+jGGNVVIqJE8gdR+xmd90BC87d9kNsZHuwGSSgJQnfLjJF/h+w/v1SPuIoLb2NNB4hN1N5UNMKGE4s8PhFCasxw1wIQLiJrQhWKNrIFMTNKJxI2ck06iXzQ0qFqdVhRAPM4z6J+YvpRbFQYo45gUQjVHgtFkUBVkLWIUhqRqSzXF9+mqxSUtF0abdcL0sCIt/w2ItmgKfzJvfsnmLBtvVbd64CSs7jerVb9GkKWHkpA7t2l92yaUsoNIkBDSc1BJYdzMhyc22NTlWVdVHw2DSj36GooyTIALhzz6Z/BThMZAqwpwtcwtIErLHkisg+SOUKU0esoDqU1QOvA8XMS3PUK6ysGTEuJytW6w34oRFq7MlLNgbce2Kfha67hZRS28BM0ZbApuUK4xfZ2B9WwtMrB7oUHPReSYxg43Ogl0EKRu/ovr16yt/keUSi4iLQImaytF0lN2ZkmI7AoxlaJ5pxksyMOJBQNmKTmiorCDZqChFMiJxECKxFeGawrrerbfeyk/Nb2Uu4mGdJuyqCFsvEtNXNVSQTXqjK2G3a9RVumQGIxtqvtqrUiwrYhrlMwFXUpSInyIbLbSBENez6hXK/ko5Uq6FjnR7E7szrMmqW/Qjaql1KAJY0kiCE+OsOXPwJnQzw89Ijg565bVXX3z55SOOPBIpm2gkEfZ1z1Ap62fRNBsiHHjsujrHnAMFFzrUbH0mutpgE8dETg2PLSaoQ+0YFwKsj8KCARBr6Vxnw7LoAw88wIIx7nUk1EhYlUwMknirSorYUCUVKvZqUDYcGG6UmwCqtEKkpoGwpTiWp0oJJ4NmKTHpYWPoBiDF1F9NCcWxzMs6KGH8SIuJ0ONXoyIPa3O1jguIp7rlKrdWReCP5X9ed8P18s7etm7dq665ev7HH994883Nt9/eozM/zwjy8uPRv1I/BgiVTj21gqaRC2WRcGLZV8XRXwtY4ZaETw7uObm4H7368ittW7cBSdiFMbqOHz9eqxky/UWYjm1DyJ/9XjyQL5GcqOR+5Nbv/BvXan/LW+Ra6cP6qvdG8KwIoUo0xgiYAkJewYaIKIbxLabRNss/LlDqMVkrYiKrJTYSauG//vUvBG0sv4jS/5nyLmrq+htu4Ma4RvVKdOuUyABNo6O//vrrl156CSslLZKfIc3EXA6qeMnil3qAVmOaY4VLPQolhnqxfAEXcSQzLw+ntueff56FFIy0qCB24CQE44vPP8ddGEdN1ivdkMOz/GHwf61YAVhZKiAhdNH4sqhISNISG+8kpsJ4iMQdWatEPYt9TDqja0Su6V8s1yKzoRGs0GxgE2iL8saKPzmppKKT/d0E9uuuHYqXGS6I4XFBEvPxusRf0WkPa3IIYIDF8c3UlPp16/Xp1VvaAA5okDQUju2bt+Av3nBffPa5YuLUJpstf9F4cJrDa49P+MGRBIsuL/mEpoJvk4S59HoKlbjLClJNUHFrTZHIWO4zMpZc1mwrPL7kBqqBzg9d4SdWHImP8lxz5CE7G7EPOyFLJc4pJE4DyMtD4VD//PjDD6xtYf5gjY+1MxQOsj3jjDPQr+CVvDnggANQY9FFkL1YwmNxibKIRq8+/PDD3yxciFi2dOlSTH9mP9QcrvCOKqoCiXA3MWxpRhLuxJLNgcGkXUmyleKRJkGFGX7JvCx4SS1lNbpZ06YAq2mTJvXr1SMwfdo0ohJHdibJ/rIsiPGxII9zPmurLPEiXZ18yikw/UWLFrHBjVVYith+++1Z18Mfkjisf7MgTULYJe6Uzm0yL49FQGwleNBqjwqClNsDk75AKrt/kuau0GP6hbpPe7IIqE9N7awUSKKSqrCJI9AVqBFgYqWT0WXNH58kYEQE5y4S08XEd5hJ8oxwent2Nk6JRIM3QVSQq5CHgBHRID9YQyAzCJf4PV526aXISWxcYUGbtOQPOcR4i6suCfE1YE2JOqD5SvaSypyeT5lpEt1tBqGoEwNdVJKT2X4S0PYrqptUc00AvAz4i0eDcxhfswZHAxQ33ObHT5iAywfRXLtiayBClVXblCZywD8C2fnGG2/EbQhDCUWAJzgjkiWLCmTCihX2KpZBnn/uOXIAXjjPIeO7fVSjRuHZxy4i6iCTR1qL2wn4TJo8IalIarMZUTSzRZYkS1UUMsparvi17CtQIGqOS51roweT++BHFPdnsXVp2JKrVNZvy5aJpBENFY8eYBvCV19/veS77/jLJbisJnHZ8uJFi/Avu+2226bPmIGfJFSHHEAqOiDeUdjhnn/hBVxA2ZK21VZbgbmPFyygZk4sS+/OTIQmxQ2SBM84I41AVtbhrMD4EmaldUuHwI9q4tNPC0yuYnl50A8IlVQN7T/hNfKQ5KRHH31U2h+jjpMTX3Hjj1qUl8caAMI1khAOrwScD2deHqUgP4knwtdgashG/MSt6thevWB/kSlVpnlqmMYSd6WhGSkAGVREs4KdSXfddRdbV2EuY8aMgfsAC6gROypxSsRo5IiS9w0HNzguslsIxzHoBz/5gmWItKhjt99+O9oZXnXgBoaFAx1iFhI3BXGoAQZ0JDCoESUihOEzyYokOCNChw4dKIsMEZWcbx00PrZFJAX9kGARZbUnraNhI23tSbKHSVqSrWvBvPlnntEPwxJGI/Y0slmRfYa8Z+vjpx9/glkII/U9d92NoYg43bp0xdSEMen6oddpH+MvP/18xWWX073YzzgaABsVmx61Us5e3v333U85s13Y7eT0h1zPnzuPnb6Uxft27drhQIxxErudlADqFvrcreNArFPywuxJ1TJICvtU7CnyyYwdYc7ws39X8DI3hHyjpaJhtvSenNGOXjv+PCeXtLJV5rt6eqjlu3365Oz0VfIoh6BaZg1ep+Evx8TlYplMkPRVhmR0ta1JuduP/Ho2q2Es+9RYrybnl7j1sbxcW5pk77Nbf3TLZbmsDnFEtSK7BbRIqHEunaRVkugTeImdILVq9Sq30oa4FUtOTEWzx3zF1mULUQq6v8wSdwrqVFFFyLjqtIfAG0LGVfEXIphln5+mmUouVrU182Wz5dF7rSzxM38bsY+pbXHuPvjAT1d1kAHF9F8ZsdLZEJBBkmlXTkJitBx0/EkjcrAxNxUbSKlsMnbIf0hQs79OQI4Z9wUy7a4RdHT4pEAm0DhfrpgLERmqDnJrhHqtznGskZrob0VNsxLLTd+alVj1co+gUXcMzu/G17DpjQReWWWN0vBVZMlsbIIXEYQ/0SfFN8DJGVC5CZ1GeETz+CqzlrOkVMuCtWJNcrw1jU0AbmqV+3jEZRjXfsdBctZoy31ZT+JOalXXsofFZBrtdBMFUiA0nll9QsOsESShIcxWxk+lMmOb5RzXuiih7yT+cTYc/yrQQGeM1Q2o906TtOfERB9OOpJsLmry8VMn1yQVFhWYuQiSCJVwI9W9AqtULkXH2ZklBYq560k6kkwCVbeqT6tAzxY1PGqaFC5JSxKry2U4KzAT4+mhXBgemJF0JAmwmqPqCG3nq8BOSUHRJjABpnRWuBLuCsaUdkk/0A6qpCPJtJiIBvrlzyowR4saA81d2qjTI5gzcVJUwoOXooTmYh8X8AcGm/u5PNNrVncH5UQOati42XD+xJNPejmw/Gtryov6l9US1kfZ327nR5V/kRWao5y3pPnrsDaxgMrC0ItxptP8l7girsKC44xZM1kfxMk9K9lICmVPwvhRcC4AHhRFzdR0dgssDUSBERiir4GRdnNLLK1klKlAU8XOeK3jBghjznBbq9dfj3Ob3CJ3spFEn8rcoh1YlP3RRx8V062VHUnqcVxE8OPGe4QjQWUNr0SOyIVOGLOrSWUz73J4HgcJcQhR0pFUmnm8VpxKry+71nAOLodc4QDJoX1l7oHKlSAmESVd4q5c3ZKpbcI9kH5IKmrvb6V6b/bfEjY0V6pGFd6WGPTSD0kJT4pMwgrtgQySKrT7q1DhGSRVocGs0KZkkFSh3Z9+hRdl4i7qvbUgg6T0G8zKWaMMksp73Pzkjb/7rLwLSV5+ZdUmMzQpeWPxD805Q5P+oQNf7s3OIKncu/QfmmEGSf/QgS/3ZmeQVO5d+g/NMIOkf+jAl3uzM0gq9y79h2aYQVLiA28OtQTyHdmCDUnyepO7KsXI51Cuf1Vvj00GSYkjyTaNmHOt26kd25AkxIQHBLijlfxufztHoLI4d5emjzJIKk0vFRLHdnCLGsnnXzu13WmCfqe2aJIeZSGnVe2Gs62VCdYgzZJlkJTggBhdESbCEzW1UUnYErkSZQqPH9HhnJXoRNcSuymDpBK7qPAI2hIprIjkRFKRv9WZn9EBOrGLnXijkwK0G0LhSnSia4ndlEFSiV1UeASdFA162PYfR5AkVuuKdxOMBDWDnbYuZWhSgr1flZKZOsamNk7+5/j26DTp2Nn2Yn9CD58gUVxtw4nvokm6u60q7WrP0KQE4a0NqYIFJ9o+8sgj++yzD3tSddCxYGQb/Thf++STT+ZWCc64lXguBleVdrVnkJQgkswgJCGJeykXLlx44okncn7y9999JzlpvRo1uSTp0iGXnHDc8XNmzT726GM22WQTYUjMLmMFSLD3q1IySTxmSWKvrZQ4bnzr3r079yGxp5tbBjidnYO5YWSIUxyIYJuPhaEMTapKkEi8LSYvA4sGDRrA3SQScV/p5Ndeg+BwA85///tfnZ/UqFEjDtUwe3cVI0iOoSfekf/4lHbIpM64OfvsswHKel6U5hNvgMvGG2+sM93OO+88O7iySp6olEFS4hPCeJN0fq6LgDLJKKDDa5Go4Wp85UKcw444nFNHzVDpSkVOSrzwtEuZQVKCQ1JwCRaUcFWSTksS1ZHtm6dnz55aPDERO4rAkfBV5ckgKcGRlKFINIa/OsGtV69eshKZrZL3AAsTgK2ZOOuAPyzWyRbJP+czweaVPVkGSWXvM58idCnhp85a3GijjTAHaNFNhkoeuB4GJ7N3izKBoUp0cXlp+ijpSLLbGkTtQ0+d0tQvbeOYkBRq8sDFjt5yiyHcApeXh5HJKf951TijXc2pnsV55NHftG1gwYqZU4NpoIqjMU06knTAvuwoWj2wK10qUSeWvqq7dunC9ci0VObHLbfckgtP0/n+2lI2TZcjhPYwA1Zk7i9lRglH0+q3LusQqqrAUXnF9UZe3mnc5s5dlCtW0HDuu03zW0dLObISCsVYHAWKPeI5bpRLmVHC0YRcuYDxqDbyqaiSDy3ce++9uZOZoxfpZe6WXK2Lcv3do5X3ETUyRxpjaiK9qUCSrVNKCBVPFaks/HGcoBL/c9cp16mz5557cp8px1NvV7duTX8CrtpUeZuGnMc/FIXq2dUV5lo7f31JtGKddJpEH+r+MkFK0DZ2mzCpS9uEzpCdl4fajzbHRdvurkH6PHZJV9pWu+SKOetFZP2iOXbXlFGHpJ99a+I2eMJqxw3DrJaLuxVa+8pu9121ZjUrJPSv2ksbubQ0ujau5OFK3xhMfhqlgdMlExJ/199wgyeeeMLdRZ6C87jFX8VQuaKa44Xr1q3LwkKVRBJ3j+rg8w033BAGh3pR2eeGCbjmmkfrQBJH17M+/c23C7kjwN34kLlRufJKwRVW88yNyunLPCp/zVIhcVf+Xsq0oOQeyCCp5D7KxChND2SQVJpeysQpuQcySCq5jzIxStMDGSSVppcycUrugQySSu6jTIzS9EA6Iil0mA/9mcwtJs7LzJajaXCc64yMouoISxV3aZ/99OsBa7nDymct7EeLE8a0sDndKomuMbXkfA3LiquVRbMmWLahO2+cg5d9Cttui5vW/HDbuIXNXcwqaW/iejKuUPd17Y7iTToiSRvHrHlybOWNVny1+qt+J2DWc42x4hCw/pKZP0wlazsRFMd+2rKgwYWAvtqAhUuHeumWwX31XG/6VUXBRTtM5CEpRPJVd2+G46q2yOvGVtojjx9fc1mW1Shz87KFy/DGZpVliFTN5aspb2B6kgjaSK7c4pLojSqvQHhOBl+tZ9zyovc5tuLSDkkaBjVJyMAwr2ZrSMy9wUbRuk+gUdvoL4OjToPQGBsBk6++xVcEAUL9q9IVQQMWEgndVa9aqcJWDXni6mH1TRnme19kZwthVjTDhteNiiMy+YiYqbFhQmVl0XRjsyVRNRRH7+NIoHYl8JIKqMKKoK4WzvSGCISt89UzNltc18S6xVqadkiyxV2hR2jQIKl/NcwF6YeaZBNRBEN9pC4Q9RJVsLnFT+tNjQRfeSMyIARYBUJKILiEEFc+mqYaLQLaNqn6G+ZUVY23aJXNEBWqtAqrCTZ/1A9qGtt8VQclMRyIJKsV1EfAVSeoIJswRPCocHVQi+yrTQwFNG1UZ0OzeltP2iFp1KhREydOtCap9qqx1p9ttKxJAgefNIrGswQCYU6dq37XjDRabdRI/ev2qQUdZAhQf4VySRyTEhWkkrbSacTfBlIjIarDsROjR49+4YUXVEllzsN+8DvvvPM7f7iAhlljaahV/VW6Gq4I1lEClt5Tn2effXbEiBGGHnWINcRYpxqorwKcoCk4Cr5R9/pIUCZDWzoiadiwYSApnMSa6/aX9miiGzIEO0HNiIG2wKpr9JdU1kFht8b1oI00SdTdQrNG1DgaYY0W7/VVAauMyrruuuu4oVsvFc0mwMyZM2+77TYOMPnggw8M4uQ/derUe+65Z/HixSraWLPaaD0juiXQG0BFPlVV9Q8B1uqZnzY9Qukwrh/IxwiwSJ1mIx2reUKG0QYs0B/IEumIpHCKGKdTl2kgNfBCjJF9m2SKZrTB5rr1tZIb3xS1kIBp4BPdUqEaP6EkzM1GVAzCxtuIhIaBo5VwpBFQNK561EyJgNdcc419CpmdKolriiVXewVHHuQkg7gGXqgy6hhWWGFtEVYXiTBb04ywqaVGk1Q39Uk0e6lATBRTTdIRSdRYA0Pl5s6d+9lnn/35559QKWgVVPq3334LKc3nn38Og4B0T548WWNDm+fMmfPDDz8sWbLk8ccfnzFjhnKbP38+0e66667XOPshttHx+++/Z5h///33jz76aOTIkXhsEaaz3nnnHSI/9NBDFKd+FKS+/fbbxx57TPx3xYoVvCcrqkeJy5Yto6qkgpwsWLBAnUuAHEjIuUpUSWRMleSr+EXDhg0/+eQTEopoCQdGbr/88st58+YJHyJyZPW///2PMOzvww8//OOPP8QlH330UXXOpEmThg8fTttVeeFV4IM43XvvvVSeVMpQTVu6dOlzzz1HD9NkaKEqTxJaRA8TmaNXOEaMl0Khjj9Eq4zokxKkm39S44aNOG0od01OXk7u8X2PO+Sgg3t0604l+deiWfMDD+i5bOmveTDonNzBAwfxslmTpg3rN+DvZZdcSir+NW/a7Kx+Z3Zo175Rg4Z3jRrNm0EXDyQCOROfl4cfehjHGpHJ6JGjmjZuclDPA/mkrxQ3cMDF9nOnDjtGxeXmDb3mWtISZ/vmLQgQk0zIfPbMWQ3q1acylMt7CiLOU+MnUMMTjz9BWVHK8DuH8UY1z1m9RqXzafJrkyhll512XrTwW9fq3LxRI0YSn2yJ1rd3HzJUKv0jCQl5M+yOO/l08IEHEZly+dtz/wOGDBqsCvCvfdt2f/z2OzHpRlIdevAhek+E7l27fb/kO5dtbt7Ep56mr5QJX9u1afvFZ59TNJU5rk9fUtFSPsGjwb2YpkgUDxOAJLNmzKRiaSdxA3MosMwVBKAlHM/w0ksvTZkypWPHjjCLt99+e83q1bSBWbL//vtDP5iFrVq1YhYyO0lIKkgUPpnM1EMOOQQ6xITbfvvtiYYI0rt3bygQh/mJO9AvX3zxxdVXX81cJzcIANki3EDMOO4ISkNaYk567TVObWvfvj0JyWfQoEHEvPHGGzWzkcCgl5xGAhGlOGb5zTffTM6XXXZZu3btiEDdnLSEnOSHgTmNIO2amZVVq1atCy644OeffyYylXcu0n7AqBvRRD6dGTC2mUCWC3pAoj0dcumll0JZDzjgAEgg9OaSSy6h0/bdd9/ly5dLd1GGEFQqTw0p7scff0Q+49Oib7+9/vrrKeWWW26ZPXPmiGHDyBb3aFEdEpLVN998Q5yrrrpKnFTcXORTxFVP2iGJOkXKVE4OrWKQ7r77bvYi1qtfny7gK0en1ahZEy6Du/Qdd9xRv0GDlq1aMQzEfPfdd0WBAd/YsWMPPvjg+vXrQ9JxhB03btz2O+yw3Xbb3XTTTU2aNHn++ecZM5KgSNNxp556KptAzjjjDEpko+OJJ5207bbb6uCsX375hTwBCrWCc3FIUuMmTc4999w2bdqQp0kPO++8c//+/WvVrt3zwAM7dOgAl6SSbOIGKNSnS9euZAgg2Pums28YKqmi5HDqaad17doVKE+eNIn30tupmGw2zgjkdxm4ofX4IxWZE41P1LnfmWdus802J510EkYpdgD369eP9nLWBcMMQMEuzSTJ7bffTuXptIsuuqhFixaA768VK958802Y4BVXXHFsr15bbLXVYUe6h1Qzpk+nUPInE6bWCSecwBAIRq7ywT7Y9EWSNqKofgToL9Ag+Y4eUUt+hbEvXQqFYB++urtrt26QloGDBtFx/GQIOYfPqT01aiBP1KlTB04/YvhwCAZooAikKEmUTP1DDz1U+es0iGbNmokGSHFjeMgTPQsCICVo1MiRSBuAlY5GQsI8zcC7AyQR3lGacnOplRN0PO2Ruc/hwAuxAoT2volUuGp4oZvvTP3fli0DQ9TKScS2byI29XkjSYU8RBJ69OihvhL1Aq8qiEwkIZFA1tHddttNhiD+cnYKaRGzsDjQzPfff3/0qFGQ+ZEjRrg5UKMG1B2yp4TNmzeXmqbON3lfYlb6IknTkWaIwDrtgoDverQYqWyABlSJ/utrtGkG+dFbg4QSZ/DwoGTaMQXpNXa2MPUbN26sbmW0pD05OHpdV0OiIZd07GzZNWogdZIf/Qt0QBX5gBW4LRgVu3HTVCfdejJjk0FyNJm6msS63n3VoGqHe3Y28IVUgG84ssiqYyIxU6cbsKyslX5FhUfyOD1AQNtXNBOIJhEY6GtCaqRVH6ijppmhENIlIR2WBzfXX7SQTp06QeQgewyE9BiSCEaS0IWhqGkxKKUdd2NUUItohsYyGhI/GJAHNQNWwnuEGNcK31k//fTTHbffDlwYMNESDSr/6O6mTZuil/GMGz9+7LhxsEKGjZgaDIdXuim2OIMups6WaKkpSM/yF3HnMf57/PEnx45F1yMTiJ9GyxkhfYmShNwAexJFE9ynmPUlnywV2PQHhwXiY8aMQYzTmGn8tMTB7/U32GD6tGnUBw5F5ZlIqj+zzjXBQ1aAdoTLTwONMknABPtA3L5y/xIhj7TsEkaaJCYUkUYhCD755JOQWwQ+5EvykRwp6S00mDn0FzjfIe2QRJsj3dJL3BGSYnNLJ+2BMybx119//TH6tgcZXQDbAk+SBM3sRI9z6Ay0BG1WAsrnn312/PHHI1PzU2vDkSU6dnY2vMkNpLcdyDDIT+QYwnS3u5OkevU///gDCRppSQNjxiRJQhGwYt1Ni0Qg3SdPXURHGSfBhU+0iHFFTqftb7zxBk1wdK56dSaPaKEqiapPWfBTkR93vO56HEdYQyPNJzcxPP0zoRhNceNNN/lzxfInx411e2azqn36ySdoJFtvvXWz5s0hP5T1wAMPOCXA89Mhl15y0iknL1z0Lftts6pn8w/CztYra6MZYKmPkV4H5RhxSpf/O56lLeheIo6kb8+k1HGul9esGTx4MG8Qlm+4/voz+/VDKkecOuiggzQFxQ7E8q688kr6mjOyBg0cSGQCiAIDBgygu4U5x+C8qS1cwhQio17LyyM+3AEV7/LLL79u6FDkDOwubLQV8aBDyQexQmAV0xHbqlevHj8PO+wwdMBIBZNLhhdiaKmkWlFBeC5nCsj846hvbi4tInOEaCS84487DgSI/EitI6GgI8TnM1lfDemGvIfGQ8bgm+w0RBTjL/GZS+SPVtGyZUuwS+b04cEHHYRmytxDvhZKROfEKI1MilSHZC8dkdS5y26t27Zxp1RlZ7Vs3arjrp2YRswJ5lPtzerwddu62/Fz7333+ff999WtX+/+MQ+8+fZb/GTO8Z5UyoFUhPnbqfOuE55+ir/PPv/cmIceVBLi83W7enWJvOHGGzHziFmrTu1dd+vcoFFD5jFnrm1auxZfiU9M/o4dP26/A/Yf/9SEBx9+qHrNGldefdVFA/pTT6Lt1rULWdVcfz1X7axqrdq03qVTR5V+2hmnU/QmtTYlQwQlV6tYgCQUR+nEFLUgcNsdt9NkMtxok42p1aGHH9bvrDNJOPruu379bRlN3rnjLo2aNKagbbbbtku3ruSsDDfYaMNuPbqTp8qlVvykrxh1VBOplrrLoF6D+v+679977bO3O1cuKwumz65zrKNYJjGfciSGTCQACJA5gTJYSxa9EXCjCWAkKN0sk6Io9sgQbC8lu+iRgmM/JR7ZTwuLIWr6in6IrYQv9T6Mo2mnl3ATkSt+KhOrhlUMbSCstuKE9bEMlZVyi6twwWzVTMW3hAQsYdhqC4e9REL1QNiN+cmxkcpempu36u+Vzmq6dv/HNSFsI58QFtPXMgneJdyJPkt3kC4mJqI5oF33ovCKbKqQ+Ld+ik0oiSLzl4TSb3lkZ+O9/bROF4PjvUQ3rcqJieivZqe4gDMWxJbD7BPx9VV/JRTbYogqYyAmYNnae7KKDhfwSxOKLLZixamSYavVKCMWppNKbBDXi1SNGtU5yECUEprqziIJ/JaIbNCx3IoKpJ2cpA7V8NMFGnJ1urWfn+odyTGSNG3gCavLBJRI6gqW9JWz0GMJNR6CoCqg4tTjSiLMaZgNoJFYFgOldbSSq/Q4SCkH+6QIGkKBSW0xJqIppNJ5KZLDG1kpDTSm6tobVd6aILFd0JTxQj9FzAw36gGRzLCSxYMp7ZBkna56q9nqegJqWDic6iape7RcBmKNrlFm6xENiSUPM9Tks/xVitemvYXGZ6ivIi2ihYojCqEIKoKfVExURA3RJ8HFQK9UIVGBlxlGlZA4KtHQZtman4xiWjNVExKq8tYoTT81jb8m64SwRnjiG4SKgE1Io38hmBDuwsMz0g5J1rNxE0vUwtiEaIk6y+ackKf5qn63AVAXKElILSxbxVQXh8KBfipDe6/c9JJHw89XZa6himwZwU4Em98KGGiUs5im3CAFa5Ui3Ki9+mu4Ec4splpns0VAEbzUzNDzziBlVSWOy79aFsJSzRo1YXQifiJRIYYKDacdkmxEhQNhReBQt6rv9FOdpTETK9EYEMd6Tb1pHRcmtFmrl4YDozo2bHzFAI3lExOwBl7jylIMJm9siViHsfqw7MBPwgSwg5PEJgYBrjHBwm6SuOxMBmtxKwHXOkGTxMZS/EtmMKM6xpgUzbi5Ejq7YrWI7BlNUucYtRNSSeimZc4ad2qbO7TNWTiddSpYEokwBMjzl0mid2mHJOsXTU3NdZvoQo/eqIUWsPfqUPWaYhp5D5mj5q5KUWeYLCKshHMar6bdd9+dhUwuRrJC6XdW4rBpYaXExYAAh3Hzl2jYbFhSJbLGW8jAd4D3pBJSDd9Wq5BbGTEQZ7FmEllCntGnsItERawtrgfycp1VINZMET/loAYqvokHHPUMhvJTxVBY+WiSySLqPv4atzYKIQTYTwUMMSEhsbQF4xvFVnwbV/cz1528jo8OY+AMTXnV8CKqkV0dsyRL5dFc91DmJEks3f0vvGjARf077dKRg7YB04UXXoglk/d8DcvFLm8LrgYOEYYQ0DZD9NK+hrSBSgqRGmALhNZCvdTZ34KyYoa9p/fWYw7izlqdFaXy4RIxFEVIN3uSZklFPYwry3nvzZ5jnmXyMsNnDW8v1crMORKb3N/cPI4AvOeuu4mDH5VemlBFntj9lFaSuCiK3sDyYIKSb/RGAdaMcZLRTzF0seyK6pm1ys2cxFXM9EJGwcLLef74puGihA8TLmNuNTcvj3U6hB6mMksfrDlI0BbBEPdkqKWv8XeD9daHhkHP/u+99/GlfPThRw7Yb//99tkXdOKCyLzV2bFM+uuuHYqzIh6bOIXuufsenyz4ePXKVXwCdjBBqsFqDL658Ep5IkiOKS2FSHm8tJOTUt4DUYEQCRYKcKoEN3jD4T+JlHPaaafBGHAfwxeAsYS77bLLLkqgoZWML1cCzNz8JB8W4OSJhrkS/zKE9L322gsXDqBm55IPHTqUtXfwiu8i3mpI7oBYzv/XXnstoj2VYZmPBT7CLJaF7K+iuqj4cjNIivoHmRpPU9ZKkYsB07/vu2+//fZj/9DsWbOOPuYYeY/gbsE6lOg8yULrAz9t5VUHcEvWZskdbQ7Q4B+Msua0s7y8JYsX41aAAyfvL7jwQrxcWGbGOZNVXsjbB+//X+dOu+KWfsrJp/z73/8GhXjVhdJMBknp2QNRrbizFoKh5X35WbOuCVZQ6Rl7OXIYHTJ1jMhOq/JebOJ6TtWKKYPExyFz01q1ZK6O3ByysnC4JiaeKrjszZk9G+85iBNZIRgRDcDhlIfY/uCYMVpzxYdatSzUQpgm3ZqhSdFAIBIBFzy/HC3xTki4kUSUwNsR5HEmPJneJ8naOZME1kWpgVLKUOzl+ij25ASsvDycpUAV7vqAFb8OjAjwMj7JJ278+PEIZGyCgMmydaRbl67vvPU2Er2TrrylJz2fDJKicRFFQaYxO5MpU8SQ/TeiQLH1DclJQh5kKQp7DzViKkMtjTkYeU9fqWA4tRHGoACYsEjhpsf+hQkTJgwZMoSC2rRt++6UKYhH7NAFZ1QJQco5PqT3RQMZJEVIYt8FQ864OrLhVTP2k/CGPSQOSRjoqq91WIqhyqWXe2FsE49xInFDJ1TFvG8dl6tRA2ELhOHhiSc4Xou7delCHGyb7OIAQM2bNWPTwbbbbQfUbrv9dvQ4aBWOdaFtLA3JUgZJ0aDAYmBn7K9g8wiyy3B/PAG75Ng4ps2mZmoXnwrHUoyJCEhazuTjuZsEcMcfPe9zYIqtfLGtip1MSEU4LiIkPf3UU9zrTUI8JNu2bQvI2Anz7DPPYHp4ZuJExHAuiSNJXKHpBqYMkqIRAQR4D+KTD5Lw0MWHC2ok70GoiC0Ym0HcFjG0YiVXWtR4tH2GHC99cclIHvcUTPASzihLuz1BMFsfeYPzKyYGxHNMVqTFvZg9AoMvGVJjvZpPjH0SsibHzvR9Mjbu0HrLEMJfpvzn3a+++BIhV86EbpN17CGCOTHK9Oxw490jFX+tVHJEXPul28rt3RTJdu6HH019d8r7c9779ZelKgvjJH/5OWPadHZJY9+SaGVlhbWtsHDGxl3MhDbegT989x49mjZrpq0gXsZx6XSAGjQGcxG8DclpTW503aJoj/MiR8TylAPHDAWgKPzF75t89FLO5qIx7Tq079a9O07WdTbbTLTKbc/KqobHOq7cOHRjKVCdI7G94LJ82tCoDHfLHwqBKfJ21QmKwRKyHaDm6Ak4ADOBK4HSSsR2DNF/Eq1SwGwHeimDAmG3mzHmKKyq6Ku5fIQ2JFtqTRv85Fckg6SoL2yQhAlt3ZSYbFsPNKi4CYTCrxLK8mQGJ7EkW5nXun2Uc2wNn8i8h1ytXLXSqBfIIqZkLNkdzOUo2hiehiAS1UzXilVAvQwHBi4CAAJq5NwtYn5kznTkXTXc9Z2F7UQQpOT9E6ruhj/ZM4VLAqJ2Cpu/rMKShPQp2oxbAR1TqiKTjiSkA12bioCpy1PV0VHt5H2XNv/c3gpckuxxdqLYta+xSkYwksU59tJ5k/lrYu2CWLeDzdrlr4yNvvqAXShrL8MIFta9uXGfKrK7fEO0HBQxdL/bzjl9lwpv6xDJ7cxHJY5ZfjUdJT1U4qeA76m1Ra5J8U2zmVOJ2+x2RUdk1S816iwNUWWncKSgacgcLCC4gxD87iIJEJJCqt4/Ldbmr2yojX4KV/Z/bgt5bOVHsAFYUg4IpwJJ6lav30Y7xZwsqUWJqvePPa/+OB6dNZDvUV8FWupPF9LKD//+9v5YJtul4kZlSbICL4sDeG5g/scbMAXkMPVFSDZnxQM5Wls49KbSM/TYhmbaok2FPIsWLWJBkBXozp07Jx1JRgPpSvoUdx/WB6TXpH6YU1CiSL0W4MTH5fKWgqKTWoTIgSaG6JCsEgRAEuvQqTj7loJ1EhIPZVugwoz9SS4Y3DBhcHViCU/mxyQXmIrsrRUAyM7bCFuXEjnJ20Ik5AtJ+VaApM6jishctmlKpskyLaa5N0gpO0lWe5lMZegSvzZDfyqQFLfByhwOS9mGyhUtdKcUhqrStJHMp0aF45giK0DlgkKmton1QCpoUmI1y6SqXD2QQVLlGq/0rW0GSek7NpWrZhkkVa7xSt/aZpCUvmNTuWqWQVLlGq/0rW0GSeU9Nt4nKe4MxvIuIx3zyyApHUelMtYpg6TKOGrpWOcMktJxVCpjnTJIqoyjlo51ziApHUelMtYpg6TKOGrpWOcMktJxVCpjnTJISnDU5Ipq+7UJm6e2dvjrwHUCoZ+xHU1Z9ZyPM0hKEEly+JKbtm37srzklqqf5ukWbc/yl2dqf0RVwlMGSQkiSTv/RXKAhQ5YMrJEWLd42VnsOq2b+ATki2zneidYgzRLlkFSggPi/E0D59q1XFH9YRJgi2NPtJnffFUBlsU0LCZYgzRLlkFSggOik/9IDDi4slibHRynCy7AhCaJbtkupeXLl4tuhe70CdYgzZJlkJTggNheC6jO0qVLOSKSw+Dcnj5/g7vEbe3EECPjFgAOHeT+LpEic61PsPj0S5ZBUuJjohOSQQYXzG+++ebcx8XhkJz/D1/jscOTfvvtt2uuuYZLvX788Uf2qoIqQ2FG4k6896tMSkCAGGSHdB988MEwOA5ePuSQQ7gigjtrHJiyq3Msc/eu3TifFDrEOe46Kik6kiG246dq9EkqdnNXjZ6Ka4U2p0viEWXigMo/fvudV0Bqk002QXhyh//B6dwRlO70XDbmblt3O+l6lrDKdE6GuyU4lHGHRvCTi5ei7cW57nY2kauN/aHKwO3AAw/cbLPNZDUwmlQFjp2w7ssgKXEkiSaZZZIj/aOb4P2BdRK6OaMSssQ/LjNdf4MNFN/2d1ep7bkJduQ/Ppk0/JCocKTEHnvtCYBkINA5HvzlDQfGu9M8YhKSvhqbqxp9maFJCY6jP7rNXYQtTAglqG9icJiMRIrYPY/BiXsjOePWHcwdu8TYUSPwlGDh6Zgsg6QERyVcNZNWDwXac889t61bV/q/raxtvPHGaG0GOGJGEndeJT9sc+2eyyApQSTZqplg4a6D8PZGzI8ARBfi6DKTAw7syZn/pq8pEAIrwRqkWbIMktZpQKSgSRgSZeLSXElIEq6BFNdqKY6BSWSJQ5i5bmCdik+nxElHkp1frlbToVVJ9RViQhWM6yK53k8vMYK3b9+e29wszlqKG/pdSs4eLhe8ma9VQbu83iQdSZIxQ723Kqm+BQcJD4HDDjtMbaTVp5xyinhfuQxnBWYSZ7mwFtkJfUlHEo3X8ZI8zuYb8+mpwE5JdtFcj7TtttvS9cjaXDToTvj35/y7f5X5Cc0WJu3JnOaIRbKbpvVwVcJd+OIvsDJsCWFV6YF/cz0St8XTRhwEuPIWu5M7EN2f7F55Hw2Z0QUDkEiv01S5KbBLly5PPPmkg1QyrjTURIx1IcsIH3/8cdU4xLPQSUhDUdl+/fVXrkEeOnRou3btdDFcFWgyaKEVssfqFGUOi165elXr1q1ZZ0wFktyl6f5UefA0e/ZsTnbnls8q0LOFIkk0WFZsuLnosZ2Dm2wOkOz8NWp2vq87wH7DDR577DGIUSqQ5Ah77AqY2bNmYabbY489dt1112Q3u0Lyl0FSYoRWTkKFo0KqVC6Fmsomo6smzMyZM6dMmzpu3Dg3mkm/B9ff+Wq3w3K9a9PGTUYMG65rX6vgv6C9Uav9m6rxj6vV3D2+/hJf/o0aMZIlRfhMKiRuLjPTRbBOCOOfv2Iv/9HLqvQvaG/Uav+mavyL7vGlNXYwt7/gl2v7kq67lQtpzWSS/j2QQVL6j1HlqGEGSZVjnNK/lhkkpf8YVY4aZpBUOcYp/Wv5T0JS5V/5Smc8/ZOQlM7jUPnrVumRZLZXc3sK/Z9k6uAfZjQt/5mfjY2dlgT9x2ixXv5rYcy4zOXRwFqBMrHVTfO1sKws29C/h6/6WbyrlmUSOqUoiW7YjXOssNyUUHFS9iR/tWTtpmBfP77vcRdeeOFF/fu7L+WxZswSqfa2MrT/+9//Jk6cSBg0uBvlV69hldGOpGHb9VHHOJdq2ftl+FcFSbVkyRIqxvu7776bbde77LKLHNmEBh4qz43QBHiv/dqMVps2bfbff3+N3PPPP8/+//PPP19xDGe2x5L34VklVrpGnQrrsmIt25mPpa1RCiKhg5fePP3001xuPHDgQGrFGjkLYVOnTmV7Ap5SSVnfjK3Kjx49evjw4alaLVnbkYJ9qGutlqyzm4UWtvirk4o45qFp06ZsGKIU/WvUoCErQvxrUK/+cX36EgfAaXlVhSuA/zUJgRFPs2bNbr/9duUcPnfddRefgCNLBCqliX/Yys3iPzFxtOVlmESZkKdKMXcaOXorpp2xZAG1SH/Da3StSnIbt8r37t2b+ii36667jnvP+cktvMm6gleLPzm5rJbQsbNmzCRc6bkbc47+4q8oRKtWrR5++OFnnnmGrfjcGQ0BwOeBwAT/XHnllZr6jKImK0kU0GqrRpcAlEzvNTyiLn/++Sd/mfpfffXVl19++emnn953332U+Mknn0CNROS0b0lZEVmZOK9tv13JyIwRHiJr0ZeAyJjqoITaCyUSq5+qjEXQV/x9oaZ///034Xnz5vH3/fffv+CCC4z+qf5JfSo9kuhT7XYVGvAs6969O4xpty5dOu+2G5275ZZbEu7YsSN/W7VuvfTnX1547vm7R981cviITxZ8XLNGTXadSZyqWb0GXvq4vxBevXKVc3HMzWPNjK9OzMqrtslGG8MuiU8c3m+0wYZ77r5H/wsv4utrr7zKS76SCanIh7/fL/nusUceZbmaufvl519w4AQvmcGzZ86SC6VbkMvN++Kzz//vvff/Wr6Cgv78/Y/nnnn2rlGjh9857IfvvueN6vbpx5+Q6rdflz3y0MPPTnyG/ClLNeRvm1atO3fadYP1N/h4/gJqTkGff/rZkkWLU+mlWemRJFnHnEHzxQjvu4j/K1KUjhDlmT9vXs+ePc877zy4O6yKvfrPTJzoqIInbI4wsLPWC1iQB3emltyx2SHpT0Wyh5dE42uNmjVr165ttEd0kdzI57nnnmP721VXXTVy5MgRI0bss88+N954I0kuvvhiPLR++P577Y4gMgLNqaeeutHGG0PbevTocdFFF5GE6nXr1o3DTxwRysq65ZZbjj32WLaEX3/99ZBY6sYN2dYuXrI5kypRxHvvvUd94LNUwFUyVU+lR5LYwVpKkL/KyJGoGjU4MMT5ncEp4CBr1sACEMmRJBYsWDB+/PhatWr179+fNwwJ7Mz5FcFNatSIvBwhdYDJe81qOBCwtEFbmfP1++++wzESHOOvvfLvvwnYffaMLjh+9dVXv1m4cPr06cguCMIkBMqgDYnY8bzs7MmTJi1btoyXvy1bduKJJxK+9dZbcSsdO3Ys1bvhhhsgq27fuD+mcuHChZdddhmoAtk0R+1avWqVuBh/Yd877bQTNaQszimgkqkCUvL3liS7JZJ45BUqB8XIsQ71J/ZJc/ett9765ptvcIo99bTTwM0uHTsiVhN46aWXGBLQAwhslqvaDJhIgswHROYn1KJJ48aNGjbcYYcd8BX8/PPPEZX69OnDARKSox3Fyslp27Ytkgr8lJ/bbLNN3bp1BVA2xAEhKqOy3njjDX5SqzfffBOxHYIE7Vlv/fVhx5zfBbBeeeUVRxS94/0DDzxwRr9+SP2kjWgSDpnrrQfEJWlRHDSSQNeuXevVr29zINmj4PoqBWUktQjHSiiA6e3npWNz3h8IExLONBG78UwKOsTf33//HWaDnj9i+HAGj05HjnZcxsfRXw2bq7bb2J+9JmcNeRKA+SE3bbPdtrt17dKlW1f+HdPr2MuuuPzJcWM33HijnNzoYAlRLIogcOMNN5x4wgkod//3f//nJOs1a9q0bdu6Zcs3X3/9r+XLyZ86sBGlZatWmA8o9IcffrjnnntGo3eNGoUeSg68ETRpS6ddd3X488Qsokm+c3VCgfpZgr/4sukKSR0CZV7pkVRUH9GzohBOIfL0SXwHPOHjB7thaL/99lumPvPeMbXq1e0EbW2WcDnHjhyRQ60iINagGMJ9HnrooTvvvJNjkyADQl7N9ddT4PfffkNwgQ1hayEtFAKy5DQ4L9ygtFO31157DTz99NNPbEQRVqgD1QNAVA9xBxMRZi2MDvng9iKdpB9xLtFgPXyCD8p53H3yQlgKMFTFkeRh4B66eI1Xv2EB4iOPP/74o48++oh/kJzOPvtsBkDWBDEy6fAasHBaS0mU0UGUQJ2oN/xkp4N7mZeHqfDDDz8ETPPmz39i7JNXXn1Vg0YNoWfKE6EKWL/++uuwtg033HC//fYTpyMT5HEE6rHjxj3+xBMQpwEDBoBCvkZqvyM2kQMqJNBRwerZZItz5ppc9INq/MRFn/0eCjtqmqondZhNVYuickSNZJtBwwIiskRjbYII8QZUcSAkBObdd98FBaCBQWV0iI/FXPRDoytDg6Cjn44ABOxDBRGBkydFXRCTCSMquc1uWVnz58/X3izyhE5sW68eah18bdKkSQQQaHjJpm8IFVWSckA+KGJU7+2335arq8BthJPKCNkivRQne5XOUdVKjtnZU9D5lR5JoYd02F/Wm27s3SDkYKJELp47f94hhx16w403HHzoIcNHjmjXof2BBx8kB/PVOWuya1R3Uzk3h4kuz2uttJAzeYAPRks48yp8JF0Z6dJY8uzSqSOZXHvd0BtvvokDcQ899FCN+tBrr5UU3POgg4DeH8uXYx2Qeoi5C0sYrK1b166ob4cecggmgJYtW2J8d+KaLxEg8pilW9oGGFJlZHEVquxlCjBUxbmbOhQ5A8XKGZ69LQCNHX6Bdo2Is3jxYkzDcDp0daf1tGpFZHUKwhMHRYivaeREnFgkYX8VEo8okBRGJRFQOLSU/TqUxQluoAGjKAwU0QezOAXxCbO4ZOG99tqL+FBB9ulKGoPewNGAHe+pHmcv8wkxS5oEeqJOqhCBNP3AE6k1AI46iwNCCDEESLAzMTwVeEr6LqWYPKj/l/u629rZr/XLzV1ECb+rxhmLtVrkH4hHuIblBjK2jCV+oWi2+KUwYyZ2aWm1sMVPJYGnKIL+2k8F9NKdPJmT88UXX7AmOGSQw43WAS2yMrR8LKGt3Nkb5RbWR01T5ZVtUp4que5WzGxzM9LmJXKGpx+R5OTvQNIUl84vAiOtzfQ48RTJRnqvYVNa05L4JFFJt5SI6xFNP+WVQHwJMRiNELSxGxGNk0x4Ka6kOOSvmCraflqh9kZfobsqTu8JR4qb3/irl6l50lFOCp1vrBfUcWIr+hv3mChqHMdFQBVDY/J6DTKQ+xvT8AsOkvECIUPjanyEn8o5sn8GjC8csFwKXFuzUz0Vh4HHd+XMM8+E5fXq07tl61Z6b7C2WimVaivIGlwMrNYDhjzFF7asUKueZpG9t54M6x9GVpNLCce0Q5LNYPpOIyfcqLPUQXrULzYX5TOkkVZn8UhejsuqqC4O87e1dytL+TBUyN02TlaWauiQF7hcqeYiVyJs/MTfA3MUZOnmm29WicYriSNI6Y01VjlInDfaqVYoZxVkrm2KY4VaPtZAm4oqTj/VYxZZ2ZpMZt1eVCDtkKSxUdsUDntKo6VRUS9oJNR+k441KXlsmcymviCir8Ki8MHP0AdSNMnIm0rUAEvVF0YlsqieNk5mxVENI8cVv/JP8jp16rA0C540JMZS1QTVQcUZMVAc41aaGOoBo6Okkr6mHEQ4jTiFpEVNNkCEPFp1ILLlb31S+ZBEY5Ai6SDWs+644w5W0R988EGn8ni/IrXHRpHIRvm1mK8eNAKg+LwRxSKC0GbUS6OlTrd7SEhuEXhvfBNDFJZxLrKxfDSWxnNdPnm5NXAs8eOBeohW/8EHH/B31syZnK6B1yU5oHbwsDxis4WAMgnroEliIy2aZBxWkwprOFmpvcINORBn2rRpCPXC2ZQpU/773/8a/SNaSOw12Vjqxq4G5w2nluoj8lYikpJ/woQmV+wpWXfLzft92W99evVu3LBR86bN5O7YrEnT3sf2WvztItPCIo3MKxF45KxdSPSroAsiH6Ts0DWhamNKGZ+kIvEY07HMwQNL+sOGDbM3prtZKsxIrlKe2uGc2qhRIyqP3+b2zVvgtEmYduFmySosriMqwmhAWOEwrArHFaqf1Ifc4ipMZVq0aIGNQyCgLCakMlTzrXVWCogkHxan+QT7LthFa/VwpdDdfl26FI2GucsyO8sF3EX0r3/9C0sMo4jTxc8//SR7jOiwFhmcCTt4JC7Qg2Z6FhnTS00yMT5NTfrIhGgRCQ2tJrT1O2+wPLF2gVXJSjP+q4BLlcWKciRt7LzzzpivWABhTeaII44gK7kf8eAj5SxPMcdIBcRSzTwtSiCLkVEjMlHpJhWFDVF8KgMasKCKa2NqAnDqMXFAHpFSESRlRSooEz9JyF/i69gnK7EEspRu9qTRI0fVr1vv3LPPcVTHrEG5eWf1OxMDzIMPjDGy9PeKvyyM16IjTv6xGcy1fODP5p+mNRFgUiAV5qI+layjMFNTZ7jofUGyZIYokTT8COAdrASHUzaf2vm5K/LJcT8tmjUfdsedq/7G8y7fsgWhxYsSV0l5ZoYtgja/P+c9UeKQBufHzM0TzbYjdSwHKB903fHaWKtVQ1Ffms/qTdg6vHXxQMcBgThz586lH9RXShXfD5WCJt1///3MiUsuuUS2Xf1lSJnHGI6/x9XQ04nGjRqhS7M0C3XiK5yiaZMmLJqKDuHH3aFDB1y9WB7hfD6WHUSQ2HcBMYBU4FIIdeH2PryeJUCw5oqFmvf4DxHgJ6WYvKUOBZfbb789LICeBS5nnXUWlnHcHaE0LHR89tlnAqXJc86rCSqF6BazMLmJ7gV23jOWXAZHWgqlkli3udtUTiO4EtADmKqhZFTypBNPJPPI5877S5lHgNpl5FmER0qAaSQQUbm48OBvTvNxRsCAjq8L7njNmzcHXjSHatMbvKfQ448/nirhuaXcQrm+KMpUobpbbCKbQIeVBf8hbP8NGzUKa0wH4cOFI8cVV16pA0Clahlfk4M9VArP5bfeeHPQxQNrbbLpgIv6X3j+BTg18xOSgAstJO31SZP32WvvCePG9zv9DKb7OWedTZIF8+ZfMnhIve3qQjPwuUag4Sfu1c6PO7ZhSAEeuWkrq/333W/ck2PJCpftM0473R2BGDpy8BsjVuy0IdK6TPzAg+lexxyLtzUuJTDxAw44ALgDJrX6nHPOYTKwMsNiC0hFFsatgJ5x37KzZB5j/R82yl/ynD5tGqT0/ffeg9gQhsCIgzuE5eTSA/JDnzl9xuCBg3hz+qmnXXTBhSv+XP7QmAf5hIrgvExz82gRf+m30045FTKJc6lx+RJYG6y5xBjJihBs3VKbeegsRoLjL/UThNEp9I4bv9jk6z9ggAbDCTTIBFirvVhAQnwawRmLa6yssWKltTN8NiBOuJEgl5Abb+67/36Ss2uAaG7/Wm4uHoy8GTRoEBQCdOIShNqIzrVDy5ZFNR/6T7UfGAO3zVVWs2fOLKavpO7ZnAEivBkyZAheLvJTQArENQCFS5oXYuKYBx/Es3avvfcmc0Rm/LLx444aHrszHgYE8cEx3BRMiT4QGMlbzhMwdtUz6OTNbbfdtv8BBxBgbZj2SkgSC0Ocwqelzmab0Y3IAM8+/xw9hphVGppUcUhyrYwApLlu4meEG88XkELgXDKlaBjwvKZ3kBzpKTlTM6LuEFa/noVTNhwQpoObGOq6Omi77bbDb5rIcvXH4ZFOxKhzwYUXylUXr0UyRzpmjwCw4NP4CROKn0KMLhHgauxOZDn2wosuWnPuuYUn8a0E93IDd7sPVq9GhwX9bp1fCkR29uGHH86cefnll2U6woGOuokVwnBRA3EJP8kjRpyLALkRWL1mzYALB4TXDfAJFqzdpGBRpdOZ9Ay94WAUazWrwswlIpAVcSCNmLv4SmRQJUmxNDAih4rjbp7OS5TzfN+51BB2x6n6LhChunjgQNzgv/T7y8zbxvl4yR7o26xpRypeEpm/bNJgijMACASISth13F4w74LNqP/888+gkwgtd9gBX2lKwXUagsTsZE8cLAah57i+fVcsX+7ksCIefMBxCMFOg2qJoNO2TRs8JEUsi3okdZGnvKOIVgtny5g3AfYCvgol1MSNaGymQVyVlvzFx6V7quvIhzkAlPWPHcB0Gp3gqJTHoiahCnJ0MbZnxskMrVrpE/3DJ/Z4uUK96GnTW8Jf8fOqQpHkvUVljJc2DplBCuaKT1YS2MQjyiRZlQDzifY4MPl+pK/zDZVexeANXxkAdRBCFQyORwG4G6VsuNFG7HXE5snGEoRKtHq3cPH66+SJaLLg449feOEFhFCSQ8PgknH2hbA3AcG9994LZJUVlcddX1yy0EdzhhoqTynhy379lS7QGGMVJA6N0t4EmIv83fjrPM09zXaCtn+M3fNSU0huTzJaOADVrBmZNmJb111B/pESo4c55kzw1Z3jU2QbQ7nz3IBulMlA1tc0RpL3cxXYZYzR1gvkBuQkkQoeByNPvdivIxXDvfT0H9KiOLQT/0Nlgh8PYELDx6+tS9euqHv466DlschFbzVr2pRRJ8NdO3e+4oorID/kDx+EAqGUYcrCXV87xWCXskEX9bC95PTTTyfPjp06XTt06OWXX04FGJii4ot9MGzCDZZDEABwNfr8RVukIZBMlCawwjkFctrkL9OAwN57701UMtH0E0EiQy0JRGCSq6dXRxRBpEVFoMoQ7Tlpsjk5+ArDZN3k9BEUWXInb6iDWQFKhJEbhdJESkocz6pNzaYIMS9Gml4GGfCmhx58EJXkgfvvh49Mnjx58803twUj3M3gd0gPLEBAzzEd0XK6iRxhW7iJwdfYSoavNLIIihKyKnAEZwizd/lUeLVCqyiRzBGPSM6motcnT2Y1gwA/0ZaLaTgHS0CBhg8bxhoIVA2nXtribikp4pEfppvi3iiAygZYYZHkgGh/ztlnI68gorHJ5ICePSGKSEVnn3XWnNmzR40ciVUdnzjYtHziKAH0SCSgQ0STUBKdn6eAGXPGlb1ArFB3YPCdOTlh/HgqTw/LAsdLyZ0OkbFVcy0vmtmzZAxUmGVSrmcxry76QmFeon+efeZZqOKYIrVm0r5tu4lPPT30mmsJywr3xuTXeakzJNq1aYs9k0/TpkzV1+uHXsd7msZf3pNQ79m+zf5r3pMtCxdtW7d5esJTvGeXNOYAnUWhQqkAhkHVUHXjYQZjm2EbOO8xHJAVMbE3krBDu/bKqqiHtCxHuLS+4ejeWBl6dOtONWRd7Nu7D5fEyzJJD3CiS7S00qgx0dimHdknY/URM6I+4ZkWoWXyxONPkD2TzLFuqAeoJN1FG8mcDqQHCFMi1lGiYQEx0yhVReim2tG4hA0rzDKZjqfeuBmWnQ2nQPnSiTYookwsvdes4ycuY5AlfmJbQ7rSS0e3Y8lhT0xZVp0gZuoHcQHkpF9++YWw3bymic7OMqzVZIIVQHuD/BR35UkIlYThNuLHfBAwGELwSA4bpSyrYaEzWNqW6u8qwwEEeXnzFsyHKmy99daI1WEbiYbkRBNQEmmgO8EnpvmXTB6s5mpBbLvSksWLyZCCyJma0DMsTGHDUzdGT7Q9qxSF5LqFxfQ99cYIgK2JakGRJ3+VNLbIassjhX7V4n8ckbD89Uk6juLYJwUiMrl6jVsh9rPQzXi3PpsfU5kULKUgZYor11V41WrlZjtorcJenYpqbtQ6bk23YBHxb2KUg5rrtgJOrYBCP3Df/WrL5NcmQZmwUtpiS36g5NzT/tQbyeCh2qkFxXCOaPaLi2uW8zP0uVFkadTCimWrgAgYoyUypn4TSZAiGc1qL9ZEGpxXNiWphMRPdEjDXMxEVuYqSwFn/vY3JkBvRGtticMJfDETAGEVUbCBJdANbY+J3VkAKT22d69adWqz3aXngT0PO+LwM88+a6NNNh44eNCq1atkN3d/E30qTuIuosbWX1JiNa7qVr2JhiHm7Bf3kwiWg5IzBrLgucHz46FZTp6KKVXIwKGfytahTU4E5oTqMSdAWJ5Cg6BZ4kCoUIFYwA0Ve2HatDPNEBVk2CqxiDCCekzQhK/hW4HxaauttmLf8LnnnosegxaCcK2+LTNYg5LSDkm0mfmtXtNgW1/ojfpaTQhNHUZX3MAHWNF7jZlRBTOQSFtWbnwVhXMmFq/yIKU5pTpm/wRVIg9GMwQdrVQUPxKWUBC0QqXVqzhlEpIukwvNB6FMMLIes/biq4lmiqbJRiiMIOyjUmUM2dH9KkExTlCM/VsLo95H3p60QxIN0/zWxDXEWI1tvtpslkhhNEYxbQaL3ogaGRMR1IjGdLSy9JVPZvN01nZJRbJ7eVuLcKbkmsTCn1Be1EgbB1Q0adcCZVhbzQ1rjk0PWRoTIEtCsGploiFZqY1G8ktUF0pEcNohSfNSs8SourpD81WjJdzYE05oTXp1Uxy7MXpmNEDFSS0S3VJBGAaxSLGKghWHJTDMlRw50rdPn2OOPhrbKV9tUG3p1E3cYI7Gdb2M8pSi2Y/GhIkLM7oNs1EjQd+aaR1C9aysEsc1n1SsTf8sZ/UMU0WBOEpZ+vzzC0ogTVKTaDpquhsvs2kqBIR8Sj0uEIj2WCqjUpr3imZdqZfqR/FQ0S3F1HDK7ZBTJTk5ZOnSpXzFnKjjHPWIugigzkxQ9Fm+8j9UWfyV3zQr/6qVSjRU6afytzBvbOWxTENgFJTcnO+APwRBmFZ9rFsSoHnpiyQ1xpqkEQ3fqPFGrvQ1BIFFzhdHvLkPbu8WzP3Rkc4oxJvYhjIlMQJGGEcU9l/zsDAHZeINx6Xp9/ix444+6mgd8KhTKHHu4Z/OltTZj3Y0pQvHWJ5fl3BfVTqcUrXyhqVqKOr6Kl8iHS/pcvaHQfkDkVxAMou8Se2+byvCmhC3J8T6UExNiLRpY51ZKEClAupfbAK5OqjV6YukMs220kRmwuFExhJK71698BfTad2uH2vUQJHBmRDfRRbmrr32Wk1TjQoBiTKCshO9oSWR1S6Lk/xuuummPr17H3/ccThhare/3B0hI6ygURAlHnvMMeKDcUw2vtr+UABna9AKkl/TZZ2HhSM4INV2xwr6dVnEZA7pkq8f9WelhbUUeXmT55gxY1j/EeWzrVSl6aJyiZOOclK5NMyoGs4eOJThmwwyMGETvmTIkFV+tZgh5ygtJCG8D7BWgyHgIstQ/qyN7bCLVKrcXGDEALPyzxI98fEowq3nTX/IH4ON1+yll16Kcwv5f/311+hHwmiRjfLocSwm5uxBAC8DXHupEpXBHo3vItUGjqxC4vLmPHE5Umz+fHcy3YgRc2bNhkKw4HPj9TewmqaaC7uJccPE+r/KIkkDD71hVFgDZ/2I87lffPFFVtpxQgJYWuZk+FkY+c9//oOvoMCnlzJGOPrkUSWVijCfUKFJjhiOmzN78XB0RHgCLgweq7BkzuIu66+wRbIlc9wjcTcocnhi8pCWYnBMw8eBlV3WvN555x3STps+HS8AfFdwHMC1koqBJ2LizSibOIczQdIomrrhGC4Y5XP2xHBR9lRVFknqChb86VMIw0YbbcQg4VfKXIcAMPwwCNwqgAvUhUVQ40HiDqSKjBGxnZyRiJqVhQ8rX9mhAC2BJbF6z/ixnsVYQuQQ0jkkjsUyULhJrU0vuOhCcCa3V/esbYPRGx3NhoBEmPMFX371FUSnU047leTrbbA+qzWYofHXfm3ypL322ZsUbsNMbi7uvzjHbbHFFlgX4XRQI2receddnDiYXV1ylZOlUvVUWSQx2PQsmyUIYNL1rvruSC62avCeeUwPM+rAxU6lFU2SeCRpyXlceJbHG6f1cNz2qlWwSE5aApoyMvGXESUt0aA9SFQH+iORdM4Ejr9yTi9+QEO7JTSJWmF6FnUhzII/9cH3DdcrCJ7ID666eKbjD6ODTSFgbKdp0LChk6hctZxzZuYU5fKZRwytjhRG5SZHd1poXh6uS44Q+GUQkR9G0fx9xRNlgOCr03RiuqH75J1ZgYWTkGLu/SBGWjR/eUiLIKWx5A8Eiaf49kgVFUsiHzAKsdRpfxKwqIZsUVSJDQ4ccgrxow7sGmBDFTGfmjAB/OFoZVK/6KW59pZPhxabS5WlSbJLISExPLrKg15GFmEqQ3UgKu7IR69VaRQVn7AtVpiYrBF10qtX0PDGJMPFixZpP4LYDangaFAFAsjv6nPyZEcDf3HzLXEsZdchMk58gA9BHvToDX5/TAZWzagDohKVRNYGVSAJf2Wqh386fwGZCGGkSMYO0ymx6HKJUGWRpIHk7H3IkjvbeuZMevmzTz/FrMx7TETOkBhjOiJC6tA4SxWyC8IKp8nqcFkMO6f3O4O/55x37rLflrGe/9DDD02fOaPjrp1atWl9wkknkg+e4J98/DHDCWoRyUEY5nIzLkjF4y9vYHyoAgARIRpnTv5iq8QBlyRYLpCEqAy6G16OYAgXR6rHvj++ohu2b99+u7p1gRe8D66Ky3LrNm0MEwapckFJaTKpskgSvUEGQn9mwDhElm27TGjCnADJCEhX0rwvxt7DeEtYkbTE0LKdCCCy3KH99mhtLItyTi1f+cluMvgOCG7erBlWJcQmXLxhWGYbFM3QXg50QGwQ1A0XYSwLxMeCgBBNDakV9iRUgT333BNPNPbfQYFISl3JnGrgWyf7EwEYHIeiumak8KKSOHilo89kaWZAiXFsKY1O/+8PP6JFi9gAgm223dYdsJ+V9fmXXyBesLvNCFKh2aKXQRjwrdYeN1E76A0khDwhBlALKWtOqM/JhUK4Gyyyspb/tQKIII8rieiQk6Wyq/+1YgXu2857es1qiUQOJbm5sDZoDPngMoo6JodMoIMArhahmlEbqkRMvIhJhSckJdat74iTChL9K1HML7EPi4wg07Y/jCV9fSbVEeXySMhwatfKVXJw5q8d1eDemGNkAddKq4AyUUxpcPop0YpHbnT5FTbvytjpDkq7lsNnbDlFPpP2mPNkXPPtyAqXSeAJSVvyT54o7LweK7Rc+jOujVXtpsBiJpZRGrQYTVM5lzgFxztACgTSwIvKh0yMYBBN67Wa8eHpabxZa6He795XWuLLRiBIee7mXBml9AmUvJOzgGrCGxP8+aktyAT8io1LLqENKY1/IJayLHMVp+YUZ1tPnCIVnrLKyknmfeZ4itfaZP4RhmwxIZS1i+pbjYd0K9AjhZ83Wtti5GS7ipYpYpYFxTdfK2XukRy5r2iLAcml3ptTlKIJUgKxw17MA0KIoSxtD7Q8iaAcDEYRassbMUXlV2WRZEtO9KwUGU1r2YdkY9Sb6H3RPW5jQ0yhx4wFJqpbcfKxFAVSNJGusBThyZREwVQRRKUoUam0C5aAhCQZnGS2kA3M1AWRMcfCfRvlLOU8DVL1VFkkafAEAlEjbS11oxLbMK9Za7AotM8tE1kdiSM6oVRG0oSAqKzAeZJodoqc8jcDuhwHROEc3GNLxYomyOqToGY0JhK9YzfvWARXKxxUeO8vvlE4ZU/SC7NZq45wlBwe7zc8FO0WVj7NN1rCqlZUXGyjRbTjIrZEX7ycpNpYHGNDYSpRC6KpLENA6N1mQx5VTBs/gpzXshSsXWgYzaQfEUKrhquD71Tu4lWgGM+7BLrYRLpoFwqyoBc5NaBJRxLNDiexwqmUBBPosnVMYjRDAg0DYOLOOuZcscmlN0iHMOsagYiVJ7tyKtWmNROapYDSn/Kc7OqVe/4GIx38wE+Thcu9rFRmKBMAJZoOYYJdNLjJro0kRNNpse3q7rNkl1tR+Zu2L4lYP6vAzJEYF5rT5DRBG8XKk87dJIoKTJSHRVhmuooa6RSUa+3VPDaNLwVFl0MR3k+80H/IQjVr1JTnEx7xGEVxRQdPGs0UrZbooAj6lFVJjuBkaSk81boc2p82WdCtnFAjazVNlp3JHWRYjANu2lTeAaIIu4HZb2X6kkmCXTeLlizWscEpQpJoIGVzVhpLlRIgCu3AolqSTr1dXF1MpZdKxeRhFrmjVEtxwF6at5EWySYiNkfA3Y2Rm8OpeZz6kgokmRBqq6p0WZGKd+psaUkbuLw8FnfxJMFDl5N6k1ZMajP2fgc6JFM+CG6euPkR0+NSUB0j7ArYUkAKiq6YImLnmRRjpqqYiq1LqXJN1sUesXU9nRQqxSLpEve6VD6TthL1QPohKdzyWWnD7khJbSOp8v9iYE8/JFWiaZipatADGSRl4FA+PZBBUvn0YyaXDJIyGFirB4o2cRdu+rbEGSRlkFQ+PZBBUvn0Y34uflLHnS1U3mUkMb+y6poZmpTEwfhnZp2hSf/McS//VmeQVP59+s/MMYOkf+a4l3+rM0gq/z79Z+aYQdI/c9zLv9UZJJV/n/4zc8wgKcFxt50Vttkh3ysyOJZEuds+f8JybLetGgkWn37JMkhKcExsw7V8UrULQPBSmIDeyImbMB6rckE2H9Zizm1KsFoVlyyDpAT7XjtGtGdG+DBY6NZ5oUrOztpOY0eRGM4qyzaB0vRRBkml6aVC4thWcWChw0aiMwL8gf86wgYw2ZnM7DAR5kS0qhI1Uu9kkJQgknTIlSXOP4bG37MubBmbIyC6ZTTMIiRYfPolyyApwTEBOiJLUBedzKyTJ9xhOrHbBMXOdOSSiuFMbe2uJ5XlkGAN0ixZBkkJDojtJAYrnAbJUZBc/wA+OLBbcpJRHclJHGrLmZOcThkdxFO6o5sSrFxFJMsgKcFeBxB22RIn7HLNPBvcuFeJ00PJMdqxym1aWVlcDHfzzTcDNY4Z5a9EJYlNRqsSrEQ6JcsgKcHRsOOglJ4jdfnLdSicsXzXyJHL//iDnarseX7wgTF77r7HmPsf4Gq2Xsccq9vcJGBVqd1wKTsXIMHhSu9kccYh9sZzEjcnlfJwwQjCk+jWSvat+tuYOOqfq5X80X3RnugMTUrvEU5J7ezEBdmvwQTnHYjSEOZyCInVOmGCowHga/UbNIAi6UxcccCU1DRFhWS4W4IdLVOkVDDxKU77BxxYkjiihDOiTDtDgyMO98Gt9BfoVjGmZt2XQVKCSCKZHVeqZRAu4OI2C0DDTUh80rmAPLA5bqHgmpH1/aVKECQdWlrFIJVBUoJIssPEwIQdhH3MMcfwnjNudFStbAFcWsKduNGVNL40HfQGpKoSg8sgKUEkSY2XVITtUQFuWNMtJVApd8Jk9eqr/MoJjI8lEl1PY+snok8JFp9+yTJISnBMRFSUGJpk+IAsASxwJqjxtW/fvu5+N7+KIoKkVDrMNMHi0y9ZBkkJjgkg0OlmIi3CB9Dh7EPjX+JuXK4lzZ9/IR2qSo4AtCuDpASRFBIVW+SHx21cqxZkCbVfB9htv/32bdu1E4CMAlU9N7cMkhKHkeiNRCI5lkS+Ijk5rK+th5rmX0Ki3A2ngddA4kWmd8oMTUpwfERg5Idk9Mlhq3r1XTp14nBfCBWGpYMOOkgXJoUuKEafwpcJ1iNtkmWQlPhQgBWRJTEyYKFbJXBjYykXQnXAAQdszPnjSNaxW03c1xh90nVHVebJICnBoQw910wXc/QJna5Gjb333httzin/8uZee2HEwOTvAaoiTwZJCQ6kLNQyVZvnGm+WL18+fNgwjN2wtn79+t15xx28kV07wZIqSbIMkhIfKCMtduA49zYfeOCB3DPMCi5WSsjSPffc06NHj5EjR6LNRbcyxJS45F9LlnjTEkj5z0OSDi0r4hE4+M/dlIsAlBc58Ic+/NESB4ck6W7H3Dwu8Xjm6Yn4IQ0ZNHjJ998ddczR02ZMv/vee6ZOn3bRgP5kyAXWu+3a+V/33Pvbr8t87t60lBfdGmj3yFilJKFXMnm8SaPGx/XpG934bC2owgHdbV3Yk399dm7O6pw10SXYa1/bbZcJuUxwEFm95rlnnt29e4+mjZs0btjosksuxTGSfLRGK/wt/+PP4XcO27F9h0YNGvL3rlGjf/1lqZKrJpArLdLJo9fSWh1lr0rzMan2j0NSEQNiQ2VXqmtcNdL21/CxZtVq6NAePXZvWL8BGBp08cAlixbr1va4UVcmUCMw1K5N2+222bbjzruArWVLfwVJVpxyNkiF1cwgKc1nUSHVs3E1+hQXSTRj4kSHoeZNm4GhARf1/+8PP0YExhMOQ5Jl4iiZp0BQo0sGDyFhg3r1oU+jR47CBUWFEtkIXlHQSWfKlKFJ+VCR55oGVYBgjHPXuPuuoUD8Jfz0hKeQoLlSDJejgQMHLlmyhJjyT7KEysd4lvJ0+Yid5eZ9+83CwQMHNWvSFHrWpk2bESNG4MNU1LQL0ZNBUiUgTqFkIyRFFELiUm7eU+MndO/azQ1/w4aXXnrpt99+q1aJouTLT2u3VTTMIcDDCLkKSPGXMNwQCb1p06bNmjVr3br1nXfeicYnFIaiUqVgbTT6H0eTiha4PQRiZEODbRhCL0OghJddOuQS6JDQI/kpjiDZwBfkj4Yny5niFn79DXgSo4Tf3XHb7UjowlwUjSrFalWUrpAOMzWDpPxRCCmHRnH82HHQITCEauY0/EWLHZMq8JiYHJGfQFQKCYyL5rMVrzR8kOf3S76D3yE8tWjWvH3bdsjjK/5cHkWLATrN9esqi6RIOokpz0VJGKIcRDZeturvlYzZxKee7tJ5NwCEKHPl5Vd889XXBoKisiqB2hUCQIcq0R5JY98tXjJwwMWACXsBlgX4KWiLg52yCVuXJuyvyiJJPU4vG52woRQUQsEoX+LxGOrWpSvsBlJ0fN/j0MtW/vW3WY/EXwqafFxZRRqqimA+MWKzeiVHCbjEwtPXX34FfQJMyGRoiNgaJF1FsItJZiacFaVmppjlVWUkhVIw3a0nrn/ZTmRq1zPPPNOjW3foEP+OPfqY92bPcfQg9oRTv1AkJTZyRhRD7Y+ssHAOGjQIr3AE/N13351biwtaKKyB6QCmqowkG2+BIDT6EQ7tN+PGjevevTtqFKQIDM2ZNduk3TjeUe56eFyG+XZ2D/pFixZdcskl0u/22GMP1vVCO0XI6RLDcTmmqrJIshEKzX1uGAJRlzD2IeQhWEmTJk1wApkxYwadK9/ZYnq5fPEkKS2UzVVnE4a+/vrrIUOGsBMcSIF4aKcAx19NifKtT2LwqrJIipO489ezvEYN20Iv23vPvVCXEEdOOO54Yaig/BQOkga7fIetmNziPi1evBhbKIjnAU9PPfWUAFe+9UkMRqSqskhSjxhBymcKuXmzZ85ClEYYghSxej1z+gytl+nRwNgghTp4Cb1cZpE7P79QhgvxYaRRtiueb775BvokI7vkJxGnhBFQXgmrLJJCBU3jwQjNmjWrb+8+AAgzIIFZM2bKqINmVOjMlmxl/0SxiqQB64AkDWfhxswYuENlE/qE/ASYoE/dunVjHbC8AJFwPjEkFZaBCaqsDOCr9dCYB+n3kIXDEYYNG8bwhKkLdnTYQQkT5GLsQ6HQkE9XGHGvOWvBC9AAHWcfatjwhBNOmDp1qmBhRMjGqah1j4S7uHwTqp7S43744YcBAwYAJlQ8tE7Zn+Lt4zGAJruBRSIpFFTfe+89BgB54o3Jr1u/EGHUqFHIgIAprrNMeAxRFac6Jda/ZBJHFeKUZ7o46jJPIbDEvD/nPXgZxiHq3/vYXuA+RLZxjUInQ5qIIGHdDBDGEFm9GTx4MJOENsqeGa20ePepODkvv38SG4CiUxXpM8lmZErFiw9nUYwuclVmBvz++++iVdqtTHsIaH+FXP54qUNeldb8AHmvNwQS28VMWSTUDnyBlUdZ2X5WO/Oal9OmTj355JM5ZA0KBAt48skn0fZ33XVXRRY14hBI1Vk/1QrypKy4+ifgkJqMJDo9l+rptHiK2GabbW699dZ33nmHNi5cuPCKK67Yc889n37qKZrhNiPEDrQkwE/1jw1WOdawOO9bHbWpTqfenFPGYjVsTnUSIHi0NUfDg776n//8B7b94Ycf2mgpE3OhV9sSeOyYGFVArvgqRblp+JkAHAzat08fuBj8V2Lpgw8+uGvnznSuOtHQrCRCp1qh3OzMmgTqmdQkVj2VQnNU1QYNGz72+ONjx47deeedf/zxR7S83Xv0oOEaKUUWCdBoln8lI5/JAlTLSiXAeMDdbrnp5q67dYFHTJ86TYtTLDQiuuKeLFkE2wyWPeRZKC2LR7CSP3773QQRBSzbshJXo9IF7UOo9LZ6NWPadACEasNz3HHHASnT/y1gDMLqEKpOZrFMB4WoYC+ZbGdsPWL3uXnRqktOLgMEQ2doGAXJ4wmLp6UfpiJpkjEgHZ/AX7APQaJ/b7jhBs4Kdhu7PKvSgsPrr7+ONoGfzX333ffEE0+ws4JRJKYYkE0LkTH7WfqZYVTamKkoE46GnAFCYM7s2WCIndTTpk2DhcHLHnvssc6dO4fzT4RdNN/ILWE2En3kH5ElFSGGXvoapiama7Ln8uoQDY0Gq4bfDczTpUsX2g5B4ujL77//nlWX/fbbb8KECfoqoaX8n2JokvBIvRmb5s2bjxw+Ajp09plnQZYeuO9+yMCoESMhQlAm3p/V70yymvfRXBmRoVL49DAt0FeNGhnAjcCUHvKKWah9CL2MJQ7K0prr9OnTFdmkH/sZ6mX6+tprr7HhGr2hXr16LVu2bNu27R133IEsGJLSslYyqfFVbbgYh+lIsFNVRUEtQFif4Ccc7xzpdz16gKckVa9kmmSig2tDbu7tt9++4YYbsqULZqyhdcdSr1nzxhtvtGrVyp3LwVzxs+Soo44C+PJPtTmkZiQgcZOK3CQqURNNTQ5TRx6iTwnstttudBNzEYJEHJViIrnmsYiNBoOfkP1zzjln/vz5++67LwSV1ZLNN9/87rvvJvDrr78mUMnyn+gFclRPcsb3u+++S9g0GyO9BIQq1Z9uefzxx1E1CDCroU/MHBTYcq9qyfvdqJOOMHeVy87eZNNN0eA4Ff+aa67R6Ko9DM+mm27q6id9LcbCQhiZkG7NCNmcctNjbEXivJAhJBHgL1ONs2YZ8tmzZ3OwOvyUadqxUyc7hM8kaCV3Ymmw0Y2vCxYsAD2oEaT997//fcEFF1x55ZXPPfcch9R+8sknjzzySMG6qQ7he4VVWwnvVtWwOaIWSqv3Jvi7vW/6x/a31Wu0D87eRDvjYhG0U09aTqh/WFkRm/M3YSis4WN2ASYghdj06aef0m9MP7rOElrFCg5NKVl8kUgKKycaYGUwhHDit99+m4PM2bPsditnZ9eqVeuzzz7T8S5uG3xeHodT0wYUQNPeRZBMQBEywt63YZCMwqOTQIwIEca4hTDEaTJTpkzhkNDbbrttytSpu3XpEiE40L+swnEBFfrwww9TMaRy1rDUjxTKUf9o0ZSL2Ceh6tlnn2Xfo5E3Fufvvfde2L2SoMxee+212BoYG06V4L0RA8bp7LPP5j20Gb9vSLjay9UlLHdwPBcPEYjmau5HnZ68eMAAqCy1gljOmzvXTUhgmpWFk8mll1xy/HHHgQAMeFSVntcYF0/jBTv1QNeuXWUKgT5RVbgedSCgipn8qmxtaEqr6BUlJ1E/ctQ6MwQAK+qIYcPNG+uTBR+TUK7NbOPi/eWXXsZq6CMPPazFBbbj7LzjTm1btzGbeMjCjcELW3GPSVGqgGg1YTqdQ66oCQ9ziyVxxTRP6kLNjIVmTp4dOnRAemDwQr8fMoyrJ4NKcZYJXYFQxW4QojFVOI2En+zgZlRw/OCRxZ9oKI/oHwwVE484jCJJKAvmQoYAgpyRiOlDVC3Uzz9//4Meoz+POuJIbhNAGMWt+7NPPoVQoQLzqd52dQ89+BCgqZwbNGhQaO8V1V71leYnYepJnakYD5XB5GYRlINpuKbzFl9ckTZuG071C413iAlc04fdcadzxmjU+J677qa1ePp17rRr/br1brz+BjCHsx+2ALfAEqNDGqSwNgXfqPb6G0rHqIH0IG4VLVq0gISglZikafkLcLZ3rMReRodgalo0bHpz5syhf3mArLkGUC59rd6XpYqfMqohMjKoQ4cOJUzpsEtsJQwPP4lANLik6nnVVVcRk7TkTACVVnMJekAH3nTDjcy9i/sPoMeYirJosK6M4++ZZ/QjfMN114MwaTakwksJkZSyyLlgHxbacOsuw4cmDM2kgQwuHQueTFkxC4jFL7E/i1t3ExgpEvWYCYRbqqNJwY5jiDPFI+cKIh9//DF8h55yy0A9emAOECBCw0w445W5ukNh91ProDHfD+Yr62X0I0oiS0uYrMJdH2iIcVafkidQzCFfxFiWMEgCmqkmhuxh/NOyHaXz0ogxeiKVYapgvNlnr70hFc6v0teWN3inkJDwnbffQSpwgN+BVZgAzSHCQT0PpCHsys1fI8vJZSMAuw+itvsMDzvkUMr6e8Vf1AESxR4BWwaBCgpJAnE8HQpWneOWEdXJNqUVEKdj4CDSBELlt/SGqCKRFAdGl6NWQ2OPWI+RkBInhzXYmmFFiORG1CW2w5DtFueefc72zVvIPX7CuPEhyGRocJ5GsTqEFS7OqBhbj2Nsduqwo1FZigMleEtOmzKVIYRTq73YV4lpaOArP2UQYZihwTLDQj94L44P6//x+x/Avbg/7zGdvPryK6r/Gaedzkv+kfCQgw7GkiJI0UzykTlRaFZaPgEysjLDI7VixkLz1PlxlN7NzLX9F2RrtfHS1BVEJL2o56FPIgTCE2sVRu9LJEhEcFpxoU8oYlMqki8NYHnCIpM4lMWkKUD/EbH5JGVVlVY0i2zadahmqziXvOZ6SxYvxsqAYEiEbbfd9vLLLz/00ENNKaNHXFYUFzPNASirLV2DmF+4kOgVHyrkVM3q1ZHWsdohCLNuxfutt956u7p1oY18os5qJhVQVk459SZN3S0hNY0ATAGBGvmM/jGJFX1wq622enfKlLfefBP5A472yiuvcP0NjeJcJfREfIwgA2gMmE7ggPPmzYN+UxA2iFNOOUV3nig31QRbF9oMhkfmrvtE9bmQKSd/DSp/UAoby7A3yFBqnfRxfWJ8CcDr4ZsQJFQKqg2X5w0qrSS8EA+FI6YYiduQGMFWTCcmx5gpTG9CBqz4IZHQm0K5rxEzYOQMshcP1MxmTr/w3PO2Y9WRH20Ti+3BcGHNKv7m5vuqFUmQwqmamweHohSohU1hETmIB+8hDPoJB4Q2GOnifi1+sp+fr9QQUuQ2OsY2N1537VA4EamGXnMt+/9t0wi8jFRQMiSEE48/4aMPPlSGUCMygfCQG/I1NDJ/03dOLvITufEGLkmcTz/+xJqv01GMouRzq7UJkhuxGLG3bgmZQ0jSLBM5cknVgPJBqOIchyJgrCX05kUHkzmAy5IRWjVib9whdrL1eMIjeArOoiu8McyaJSNEsWaYTQ4zMGIvcZnn5i3+dhHbyhAUnn5mYt369W6/8453p0455LBDs6pngxJ3iF5Wteo1ayjASwVUDf7PHDWvgyK11uDoKygTV9Iw1yEV/c444/vvvoPkYCR77NFH8dAQ1RE9kC3grbfeIjx71qy77rorsghkZ0ON+IrEjQLI1wfuvx8rFJEJMyUwU7300ksinOjw9H7t2rUllGDXoSzef/7555wIgPhMnixoEMZAAE2iMiw533///Zjo+MRY8rd///6/c3xAbi51wBgR9r8RCTUx/FdQmQ+Zg5R/I8COZnv70y677EL9kYA7duwodUeOgcAgHyrO1hPZ+RwXQpLFbEUy5cLjWFjRy/VlPWSTIYHy07+qtLhP/iCtXvO///0PTQdzs1jMgIEXo+pTDcGU+CL1hVPUsr8NefTHCxaAG4ZT1RN15MgHlk0wI339zTdkP+m11y688EIZGvgJ58K+zHife+65LDhyQSAqmy0DgBUagiyMzR2+QNNIorV61mGwv/OTUaFE2iVEIgzA7ziXEmxhMpg7d64M8USA2b388st169XjEiZZTYmvrmAOsHjw9UJXQ2NSZe+MwlNIOBEeCMCFETB++O57qoTxhd7o3KlTZANzlrAoWhaUvFOnTuNjy3ta63D82LenkKfsYyr0KCs3Zt5xhrlFXyA60PUMEl1DFXv17i1Ko96xPrK2lUtnGZpBDzlTAYRNKgOG2rVrd+SRR7LuhiEY9wxVm6/IOvQpohWUA3qAARNzjqQHJu5///tfoMbAk3aTTTah5nyCLLGox6E2hEmI6RzjreCIJYyvBEh+xGGH89V6+5mJE0XAttxySxS0zTbfXE2muzAFI1FJOONmJiq8626dy6VDwkxssGy285UwGzg56fDLL79krWynnXaCQGINdrJjjeqIiZhJq8FuxYxNM8oPry1YRBFKI8cHcaiESVERz87NW7TwW8QIZBHJQxyLZsqRcWvyMP2ijGWWHF2lhGXZT1iV0sdJGPopo4bCoe5ptVXaUObQmzgZUWmd9SvoZDtbJxqCtc+WyH8ZkxRNTipOVy25M+JjxAlS0WfvgOoO/fGbSxk4zKfYOKwfstD6WLeCExsBkEAjSBZ83MmKZXk073kUIFvWEREgGBL0Mhyyjj76aFvocBTRCzwhGSuV4lDqKik3akIK0XBppqqk6IRmoQK8NN4aaqYh27U46kNVPo6hi9Dy18QURVbp1vnhKIjh8kbVkzoMO5GCqb6yUkrdASVEtIaHxMl1RTDuE59+GlkNWy7137njLgwi3jtZGA+oH6/oJi3lSDopSusrK5JUM/WvAZRSKIslM1xj4XRSbt35n5AKtwblHsNfkuSAcFxtnAQvdWKILVqhWoWVMQBJ6OGnUoVSnbHpULa13AxzgpfYhLEVy0oOF1G2rPYKSW6dtxTKeRkhFs4xJVVtKYy2RC5Q3vjEOqM7QCyrGjDC3J+F/QDIAyNiC0+qtHJcd5oUzSRvwEArQcBECnn00Ufh+txVhYh9/vnnO/EoeAAW9ZNgzlNweMrYOWtFN5pkFROlMfJTKHAN1kRTfIGAv7yROCWKK8QoEBIMAw1f9UnIMwKsckN0hqqJjWh0GLzKqhHdY1HUtE+4o6yXxKDyaXNuHhYBdoIAGxqCrjZw8CBWD3WkfcTU47h+PPO034UKT8W/9JscJBCYmywsFkarLR+cDYKoZFKCDEXhEyfQFFm3Un+QKCDeQcBEH72093wNi7YuUjkmT8SdOhoXrWBDFEE5669VI7+bg/dWH/eVQ0696zP/bCmjmBJL3SVRRKtb2HAJZG6RrldvWfuQrd2OU0+oSOkoUVG0p0g4l1FOKmZa0IvoRJgAcBShU1CeoU/o1W5CyJjuFUndiS45Q/MjpCtlnXZKy5RiblEi2pbYlvJnhZFVAqRGdEnLWeMd6pJWB4tj4oXeGGlhsRkl66KLLjKmadQrri02+8MWWUt5SQ7s4Mao89NPP6E9UfNGTRqrICuuTL0RdmNIiY06kq1kNYwauNZogxcmbxQ3qJG+5pdYVsyutaiTAH2KJTFNhACLWYAdjQDjFlqxwG40LI5I2KRJeCLSHdBnBEStz6sHlBuiG+9BtuZZqBPZUqhe2ly0cEhmrG6YiOSUYlnFKXGWSiWSMK4g+8kco26sGXNIPIS8Q7v2LJmHOZdpKK0VVlVRVvspmsRUZ14x5egr7HyAiQhG0cMSI2tkmSpRPpELoJBtIeBJW60JsGwetxRZkMfFLXSXpmJajmC5gzVa2SDEc4Vs1lMBNMi2hY5wpEP/J+FbJYYBW9IRD4ILsMqrQm0lJJxF1oQ4bhLimzAeoTg/nXnmmVqZeXbiM4AJd7+4CpSmBywOJapFYdHipGAFHxscPfDk4bJD6JAcLA1n4XRShiV735aJYJYpsnOt9DY3BVABxo4bBwGn3v/3f//nnGvxcPAefeCdFhoPot4mqJapRMcjIMj+DmQsbCwqYWYcNXIkzFTGUvUpRBslZe5HH82cMUNsRe8xDBKfTuQvHY3qAPOC7GNf1SYCTI64gbNssvSXX9z2G88xWfHAJw6jOZ/GjBnDigdlsTovt2Wsmg899BCZ8An7iPwbqQD0hlVblCOWTWTJpA6s78q4zJI2xbGpkPxVw7L2A7mRBNVBOaiq5ElWgIbLxKFA2p2GNxUrPKyfqGeICf4KWaspE4rLMbJZ1YT0fOrilzahCsjj4nfQJ4SDOF7GzwS5m1+HxmsMgjT5tUkc2o+BlFU/EQwWWaFVbAAXOSFOWBB2bdbJqSrQgWcdfPDBmJvlj8UyAl7hbsnTW+122WlnvEahTzoUpef+B/BSjiL4kbq1WE9aOHlHHiNQYloK56Kloli0Gjcm/qkHcHeBXhqRXjBvPqlwv6T3SuMpWujA0TSjSWqmOZYwx2iRDkIplPoWtIVWGE0KHSdkcBKl0dO1WzcWcFioYgXRHTDSty8kCpnGHbUe2xacmOrr6J83STD5oBZ4YYOMyy67TF4r5IlCyxKHTVOTx6XG88lEb0Rplm8/+OADRhTvFNYuEb+Q2ZnNv/zyy/PPPy/DIzlgN4c9EfPGG28kfPXVV8s1m13YlPivf/1roT/Dg7EEjq4f/OyHLEHqEN1wuWSzA/YbagXvWbF8OQt/1FNvZMIo6yNx29IiUyPS0c/QWujQzTffzHIbRmPVXzRPFEsYihsv8Y2yPesgZMcvt4SiZT6rjjttIzeP6ajtbPzTBm0TDgpKTiU3xi81QJOgEO7Um9w8yAbOIZNefY0w75E/EPmJAyWAXLlKa9UiJxe3O+cCm5Mrj5Rrr75GTSI+RAUnEElXEFQIG6KYMiemMhfZO/CAnuSz9OdfHn7wIVrE+oNRGnxReKOzCY8+8qhWO7TEaS7OgIIjChSOHFxC/5gIXHLbC8QAFsxPMKQDdJArWEYsVKCmFPW29XloOqlIOYkKmR15rdV+78Lm3M2oumfhcOgJTz1FCxGk8MBi3ugYvwSEA01cZxn0tkGXQ14edIL5jVPA8j//dJNe5mxvYNR2VUckYusqRgh5CXeTOU7EbIMNNpAJmNx4ZLSUZX//Aw5QueTDuizZfvHFFwgfpILijhwxAllt2J136oIKmkbDN9poI6gX0m60MCIfjWrVMOpCqyCiRx9zjMgz9SzSkaZYSoW0h9lF7rZut/4tt1AlNEQtSIj8GK2RxTXqtFi7QrZQZu5W0AOmrG/UOlXCKGd+k8mOpbesahhw+WfeSB137TRuwng22YAn+WHRBZBic6uyS9OiN0EnaioKJUKnh4p3fczKQvrRDj7t/iGKI91rn7ji1AJbBomReo9KJ4yLV7qJ4bdnCaaSZMXgVBcVrbEhPpyLME4p2oAAf+F8DqgCy6CAhuTOcOy7wv1lic37aU2fOYNuOfnUU2CB1ofWViPz0QSg0DXcDO7czixAR+FqzAViuMtBLKGCt91y65R3p/Q6tpctrsn4rr/hGBlkzbnDii4zkopFeXI/MgDss8MrF5mDHSbgCVNH71693pszB7U18sf1QobVQ8RffQFuHC3ya5+abU5K8HP9rLPOAk/4CTGojB+OR06Vk3txbEsx6qS0BE0DaT1yv+G9PonqkJxMJIIQhUwWccmJN7cSHwIA9QIuiOokQVDD8Q2lFWLDsiiuNTiugDlKV4U1B0TbCOP6guyoFskxIYKp36khJ2Ae1dNV1VN3lY7CSE3YfIc0TTdSAQQ1lq2OOfbYEOiJjWKlQZI6SBMdAys6s44+ZirD7JDHOWHCGcRFfrSBM+boLe0jfxplZWmt2lELv2wMV+I4AAYY2sBLvvIS/kIcZ6X0o4IHo/PCiREVMT7nV+RLzHfAWrOGaLLy8Ykc+Inq4ECWlwfVAZGoePgkQX74SrYS9mkdcjTqN4K8g3t2FouP4jJWefJkzZtoahG4sSU/aS1qtSCohCKuFIF3PDyRDXpoZFiJIMAcuXQs3pi68DnGPRODkYNswilTn1ASjJEE/NWZxwwSoyL1FfoEsJy1JnaOluRELxe5yS0g0muMtKYvYXUlfm0Y+sTa3CpSdjZiEEl4ycRFuKEIFDe3M8ITOQkT0bz3UIjYmV94dhKofwmM4GI4/B9+2GHsycdhl1TXXXcdw07+iIBsCjjyiCNuuP76vfbaCykQ58nWbdqIJlGEgGLskgBaFSqVgGItUlidIz6ryriXYGjJkiGDB3OcNzYtfPRuuukmdi2z2OJYsyerIqWaMAk/lQxJawHCN7pL166ctcCVVswz6Ae9jEDOvHfkOkaHROo1NuyQY7pvW3e7zl12q71ZHTf1kQ6ys3ASP/f887p279ap8651Nt8MieSIo47EFXiLrba851/31liv5r/vv2+PvfYkIV7k/FU0pjxpN950k926dmnctMnqNavJbZNam+697z5bbbM1RKVVm9a777kHEvXSZb+++PJLbdu3Gzt+HEXLLf2hRx6+sP9FP/7vvw8/+gj5nHFmP8qSYMQuW61ticaYUsJ7WLyxbAl2gpEEMuFbrBCz58BBA6n2hKefqteg/q2334aY1auPc0x1XtTeI17e8QhhvPHX8yb6qK7p/xRcGInUUa+la42CPXEc046GjBQZ7gCMa51kGum6ZmGL888s6r3d/xcXgaxMPSZg3gF6qRIVlkE1VKHtjeHGKib/caUKk/NGRkWl1d/wQS9DG9VhyxwWyPYjfVU+YVYStsL6JwaGMtuTEiumXFKFvWk9qE4xZBCm16DkrFJpByAsI24YbMjVg+EwqJd54sYmbhTtq/DHT9tFbpnbyIVtjxszG1TFiSvdwGrFORnfQ8H8ScK2a8kZgydr9TQfDLETmpUWLQxbbtZjYds1Q+IqX6ZRq0xIihtO65qCPU5M8EQ/Ituy/1/2p7jpG/ZaHFWI68GCYxA3p+Pih7nFka6CdVBWIaatYnFoLthew58wwdocdMidUtysGW3XLvtCMwnBZNmuI1mqTEgq0xRR59Kb6HeIUODpjDPO0LYN9aMWXgjErVtp0sfxvrIWXS7xw/FWha3ygohhjqVfFDptdETDZxV8XahLYpWvskgKZzk6C1IqQgNGIxQo+t0momCEUqa5G0pjqR+McAhDuc1qYszUQEZboENgCFbO1iUwZJmsI7cqK57K7jOZqGif+nR0Jbqe/gKUF154gVVS7jvgJ9o4CwUMQMFaqQdN10t9tVUidZBByJpgNdFLtnbgkvDiiy8yDXCHZ+2Mw7tk8ZL5vqAZOqltqcpI0mDoL50oT37scuAJEwtvWLTHpqwjrWQET3HvFz+0BiO1gkdGLHR7mqCztvGy6tevH4fKsf032sEYM6wreVLRE2Ze6ZEUGkBCdy/1o3aTybaEodfNdW/ehN8xoTkzhDBrlqy7bbvdds4Y40/twFIn8yNv3BkEFfFg2pBZPFoF8pZDZOpRd40GQ7QLGyNHG4AhNpgLZ8KNbWmyKZSa6ldZJBmDIABrc8a6bLcuq6UJdGL6HQ0ZPMHv6HTwhN9+/QYN8vtdo1hmb8RyGjishKqtZ7X4P7GnDAa9OmcN5AfLO6SIbV4hhuIKTjGJrVJIUldq6DUjwZBfhXXQifbea303cFdlR6nwRHzsTxwdAb/T6oEjS/mHoJQTRErMxsish/JfK1bgCsfiLulwzcMOjkgEQaKBYEUUVw90l78hJS6xqHKMUGWRFGFIQkN2/p4noSxCUuA1gIsjDjo6XQT5iZNGoE8OTKnnbjEk4fHNwiIeCuw45eAKiBAL1ZvWriW2a1KU5Kc4TKSYtbm5KT0l8wh5iCCcawsrQdpgSRj5qe622+XDTp5JnunYlmp74wJ+a15ch8axRzfG1WKnwXjmFB1Xp221HhN//vEH2wTwd8BrChbGlhLYGb4JFUMjSweODJLy+8m2aSM/wU1kL+CcSewFbKR0oyiWFyhEOjLQhGJx1uKR5MgJ5ywGqZxzlRxUOJL7zz85KBx2xnYUTslBpubZlONyrKCKkttKxFNZDVBVOH64KgKJ4uQrbH3avMwZPfgZRj7dfs3YtqXbFnX3xj/m6h72le1LzN/gFpw0RJplS3/FPZz9kOyP46TAe+++B19v5WXnEDk/8XR9MjQpmmvSdCRemAgCc3nwgTGc+ce+M97L/uToU2F2GhOqjCbFkY/QwOPCnoJRIv7aDzzwAKXgyWR0iMqsv8EG+STQZLt0pUkZJK1FtcGT3OJMpCWAwMs2N1zqdN8mWxLQ71jLE+Z4dGiJjhYpyhgIkSO+hGXCigyGkId4uIICvQxh6PTTT0e4DjMh57V2TJTIZSooQgZJUcfHgUCKiBmXGVoGm+2wbGrjgAds5ay3sDrBaleIuRIH0U7YYUMcWZEhlzaBIQBEbrj/SvC3v1TAYF2ojlZiiSmLkEFS1NWmNptVxsbAUMUbyBISMc7X7t4fbx9n+yL8TktdRs+KGT+gg1LGJhk4JuoYuj0Pix4GMqW1+oS2x9Tr9qUHYgZJa/VVSJkK2oj5KioFjHTKMRoW6ME4zo59TM/F9zvQAYXwMlKBIZKg3sPLzPQlAFGK7EOqTGhizSCp9MiuTDHBE2AyZEBaEHRgVVrsC/EhDJUVeZWpLzKWyXUZLdEM5Ce4FXvWCEBgkHh4dGkiVI29bxipMVWjBibGDdelhqlMm+FuCfa2xBcIj1a+oDoQJ/S7X376maO0Ob8AkZwFV5ggCHMeUcccnYCEnmDlKiJZBknr2utQJmgP2hxMDX732CNupQzvM/R8nQMbWaEalM1qsK7VSnn6DJIS7PJQNA6VO9ZKWDVjhyskCpdftvZyXYQro4BFMcWeaAm2s9TJKsaNq9TVS9+Isu5oI5tMjoSdwpWTw6XTbJrmK1sfOb3euR7Etv/KxCB/KeGvyjwZJCU4lDIYAhcp6rJ084bFfG3FF8mJDvGNHUwj6UobZBM7qibB6iY/WQZJCfaxMCFnOlsGca/kcxLbz2m+UJHfZuwKQC2bVCWylEFSgkgy9Ii0RE7f/M/fPed23XMGBGEdgMQpADFnNNAjegY3lJ3T8cTYMbp6rzeqmQieAi5ycAFf9CbBFpRzsgySyrlDi8kuJGOEte4rCIItBXhsJVhb8GztT2HkMHkyrVq5MgRi6ppRREkZJKVuCIyE6NgCbn+zm0m0IZhjlnExYAlFvthGxiRX8RJs6TgvKr0ehzwFJ92krhkZJFV4XwsN0CHOsqUynG/JerA4HeYodtNydg92Ts7T5Y0MniQRZVI0J5YFlzhmkFThY1oxFZBIBIHBRsAl3WxeY5nF5B6uAcYVE+fMbbbaGvdLd45Pjtujx3YG5/ftbzFwPz1rW+2uGIz2FqeJtJThbilClZkJJD5zyjaeJOyO+m7JEsDBffCcJ8bdqXhtYx/HsQ6osVnqsEMPZROV8Adf4+LeM/v169C+PTZPzsbkilWdxGUyVooaU1gxGSSlqPNldjIzEl62XNXIT86H+G3ZsmuuuQaZidNLYXPsaWF/C0yQk2vYdU60Rx5+GLhw2Ci7lDin9ZBDDuEuJQKc5sPpKwJTippRokKhRmae8uoBjmviaBQAYRnaOUZ2hBLDDxR0VxrHzF8/9DrYGRcXc0j8kEGD3VnyuXl//PY7l9+xQYDwxKeeDg+Jf+uNNykCB/DyqvM65pOhSSmazGJA8quU2g+SIEW855R+9vazF4o3r7/+Ol/Zd6AdUSy84JaJN8GsmTMlgHOhxXPPPouPCieccq4BHiyyeVb4k0FSiobA7EYChBwjOR+MY5P5dMUVVwAmJCEgAsgwE3D5HF/5y2Kw5KR9992XU7a4IIDD/zipl+uURPPShLtlkJQiJIXFCEm8QTbafPPNgcI222yjN5xcA7DwDQcuOPVefPHFCFKcHsYJSbVq18af7uWXX+YQZrS/+fPnc/YNV2aJwlVAM9YusuJrUOFdkJoKSAqRVZqB13KvKJPOPdJaL87gvOnZsycwuvCii4AUKh7XCuD6zZnd3LHRqnVryBhbhEESuc2dO1dELjWtKKaUDJJSNASCkZBk62iyZdtB7JzexAVffEVfw9pEzbiU95577uFmAY57xxUTSA3114ixSKyDkTlYkmgZK0CKRjEdijEGpFFHTDbjtRCGsZFLL7hMgtP7MRRx0CpCkq4twA0c0/Zhhx2GhQkHX64nbN6sGSZyTAnI6WkicWd8JpMCM9QxtupK1lEBxoDi6AcGIU6M5AACNhGIA4I5kMSqHAEOKoHT4S6n7ZQYLd+Y/DpHX5Ahm+z273kAYEpKA8qeaQZJZe+zUqQoiKTQ11aocgv7sbOzBDVzWrKA8URLrlMDdeaODtkJt0OVomrJipKRkxLvWWMrcSZmhl97TnivT8JBSJaUNtyza7QqDJi3ST5z9P5P0c13nlGmie9lBkmJI0l+3AJEaMsGCuhiaGT6JBiZKxIY0hpcWixxJN76+JQZJCXYl4KOXcAqVsVfCTRiXqE7pUGH9/I0yiApwa6vYsmkcAk9bJsUl9FWEwJsvSUghV/cSpSJ4yUEIOJUMbKUoUmJI1xkifRsmGQdg0sKAYf34q62PpeX1qgpRUxxPvvsM7ZQfvjhh3K6NWwlXnyapcwgKfEBASLiXyjkeM0eccQRumRHKNGeE6QlcMaiBzdMcrY/jiLhmV3pYJtOvP1rp8wgKfGelD4FaPDCZh0D1yJM0rvvvjtXtsPvHEGqlvX0hKdwC3nhuef5yWHfYmqSorTXO/Hi0yxlxp6U4ICE5ESA4Pp5jnvjDnXgwmIZVkTimGM/+5Y++ugjDIky/0hsCo1MCdYjbZJlaFKCQyGJm8QGKdzWlBdvcPWXuC32x1/cjHQUTsGNbwnWIM2SZZCU4IBIBZNKTwBKoyuzbYORwrIUIC1xCI6tuEkSD1GYYCXSKVkGSQmOBrAwaiSGpXtnCW+4/vo1srNX/vWXmBcMjoNN4X22SKIizUCQYA3SLFkGSQkOiIxJMgSIwEB42BkChjAmiRRpwYRPLOmLgPFXCyDS7BIsOy2TZSTuBIcFrIRQEFlCw99vr73ZEGJitWN/NWqwDwQXNtZc8fKXgOXok+6PS7D8tEuWoUnrNCRiWMbmoEPyKNIOWpEfHK4323xzOw2HN7YGB7DWqfh0SpyhSes0GqGZUftG/v5zORsgxb+wMPHy1UmT8O13BAlXkBr5xyPn+qtydOdEFXgyNCnBQRQdik7fiulo7LbeyO8rkqc2YAJVghGEyx0OEdvk786KqMZ1qlUERn5KJPmxxSkrh/3tbjbqX8HHPqV3wB2LFNQw+umbc+TRR69aswYxin8nnnyyHevGJ23yJ6G7vDC9GxhfvVx3dBN+dmu952XsSTqSQrEUVOncliSjt4Kz77zbbuyORVpCyt57770ruDblVfzaZlhndcV5Jubm4Els8h8TS0GVOwoI5Tkd9rEnp+FqGhv4WVY78MADubBWVyJXjUdsmrZgkDU9A1bOsKZO4tbtUiyMz587T6dXUyF3it7aT/zdn5VtBOQeyaIb57izxZETt+hx28Rd2VqTX19ZLvRXPp/yMOau8JYtW0J9U4EkWedkvmPH1qknnwKeAFOhSKq8fa2aM1u4D449IUwVrZbo3PfK7iGpGeIO3/EBWgqYaCNNYxMVp/AkHUmSuG29k00XfXr1ZlWhU6dOVRJJoU+37OBybTOX/ko6VcTL5L9A2EkpeXmMJqeyTJgwgZPHoxNVNd7Je1Q89JCCmzdtxoWv0W2xySuygnJmmkrVp8nmgFtBdSnPYtUokVgFeMOmcnSLqVOn8jPpErewrEd6nMh+JZ2aJVbbOeDG6H9VWlkTNTI/Gaes+cVpk1uSPqLqzfBvmpzSUiIm1iUCeDIYVRk8yU/GxEFHh2JnQaWCJq3LeGTSVqIeSDpNqkR9kanquvRABknr0nuZtPk9kEFSBg3l0wMZJJVPP2ZyySApg4Hy6YEMksqnHzO5VAUkeYNr5DfjnJ9y82bPnNXv9DOO69OXQ9NPOO744XcO44h0BltmUi2BhSZTGW0NDXHn7dmSWfHRSG6G4BBYYc6yeqv0cCXOwuFLjrZ95plnwjqH1Y6rv7VLRdtXC2ixTM+6LgJ6zyrW2sN/lR5J9JRb1MPeumoVfYR/w4ABA9jE+M4773CKHmvy06ZNw6jPSaDs2JcPdZyF3R0AGvPSV3eHtlNZ5IGIdoPIrZZHy5lxgHDOFf7BpURjZlu2ZSAmq2effZb7JDhwQit04fK2IthIDx8+/OmnnxYUVAcCaoKyVZ7PPfcce8llJzSYyhzKVwLsdSEs905NhmQYSys9ktQpDAingzC8I0eM4MRqnByeeOIJMEQvczwIuxaBEQdb04nqUKFHAe0l0hjoJBqNqIa5Zo2azD/cZOXlyJ1GTETCNarXgPgRxuNWboTufogcd7AE+bBCrgwJmMetFhw41HbOnDkcHKCjt60gg7gWIojJcV4gJs6srCbIuUBG5y+++GL27NkqTvAyoCjtBhtsILzanDHiVI4B162V+rF5zLBDgbhbnX7Ez6Fd+/buKrTq1WvXqXP7HXewTwiHFvDEoSIk+fHHH9966y2Gkx3WnJLOweqkYjAWLFgAsOrWrTt27FhyA5FHH3nURhttxLkQuljtxRdfXLRoETlwhA2HITHdO+26K9e6s+efW2k4I3vGrJkcXsshtRzm/8Ybb2iAOXWUA2upDBFITlkUxKUAHEXKgdrbb789FdCoQ0c5XGCHHXbAL4XM5XvDA86AywcffCCKCFXbbrvteD9v3jydycQnTn+nXPJhmxTr8xRNiewM5igVVcPujEsGTUqRL4CIKg++ANz2Ur6+AExuZT7p1de4I+aM007H0QCBSe4Gq1e66xwZaZDktuvn5HJ+yM477kRM7pppWL8B9eFyGUVGtOrRrXu7Nm1bNGtOBP4dctDByFikWv7Hn/vvux+ODMRv3LDRTh123GuPPcmBVHNmzSYm19Y0a9KUf9OnTnvisccVjfdkRbRHHnpY+fOeOOTT65hjiRn1BsRs9RoijB45iirNnD6DMAl7H9tLV+EMHjiI3PhEWnLj7+uTJvOeCGoCf+8aNZrI454cS0zebN+8BYEOHTrg+6H+gcLxF8pkw5FgwPcVZY0aMZIGzpox011FV6kJkkQBm7gcPsxsa9u2LfQDtqFbPtkJy1+OKcYbCwoEHeKGBvp03Lhx3CDD3IXwcJ0D96wRn+kOuYJuvfnmm4Bvv/32g4q8+uqrsI1//etfnLAOo2T2Q+EgG/w0gsGQINPgtf3kk0+2adPm8ssvh2bAWL/+5puJEydCfrhPksjcNkkOjCWs9vrrr88/bDR2vgD5iHKIGUliW7J4MWy6devWNPDzzz8nQ17ed999xOEiLwlJNIQDnGCdV1999RZbbAFzJzKFQsw4vYm/cnEUBw+l7/ICQKVHkkRRulJyhh53MWNspVrSA6yKANEYEq4mOvfcc3HO4ife+1deeSWfnnrqKVJpyiIUw+A2rVULyZ2x1HH9L7zwAhznkksu4eSarbfZ5vbbbwfB4WI4XtuMLtmShMHj5hoYKzwXPgvTwZESGQr8NWrUiFS77LLL9jvsIJEoUhX9zaQmyIujOd5NdtWrU2EgAhT4SVpxLuLg+crdAYRpCMeB0Tru0KFFu3XpQvKjjj6aJnACGJgWR1NZEhbL96n0SBJQeDR9TWmiryFLDj1eguZAI8mbCCj8Rabhk/zboVWEITOEAQdjs/4GGzhU5eYiIUUCbF4e56+zeY0La9yGiry8+g0aIPpI/mDMkI7x+XJXaeXlbbzJJqeccsonn3wy8OKL2RrQvVs3yINAQ5WooZyg3S3bfgccaZ2bPeDwviiRlO0r47SBnBzEKU7xgklxW9dxfftykVJEWrx7EAJ1dNxgTg5OZ9T5wQcf7N2rFwfM9e3TB4JKniApBH35Yki5VQUkqSX0FwyFrkestr0rDIP0oyFDhiDYIqUxZQUOqTMkY5xcR8T8St1uEI8/bZ8IhVPn2OWvXVOJm2yyiSMMHkwMP2B1+WVnwyg52Y3tAFKpAAEyr6nopl5pIyVJlK21IirRgxIRkGhwNNQCbBmgmWpzp5toJ4zb7BHqAcHFqQjVq2vmwKlxdGYCCPRmPih3MFV6JNFBAgEPO/D5+9JLL8HLNB6O6mRlod288sorvEHU4CE+WxK0UR+G8vbbbxOzVatWGlolFD0jzBsHl6wsTq7BCOQQRgTPiRhXRwyyssBQJM9SfE7O888/z9VHXNk2ZerUhx9++IILL0SrcmcB+LP9Jaw4G4/X58WOJdJxAw5FCNb8NXJ1//33MwFA0iuvvjpu/HhuwIVcab+XUyr9ozoDbqrABTpPjh3LP27xgslCybgbTsop9M+03fIFU6VHkrpD47HBhhuigTOKKMkIN9rd9+vSpVwTw8ixyRrhep999mEMbr311r9BW3Y2mOOCbIaZvjboOKoTswcyAE5eycnp2LEjw/nII48QjZ+YCSB+wILhZ6ILH44mVK9Ongyt2zyZkwPZmDN79v/93/+5k7u90CNO5AiYJ6LUcdKkSU6wy8qCCXLnpK91dI2kyBVaPdBBkBc5BKlkohuViCpxDUsEX1ERgIu78pvHzzFQRW9QVeWpiSf6VL5PpUeSCZKup/Ly4CnovQhDbF85/vjjEVOADkwNmeayyy6jBxGDMLF8+eWXXH7d69hjOZIW+QP1Z7fddjMi4QiSF4ZsOw6lcJ0NMx7l64ILLmAvGwHmt1iMDkyygUF5BDeY2m+55Rau0sbyhM5IVkjN5AmaqSq5XTd0KMIW3IfaHnTggUMGD6bCiPMiVMBCOilYQZanCL5yyeTBBx0EOMgEzXH0qFGimmQOD4UYoxhCdLFjkeGll14Kk33vvfcQuqG4ksnUXclAUnXUyPLFZvG5Mb2emTiRA87cyLlZXA6Fa545jpCVtd766x2w//4MOaYjKMHi75ZghQFP3GHldvd5xrTPvvvUq19vyXdL3nv/fe5NO/yIIy6/4ors6tkoyvMXLNhq661232N3rzRl//X3X199+SXqGMPDlY+gE7I0ZcoUTAmMHLQHGQsRmBFClKFF5IYg3WL77WvXqf3NwoVvvf3WFltuOWjwoN59+vz43x9X/PXXMccei0Fq4bcLN9p4YxRAMuy8W+dfl/36yaef/LJ06aGHHbrnXnuuWr1qv/3332rrrWfMnEGGvGnXvt16668/d97cd/7zn8ZNmgy97rpdO3em/ltsuUW37t0aNW78/Q/fI7Hv0HKHlq1aHnnUUetvsD5FTJo8mU/UE5OE6JDUvXLkbgiCzEOmCoJgVbBMytTmtCEdsubtZrJM6o2ZLs1eIIucEkapYvtveGnvXcBnxT9uzR45fAR2TuX/6y9LMQ+yPGwRZEJUbraVRwWpbvk1jL3UV4ujgGprdVCdJQgqW/3Ve4tpDVHMOPOjRQ6LCEsvW7iqWialVEtKjTQybwJAlIjk7tiOCAk9TE1jW0bqGT+tyJKbHZntAlBNztOqnj1vwfzhI0dcdsXlM2fNnD1n9gknnYgwdfChh7irsapn8895IziW6NicZr8Np9P/Y0tspq/JkiTkSdQTRLRU5+QqrznqvSwdimmNEqpsrZD3WK0UU30igq98FFBxZsstB44Qy6LSy0lmJomj2/QZEkyIGDpRXazeN9iplxF6NGA2O8MIpOXOP2ReDNknnHACwjvCDUYjRBCSiAyIgwgfSosYbhnyRmKKQCYJnbBAJohobxNhxZEMpPciQgpIVxUy7AAntQL9n78yqtnUMhQKl6pwOWJIWVUyJEU96L2R5JOk05i0Dh87lMg7IXkKod4MQabet7HXeCiOBkP9rlFUcg0eYhYiLQ+qNYobNkCEbiMnCthPpbVSyE20UAHF1LZDQ5hVw4ZZSYjAKQ5Uy50K5yeDX+RyhzC50zhixxppAihDwVT5OFcFv0ZGZItg3VKOeKo0SLKecrRaxh5t24sdl2YWbddffurLWCySbpiwwRbXcDnEuIy4mwFCwBKh0niTD6I3knXXrl1R4AW4aMB8JjZCCogGqAKihTJwqy2Mt4ozCqRxtWrIaq8aumOwfJOZOVItIwPp2htT44iN42Xk4OuhKQJ8he9yxJCyqjRI0nCKOBP46MMPsdPMmonQMhM/JP5+jk0v5vWGWsxL3RerVMKHhpaw6IEJE+IypiQbQRIBs/FW6ZEZMDgDWdZkIcB8gGRN5g0AUubyKxIoRbEUQXjlbzTAkJncPFaOUeCJ5lztoCvUec3qP/78A4WUUx1mz5qFkxO3N82YPp2fxOQna88CrvWVfpKWOJ99+ilZIQ6Sg1YSy/nR/EjZs45eJZpPKFAnHn8CjhNy/MBDA/cJNKkd23d46403pV5xuiMWOZN5TZlSDhpgBeL0Gt6bckSEMEzMuMiWv4w6yrBgtuF7uXaEb9T5+W+8DogExrpv9CnSR/NwfpIPCe3ln1xc9IaHRWVT9CxAVvirEBlHZHJjeZET6PHGXKcRr9S6mw0hE07GQLoeSwZLAVj5eLA3ssjPsiVL3yjcDBgEQLPTWIabr87m6E96zMp2gdw8c3qkx0P3SEkYUvSMnomkiYQoW6phorQrzolnPltfSnSoph9O3vNXTpiqg/sbI0VilC4HbxTlPUuzop2rsAt4foSHAl4GNBmzJ1I/b+CzLClixEch2GOPPYyyxpFY9YNIpvctKP8DGisNd5O4Gsk0fvUKoICe/gMGYHGmH1kAoXOJg2sRwpPYkHpQg43xEEva4kWLXJ966UFowFigdRX5orgRlfKVk4NjK0QUaCofXW1rOhSr/fg3UqWQ6ynPxYsXw3E+XrBAhydTb3ldeqjl/bZsGVzJ1SSm/4sHsRqI2RNbqIALXt1qjHc0EIIxiF/Uvz9I4hHFxanhvPPPH3DxxYCJlVrqBo/DWsjyiMlblG4wlTppBoJyZHCVBkkCBI8bN39Lmq1RSKkBGVha6Vx3l6hXpCWgkBDfI3oZF1gMvnvuuefhhx3GCtcXn3/euFEjliCgcFovYw2fHFi5IwwI9tprL5Lg5bhHj91ZTsG6LUsBPgX87Nu3L19ZoCV/jY1Gbv68eYccfDBLNNBLVpR32nFH3HypD3iiLPyT8LPDLeTkk0+GhJAJ6JFohVMUN8GdfupprAAecsghWD6hamRoZM8VBFXTSrB/gIXTQz3uiYYLHtdd4CRD9cgcqFFnYcVkMicbJOfUocqEJNEkkQedL+gkyph288fvvyN10rOwALdW7yVcYi5dupT1L3oQMQI/ScgYrtMsYHECJE5nyA0kJBP+sR2FhVVGkTcYjaAr+G/gX8YKHcSMFT0NGKOLIy9v2K+Ck6Q4nd5Tt5tuugmYQibHjx9PWr7iHikdngeqho+5Vm/wdoJ4EA1AUHPIKhVmcfCaa65hERoKapTD49wvdOTlVq/pnfhiHilOePdOAYAGQsVVheCV9lIxiCJeAyKuITuz3QrlSJBcVuskeZU98bpL3E5GXr0G+REx86CeBzL/YGpMbm6iRZYEB7pbDUkccoK8OWPadIRxuVFrQQMRFYGd8HXXDiVa5MSdk3v4oYfxc8mixQ8+MAYfav7aqgurIgitf/7OenueE26bNKEh1vpw1YVo55x1tpyy+UeY4lQujtvk/+jDj0gK/vTjT/DIPvPMM8mnX79+TZs2parEXLNq9XeLlxCTrFSEBDWJufrJxACFtBenEcWhFSSRK7daeu7Z55A/zXF1btT4+L7HkQozGJVnJ13Zhy5IUaklbqk2UpslBjENMDQzoijDEAkWCmBe+C+z8G7EnDj4oTK/8QlBc8bF58YbbhBtgE5wxwjh1157jfmEYgytgvzgw4qkhcAOp0O3hmhhbsDBCMJAccxvKoBDAVYlN7qeIor4McBQCHzDWTGF0Tw4ZsyI4cOpnqMHvrbiU4cddhhhmoB7AuwSkslPNqIAR6rq2FmNGmw1wZ4uIUkJJaLJqiSRUQHbLoJrCi+pJxWmpeCMMF8hkNTZes/5Z8aMIOVLkyoNdxNfE5joAi0IsHaBUPzVV18xfhDz2267TT2lyFJ88E+Cm+A9AtmHwbEbTtL6yr//RoDF3QKXILiJRkJeSpQCOHACgdqRFoDixC353eG4WtYWmzkXRAltii/pmKGFCSKjICQRgJFJRdCKlzCHc7eGEDCBflI5Mfn7H9q3bcdLieSACZ9x8hdXktDt3JuqOf1O7RI4hDDCcDfKgjnSTCg0f9mwxSe2MVGQ9vTJVEG0f/S6G72mjlY/up71piCTAKTs8F5WHx7116hRoyAMiEcsdHy7aNH0GTPofboVZ22yc/J1djYwApSkxetDAyNdD88Q5jTOTITxB2JrG2MMiEXzJBvJCC4DJk7TyOBQLHZ64FEJsUQ8F01SfFd5rWn4v/Jg5D2SOJqgey/FKna4rNEeTQ+VZRc18VNttJqg+uF1+dXXXzO7Fn77LWF0WzlamfJPHcyKUY5kqdLQJNosCdT1Y+xYZlNoRatks9aYSe8lJiDgK2IvtkqSf/rJJ44g+anMV3b2EBMnQ6LhJibKgUmQv2ySjLT06tXxGmOw582dyxuRPQkrKlQ8jrD2aMM0ndO+p50//PCDK8erljJxCSha7nDysscHpJFKYhqQMQJ9AoHGx3Rith5KMTaqopWbSkdMFJSdLcPX5tprrgHHWLedvB9bVxbilU/5PpUGSU6A0Jz23aT1I2lzxmUYKuLwRstbYj3aFYSuxCoBTnawKtL+/PPPrK6QJzevoe0DI2wKJ554ojoXux/5wCnwtWXXW/+LLkLDwt8NbUukkbE3AIXjgbckPyFLsNrXJ09G/NeGXVQqERWJQY7weGVeb8gKN0jCaHzA943XX4eCan+BMKeGGE1S02zBXzz38MMPZ1fdPffcM+zOO6dNnXr9ddex0oyoh+ylbRGqOW038esfiiTNKvF7ukCqrIFJU9PYPwHxIIYBagS7mTx5MsPDbrVefXrv3/OAhYu+vWbotTgVYaI58OCD8NNu1qL5Dq1a8mZNzpptttv2/jEP1Fx/vetuuB6ixUTHlMzOSYdhT0IcXcT87ZfDzP5JGN37iKOOnP/xAryXzjz7rNqb1bmw/0Xkc/Kppzh/BZQoZ9l2pwc4ZT7LL/L7HFgPRnWnRYD47LPPxhbavXt3NVbyskhs6HUk45bQwFdAA4Om4XfffTfGC9AMDb733nsdBP1itjqHbkySPanSWAHobkHHiUdex472a699hrpEHM8M8jd0E5Mdx+y5/u3XZZKuEEpYWlEYkEG3sDAJjipF+aAHsbFainSk2EvHjhkUrErKSmwI+zLrxyzB6it2KXyO9cniSJLLTx7LkOKcLUBF2D+fVrVSJrYamJ+napiTi3Fh6rtTPlnwsVkiZBfAuGCFWjVUqzI/hVkBKg2S1NrQcqNOtM4NIxTfNTYkWMMZEvgdJhasANbRkf0mdmFymTu6TAmE+MAJOESMWhfhRjYq/+iNpbIk+cAqUx3KGrlS25O8zBA5qUlN46e0fbe9cG03oGIkgJAZwQIQddHskJG32moriSM8oUW4fIWJgrlBauCYtMXUUq/nOV6m1hFQfXQvntQOvVEqKXQCg/iXSpEYkLKn0kjckgbUfRJ4pbjxU8qURSheMZGVT2lZjDvvvPPYXcM6QzRasRsUJIKkYDBsi6ZkYQrVJDEECCUCkDAkQqWu4G/ogGufVPMwn2RDqjIhSUMr7cympqayZqc6y7xaC+07Qx75sFmK1S5sj3jWWmSpNkKq5ZnUYcAZgfxNmVDRZvPUDHF6qzfGilYZ+ZExgvdi9CGRVjipNQ8zrzRIskkm9qSOllysqWw0SVbj4ntQB+YpE81yxWeEzEGWl6kZCZwRVv290jkzBbtvjQ45mpTjnPswzKvOtE4WARGkyLjgTWiSnGTwTAFBrZRIoptYqOJhL7N1mSYrC5ksDggHwlDxCCAaTmQCok1uyRkkxOyE/owqlxoYuWp7/a5b165YK9DbzeZJ0zDQo1eyuItddPsWLRo1bMgmcToBFUESnni9KDGeKnw1A5sJTKkhS5WGJjGuMhFxgBUnRji4xHwOC/ZU8SAw+VQBQUr446cEKf6WSNjKcYQwJv3vf/9j1Y+zkYx9UwGs7ezIxn6NXZQVWSgQAOInTkhsWscUKbKkGSXpW4pIOdatlFlVQJGlrFlcNI0xnYXqjg+QEwLoL48DsTOpMBKci0GSCbCKY8zChA+yUkFazEqstqVPJd2N9VfKwqiIi4EBmiqxgIOd/bHHHuOIEjzXqBv6AT95sENCqIw8E5k1H53vm3px2/Vk6dtcsTHFfdq2btOgXn0OisTMqJUE+UrXwLvVn02LFw7brqM77XPznp34DK5F3OHMGwLXD72O4xlxTtplp53PPvMsjo7ECemIww7fvXuPSwYPwf1I/td+E1C1YXfcedghh3LsJAdI8kle3kRYtPDbyy+9jPMn+XTeOed+9smnctZeMG8+OWPMxLEaC7U7IifGbVV5OhDHIMxXkBP+ukMHvdGcU7PwaGD44dF4Tpr2IJREcya27c7tcfOH71IcLcKSyRGU1BOD5C033YwLlHNFz3KbmSa/NonqsUvi4AMPwhPLtc731Yo/l3POJ85bfMLNiy7SIeaR13miw1xpkCSKje8RniGEWVVwTWZ4Ak2YF4gOLHVF6+1ZWSzI88btzvn7b+zOjBNuhLgEcdwWziTwiJtvvlnr5Kys4W6mtTDecCwayyOcHMIZVizsM8Y68UgLvZAEhplj+TiND1LBKh5FQyxZimdBBh8paAM/QxpJmExwTGMlhOU58sHz+o477jAKSgSRyeIJodPRPAWG1+O3iRUD32JQ+8svv2C4R8hzzDonB8cHzlR59913kb3wXaHC7JUga1rH7gn8tKCCfKIynLGJz4wrN+YkkxiWKg2StMuWh2M6cAWh4xCKzYNMW03y+VrMq583wIIHHxLkCQQsfFs5z4pzYVioIhX7aOl0XNuQYVl21SIXug8xQQkORpzSj7sPnmvgieIQaFhmoegXX3rp2eeeY0hw0QTcYrI8wJSBYWiRbCRpSSNjvFne52g2igZqrOki93DEFvsC4Fws2lNJtvayzGd8ttARlbLGMjBQIAk5U0Mc5bp1724kkBpy1CQHtuAtQ+a0DmELFxcmD03gJ9IY9edwVVgkpeCUHBHCdbAaVBokQS00VLQcWYHpyzz7noMA/eOkVL+Lw1R6WYTBhC3a63xtHLQlHqHxMa2hE4wKkXUkt4QMRogl2zZt2/KJfxAP8gFnGH5AAw7gRx9zjPxPGHjywQsbYw95IqrjHAfzYrlUpI442hjEvgD+QgCoD5+gdlBHqIUbXY9C1bNEYdmh088TqsQDgdylY0cZCIRaKgZomCSocnU5jMYbxymXAIDTZMN76aEHH0TG33yLLXBmAm3apKvNBYk9lQZJ0HMQ4/aT5OZusummCN3MPHicNlq4/vVeuYylmZfoER15K/8yNH/cQmzlgVTOy5Fx9V8lemvhghGCojj65HsW6sXYQ2zgHQRwfEMbh4Y1B1PNmrHTFx2esdTJbpvVriOJjb8SrdZfb30EkWVLf+Uvvuf6BH1F5luvRk1ckWgR9ZR/gTthJ1jlkFQUPvrqmbBb1YfIybApGMkXBTZHGEpJDfnXsEED/Ft4A3/nKwwRio5LJ7Nlj913v3jAACakS+43FyQGI1elhFOmOKGOOI7sQDk5Rxx5JGsdDO3kSZOiTSZrC0ym1pFKJ3jIpUkM0W0mkRTMWh5DGDuDkZ9ADbwycelWbdvgq0idKBYGHqY4D/Zx27epgyIj1IpHSJGkDH8oICSHn9FKjss9utjasZXsbLALmBw6YqeXFNW9zp3GV0mkTsRMkcnKLQT5qQXioZeISuAGDUCbLRHzicbmOOQ5GDQuwghz8GLoNPWPGpvouFYGJGleerLhNtv76chP+oL+wpsRL2xnU/EHJvEpOg7ADyde27IPaVxFuqR4iwgJWLqXAl6j8SBbdixpmhLzzTfeICb0DO9bRg6cwe8YIcYJ31a8IqEBYETLHY5JGY/wG2q1sgb3JAIHpypb/iIwka27CsLTVDlui7QUI3Rrcxy1BFLUxNU5dtqETNvkpt0EyGFgXZsq2ekAemgjbp9s1UMh4CS7226//cOPPkLuxrFYnpaqamJP4ikTK29dUokqaLrzh5P5mGcwHURLR2/88aCAAKmFPZD8fPSRRxAIeCPhI9Kk/NBKynHY0uYNL7sICkRmUBE1Hn7oIaYp5/MDWZl2iImDJfoOvFWCBTtVEFqJz9Cal4EqaXhSWezzh5GxZwH3X7J97dVX8dhHheSMUbIiiXPp17krxa6XubZ4gAq1kFu5X1IEEwYwEcYoRZXQGNBbqQZYR6OkRTplmm0n7N5c5I/f+HbhQspFP1VtVdXEnlQhKaIr/sgfPfR2bHkx9jFOJFg7ZnaWOxLJ7+V3po/sLPwP8Uhs064tHo/OhFIDx/tqRx97zJLvv+vWo3vT5s3weOSvTmTDE5JocpLUKWwrV68iQ1K53DhpiUBWNXfIrevOvE1r17rhphs5yoGs8IG8aED/1m3bEO22O26nRDwqufUEGeSBB8e0bN3qqmuuphTnNJ5VjeRkTp6WswrdpVPHUXeN/nrhN4ccdigJ8aiss/lmjz3xeK06tRHHiINrJfTEtSswh5KhP2QAdkal3aFQ5K83BCji71Ur1XA1yp/Z6ypPlQgfd8LxjZs26bHH7nPnzzvy6KM6d9mtxQ7b9+7bh5+777kHrdt7332++XbhlVdfpdq6qpbm8bVy/p/BAvFa9S5NJgnGiQGIjVjsdYRtMzaWVShTFrV4zRRkhqF8YYwxBwxywB0RgRdViJONRFfQt3FbY+6y1M8sZJ88BBxDFMn562418SoexkB29SN1OvqRmwuHgkuSBMrB9GXpDXYA+eErLxHAzW6OpI8iRqHkwzqXaBUPydkSxA5gBCkp1forJU4yFqIuNmsYEwsdSMHuxgH/sJMOkYXKKIlIo5ko1V7sZHAlFEOEReJQT1LRakiy6sZFAJAlaqv49AzuoHBAYkJK2fFnWxI4gpy08uXFY5g+iSuxNKNM9UaPHo2REyMC/ePEglQ8MUdSbLJF3aVke0wLrY9WlGg5jyJYwEs+kQStaDySr/XJYlo0LeFJJLLiFA7jW1Z6H2auNxY5rIzCVlZY29Dn01oU117F4bFKhlk5y6SvuU7PUSaWRMazsEX2M6yh9Z59DdtSSjyQBJN95btLKd9QFByrpalDy0UACGuxjCd0hWN+q6dEIfjKlLX4NgymoEnBVncrTxWkfAjYbiEvdEU+9vpkYpmSKAfV0BIa1QnztJhmAKOSRtjUKGWurEyqU7YqXdYBw71ooWpiATVcsiMRtEdF/aOXiT2JpyxbeYFUVLaEQWx1k/VLJNh6fEQajf+mYTMQKInS0llCWBwsNLTKWYZjjaLBV5RAuBE++CnDlbFaDaEikEncyBnWRcb4qUpaEsNx3KgrHzWKygvfhhtVQJmoE6x15kspGia4KHORdr2xAyeoANVOfHQSTlkhCTXM6gJNU5ugtq9ZI0q/mPOk8RENs1Fvm/GSnPhLBBl+1OmapoKUZSifE2UlGBlrENSsVsrWRldDSAS9lEFIpfDeNg8JEBp7QU24F4ZUGX4auDU3RGiVm/pEsLAmKBO9UXOMfKq79DfhYU0VTSqqgoENt3iypQ61YTYibzPbvLlt/pmx2zx4DIUaXT0GO/Wm0QmNgXLTqIgnaiN5yOYEICVXQzUkKs4CGkIVIbInzEkkFwkxQAgNhhLCwpDiKCujMUZQVWeVazRJSWwEjK4rgiHY4JsYmCoaSaWuNe20/jJ6YJRcAZt/Glqj6laIet9mns1aoaSgVGQDYMRMWRkE7acNqt7opxhH3Fw3Cmcgi+4nifnwW6HGazTGytM4o2HF6kNArRZ9NQAJr+qisHqKo/kmfBvISj0s+RFTgSRDgLo4nB9lqnFcO43kWB/FRTC6FZYSxtGkNGCJ6WhgQsRohMIBs3ChRQvHcTlYJmFljMxYNcI62zKIilOeqm0Ii7ifBaPFRbaahLwsrElRg2LjaJQ7PybVK9NYJhBZdEKoRxywszUSyCqTpAJ7gOET3xRRtDE1XpF0JIWioiZHIbuIQiN3JpyePeCdKlnTlqOYzgzW7mHHZNyxUsl/BGeRJXg/S0VOApC7Y+ZfJekBW9zVYrnzZfBeNBFbXEdxvfQgjFTT3DwcRlnLxDuM89RKnzwTs8J7QPK4eJnYHGFWk/BvxrOU7S5JvylQVpOYJJu9YvlyPFNZA09Y7q7wPv1nVkCLdJKQZNASe2EfFUc34Xv5/6tLVBTpLjFXAAAAAElFTkSuQmCC)

***Figure 2.15***

The game loop applied to Guess My Number.

**SUMMARY**

In this chapter, you learned the following concepts:

* You can use the truth or falsity of an expression to branch to (or skip) sections of code.
* You can represent truth or falsity with the keywords, **true** and **false**.
* You can evaluate any value or expression for truth or falsity.
* Any **non-zero** value can be interpreted as **true**, while **0** can be interpreted as **false**.
* A common way to create an expression to be evaluated as **true** or **false** is to compare values with the relational operators.
* The **if** statement tests an expression and executes a section of code only if the expression is **true**.
* The **else** clause of an **if** statement specifies code that should be executed only if the expression tested in the if statement is **false**.
* The **switch** statement tests a value that can be treated as an **int** and executes a section of code labeled with the corresponding value.
* The **default** keyword, when used in a **switch** statement, specifies code to be executed if the value tested in the **switch** statement matches no listed values.
* The **while** loop executes a section of code if an expression is **true** and repeats the code as long as the expression is **true**.
* A **do** loop executes a section of code and then repeats the code as long as the expression is **true**.
* Used in a loop, the **break** statement immediately ends the loop.
* Used in a loop, the **continue** statement immediately causes the control of the program to branch to the top of the loop.
* The **&&** (AND) operator combines two simpler expressions to create a new expression that is **true** only if both simpler expressions are **true**.
* The **||** (OR) operator combines two simpler expressions to create a new expression that is **true** if either simpler expression is **true**.
* The **!** (NOT) operator creates a new expression that is the opposite truth value of the original.
* The game loop is a generalized representation of the flow of events in a game, the core of which repeats.
* The file **cstdlib** contains functions that deal with generating random numbers.
* The function **srand()**,defined in **cstdlib** , seeds the random number generator.
* The function **rand()**, defined in **cstdlib** , returns a random number.

**CHAPTER 3**

**FOR LOOPS, STRINGS, AND ARRAYS: WORD JUMBLE**

**USING FOR LOOPS**

You met one type of loop in Chapter 2, “Truth, Branching, and the Game Loop: Guess My Number,” - the **while** loop. Well, it’s time to meet another - the **for** loop. Like its cousin the while loop, the **for** loop lets you repeat a section of code, but **for** loops are particularly suited for counting and moving through a sequence of things (like the items in an RPG character’s inventory).

Here’s the generic form of **for** loop:

**for (initialization; test; action)**

**statement;**

**initialization** is a statement that sets up some initial condition **for** the loop. (For example, it might set a counter variable to **0**.) The expression test is tested each time before the loop body executes, just as in a while loop. If test is **false**, the program moves on to the statement after the loop. If test is **true**, the program executes **statement**. Next, action is executed (which often involves incrementing a counter variable). The cycle repeats until test is **false**, at which point the loop ends.

**for LOOPS**

**// Counter**

**// Demonstrates for loops**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**cout << "Counting forward:\n";**

**for(int i = 0; i < 10; ++i)**

**{**

**cout << i << " ";**

**}**

**cout << "\n\nCounting backward:\n";**

**for(int i = 9; i >= 0; --i)**

**{**

**cout << i << " ";**

**}**

**cout << "\n\nCounting by fives:\n";**

**for(int i = 0; i <= 50; i += 5)**

**{**

**cout << i << " ";**

**}**

**cout << "\n\nCounting with null statements:\n";**

**int count = 0;**

**for( ; count < 10; )**

**{**

**cout << count << " ";**

**++count;**

**}**

**cout << "\n\nCounting with nested for loops:\n";**

**const int ROWS = 5;**

**const int COLUMNS = 3;**

**for(int i = 0; i < ROWS; ++i)**

**{**

**for( int j = 0; j < COLUMNS; ++j)**

**{**

**cout << i << "," << j << " ";**

**}**

**cout << endl;**

**}**

**return 0;**

**}**

**Counting forward:**

**0 1 2 3 4 5 6 7 8 9**

**Counting backward:**

**9 8 7 6 5 4 3 2 1 0**

**Counting by fives:**

**0 5 10 15 20 25 30 35 40 45 50**

**Counting with null statements:**

**0 1 2 3 4 5 6 7 8 9**

**Counting with nested for loops:**

**0,0 0,1 0,2**

**1,0 1,1 1,2**

**2,0 2,1 2,2**

**3,0 3,1 3,2**

**4,0 4,1 4,2**

**Counting with for Loops**

The first for loop counts from **0** to **9**. The loop begins:

**for (int i = 0; i < 10; ++i)**

The initialization statement, **int i = 0**, declares **i** and initializes it to **0**. The expression **i < 10** says that the loop will continue as long as **i** is less than **10**. Lastly, the action statement, **++i**, says **i** is to be incremented each time the loop body finishes. As a result, the loop iterates **10** times - once for each of the values **0** through **9**. And during each iteration, the loop body displays the value of **i**.

The next for loop counts from **9** down to **0**. The loop begins:

**for (int i = 9; i >= 0; --i)**

Here, **i** is initialized to **9**, and the loop continues as long as **i** is greater than or equal to **0**. Each time the loop body finishes, **i** is decremented. As a result, the loop displays the values **9** through **0**.

The next loop counts from **0** to **50**, by fives. The loop begins:

**for (int i = 0; i <= 50; i += 5)**

Here, **i** is initialized to **0**, and the loop continues as long as **i** is less than or equal to **50**. But notice the action statement, **i += 5**. This statement increases **i** by five each time the loop body finishes. As a result, the loop displays the values **0**, **5**, **10**, **15**, and so on. The expression **i <= 50** says to execute the loop body as long as **i** is less than or equal to **50**.

You can initialize a **counter** variable, create a test condition, and update the **counter** variable with any values you want. However, the most common thing to do is to start the counter at **0** and increment it by **1** after each loop iteration.

Finally, the caveats regarding infinite loops that you learned about while studying while loops apply equally well to for loops. Make sure you create loops that can end; otherwise, you’ll have a very unhappy gamer on your hands.

**Using Empty Statements in for Loops**

You can use empty statements in creating your for loop, as I did in the following loop:

**for ( ; count < 10; )**

I used an empty statement for the initialization and action statements. That’s fine because I declared and initialized **count** before the loop and incremented it inside the loop body. This loop displays the same sequence of integers as the very first loop in the program. Although the loop might look odd, it’s perfectly legal.

**Hint**

*Different game programmers have different traditions. In the last chapter, you saw that you can*

*create a loop that continues until it reaches an exit statement - such as a* **break** *- using* **while**

**(true)***. Well, some programmers prefer to create these kinds of loops using a for statement that*

*begins with* **for (;;)***. Because the test expression in this loop is the empty statement, the loop will*

*continue until it encounters some exit statement.*

**Nesting for Loops**

You can nest for loops by putting one inside the other. That’s what I did in the following section of code, which counts out the elements of a grid. The outer loop, which begins:

**for (int i = 0; i < ROWS; ++i)**

simply executes its loop body **ROWS** (five) times. But it just so happens that there’s another for loop inside this loop, which begins:

**for (int j = 0; j < COLUMNS; ++j)**

As a result, the inner loop executes in full for each iteration of the outer loop.

In this case, that means the inner loop executes **COLUMNS** (three) times, for the **ROWS** (five) times the outer loop iterates, for a total of **15** times. Specifically, here’s what happens:

1. The outer for loop declares **i** and initializes it to **0**. Since **i** is less than **ROWS** (**5**), the program enters the outer loop’s body.
2. The inner loop declares **j** and initializes it to **0**. Since **j** is less than **COLUMNS** (**3**), the program enters its loop body, sending the values of **i** and **j** to **cout** , which displays **0, 0**.
3. The program reaches the end of the body of the inner loop and increments j to 1. Since j is still less than **COLUMNS** (**3**), the program executes the inner loop’s body again, displaying **0, 1**.
4. The program reaches the end of the inner loop’s body and increments **j** to 2. Since **j** is still less than **COLUMNS** (**3**), the program executes the inner loop’s body again, displaying **0, 2**.
5. The program reaches the end of the inner loop’s body and increments **j** to **3**. This time, however, **j** is not less than **COLUMNS** (**3**) and the inner loop ends.
6. The program finishes the first iteration of the outer loop by sending **endl** to **cout** , ending the first row.
7. The program reaches the end of the outer loop’s body and increments **i** to **1**. Since **i** is less than **ROWS** (**5**), the program enters the outer loop’s body again.
8. The program reaches the inner loop, which starts from the beginning once again, by declaring and initializing **j** to **0**. The program goes through the process described in Steps 2 through 7, displaying the second row of the grid. This process continues until all five rows have been displayed.

Again, the important thing to remember is that the inner loop is executed in full for each iteration of the outer loop.

**UNDERSTANDING OBJECTS**

So far, you’ve seen how to store individual pieces of information in variables and how to manipulate those variables using operators and functions. But most of the things you want to represent in games - such as, say, an alien spacecraft—are objects. They’re encapsulated, cohesive things that combine qualities (such as an energy level) and abilities (for example, firing weapons). Often it makes no sense to talk about the individual qualities and abilities in isolation from each other.
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Every object of the same type has the same basic structure, so each object will have the same set of data members and member functions. However, as an individual, each object will have its own values for its data members. If you had a squadron of five alien spacecrafts, each would have its own energy level. One might have an energy level of 75, while another might have an energy level of only 10, and so on. Even if two crafts have the same energy level, each would belong to a unique spacecraft. Each craft could also fire its own weapons with a call to its member function, **fireWeapons()**. Figure 3.2 illustrates the concept of an alien spacecraft.

***Figure 3.2***

*This representation of the definition of an alien spacecraft says that each object will have a data member called* **energy** *and a member function called* **fireWeapons()**.

The cool thing about objects is that you don’t need to know the implementation details to use them - just as you don’t need to know how to build a car in order to drive one. You only have to know the object’s data members and member functions - just as you only need to know where a car’s steering wheel, gas pedal, and brake pedal are located.

You can store objects in variables, just like with built-in types. Therefore, you could store an alien spacecraft object in a variable of the Spacecraft type. You can access data members and member functions using the ***member selection operator*** (**.**), by placing the operator after the variable name of the object. So if you want your alien spacecraft, ship, to fire its weapons only if its energy level is greater than **10**, you could write:

**// ship is an object of Spacecraft type**

**if (ship.energy > 10) // ship.energy** accesses the object’s energy data member

**{**

**ship.fireWeapons() //** calls the object’s **fireWeapons()** member function.

**}**

**USING STRING OBJECTS**

**string** objects, which you met briefly in Chapter 1, “Types, Variables, and Standard I/O: Lost Fortune,” are the perfect way to work with sequences of characters, whether you’re writing a complete word puzzle game or simply storing a player’s name. A **string** is actually an **object**, and it provides its own set of member functions that allow you to do a range of things with the **string** **object -** everything from simply getting its length to performing complex character substitutions. In addition, strings are defined so that they

work intuitively with a few of the operators you already know.

**string OBJECTS**

**// String Tester**

**// Demonstrate string objects**

**#include <iostream>**

**#include <string>**

**using namespace std;**

**int main()**

**{**

**string word1 = "Game";**

**string word2("Over");**

**string word3(3, '!');**

**string phrase = word1 + " " + word2 + word3;**

**cout << "The phrase has: " << phrase.size() << " characters in it\n\n";**

**cout << "The character at position 0 is: " << phrase[0] << "\n\n";**

**cout << "Changing the character at position 0.\n";**

**phrase[0] = 'L';**

**cout << "The phrase is now: " << phrase << "\n\n";**

**for(unsigned int i = 0; i < phrase.size(); ++i)**

**{**

**cout << "Character at position " << i << " is: " << phrase[i] << endl;**

**}**

**cout << "\nThe sequence 'Over' begins at location ";**

**cout << phrase.find("Over") << endl;**

**if(phrase.find("eggplant") == string::npos)**

**{**

**cout << "'eggplant' is not in the phrase.\n\n";**

**}**

**phrase.erase(4, 5);**

**cout << "The phrase is now: " << phrase << endl;**

**phrase.erase(4);**

**cout << "The phrase is now: " << phrase << endl;**

**phrase.erase();**

**cout << "The phrase is now: " << phrase << endl;**

**if(phrase.empty())**

**{**

**cout << "\nThe phrase is no more.\n";**

**}**

**return 0;**

**}**

**The phrase has: 12 characters in it**

**The character at position 0 is: G**

**Changing the character at position 0.**

**The phrase is now: Lame Over!!!**

**Character at position 0 is: L**

**Character at position 1 is: a**

**Character at position 2 is: m**

**Character at position 3 is: e**

**Character at position 4 is:**

**Character at position 5 is: O**

**Character at position 6 is: v**

**Character at position 7 is: e**

**Character at position 8 is: r**

**Character at position 9 is: !**

**Character at position 10 is: !**

**Character at position 11 is: !**

**The sequence 'Over' begins at location 5**

**'eggplant' is not in the phrase.**

**The phrase is now: Lame!!!**

**The phrase is now: Lame**

**The phrase is now:**

**The phrase is no more.**

**Creating string Objects**

The first thing I do in **main()** is create three strings in three different ways:

**string word1 = "Game";**

**string word2("Over");**

**string word3(3, ’!’);**

In the first line of this group, I simply create the string object word1 using the assignment operator in the same way you’ve seen for other variables. As a result, **word1** is "**Game**".

Next, I create **word2** by placing the string object to which I want the variable set between a pair of parentheses. As a result, **word2** is "**Over**".

Finally, I create **word3** by supplying between a pair of parentheses a number followed by a single character. This produces a string object made up of the provided character, which has a length equal to the number. As a result, **word3** is "**!!!**".

**Concatenating string Objects**

Next, I create a new string object, **phrase**, by concatenating the first three string objects:

**string phrase = word1 + " " + word2 + word3;**

As a result, **phrase** is “**Game Over!!!**”.

Notice that the **+** operator, which you’ve seen work only with numbers, also concatenates string objects. That’s because the **+** operator has been overloaded. Now, when you first hear the term overloaded, you might think it’s a bad thing—the operator is about to blow! But it’s a good thing. Operator overloading redefines a familiar operator so it works differently when used in a new, previously undefined context. In this case, I use the **+** operator not to add numbers but to join string objects. I’m able to do this only because the string type specifically overloads the **+** operator and defines it so the operator means string object concatenation when used with strings.

**Using the size() Member Function**

Okay, it’s time to take a look at a string member function. Next, I use the member function **size()**:

**cout << "The phrase has: " << phrase.size() << " characters in it\n\n";**

**phrase.size()** calls the member function **size()** of the string object **phrase** through the member selection operator **.** (the dot). The **size()** member function simply returns an unsigned integer value of the size of the string object - its number of characters. Because the string object is "**Game Over!!!**", the member function returns **12**. (Every character counts, including spaces.) Of course, calling **size()** for another string object might return a different result based on the number of characters in the string object.

**Hint**

**string** *objects also have a member function* **length()***, which, just like* **size()***, returns the number*

*of characters in the string object.*

**Indexing a string Object**

A **string** object stores a sequence of char values. You can access any individual **char** value by providing an index number with the subscripting operator ( **[]** ). That’s what I do next:

**cout << "The character at position 0 is: " << phrase[0] << "\n\n";**

The first element in a sequence is at position **0**. In the previous statement, **phrase[0]** is the character **G**. And because counting begins at **0**, the last character in the string object is **phrase[11]**, even though the string object has **12** characters in it.

**Trap**

*It’s a common mistake to forget that indexing begins at position* **0***. Remember, a* **string** *object*

*with* **n** *characters in it can be indexed from position* **0** *to position* **n−1***.*

Not only can you access characters in a **string** object with the subscripting operator, but you can also reassign them. That’s what I do next:

**phrase[0] = 'L';**

I change the first character of phrase to the character **L**, which means phrase becomes "**Lame Over!!!**"

**Trap**

*C++ compilers do not perform bounds checking when working with* **string** *objects and the*

*subscripting operator. This means that the compiler doesn’t check to see whether you’re attempting*

*to access an element that doesn’t exist. Accessing an invalid sequence element can lead to*

*disastrous results because it’s possible to write over critical data in your computer’s memory. By*

*doing this, you can crash your program, so take care when using the subscripting operator.*

**Iterating through string Objects**

Given your new knowledge of **for** loops and string objects, it’s a snap to iterate through the individual characters of a string object. That’s what I do next:

**for(unsigned int i = 0; i < phrase.size(); ++i)**

**{**

**std::cout << "Character at position " << i << " is: " << phrase[i] << std::endl;**

**}**

The loop iterates through all of the valid positions of **phrase**. It starts with **0** and goes through **11**. During each iteration, a character of the string object is displayed with **phrase[i]**. Note that I made the loop variable, **i**, an unsigned **int** because the value returned by **size()** is an unsigned integral type.

**In the Real World**

*Iterating through a sequence is a powerful and often-used technique in games. You might, for*

*example, iterate through hundreds of individual units in a strategy game, updating their status and*

*order. Or you might iterate through the list of vertices of a 3D model to apply some geometric*

*transformation. Using the* **find()** *Member Function Next, I use the member function* **find()** *to*

*check whether either of two string*

**Using the find( ) Member Function**

Next, I use the member function **find()** to check whether either of two string literals are contained in phrase . First, I check for the string literal "**Over**":

**cout << "\nThe sequence ’Over’ begins at location ";**

**cout << phrase.find("Over") << endl;**

The **find()** member function searches the calling string object for the string supplied as an argument. The member function returns the position number of the first occurrence where the **string** object for which you are searching begins in the calling string object. This means that **phrase.find("Over")** returns the position number where the first occurrence of "**Over**" begins in **phrase** . Since phrase is "**Lame Over!!!**", **find()** returns **5**. (Remember, position numbers begin at **0**, so **5** means the sixth character.)

But what if the string for which you are searching doesn’t exist in the calling string? I tackle that situation next:

**if (phrase.find("eggplant") == string::npos)**

**{**

**cout << "’eggplant’ is not in the phrase.\n\n";**

**}**

Because "**eggplant**" does not exist in **phrase**, **find()** returns a special constant defined in the file string, which I access with **string::npos** . As a result, the screen displays the message, “**’eggplant’ is not in the phrase.**”

The constant I access through **string::npos** represents the largest possible size of a string object, so it is greater than any possible valid position number in a **string** object. Informally, it means “a position number that can’t exist.” It’s the perfect return value to indicate that one string couldn’t be found in another.

**Hint**

*When using* **find()***, you can supply an optional argument that specifies a character number for the program to start looking for the substring. The following line will start looking for the string literal "***eggplant***" beginning at position***5** *in the string object* **phrase***.*

**location = phrase.find("eggplant", 5);**

**Using the erase() Member Function**

The **erase()** member function removes a specified substring from a **string** object. One way to call the member function is to specify the beginning position and the length of the substring, as I did in this code:

**phrase.erase(4, 5);**

The previous line removes the five-character substring starting at position **4**. Because phrase is "**Lame Over!!!**", the member function removes the substring **Over** and, as a result, phrase becomes "**Lame!!!**".

Another way to call **erase()** is to supply just the beginning position of the substring. This removes all of the characters starting at that position number to the end of the **string** object. That’s what I do next:

**phrase.erase(4);**

This line removes all of the characters of the string object starting at position **4**. Since phrase is "**Lame!!!**", the member function removes the substring **!!!** and, as a result, phrase becomes "**Lame**".

Yet another way to call **erase()** is to supply no arguments, as I did in this code:

**phrase.erase();**

The previous line erases every character in **phrase**. As a result, phrase becomes the empty string, which is equal to **""**.

**Using the empty() Member Function**

The **empty()** member function returns a **bool** value— **true** if the **string** object is empty and **false** otherwise. I use **empty()** in the following code:

**if (phrase.empty())**

**{**

**cout << "\nThe phrase is no more.\n";**

**}**

Because phrase is equal to the empty string, **phrase().empty** returns **true**, and the screen displays the message, “**The phrase is no more.**”

**USING ARRAYS**

While **string** objects provide a great way to work with a sequence of characters, arrays provide a way to work with elements of any type. That means you can use an array to store a sequence of integers for, say, a high-score list. But it also means that you can use arrays to store elements of programmer-defined types, such as a sequence of items that an RPG character might carry.

**ARRAYS**

**// Hero's Inventory**

**// Demonstrates arrays**

**#include <iostream>**

**#include <string>**

**using namespace std;**

**int main()**

**{**

**const int MAX\_ITEMS = 10;**

**string inventory[MAX\_ITEMS];**

**int numItems = 0;**

**inventory[numItems++] = "sword";**

**inventory[numItems++] = "armor";**

**inventory[numItems++] = "shield";**

**cout << "Your items:\n";**

**for(int i = 0; i < numItems; ++i)**

**{**

**cout << inventory[i] << endl;**

**}**

**cout << "\nYou trade your sword for a battle axe.";**

**inventory[0] = "battle axe";**

**cout<< "\nYour items:\n";**

**for(int i = 0; i < numItems; ++i)**

**{**

**cout << inventory[i] << endl;**

**}**

**cout<< "\nThe item name '" << inventory[0] << "' has ";**

**cout<< inventory[0].size() << " letters in it.\n";**

**cout<< "\nYou find a healing potion.";**

**if(numItems < MAX\_ITEMS)**

**{**

**inventory[numItems++] = "healing potion";**

**}**

**else**

**{**

**cout<< "You have too many items and can't carry another.";**

**}**

**cout<< "\nYour items:\n";**

**for(int i = 0; i < numItems; ++i)**

**{**

**cout << inventory[i] << endl;**

**}**

**return 0;**

**}**

**Your items:**

**sword**

**armor**

**shield**

**You trade your sword for a battle axe.**

**Your items:**

**battle axe**

**armor**

**shield**

**The item name 'battle axe' has 10 letters in it.**

**You find a healing potion.**

**Your items:**

**battle axe**

**armor**

**shield**

**healing potion**

**Creating Arrays**

It’s often a good idea to define a constant for the number of elements in an array. That’s what I did with **MAX\_ITEMS**, which represents the maximum number of items the hero can carry:

**const int MAX\_ITEMS = 10;**

You declare an array much the same way you would declare any variable you’ve seen so far: You provide a type followed by a name. In addition, your compiler must know the size of the array so it can reserve the necessary memory space. You can provide that information following the array name, surrounded by square brackets. Here’s how I declare the array for the hero’s inventory:

**string inventory[MAX\_ITEMS];**

The preceding code declares an array inventory of **MAX\_ITEMS** string objects. (Because **MAX\_ITEMS** is **10**, that means **10** string objects.)

**Trick**

*You can initialize an array with values when you declare it by providing an initializer list - a*

*sequence of elements separated by commas and surrounded by curly braces. Here’s an example:*

**string inventory[MAX\_ITEMS] = {"sword", "armor", "shield"};**

*The preceding code declares an array of string objects, inventory, that has a size of* **MAX\_ITEMS***.*

*The first three elements of the array are initialized to "***sword***", "***armor***", and "***shield***".*

*If you omit the number of elements when using an initializer list, the array will be created with a*

*size equal to the number of elements in the list. Here’s an example:*

**string inventory[] = {"sword", "armor", "shield"};**

*Because there are three elements in the initializer list, the preceding line creates an array,*

**inventory***, that is three elements in size. Its elements are "***sword***", "***armor***", and "***shield***".*

**Indexing Arrays**

You index arrays much like you index string objects. You can access any individual element by providing an index number with the subscripting operator ( **[]** ).

Next, I add three items to the hero’s inventory using the subscripting operator:

**int numItems = 0;**

**inventory[numItems++] = "sword";**

**inventory[numItems++] = "armor";**

**inventory[numItems++] = "shield";**

I start by defining **numItems** for the number of items the hero is carrying at the moment. Next, I assign "**sword**" to position **0** of the array. Because I use the postfix increment operator, **numItems** is incremented after the assignment to the array. The next two lines add "**armor**" and "**shield**" to the array, leaving **numItems** at the correct value of **3** when the code finishes.

Now that the hero is stocked with some items, I display his inventory:

**cout << "Your items:\n";**

**for (int i = 0; i < numItems; ++i)**

**{**

**cout << inventory[i] << endl;**

**}**

This should remind you of string indexing. The code loops through the first three elements of **inventory**, displaying each string object in order.

Next, the hero trades his sword for a battle axe. I accomplish this through the following line:

**inventory[0] = "battle axe";**

The previous code reassigns the element at position **0** in inventory the string object "**battle** **axe**". Now the first three elements of inventory are "**battle** **axe**", "**armor**", and "**shield**".

**Trap**

*Array indexing begins at* **0***, just as you saw with string objects. This means that the following code*

*defines a five-element array.*

**int highScores[5];**

*Valid position numbers are* **0** *through* **4***, inclusive. There is no element* **highScores[5]** *! An attempt*

*to access* **highScores[5]** *could lead to disastrous results, including a program crash.*

**Accessing Member Functions of an Array Element**

You can access the member functions of an array element by writing the array element, followed by the member selection operator, followed by the member function name. This sounds a bit complicated, but it’s not. Here’s an example:

**cout << inventory[0].size() << " letters in it.\n";**

The code **inventory[0].size()** means the program should call the **size()** member function of the element **inventory[0]** . In this case, because **inventory[0]** is "**battle** **axe**", the call returns **10**, the number of characters in the string object.

**Being Aware of Array Bounds**

As you learned, you have to be careful when you index an array. Because an array has a ***fixed size***, you can create an integer constant to store the size of an array. Again, that’s just what I did in the beginning of the program:

**const int MAX\_ITEMS = 10;**

In the following lines, I use **MAX\_ITEMS** to protect myself before adding another item to the hero’s inventory:

**if (numItems < MAX\_ITEMS)**

**{**

**inventory[numItems++] = "healing potion";**

**}**

**else**

**{**

**cout << "You have too many items and can’t carry another.";**

**}**

In the preceding code, I first checked to see whether **numItems** is less than **MAX\_ITEMS**. If it is, then I can safely use **numItems** as an index and assign a new string object to the array. In this case, **numItems** is **3**, so I assign the string "**healing** **potion**" to array position **3**. If this hadn’t been the case, then I would have displayed the message, “**You have too many items and can’t carry another.**”

So what happens if you do attempt to access an array element outside the bounds of the array? It depends, because you’d be accessing some unknown part of the computer’s memory. At worst, if you attempt to assign some value to an element outside the bounds of an array, you could cause your program to do unpredictable things, and it might even crash.

Testing to make sure that an index number is a valid array position before using it is called bounds checking. It’s critical for you to perform bounds checking when there’s a chance that an index you want to use might not be valid.

**UNDERSTANDING C-STYLE STRINGS**

Before **string** objects came along, C++ programmers represented strings with ***arrays of characters*** terminated by a ***null character***. These arrays of characters are now called **C-style strings** because the practice began in C programs. You can declare and initialize a C-style string as you would any other array:

**char phrase[] = "Game Over!!!";**

C-style strings terminate with a character called the ***null character*** to signify their end. You can write the null character as ’**\0**’. I didn’t need to use the null character in the previous code because it is stored at the end of the string for me. So technically, phrase has **13** elements. (However, functions that work with C-style strings will say that phrase has a length of **12** , which makes sense and is in line with how string objects work.)

As with any other type of array, you can specify the array size when you define it. So another way to declare and initialize a C-style string is

**char phrase[81] = "Game Over!!!";**

The previous code creates a C-style string that can hold **80** printable characters (plus its terminating null character).

C-style strings don’t have member functions. But the **cstring** file, which is part of the standard library, contains a variety of functions for working with C-style strings.

A nice thing about **string** objects is that they’re designed to work seamlessly with C-style strings. For example, all of the following are completely valid uses of C-style strings with string objects:

**string word1 = "Game";**

**char word2[] = " Over";**

**string phrase = word1 + word2;**

**if (word1 != word2)**

**{**

**cout << "word1 and word2 are not equal.\n";**

**}**

**if (phrase.find(word2) != string::npos)**

**{**

**cout << "word2 is contained in phrase.\n";**

**}**

You can concatenate string objects and C-style strings, but the result is always a **string** object (so the code **char** **phrase2[] = word1 + word2;** would produce an ***error***). You can compare string objects and C-style strings using the relational operators. And you can even use C-style strings as arguments in **string** object member functions.

C-style strings have the same shortcomings as arrays. One of the biggest is that their lengths are ***fixed***. So the moral is: Use **string** objects whenever possible, but be prepared to work with C-style strings if necessary.

**USING MULTIDIMENSIONAL ARRAYS**

As you’ve seen, sequences are great for games. You can use them in the form of a string to store a player’s name, or you can use them in the form of any array to store a list of items in an RPG. But sometimes part of a game cries out for more than a linear list of things. Sometimes part of a game literally requires more dimension. For example, while you could represent a chessboard with a **64**-element array, it really is much more intuitive to work with it as a two-dimensional entity of **8 × 8** elements. Fortunately, you can create an array of two or three (or even more dimensions) to best fit your game’s needs.

**Introducing the Tic-Tac-Toe Board Program**

The Tic-Tac-Toe Board program displays a tic-tac-toe board. The program displays the board and declares X the winner. Although the program could have been written using a one-dimensional array, it uses a two-dimensional array to represent the board.

**MULTIDIMESIONAL ARRAYS**

**// Tic-Tac-Toe Board**

**// Demonstrates multidimensional arrays**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**const int ROWS = 3;**

**const int COLUMNS = 3;**

**char board[ROWS][COLUMNS] = { {'O', 'X', 'O'},**

**{' ', 'X', 'X'},**

**{'X', 'O', 'O'} };**

**cout<< "Here's the tic-tac-toe board:\n";**

**for(int i = 0; i <ROWS; ++i)**

**{**

**for(int j = 0; j < COLUMNS; ++j)**

**{**

**cout<< board[i][j];**

**}**

**cout<< endl;**

**}**

**cout<< "\n'X' moves to the empty location.\n\n";**

**board[1][0] = 'X';**

**cout<< "Now the tic-tac-toe board is:\n";**

**for(int i = 0; i <ROWS; ++i)**

**{**

**for(int j = 0; j < COLUMNS; ++j)**

**{**

**cout<< board[i][j];**

**}**

**cout<< endl;**

**}**

**cout<< "\n'X' wins!";**

**return 0;**

**}**

**Here's the tic-tac-toe board:**

**OXO**

**XX**

**XOO**

**'X' moves to the empty location.**

**Now the tic-tac-toe board is:**

**OXO**

**XXX**

**XOO**

**'X' wins!**

**Creating Multidimensional Arrays**

One of the first things I do in the program is declare and initialize an array for the tictac-toe board.

**char board[ROWS][COLUMNS] = { {’O’, ’X’, ’O’},**

**{’ ’, ’X’, ’X’},**

**{’X’, ’O’, ’O’} };**

The preceding code declares a **3 × 3** (since **ROWS** and **COLUMNS** are both **3**) two-dimensional character array. It also initializes all of the elements.

**Hint**

*It’s possible to simply declare a multidimensional array without initializing it. Here’s an example:*

**char chessBoard[8][8];**

*The preceding code declares an* **8 × 8***, two-dimensional character array,* **chessBoard***. By the way, multidimensional arrays aren’t required to have the same size for each dimension. The following is a perfectly valid declaration for a game map represented by individual characters:*

**char map[12][20];**

**Indexing Multidimensional Arrays**

The next thing I do in the program is display the tic-tac-toe board. But before I get into the details of that, I want to explain how to index an individual array element. You index an individual element of a multidimensional array by supplying a value for each dimension of the array. That’s what I do to place an **X** in the array where a space was:

**board[1][0] = ’X’;**

The previous code assigns the character to the element at **board[1][0]** (which was **’ ’**). Then I display the tic-tac-toe board after the move the same way I displayed it before the move.

**for (int i = 0; i < ROWS; ++i)**

**{**

**for (int j = 0; j < COLUMNS; ++j)**

**{**

**cout << board[i][j];**

**}**

**cout << endl;**

**}**

By using a pair of nested for loops, I move through the two-dimensional array and display the character elements as I go, forming a tic-tac-toe board.

**INTRODUCING WORD JUMBLE**

**// Word Jumble**

**// The classic word jumble game where the player can ask for a hint**

**#include <iostream>**

**#include <string>**

**#include <cstdlib>**

**#include <ctime>**

**using namespace std;**

**int main()**

**{**

**enum fields {WORD, HINT, NUM\_FIELDS};**

**const int NUM\_WORDS = 5;**

**const string WORDS[NUM\_WORDS][NUM\_FIELDS]**

**{**

**{"wall", "Do you feel you're banging your head against something?"},**

**{"glasses", "These might help you see the answer."},**

**{"labored", "Going slowly, is it?"},**

**{"persistent", "Keep at it."},**

**{"jumble", "It's what the game is all about."},**

**};**

**srand(static\_cast<unsigned int>(time(0)));**

**int choice = (rand() % NUM\_WORDS);**

**string theWord = WORDS[choice][WORD]; // word to guess**

**string theHint = WORDS[choice][HINT]; // hint for word**

**string jumble = theWord; // jumbled version of word**

**int lenght = jumble.size();**

**for(int i = 0; i < lenght; ++i)**

**{**

**int index1 = (rand() % lenght);**

**int index2 = (rand() % lenght);**

**char temp = jumble[index1];**

**jumble[index1] = jumble[index2];**

**jumble[index2] = temp;**

**}**

**cout << "\t\tWelcome to Word Jumble!\n\n";**

**cout << "Unscramble the letters to make a word.\n";**

**cout << "Enter 'hint' for a hint.\n";**

**cout << "Enter 'quit' to quit the game.\n\n";**

**cout << "The jumble is: " << jumble;**

**string guess;**

**cout << "\n\nYour guess: ";**

**cin >> guess;**

**while((guess != theWord) && (guess != "quit"))**

**{**

**if(guess == "hint")**

**{**

**cout << theHint;**

**}**

**else**

**{**

**cout << "Sorry, that's not it.";**

**}**

**cout << "\n\nYour guess: ";**

**cin >> guess;**

**}**

**if(guess == theWord)**

**{**

**cout << "\nThat's it! You guessed it!\n";**

**}**

**cout << "\nThanks for playing.\n";**

**return 0;**

**}**

**Welcome to Word Jumble!**

**Unscramble the letters to make a word.**

**Enter 'hint' for a hint.**

**Enter 'quit' to quit the game.**

**The jumble is: tpesstnrei**

**Your guess: hint**

**Keep at it.**

**Your guess: persistent**

**That's it! You guessed it!**

**Thanks for playing.**

**Welcome to Word Jumble!**

**Unscramble the letters to make a word.**

**Enter 'hint' for a hint.**

**Enter 'quit' to quit the game.**

**The jumble is: uljbme**

**Your guess: jumleb**

**Sorry, that's not it.**

**Your guess: jumble**

**That's it! You guessed it!**

**Thanks for playing.**

**Picking a Word to Jumble**

First, I create a list of words and hints and I declare and initialize a two-dimensional array with words and corresponding hints. The enumeration defines enumerators for accessing the array. For example, **WORDS[x][WORD]** is always a string object that is one of the words, while **WORDS[x][HINT]** is the corresponding hint.

**Trick**

*You can list a final enumerator in an enumeration as a convenient way to store the number of*

*elements. Here’s an example:*

**enum difficulty {EASY, MEDIUM, HARD, NUM\_DIFF\_LEVELS};**

**cout << “There are “ << NUM\_DIFF\_LEVELS << “ difficulty levels.”;**

*In the previous code,* **NUM\_DIFF\_LEVELS** *is* **3***, the exact number of difficulty levels in the*

*enumeration. As a result, the second line of code displays the message, “***There are 3 difficulty**

**levels.***”*

Next, I pick a random word from my choices.

**srand(static\_cast<unsigned int>(time(0)));**

**int choice = (rand() % NUM\_WORDS);**

**string theWord = WORDS[choice][WORD]; //word to guess**

**string theHint = WORDS[choice][HINT]; //hint for word**

I generate a random index based on the number of words in the array. Then I assign both the random word at that index and its corresponding hint to the variables **theWord** and **theHint**.

**Jumbling the Word**

Now that I have the word for the player to guess, I need to create a jumbled version of it.

**string jumble = theWord; //jumbled version of word**

**int length = jumble.size();**

**for (int i = 0; i < length; ++i)**

**{**

**int index1 = (rand() % length);**

**int index2 = (rand() % length);**

**char temp = jumble[index1];**

**jumble[index1] = jumble[index2];**

**jumble[index2] = temp;**

**}**

In the preceding code, I created a copy of the word jumble to...well, jumble. I generated two random positions in the string object and swapped the characters at those positions. I did this a number of times equal to the length of the word.

**Welcoming the Player**

Now it’s time to welcome the player, which is what I do next.

**cout << "\t\t\tWelcome to Word Jumble!\n\n";**

**cout << "Unscramble the letters to make a word.\n";**

**cout << "Enter ’hint’ for a hint.\n";**

**cout << "Enter ’quit’ to quit the game.\n\n";**

**cout << "The jumble is: " << jumble;**

**string guess;**

**cout << "\n\nYour guess: ";**

**cin >> guess;**

I gave the player instructions on how to play, including how to quit and how to ask for a hint.

**Hint**

*As enthralling as you think your game is, you should always provide a way for the player to exit it.*

**Entering the Game Loop**

Next, I enter the game loop.

**while ((guess != theWord) && (guess != "quit"))**

**{**

**if (guess == "hint")**

**{**

**cout << theHint;**

**}**

**else**

**{**

**cout << "Sorry, that’s not it.";**

**}**

**cout <<"\n\nYour guess: ";**

**cin >> guess;**

**}**

The loop continues to ask the player for a guess until the player either guesses the word or asks to quit.

**Saying Goodbye**

When the loop ends, the player has either won or quit, so it’s time to say goodbye.

**if (guess == theWord)**

**{**

**cout << "\nThat’s it! You guessed it!\n";**

**}**

**cout << "\nThanks for playing.\n";**

**return 0;**

**}**

If the player has guessed the word, I congratulate him or her. Finally, I thank the player for playing.

**SUMMARY**

In this chapter, you learned the following concepts:

* The **for** loop lets you repeat a section of code. In a **for** loop, you can provide an initialization statement, an expression to test, and an action to take after each loop iteration.
* **for** loops are often used for counting or looping through a sequence.
* Objects are encapsulated, cohesive entities that combine data (called ***data members***) and functions (called ***member functions***).
* **string** objects (often just called ***strings***) are defined in the file string, which is part of the standard library. **string** objects allow you to store a sequence of characters and also have member functions.
* **string** objects are defined so that they work intuitively with familiar operators, such as the concatenation operator and the relational operators.
* All **string** objects have member functions, including those for determining a **string** object’s length, determining whether a **string** object is empty, finding substrings, and removing substrings.
* Arrays provide a way to store and access sequences of any type.
* A limitation of arrays is that they have a fixed length.
* You can access individual elements of **string** objects and arrays through the subscripting operator.
* Bounds checking is not enforced when attempts are made to access individual elements of **string** objects or arrays. Therefore, bounds checking is up to the programmer.
* C-style strings are character arrays terminated with the null character. They are the standard way to represent strings in the C language. And even though C-style **strings** are perfectly legal in C++, string objects are the preferred way to work with sequences of characters.
* Multidimensional arrays allow for access to array elements using multiple subscripts. For example, a chessboard can be represented as a two-dimensional array, **8 × 8** elements.

**CHAPTER 4**

**THE STANDARD TEMPLATE LIBRARY: HANGMAN**

**INTRODUCING THE STANDARD TEMPLATE LIBRARY**

Good game programmers are lazy. It’s not that they don’t want to work; it’s just that they don’t want to redo work that’s already been done - especially if it has been done well. The **STL** (***Standard Template Library***) represents a powerful collection of programming work that’s been done well. It provides a group of ***containers***, ***algorithms***, and ***iterators***, among other things.

So what’s a **container** and how can it help you write games? Well, containers let you store and access collections of values of the same type. Yes, arrays let you do the same thing, but the STL containers offer more flexibility and power than a simple but trusty array. The STL defines a variety of container types; each works in a different way to meet different needs.

The **algorithms** defined in the STL work with its containers. The algorithms are common functions that game programmers find themselves repeatedly applying to groups of values. They include algorithms for ***sorting***, ***searching***, ***copying***, ***merging***, ***inserting***, and ***removing*** container elements. The cool thing is that the same algorithm can work its magic on many different container types.

**Iterators** are objects that identify elements in containers and can be manipulated to move among elements. They’re great for, well, iterating through containers. In addition, iterators are required by the STL algorithms.

All of this makes a lot more sense when you see an actual implementation of one of the container types, so that’s up next.

**USING VECTORS**

The vector class defines one kind of container provided by the STL. It meets the general description of a dynamic array - an array that can grow and shrink in size as needed. In addition, vector defines member functions to manipulate vector elements. This means that the vector has all of the functionality of the array plus more.

At this point, you may be thinking to yourself: Why learn to use these fancy new vectors when I can already use arrays? Well, vectors have certain advantages over arrays, including:

* Vectors can grow as needed while arrays cannot. This means that if you use a vector to store objects for enemies in a game, the vector will grow to accommodate the number of enemies that are created. If you use an array, you have to create one that can store some maximum number of enemies. And if, during play, you need more room in the array than you thought, you’re out of luck.
* Vectors can be used with the STL algorithms while arrays cannot. This means that by using vectors you get complex functionality like searching and sorting, built-in. If you use arrays, you have to write your own code to achieve this same functionality.

There are a few disadvantages to vectors when compared to arrays, including:

* Vectors require a bit of extra memory as overhead.
* There can be a performance cost when a vector grows in size.,
* Vectors may not be available on some game console systems.

Overall, vectors (and the STL) can be a welcome tool in most any project.

**VECTORS**

**// Hero's Inventory 2.0**

**// Demonstrates vectors**

**#include <iostream>**

**#include <string>**

**#include <vector>**

**using namespace std;**

**int main()**

**{**

**vector<string> inventory;**

**inventory.push\_back("sword");**

**inventory.push\_back("armor");**

**inventory.push\_back("shield");**

**cout << "You have " << inventory.size() << " items.\n";**

**cout << "\nYour items:\n";**

**for(unsigned int i = 0; i < inventory.size(); ++i)**

**{**

**cout << inventory[i] << endl;**

**}**

**cout << "\nThe item name '" << inventory[0] << "' has ";**

**cout << inventory[0].size() << " letters in it.\n";**

**cout << "\nYour shield is destroyed in a fierce battle.";**

**inventory.pop\_back();**

**cout << "\nYour items:\n";**

**for(unsigned int i = 0; i < inventory.size(); ++i)**

**{**

**cout << inventory[i] << endl;**

**}**

**cout << "\nYou were robbed of all your possessions by a thief.";**

**inventory.clear();**

**if(inventory.empty())**

**{**

**cout << "\nYou have nothing.\n";**

**}**

**else**

**{**

**cout << "\nYou have at least one item.\n";**

**}**

**return 0;**

**}**

**You have 3 items.**

**Your items:**

**sword**

**armor**

**shield**

**The item name 'sword' has 5 letters in it.**

**Your shield is destroyed in a fierce battle.**

**Your items:**

**sword**

**armor**

**You were robbed of all your possessions by a thief.**

**You have nothing.**

**Preparing to Use Vectors**

Before I can declare a vector, I have to include the file that contains its definition:

**#include <vector>**

All **STL** components live in the **std** namespace, so by using the following code (as I typically do) I can refer to vector without having to precede it with **std::** .

**using namespace std;**

**Declaring a Vector**

Okay, the first thing I do in **main()** is declare a new vector.

**vector<string> inventory;**

The preceding line declared an empty vector named **inventory**, which can contain **string** object elements. Declaring an empty vector is fine because it grows in size when you add new elements.

To declare a vector of your own, write vector followed by the type of objects you want to use with the **vector** (surrounded by the **<** and **>** symbols), followed by the ***vector name***.

**Hint**

*There are additional ways to declare a vector. You can declare one with a starting size by specifying*

*a number in parentheses after the vector name.*

**vector<string> inventory(10);**

*The preceding code declared a vector to hold* **string** *object elements with a starting size of* **10***.*

*You can also initialize all of a vector’s elements to the same value when you declare it. You simply*

*supply the number of elements followed by the starting value, as in:*

**vector<string> inventory(10, "nothing");**

*The preceding code declared a vector with a size of* **10** *and initialized all* **10** *elements to “***nothing***”.*

*Finally, you can declare a vector and initialize it with the contents of another vector.*

**vector<string> inventory(myStuff);**

*The preceding code created a new vector with the same contents as the vector* **myStuff***.*

**Using the push\_back() Member Function**

Next, I give the hero the same three starting items as in the previous version of the program.

**inventory.push\_back("sword");**

**inventory.push\_back("armor");**

**inventory.push\_back("shield");**

The **push\_back()** member function adds a new element to the end of a vector. In the preceding lines, I added “**sword**”, “**armor**”, and “**shield**” to **inventory**. As a result, **inventory[0]** is equal to “**sword**”, **inventory[1]** is equal to “**armor**”, and **inventory[2]** is equal to “**shield**”.

**Using the size() Member Function**

Next, I display the number of items the hero has in his possession.

**cout << "You have " << inventory.size() << " items.\n";**

I get the size of inventory by calling the **size()** member function with **inventory.size()**. The **size()** member function simply returns the size of a vector. In this case, it returns **3**.

**Indexing Vectors**

Next, I display all of the hero’s items.

**cout << "\nYour items:\n";**

**for (unsigned int i = 0; i < inventory.size(); ++i)**

**{**

**cout << inventory[i] << endl;**

**}**

Just as with arrays, you can index vectors by using the subscripting operator. In fact, the preceding code is nearly identical to the same section of code from the original Hero’s Inventory program. The only difference is that I used **inventory.size()** to specify when the loop should end. Note that I made the loop variable **i** an **unsigned** **int** because the value returned by **size()** is an ***unsigned integer*** type.

Next, I replace the hero’s first item.

**inventory[0] = "battle axe";**

Again, just as with arrays, I use the subscripting operator to assign a new value to an existing element position.

**Trap**

*Although vectors are* **dynamic***, you can’t increase a vector’s size by applying the subscripting*

*operator. For example, the following highly dangerous code snippet does not increase the size of*

*the vector* **inventory***:*

**vector<string> inventory; // creating an empty vector**

**inventory[0] = "sword"; // may cause your program to crash!**

*Just as with arrays, you can attempt to access a nonexistent element position - but with potentially*

*disastrous results. The preceding code changed some unknown section of your computer’s memory*

*and could cause your program to crash. To add a new element at the end of a vector, use the*

**push\_back()** *member function.*

**Calling Member Functions of an Element**

Next, I show the number of letters in the name of the first item in the hero’s inventory.

**cout << inventory[0].size() << " letters in it.\n";**

Just as with arrays, you can access the member functions of a vector element by writing the element, followed by the member selection operator, followed by the member function name. Because **inventory[0]** is equal to “ **battle axe** ”, **inventory[0].size()** returns **10**.

**Using the pop\_back() Member Function**

I remove the hero’s shield using

**inventory.pop\_back();**

The **pop\_back()** member function removes the last element of a vector and reduces the vector size by one. In this case, **inventory.pop\_back()** removes “**shield**” from inventory because that was the last element in the vector. Also, the size of inventory is reduced from **3** to **2**.

**Using the clear() Member Function**

Next, I simulate the act of a thief robbing the hero of all of his items.

**inventory.clear();**

The **clear()** member function removes all of the items of a vector and sets its size to **0** . After the previous line of code executes, inventory is an empty vector.

**Using the empty() Member Function**

Finally, I check to see whether the hero has any items in his inventory.

**if (inventory.empty())**

**{**

**cout << "\nYou have nothing.\n";**

**}**

**else**

**{**

**cout << "\nYou have at least one item.\n";**

**}**

The vector member function **empty()** works just like the string member function **empty()**. It returns **true** if the vector object is empty; otherwise, it returns **false**. Because inventory is empty in this case, the program displays the message, “**You have nothing.**”

**USING ITERATORS**

Iterators are the key to using containers to their fullest potential. With iterators you can, well, iterate through a sequence container. In addition, important parts of the STL require iterators. Many container member functions and STL algorithms take iterators as arguments. So if you want to reap the benefits of these member functions and algorithms, you must use iterators.

**Introducing the Hero’s Inventory 3.0 Program**

The Hero’s Inventory 3.0 program acts like its two predecessors, at least at the start. The program shows off a list of items, replaces the first item, and displays the number of letters in the name of an item. But then the program does something new: It inserts an item at the beginning of the group, and then it removes an item from the middle of the group

**ITERATORS**

**// Hero's Inventory 3.0**

**// Demonstrates iterators**

**#include <iostream>**

**#include <string>**

**#include <vector>**

**using namespace std;**

**int main()**

**{**

**vector<string> inventory;**

**inventory.push\_back("sword");**

**inventory.push\_back("armor");**

**inventory.push\_back("shield");**

**vector<string>::iterator myIterator;**

**vector<string>::const\_iterator iter;**

**cout << "\nYour items:\n";**

**for(iter = inventory.begin(); iter != inventory.end(); ++iter)**

**{**

**cout << \*iter << endl;**

**}**

**cout << "\nYou trade your sword for a battle axe.";**

**myIterator = inventory.begin();**

**\*myIterator = "battle axe";**

**cout << "\nYour items:\n";**

**for(iter = inventory.begin(); iter != inventory.end(); ++iter)**

**{**

**cout << \*iter << endl;**

**}**

**cout << "\nThe item name '" << \*myIterator << "' has ";**

**cout << (\*myIterator).size() << " letters in it.\n";**

**cout << "\nThe item name '" << \*myIterator << "' has ";**

**cout << myIterator->size() << " letters in it.\n";**

**cout << "\nYou recover a crossbow from a slain enemy.";**

**inventory.insert(inventory.begin(), "crossbow");**

**cout << "\nYour items:\n";**

**for(iter = inventory.begin(); iter != inventory.end(); ++iter)**

**{**

**cout << \*iter << endl;**

**}**

**cout << "\nYour armor is destroyed in a fierce battle.";**

**inventory.erase((inventory.begin() + 2));**

**cout << "\nYour items:\n";**

**for(iter = inventory.begin(); iter != inventory.end(); ++iter)**

**{**

**cout << \*iter << endl;**

**}**

**return 0;**

**}**

**Your items:**

**sword**

**armor**

**shield**

**You trade your sword for a battle axe.**

**Your items:**

**battle axe**

**armor**

**shield**

**The item name 'battle axe' has 10 letters in it.**

**The item name 'battle axe' has 10 letters in it.**

**You recover a crossbow from a slain enemy.**

**Your items:**

**crossbow**

**battle axe**

**armor**

**shield**

**Your armor is destroyed in a fierce battle.**

**Your items:**

**crossbow**

**battle axe**

**shield**

**Declaring Iterators**

After I declare a vector for the hero’s inventory and add the same three string objects from the previous incarnations of the program, I declare an iterator.

**vector<string>::iterator myIterator;**

The preceding line declares an iterator named **myIterator** for a vector that contains **string** objects. To declare an iterator of your own, follow the same pattern. Write the container type, followed by the ***type*** of objects the container will hold (surrounded by the **<** and **>** symbols), followed by the ***scope resolution operator*** (the **::** symbol), followed by ***iterator*** , followed by a ***name*** for your new iterator.

So what are iterators? Iterators are values that identify a particular element in a container. Given an iterator, you can access the value of the element. Given the right kind of iterator, you can change the value. Iterators can also move among elements via familiar arithmetic operators.

A way to think about iterators is to imagine them as Post-it notes that you can stick on a specific element in a container. An iterator is not one of the elements, but a way to refer to one. Specifically, I can use **myIterator** to refer to a particular element of the vector **inventory**. That is, I can stick the **myIterator** Post-it note on a specific element in **inventory**. Once I’ve done that, I can access the element or even change it through the iterator.

Next, I declare another iterator.

**vector<string>::const\_iterator iter;**

The preceding line of code creates a ***constant*** iterator named **iter** for a **vector** that contains **string** objects. A **constant** iterator is just like a regular iterator except that you can’t use it to change the element to which it refers; the element must remain constant. You can think of a constant iterator as providing ***read-only*** access. However, the iterator itself can change. This means you can move **iter** all around the vector inventory as you see fit. You can’t, however, change the value of any of the elements through **iter**. With a constant iterator the Post-It can change, but the thing it’s stuck to can’t.

Why would you want to use a constant iterator if it’s a limited version of a regular iterator? First, it makes your intentions clearer. When you use a constant iterator, it’s clear that you won’t be changing any element to which it refers. Second, it’s safer. You can use a constant iterator to avoid accidentally changing a container element. (If you attempt to change an element through a constant iterator, you’ll generate a compile error.)

**Trap**

*Using* **push\_back()** *might invalidate all iterators referencing the vector.*

Is all of this iterator talk a little too abstract for you? Are you tired of analogies about Post-it notes? Fear not - next, I put an actual iterator to work.

**Looping through a Vector**

Next, I loop through the contents of the vector and display the hero’s inventory.

**cout << "Your items:\n";**

**for (iter = inventory.begin(); iter != inventory.end(); ++iter)**

**cout << \*iter << endl;**

In the preceding code, I use a for loop to move from the first to the last element of **inventory**. At this general level, this is exactly how I looped through the contents of the vector in Hero’s Inventory 2.0. But instead of using an integer and the subscripting operator to access each element, I used an iterator. Basically, I moved the Post-it note through the entire sequence of elements and displayed the value of each element to which the note was stuck. There are a lot of new ideas in this little loop, so I’ll tackle them one at a time.

**Calling the begin() Vector Member Function**

In the initialization statement of the loop, I assign the return value of **inventory.begin()** to **iter**. The **begin()** member function returns an iterator that refers to a container’s first element. So in this case, the statement assigns an iterator that refers to the first element of inventory (the **string** object equal to “**sword**”) to **iter** . Figure 4.3 shows an abstract view of the iterator returned by a call to **inventory.begin()** . (Note that the figure is abstract because the vector **inventory** doesn’t contain the string literals “**sword**”, “**armor**”, and “**shield**”; it contains **string** objects.)
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***Figure 4.3***

*A call to* **inventory.begin()** *returns an iterator that refers to the first element in the vector.*

**Calling the end() Vector Member Function**

In the test statement of the loop, I test the return value of **inventory.end()** against **iter** to make sure the two are not equal. The **end()** member function returns an **iterator** one past the last element in a container. This means the loop will continue until **iter** has moved through all of the elements in **inventory**. Figure 4.4 shows an abstract view of the iterator returned by a call to this member function. (Note that the figure is abstract because the vector inventory doesn’t contain the string literals “**sword**”, “**armor**”, **and** “**shield**”;

it contains **string** objects.)
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***Figure 4.4***

*A call to* **inventory.end()** *returns an iterator one past the last element of the vector.*

**Trap**

*The* **end()** *vector member function returns an* **iterator** *that’s* ***one past the last element*** *in the*

*vector -* ***not the last element****. Therefore, you can’t get a value from the iterator returned by* **end()***.*

*This might seem counterintuitive, but it works well for loops that move through a container.*

**Altering an Iterator**

The action statement in the loop, **++iter**, increments **iter**, which moves it to the next element in the vector. Depending upon the **iterator**, you can perform other mathematical operations on iterators to move them around a container. Most often, though, you’ll find that you simply want to increment an iterator.

**Dereferencing an Iterator**

In the loop body, I send **\*iter** to **cout**. By placing the dereference operator ( **\*** ) in front of **iter**, I display the value of the element to which the iterator refers (not the iterator itself). By placing the dereference operator in front of an iterator, you’re saying, “Treat this as the thing that the iterator references, not as the iterator itself.”

**Changing the Value of a Vector Element**

Next, I change the first element in the vector from the **string** object equal to “**sword**” to the string object equal to “**battle** **axe**”. First, I set **myIterator** to reference the first element of **inventory**.

**myIterator = inventory.begin();**

Then I change the value of the first element.

**\*myIterator = "battle axe";**

Remember, by dereferencing **myIterator** with **\***, the preceding assignment statement says, “Assign “**battle** **axe**” to the element that **myIterator** references.” It does not change **myIterator**. After the assignment statement, **myIterator** still refers to the first element in the vector. Just to prove that the assignment worked, I then display all of the elements in **inventory**.

**Accessing Member Functions of a Vector Element**

Next, I display the number of characters in the name of the first item in the hero’s inventory.

**cout << "\nThe item name ’" << \*myIterator << "’ has ";**

**cout << (\*myIterator).size() << " letters in it.\n";**

The code **(\*myIterator).size()** says, “Take the result of dereferencing **myIterator** and call that object’s **size()** member function.” Because **myIterator** refers to the **string** object equal to “**battle** **axe**”, the code returns **10**.

**Hint**

*Whenever you dereference an iterator to access a data member or member function, surround the*

*dereferenced iterator by a pair of parentheses. This ensures that the dot operator will be applied*

*to the object the iterator references.*

The code **(\*myIterator).size()** is not the prettiest, so C++ offers an alternative, more intuitive way to express the same thing, which I demonstrate in the next two lines of the program.

**cout << "\nThe item name ’" << \*myIterator << "’ has ";**

**cout << myIterator->size() << " letters in it.\n";**

The preceding code does exactly the same thing the first pair of lines I presented in this section do; it displays the number of characters in “**battle axe**”. However, notice that I substitute **myIterator->size()** for **(\*myIterator).size()** . You can see that this version (with the **->** symbol) is more readable. The two pieces of code mean exactly the same thing to the computer, but this new version is easier for humans to use. In general, you can use the indirect member selection operator, **->**, to access the member functions or data members of an object that an iterator references.

**Hint**

*Syntactic sugar is a nicer, alternative syntax. It replaces harsh syntax with something that’s a bit*

*easier to swallow. As an example, instead of writing the code* **(\*myIterator).size()** *, I can use*

*the syntactic sugar provided by the* **->** *operator and write* **myIterator->size()***.*

**Using the insert() Vector Member Function**

Next, I add a new item to the hero’s inventory. This time, though, I don’t add the item to the end of the sequence; instead, I insert it at the beginning.

**inventory.insert(inventory.begin(), "crossbow");**

One form of the **insert()** member function inserts a new element into a vector just before the element referred to by a given iterator. You supply two arguments to this version of **insert()** - the first is an iterator, and the second is the element to be inserted. In this case, I inserted “**crossbow**” into inventory just before the first element. As a result, all of the other elements will move down by one. This version of the **insert()** member function returns an iterator that references the newly inserted element. In this case, I don’t assign the returned iterator to a variable.

**Trap**

*Calling the* **insert()** *member function on a vector invalidates all of the iterators that reference*

*elements after the insertion point because all of the elements after the insertion point are shifted*

*down by one.*

Next, I show the contents of the vector to prove the insertion worked.

**Using the erase() Vector Member Function**

Next, I remove an item from the hero’s inventory. However, this time I don’t remove the item at the end of the sequence; instead, I remove one from the middle.

**inventory.erase((inventory.begin() + 2));**

One form of the **erase()** member function removes an element from a vector. You supply one argument to this version of **erase()** - the iterator that references the element you want to remove. In this case, I passed **(inventory.begin() + 2)** , which is equal to the iterator that references the third element in inventory . This removes the **string** object equal to “**armor**”.

As a result, all of the following elements will move up by one. This version of the **erase()** member function returns an iterator that references the element after the element that was removed. In this case, I don’t assign the returned iterator to a variable.

**Trap**

*Calling the* **erase()** *member function on a vector invalidates all of the iterators that reference*

*elements after the removal point because all of the elements after the removal point are shifted up*

*by one.*

Next, I show the contents of the vector to prove the removal worked.

**USING ALGORITHMS**

The **STL** defines a group of algorithms that allow you to manipulate elements in containers through iterators. Algorithms exist for common tasks such as ***searching***, ***randomizing***, and ***sorting***. These algorithms are your built-in arsenal of flexible and efficient weapons. By using them, you can leave the mundane task of manipulating container elements in common ways to the STL so you can concentrate on writing your game. The powerful thing about these algorithms is that they are generic - the same algorithm can work with elements of different container types.

**Introducing the High Scores Program**

The High Scores program creates a vector of high scores. It uses **STL** algorithms to search, shuffle, and sort the scores.

**// High Scores**

**// Demonstrates algorithms**

**#include <iostream>**

**#include <vector>**

**#include <algorithm>**

**#include <ctime>**

**#include <cstdlib>**

**using namespace std;**

**int main()**

**{**

**vector<int>::const\_iterator iter;**

**cout << "Creating a list of scores.";**

**vector<int> scores;**

**scores.push\_back(1500);**

**scores.push\_back(3500);**

**scores.push\_back(7500);**

**cout <<"\nHigh Scores:\n";**

**for(iter = scores.begin(); iter != scores.end(); ++iter)**

**{**

**cout << \*iter << endl;**

**}**

**cout << "\nFinding a score.";**

**int score;**

**cout << "\nEnter a score to find: ";**

**cin >> score;**

**iter = find(scores.begin(), scores.end(), score);**

**if(iter != scores.end())**

**{**

**cout << "Score found.\n";**

**}**

**else**

**{**

**cout << "Score not found.\n";**

**}**

**cout << "\nRandomizing scores.";**

**srand(static\_cast<unsigned int>(time(0)));**

**random\_shuffle(scores.begin(), scores.end());**

**cout << "\nHigh Scores:\n";**

**for(iter = scores.begin(); iter != scores.end(); ++iter)**

**{**

**cout << \*iter << endl;**

**}**

**cout << "\nSorting scores.";**

**sort(scores.begin(), scores.end());**

**cout << "\nHigh Scores:\n";**

**for(iter = scores.begin(); iter != scores.end(); ++iter)**

**{**

**cout << \*iter << endl;**

**}**

**return 0;**

**}**

**Creating a list of scores.**

**High Scores:**

**1500**

**3500**

**7500**

**Finding a score.**

**Enter a score to find: 3500**

**Score found.**

**Randomizing scores.**

**High Scores:**

**3500**

**1500**

**7500**

**Sorting scores.**

**High Scores:**

**1500**

**3500**

**7500**

**Preparing to Use Algorithms**

In order to use the STL algorithms, I include the file with their definitions.

**#include <algorithm>**

As you know, all **STL** components live in the **std** namespace. By using the following code (as I typically do), I can refer to algorithms without having to precede them with **std::**

**using namespace std;**

**Using the find() Algorithm**

After I display the contents of the vector scores, I get a value from the user to find and store it in the variable **score**. Then I use the **find()** algorithm to search the vector for the value:

**iter = find(scores.begin(), scores.end(), score);**

The **find()** STL algorithm searches a specified range of a container’s elements for a value. It returns an iterator that references the first matching element. If no match is found, it returns an iterator to the end of the range.

You must pass the starting point as an iterator, the ending point as an iterator, and a value to find. The algorithm searches from the starting iterator up to but not including the ending iterator. In this case, I passed **scores.begin()** and **scores.end()** as the first and second arguments to search the entire vector. I passed score as the third argument to search for the value the user entered.

Next, I check to see if the value score was found:

**if (iter != scores.end())**

**{**

**cout << "Score found.\n";**

**}**

**else**

**{**

**cout << "Score not found.\n";**

**}**

Remember, **iter** will reference the first occurrence of **score** in the vector, if the value was found. So, as long as iter is not equal to **scores.end()**, I know that **score** was found and I display a message saying so. Otherwise, iter will be equal to **scores.end()** and I know **score** was not found.

**Using the random\_shuffle( ) Algorithm**

Next, I prepare to randomize the scores using the **random\_shuffle()** algorithm. Just as when I generate a single random number, I seed the random number generator before I call **random\_shuffle()**, so the order of the scores might be different each time I run the program.

**srand(static\_cast<unsigned int>(time(0)));**

Then I reorder the scores in a random way.

**random\_shuffle(scores.begin(), scores.end());**

The **random\_shuffle()** algorithm randomizes the elements of a sequence. You must supply as iterators the starting and ending points of the sequence to shuffle. In this case, I passed the iterators returned by **scores.begin()** and **scores.end()**. These two iterators indicate that I want to shuffle all of the elements in scores. As a result, scores contains the same scores, but in some random order.

Then I display the scores to prove the randomization worked.

**Trick**

*Although you might not want to randomize a list of high scores,* **random\_shuffle()***is a valuable algorithm for games. You can use it for everything from shuffling a deck of cards to mixing up the order of the enemies a player will encounter in a game level.*

**Using the sort( ) Algorithm**

Next, I sort the **scores**.

**sort(scores.begin(), scores.end());**

The **sort()** algorithm sorts the elements of a sequence in ascending order. You must supply as iterators the starting and ending points of the sequence to sort. In this particular case, I passed the iterators returned by **scores.begin()** and **scores.end()**. These two iterators indicate that I want to sort all of the elements in scores. As a result, scores contains all of the scores in ascending order.

Finally, I display the **scores** to prove the sorting worked.

**Trick**

*A very cool property of STL algorithms is that they can work with containers defined outside of the STL. These containers only have to meet certain requirements. For example, even though string objects are not part of the STL, you can use appropriate STL algorithms on them. The following code snippet demonstrates this:*

**string word = "High Scores";**

**random\_shuffle(word.begin(), word.end());**

*The preceding code randomly shuffles the characters in word. As you can see, string objects have both* **begin()** *and* **end()** *member functions, which return iterators to the first character and one past the last character, respectively. That’s part of the reason why STL algorithms work with strings—because they’re designed to.*

**UNDERSTANDING VECTOR PERFORMANCE**

Like all STL containers, vectors provide game programmers with sophisticated ways to work with information, but this level of sophistication can come at a performance cost. And if there’s one thing game programmers obsess about, it’s performance. But fear not, vectors and other STL containers are incredibly efficient. In fact, they’ve already been used in published PC and console games. However, these containers have their strengths and weaknesses; a game programmer needs to understand the performance characteristics of the various container types so that he can choose the right one for the job.

**Examining Vector Growth**

Although vectors grow dynamically as needed, every vector has a specific size. When a new element added to a vector pushes the vector beyond its current size, the computer reallocates memory and might even copy all of the vector elements to this newly seized chunk of memory real estate. This can cause a performance hit.

The most important thing to keep in mind about program performance is whether you need to care. For example, vector memory reallocation might not occur at a performance-critical part of your program. In that case, you can safely ignore the cost of reallocation. Also, with small vectors, the reallocation cost might be insignificant so, again, you can safely ignore it. However, if you need greater control over when these memory reallocations occur, you have it.

**Using the capacity() Member Function**

The **capacity()** **vector** member function returns the capacity of a vector - in other words, the number of elements that a vector can hold before a program must reallocate more memory for it. A vector’s capacity is not the same thing as its size (the number of elements a vector currently holds). Here’s a code snippet to help drive this point home:

**cout << “Creating a 10 element vector to hold scores.\n”;**

**vector<int> scores(10, 0); //** initialize all 10 elements to 0

**cout << “Vector size is :” << scores.size() << endl;**

**cout << “Vector capacity is:” << scores.capacity() << endl;**

**cout << “Adding a score.\n”;**

**scores.push\_back(0); //** memory is reallocated to accommodate growth

**cout << “Vector size is :” << scores.size() << endl;**

**cout << “Vector capacity is:” << scores.capacity() << endl;**

**Creating a 10 element vector to hold scores.**

**Vector size is :10**

**Vector capacity is:10**

**Adding a score.**

**Vector size is :11**

**Vector capacity is:20**

Right after I declare and initialize the vector, this code reports that its size and capacity are both **10**. However, after an element is added, the code reports that the vector’s size is **11** while its capacity is **20**. That’s because the capacity of a vector doubles every time a program reallocates additional memory for it. In this case, when a new score was added, memory was reallocated, and the capacity of the vector doubled from **10** to **20**.

**Using the reserve() Member Function**

The **reserve()** member function increases the capacity of a vector to the number supplied as an argument. Using **reserve()** gives you control over when a reallocation of additional memory occurs. Here’s an example:

**cout << "Creating a list of scores.\n";**

**vector<int> scores(10, 0); //** initialize all 10 elements to 0

**cout << "vector size is :" << scores.size() << endl;**

**cout << "Vector capacity is:" << scores.capacity() << endl;**

**cout << "Reserving more memory.\n";**

**scores.reserve(20); //** reserve memory for 10 additional elements

**cout << "Vector size is :" << scores.size() << endl;**

**cout << "Vector capacity is:" << scores.capacity() << endl;**

**Creating a list of scores.**

**vector size is :10**

**Vector capacity is:10**

**Reserving more memory.**

**Vector size is :10**

**Vector capacity is:20**

Right after I declare and initialize the vector, this code reports that its size and capacity are both **10**. However, after I reserve memory for **10** additional elements, the code reports that the vector’s size is still **10** while its capacity is **20**.

By using **reserve()** to keep a vector’s capacity large enough for your purposes, you can delay memory reallocation to a time of your choosing.

**Hint**

*As a beginning game programmer, it’s good to be aware of how vector memory allocation works; however, don’t obsess over it. The first game programs you’ll write probably won’t benefit from a more manual process of vector memory allocation.*

**Examining Element Insertion and Deletion**

Adding or removing an element from the end of a vector using the **push\_back()** or **pop\_back()** member functions is extremely efficient. However, adding or removing an element at any other point in a vector (for

example, using **insert()** or **erase()**) can require more work because you might have to move multiple elements to accommodate the insertion or deletion. With small vectors the overhead is usually insignificant, but with larger vectors (with, say, thousands of elements), inserting or erasing elements from the middle of a vector can cause a performance hit.

Fortunately, the STL offers another sequence container type, **list**, which allows for efficient insertion and deletion regardless of the sequence size. The important thing to remember is that one container type isn’t the solution for every problem. Although vector is versatile and perhaps the most popular STL container type, there are times when another container type might make more sense.

**Trap**

*Just because you want to insert or delete elements from the middle of a sequence, that doesn’t mean you should abandon the vector. It might still be a good choice for your game program. It really depends on how you use the sequence. If your sequence is small or there are only a few insertions and deletions, then a vector might still be your best bet.*

**EXAMINING OTHER STL CONTAINERS**

The STL defines a variety of container types that fall into two basic categories: sequential and associative. With a sequential container, you can retrieve values in sequence, while an associative container lets you retrieve values based on keys. **vector** is an example of a sequential container.

How might you use these different container types? Consider an online, turnbased strategy game. You could use a sequential container to store a group of players that you want to cycle through in, well, sequence. On the other hand, you could use an associative container to retrieve player information in a random-access fashion by looking up a unique identifier, such as a player’s IP address.

Finally, the STL defines container adaptors that adapt one of the sequence containers. ***Container adaptors*** represent standard computer science data structures. Although they are not official containers, they look and feel just like them. Table 4.1 lists the container types offered by the STL.
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**PLANNING YOUR PROGRAMS**

So far, all the programs you’ve seen have been pretty simple. The idea of formally planning any of them on paper probably seems like overkill. It’s not. Planning your programs (even the small ones) will almost always result in time (and frustration) saved.

Programming is a lot like construction. Imagine a contractor building a house for you without a blueprint. Yikes! You might end up with a house that has 12 bathrooms, no windows, and a front door on the second floor. Plus, it probably would cost you 10 times the estimated price. Programming is the same way. Without a plan, you’ll likely struggle through the process and waste time. You might even end up with a program that doesn’t quite work.

**Using Pseudocode**

Many programmers sketch out their programs using pseudocode - a language that falls somewhere between English and a formal programming language. Anyone who understands English should be able to follow pseudocode. Here’s an example: Suppose I want to make a million dollars. A worthy goal, but what do I do to achieve it? I need a plan. So I come up with one and put it in pseudocode.

***If you can think of a new and useful product***

***Then that’s your product***

***Otherwise***

***Repackage an existing product as your product***

***Make an infomercial about your product***

***Show the infomercial on TV***

***Charge $100 per unit of your product***

***Sell 10,000 units of your product***

Even though anyone, even a non-programmer, can understand my plan, my pseudocode feels vaguely like a program. The first four lines resemble an if statement with an else clause, and that’s intentional. When you write your plan, you should try to incorporate the feel of the code that you’re representing with pseudocode.

**Using Stepwise Refinement**

Your programming plan might not be finished after only one draft. Often pseudocode needs multiple passes before it can be implemented in programming code. Stepwise refinement is one process used to rewrite pseudocode to make it ready for implementation. ***Stepwise refinemen***t is pretty simple. Basically, it means, “Make it more detailed.” By taking each step described in pseudocode and breaking it down into a series of simpler steps, the plan becomes closer to programming code. Using stepwise refinement, you keep breaking down each step until you feel the entire plan could be fairly easily translated into a program. As an example, take a step from my master plan to make a million dollars:

***Create an infomercial about your product***

This might seem like too vague of a task. How do you create an infomercial?

Using stepwise refinement, you can break down the single step into several others so it becomes:

***Write a script for an infomercial about your product***

***Rent a TV studio for a day***

***Hire a production crew***

***Hire an enthusiastic audience***

***Film the infomercial***

If you feel these five steps are clear and achievable, then that part of the pseudocode has been thoroughly refined. If you’re still unclear about a step, refine it some more. Continue with this process and you will have a complete plan - and a million dollars.

**INTRODUCING HANGMAN**

In the Hangman program, the computer picks a secret word and the player tries to guess it one letter at a time. The player is allowed eight incorrect guesses. If he or she fails to guess the word in time, the player is hanged and the game is over.

**Planning the Game**

Before I write a single line in C++, I plan the game program using pseudocode.

***Create a group of words***

***Pick a random word from the group as the secret word***

***While player hasn’t made too many incorrect guesses and hasn’t guesses the secret word***

***Tell player how many incorrect guesses he or she has left***

***Show player the letters he or she has guessed***

***Show player how much of the secret word he or she has guessed***

***Get player’s next guess***

***While player has entered a letter that he or she has already guessed***

***Get player’s guess***

***Add the new guess to the group of used letters***

***If the guess is in the secret word***

***Tell the player the guess is correct***

***Update the word guessed so far with new letter***

***Otherwise***

***Tell the player the guess is incorrect***

***Increment the number of incorrect guesses the player has made***

***If the player has made too many incorrect guesses***

***Tell the player that he or she has been hanged***

***Otherwise***

***Congratulate the player on guessing the secret word***

Although the pseudocode doesn’t account for every line of C++ I’ll write, I think it does a good job describing what I need to do. Then I begin writing the program.

**Setting Up the Program**

As usual, I start with some comments and include the files I need.

**// Hangman**

**// The classic game of hangman**

**#include <iostream>**

**#include <string>**

**#include <vector>**

**#include <algorithm>**

**#include <ctime>**

**#include <cctype>**

**using namespace std;**

Notice that I include a new file: **cctype**. It’s part of the standard library, and it includes functions for converting characters to uppercase, which I use so I can compare apples to apples (uppercase to uppercase) when I compare individual characters.

**Initializing Variables and Constants**

Next, I start the **main()** function and initialize variables and constants for the game.

**int main()**

**{**

**//** setup

**const int MAX\_WRONG = 8; //** maximum number of incorrect guesses allowed

**vector<string> words; //** collection of possible words to guess

**words.push\_back("GUESS");**

**words.push\_back("HANGMAN");**

**words.push\_back("DIFFICULT");**

**srand(static\_cast<unsigned int>(time(0)));**

**random\_shuffle(words.begin(), words.end());**

**const string THE\_WORD = words[0]; //** words to guess

**int wrong = 0; //** number of incorrect guesses

**string soFar(THE\_WORD.size(), '-'); //** word guesses so far guessed

**string used = ""; //** letters already guessed

**cout << "Welcome to Hangman. Good luck!\n";**

**return 0;**

**}**

**Entering the Main Loop**

Next, I enter the main loop, which continues until the player has made too many incorrect guesses or has guessed the word.

**//** main loop

**while ((wrong < MAX\_WRONG) && (soFar != THE\_WORD))**

**{**

**cout << "\n\nYou have " << (MAX\_WRONG - wrong);**

**cout << " incorrect guesses left.\n";**

**cout << "\nYou’ve used the following letters:\n" << used << endl;**

**cout << "\nSo far, the word is:\n" << soFar << endl;**

**Getting the Player’s Guess**

Next, I get the player’s guess.

**char guess;**

**cout << "\n\nEnter your guess: ";**

**cin >> guess;**

**guess = toupper(guess); //** make uppercase since secret word in upppercase

**while (used.find(guess) != string::npos)**

**{**

**cout << "\nYou've already guessed " << guess << endl;**

**cout << "Enter your guess: ";**

**cin >> guess;**

**guess = toupper(guess);**

**}**

**used + = guess;**

**if(THE\_WORD.find(guess) != string::npos)**

**{**

**cout << "That's right! " << guess << " is in the word.\n";**

**//** update soFar to include newly guessed letter

**for(int i = 0; i < THE\_WORD.length(); ++i)**

**{**

**if(THE\_WORD[i] == guess)**

**{**

**soFar[i] = guess;**

**}**

**}**

**}**

**else**

**{**

**cout << "Sorry, " << guess << " isn't in the word.\n";**

**++wrong;**

**}**

**}**

I convert the **guess** to uppercase using the function **uppercase()**, which is defined in the file **cctype**. I do this so I can compare uppercase letters to uppercase letters when I’m checking a guess against the letters of the secret word.

If the player guesses a letter that he or she has already guessed, I make the player guess again. If the player guesses a letter correctly, I update the word guessed so far. Otherwise, I tell the player the guess is not in the secret word and I increase the number of incorrect guesses the player has made.

**Ending the Game**

At this point, the player has guessed the word or has made one too many incorrect guesses. Either way, the game is over.

**// shut down**

**if(wrong == MAX\_WRONG)**

**{**

**cout << "\nYou have been hanged!";**

**}**

**else**

**{**

**cout << "\nYou guessed it !";**

**}**

**cout << "\The word was " << THE\_WORD << endl;**

**return 0;**

**}**

I congratulate the player or break the bad news that he or she has been hanged. Then I reveal the secret word.

Welcome to Hangman. Good luck!

You have 8 incorrect guesses left.

You've used the following letters:

So far, the word is:

-----

Enter your guess: F

Sorry, F isn't in the word.

You have 7 incorrect guesses left.

You've used the following letters:

F

So far, the word is:

-----

Enter your guess: S

That's right! S is in the word.

You have 7 incorrect guesses left.

You've used the following letters:

FS

So far, the word is:

---SS

Enter your guess: E

That's right! E is in the word.

You have 7 incorrect guesses left.

You've used the following letters:

FSE

So far, the word is:

--ESS

Enter your guess: G

That's right! G is in the word.

You have 7 incorrect guesses left.

You've used the following letters:

FSEG

So far, the word is:

G-ESS

Enter your guess: E

You've already guessed E

Enter your guess: U

That's right! U is in the word.

You guessed it!

The word was GUESS

**SUMMARY**

In this chapter, you learned the following concepts:

* ***The Standard Template Library*** (**STL**) is a powerful collection of programming code that provides ***containers***, ***algorithms***, and ***iterators***.
* ***Containers*** are objects that let you store and access collections of values of the same type.
* ***Algorithms*** defined in the **STL** can be used with their containers and provide common functions for working with groups of objects.
* ***Iterators*** are objects that identify elements in containers and can be manipulated to move among elements.
* ***Iterators*** are the key to using containers to their fullest. Many of the container member functions require iterators, and the **STL** ***algorithms*** require them too.
* To get the value referenced by an iterator, you must dereference the iterator using the dereference operator (**\***).
* A ***vector*** is one kind of sequential container provided by the **STL**. It acts like a dynamic array.
* It’s very efficient to iterate through a vector. It’s also very efficient to insert or remove an element from the end of a vector.
* It can be inefficient to insert or delete elements from the middle of a vector, especially if the vector is large.
* ***Pseudocode***, which falls somewhere between English and a programming language, is used to plan programs.
* ***Stepwise refinement*** is a process used to rewrite pseudocode to make it ready for implementation.

**CHAPTER 5**

**FUNCTIONS: MAD LIB**

**CREATING FUNCTIONS**

C++ lets you write programs with multiple functions. Your new functions work just like the ones that are part of the standard language - they go off and perform a task and then return control to your program. A big advantage of writing new functions is that doing so allows you to break up your code into manageable pieces. Just like the functions you’ve already learned about from the standard library, your new functions should do one job well.

**Introducing the Instructions Program**

The results of the Instructions program are pretty basic - a few lines of text that are the beginning of some game instructions. From the looks of the output, Instructions seems like a program you could have written back in Chapter 1, “Types, Variables, and Standard I/O: Lost Fortune.” But this program has a fresh element working behind the scenes - a new function.

**FUNCTIONS**

// Instructions

// Demonstrates writing new functions

**#include <iostream>**

**using namespace std;**

// function prototype (declaration)

**void instructions();**

**int main()**

**{**

**instructions();**

**return 0;**

**}**

// function definition

**void instructions()**

**{**

**cout << "Welcome to the most fun you've ever had with text!\n\n";**

**cout << "Here's how to play the game...\n";**

**}**

**Welcome to the most fun you've ever had with text!**

**Here's how to play the game...**

**Declaring Functions**

Before you can call a function you’ve written, you have to declare it. One way to declare a function is to write a ***function prototype*** - code that describes the function. You write a prototype by listing the return value of the function (or **void** if the function returns no value), followed by the name of the function, followed by a list of parameters between a set of parentheses. Parameters receive the values sent as arguments in a function call.

Just before the **main()** function, I write a function prototype:

**void instructions();**

In the preceding code, I declared a function named **instructions** that doesn’t return a value. (You can tell this because I used **void** as the return type.) The function also takes no values, so it has no parameters. (You can tell this because there’s nothing between the parentheses.)

Prototypes are not the only way to declare a function. Another way to accomplish the same thing is to let the function definition act as its own declaration. To do that, you simply have to put your function definition before the call to the function.

**Hint**

*Although you don’t have to use prototypes, they offer a lot of benefits - not the least of which is making*

*your code clearer.*

**Defining Functions**

Defining functions means writing all the code that makes the function tick. You define a function by listing the ***return value*** of the function (or **void** if the function returns no value), followed by the na***me of the function***, followed by ***a list of parameters*** between a set of parentheses - just like a function prototype (except you don’t end the line with a semicolon). This is called the ***function header***. Then you create a block with curly braces that contains the instructions to be executed when the function is executed. This is called the ***function body***.

At the end of the Instructions program, I define my simple **instructions()** function, which displays some game instructions. Because the function doesn’t return any value, I don’t need to use a return statement like I do in **main()**. I simply end the function definition with a closing curly brace.

**void instructions()**

**{**

**cout << "Welcome to the most fun you’ve ever had with text!\n\n";**

**cout << "Here’s how to play the game...\n";**

**}**

**Trap**

*A function definition must match its prototype on return type and function name; otherwise, you’ll*

*generate a compile error.*

**Calling Functions**

You call your own functions the same way you call any other function – by writing the function’s name followed by a pair of parentheses that encloses a valid list of arguments. In **main()** , I call my newly minted function simply with:

**instructions();**

This line invokes **instructions()** . Whenever you call a function, control of the program jumps to that function. In this case, it means control jumps to **instructions()** and the program executes the function’s code, which displays the game instructions. When a function finishes, control returns to the calling code. In this case, it means control returns to **main()**. The next statement in **main() ( return 0; )** is executed and the program ends.

**Understanding Abstraction**

By writing and calling functions, you practice what’s known as ***abstraction***. Abstraction lets you think about the big picture without worrying about the details. In this program, I can simply use the function **instructions()** without worrying about the details of displaying the text. All I have to do is call the function with one line of code, and it gets the job done.

You might be surprised where you find abstraction, but people use it all the time. For example, consider two employees at a fast-food restaurant. If one tells the other that he just filled a Number 3 and “sized it,” the other employee knows that the first employee took a customer’s order, went to the heat lamps, grabbed a burger, went over to the deep fryer, filled their biggest cardboard container with french fries, went to the soda fountain, grabbed their biggest cup, filled it with soda, gave it all to the customer, took the customer’s money, and gave the customer change. Not only would this level of detail make for a boring conversation, but also it’s unnecessary. Both employees understand what it means to fill a Number 3 and “size it.” They don’t have to concern themselves with all the details because they’re using abstraction.

**Introducing the Yes or No Program**

The Yes or No program asks the user typical questions a gamer might have to answer. First, the program asks the user to indicate yes or no. Then the program gets more specific and asks whether the user wants to save his game. Again, the results of the program are not remarkable; it’s their implementation that’s interesting. Each question is posed by a different function that communicates with **main()**.

**Return Values and parameters**

// Yes or No

// Demonstrates return values and parameters

**#include <iostream>**

**#include <string>**

**using namespace std;**

**char askYesNo1();**

**char askYesNo2(string question);**

**int main()**

**{**

**char answer1 = askYesNo1();**

**cout << "Thanks for answering: " << answer1 << "\n\n";**

**char answer2 = askYesNo2("Do you wish to save your game?");**

**cout << "Thanks for answering: " << answer2 << "\n";**

**return 0;**

**}**

**char askYesNo1()**

**{**

**char response1;**

**do**

**{**

**cout << "Please enter 'y' or 'n': ";**

**cin >> response1;**

**} while (response1 != 'y' && response1 != 'n');**

**return response1;**

**}**

**char askYesNo2(string question)**

**{**

**char response2;**

**do**

**{**

**cout << question << " (y/n): ";**

**cin >> response2;**

**} while (response2 != 'y' && response2 != 'n');**

**return response2;**

**}**

**Please enter 'y' or 'n': y**

**Thanks for answering: y**

**Do you wish to save your game? (y/n): y**

**Thanks for answering: y**

**Returning a Value**

You can return a value from a function to send information back to the calling code. To return a value, you need to specify a return type and then return a value of that type from the function.

**Specifying a Return Type**

The first function I declare, **askYesNo1()** , returns a **char** value. You can tell this from the function prototype before **main()** :

**char askYesNo1();**

You can also see this from the function definition after **main()**:

**char askYesNo1()**

**Using the return Statement**

**askYesNo1()** asks the user to enter **y** or **n** and keeps asking until he does. Once the user enters a valid character, the function wraps up with the following line, which returns the value of **response1** .

**return response1;**

Notice that **response1** is a **char** value. It has to be because that’s what I promised to return in both the function prototype and function definition.

A function ends whenever it hits a **return** statement. It’s perfectly acceptable for a function to have more than one **return** . This just means that the function has several points at which it can end.

**Trick**

*You don’t have to return a value with a* **return** *statement. You can use* **return** *by itself in a function that returns no value (one that indicates* **void** *as its return type) to end the function.*

**Using a Returned Value**

**In main()** , I call the function with the following line, which assigns the return value of the function to **answer1**.

**char answer1 = askYesNo1();**

This means that **answer1** is assigned either ’ **y** ’ or ’ **n** ’ - whichever character the user entered when prompted by **askYesNo1()**.

Next, in **main()**, I display the value of answer1 for all to see.

**Accepting Values into Parameters**

You can send a function values that it accepts into its parameters. This is the most common way to get information into a function.

**Specifying Parameters**

The second function I declare, **askYesNo2()**, accepts a value into a parameter. Specifically, it accepts a value of type **string** . You can tell this from the function prototype before **main()**:

**char askYesNo2(string question);**

**Hint**

*You don’t have to use parameter names in a prototype; all you have to include are the parameter types. For example, the following is a perfectly valid prototype which declares* **askYesNo2()** *, a function with one* **string** *parameter that returns a* **char***.*

**char askYesNo2(string);**

*Even though you don’t have to use parameter names in prototypes, it’s a good idea to do so. It makes your code clearer, and it’s worth the minor effort.*

From the header of **askYesNo2()**, you can see that the function accepts a **string** object as a parameter and names that parameter question .

**char askYesNo2(string question)**

Unlike prototypes, you must specify parameter names in a function definition. You use a parameter name inside a function to access the parameter value.

**Trap**

*The parameter types specified in a function prototype must match the parameter types listed in the function definition. If they don’t, you’ll generate a nasty compile error.*

**Passing Values to Parameters**

The **askYesNo2()** function is an improvement over **askYesNo1()**. The new function allows you to ask your own personalized question by passing a string prompt to the function. In **main()** , I call **askYesNo2()** with:

**char answer2 = askYesNo2("Do you wish to save your game?");**

This statement calls **askYesNo2()** and passes the string literal argument "**Do you wish to save your game?**" to the function.

**Using Parameter Values**

**askYesNo2()** accepts "**Do you wish to save your game?**" into its parameter question, which acts like any other variable in the function. In fact, I display question with:

**cout << question << " (y/n): ";**

**Hint**

*Actually, there’s a little more going on behind the scenes here. When the string literal "***Do you wish to save your game?***" is passed to question , a* **string** *object equal to the string literal is created and the string object is assigned to question .*

Just like **askYesNo1(),** **askYesNo2()** continues to prompt the user until he enters **y** or **n**. Then the function returns that value and ends.

Back in **main()**, the returned char value is assigned to **answer2**, which I then display.

**Understanding Encapsulation**

You might not see the need for return values when using your own functions. Why not just use the variables **response1** and **response2** back in the **main()**? Because you can’t; **response1** and **response2** don’t exist outside of the functions in which they were defined. In fact, no variable you create in a function, including its parameters, can be directly accessed outside its function. This is a good thing, and it is called encapsulation. Encapsulation helps keep independent code truly separate by hiding or encapsulating the details. That’s why you use parameters and return values - to communicate only the information that needs to be exchanged. Plus, you don’t have to keep track of variables you create within a function in the rest of your program. As your programs get large, this is a great benefit.

Encapsulation might sound a lot like abstraction. That’s because they’re closely related. Encapsulation is a principle of abstraction. Abstraction saves you from worrying about the details, while encapsulation hides the details from you. As an example, consider a television remote control with volume up and down buttons. When you use a TV remote to change the volume, you’re employing abstraction because you don’t need to know what happens inside the TV for it to work. Now suppose the TV remote has 10 volume levels. You can get to them all through the remote, but you can’t directly access them. That is, you can’t get a specific volume number directly. You can only press the up and down volume buttons to eventually get to the level you want. The actual volume number is encapsulated and not directly available to you.

**UNDERSTANDING SOFTWARE REUSE**

You can reuse functions in other programs. For example, since asking the user a yes or no question is such a common thing to do in a game, you could create an **askYesNo()** function and use it in all of your future game programs. So writing good functions not only saves you time and energy in your current game project, but it can save you effort in future ones, too.

**In the Real World**

*It’s always a waste of time to reinvent the wheel, so software reuse - employing existing software and other elements in new projects - is a technique that game companies take to heart. The benefits of software reuse include:*

* ***Increased company productivity****. By reusing code and other elements that already exist, such as a graphics engine, game companies can get their projects done with less effort.*
* ***Improved software quality****. If a game company already has a tested piece of code, such as a networking module, then the company can reuse the code with the knowledge that it’s bug-free.*
* ***Improved software performance****. Once a game company has a high-performance piece of code, using it again not only saves the company the trouble of reinventing the wheel, it saves them from reinventing a less efficient one.*

You can reuse code you’ve written by copying from one program and pasting it into another, but there is a better way. You can divide a big game project into multiple files. You’ll learn about this technique in Chapter 10, “Inheritance and Polymorphism: Blackjack.”

**WORKING WITH SCOPES**

A variable’s ***scope*** determines where the variable can be seen in your program. Scopes allow you to limit the accessibility of variables and are the key to encapsulation, helping keep separate parts of your program, such as functions, apart from each other.

***Introducing the Scoping Program***

The Scoping program demonstrates scopes. The program creates three variables with the same name in three separate scopes. The program displays the values of these variables, and you can see that even though they all have the same name, the variables are completely separate entities.

// Scoping

// Demonstrates scopes

**#include <iostream>**

**using namespace std;**

**void func();**

**int main()**

**{**

**int var = 5;** // local variable in main()

**cout << "In main() var is: " << var << "\n\n";**

**func();**

**cout << "Back in main() var is: " << var << "\n\n";**

**{**

**cout << "In main() in a new scope var is: " << var << "\n\n";**

**cout << "Creating new var in new scope.\n";**

**int var = 10;** // variable in new scope, hides other variable named var

**cout << "In main() in a new scope var is: " << var << "\n\n";**

**}**

**cout << "At end of main() var created in new scope no longer exists.\n";**

**cout << "At end of main() var is: " << var << "\n";**

**return 0;**

**}**

**void func()**

**{**

**int var = -5;** // local variable in func()

**cout << "In func() var is: " << var << "\n\n";**

**}**

**In main() var is: 5**

**In func() var is: -5**

**Back in main() var is: 5**

**In main() in a new scope var is: 5**

**Creating new var in new scope.**

**In main() in a new scope var is: 10**

**At end of main() var created in new scope no longer exists.**

**At end of main() var is: 5**

***Working with Separate Scopes***

Every time you use curly braces to create a block, you create a scope. Functions are one example of this. Variables declared in a scope aren’t visible outside of that scope. This means that variables declared in a function aren’t visible outside of that function.

Variables declared inside a function are considered ***local variables*** - they’re local to the function. This is what makes functions encapsulated.

You’ve seen many local variables in action already. I define yet another local variable in **main()** with:

**int var = 5;** // local variable in main()

This line declares and initializes a local variable named **var**. I send the variable to **cout** in the next line of code:

**cout << "In main() var is: " << var << "\n\n";**

This works just as you’d expect, **5** is displayed.

Next, I call **func()**. Once I enter the function, I’m in a separate scope outside of the scope defined by **main()**. As a result, I can’t access the variable **var** that I defined in **main()** . This means that when I next define a variable named **var** in **func()** with the following line, this new variable is completely separate from the variable named var in **main(** .

**int var = -5;** // local variable in func()

The two have no effect on each other, and that’s the beauty of scopes. When you write a function, you don’t have to worry if another function uses the same variable names.

Then, when I display the value of **var** in **func()** with the following line, the computer displays **-5**.

**cout << "In func() var is: " << var << "\n\n";**

That’s because, as far as the computer can see in this scope, there’s only one variable named **var** - the local variable I declared in this function.

Once a scope ends, all of the variables declared in that scope cease to exist. They’re said to go out of scope. So next, when **func()** ends, its scope ends. This means all of the variables declared in **func()** are destroyed. As a result, the **var** I declared in **func()** with a value of **-5** is destroyed.

After **func()** ends, control returns to **main()** and picks up right where it left off. Next, the following line is executed, which sends var to cout.

**cout << "Back in main() var is: " << var << "\n\n";**

The value of the var local to **main() (5)** is displayed again. You might be wondering what happened to the var I created in **main()** while I was in **func()**. Well, the variable wasn’t destroyed because **main()** hadn’t yet ended. (Program control simply took a small detour to **func()** .) When a program momentarily exits one function to enter another, the computer saves its place in the first function, keeping safe the values of all of its local variables, which are reinstated when control returns to the first function.

**Hint**

*Parameters act just like local variables in functions.*

***Working with Nested Scopes***

You can create a nested scope with a pair of curly braces in an existing scope. That’s what I do next in **main()**, with:

**{**

**cout << "In main() in a new scope var is: " << var << "\n\n";**

**cout << "Creating new var in new scope.\n";**

**int var = 10;** // variable in new scope, hides other variable named var

**cout << "In main() in a new scope var is: " << var << "\n\n";**

**}**

This new scope is a nested scope in **main()**. The first thing I do in this nested scope is display **var**. If a variable hasn’t been declared in a scope, the computer looks up the levels of nested scopes one at a time to find the variable you requested. In this case, because **var** hasn’t been declared in this nested scope, the computer looks one level up to the scope that defines **main()** and finds **var**. As a result, the program displays that variable’s value, **5**.

However, the next thing I do in this nested scope is declare a new variable named **var** and initialize it to **10**. Now when I send **var** to **cout** , **10** is displayed. This time the computer doesn’t have to look up any levels of nested scopes to find **var**; there’s a **var** local to this scope. And don’t worry, the **var** I first declared in **main()** still exists; it’s simply hidden in this nested scope by the new **var**.

**Trap**

*Although you can declare variables with the same name in a series of nested scopes, it’s not a good idea because it can lead to confusion.*

Next, when the nested scope ends, the **var** that was equal to **10** goes out of scope and ceases to exist. However, the first **var** I created is still around, so when I display **var** for the last time in **main()** with the following line, the program displays **5**.

**cout << "At end of main() var is: " << var << "\n";**

**Hint**

*When you define variables inside for loops, while loops, if statements, and switch statements, these variables don’t exist outside their structures. They act like variables declared in a nested scope. For example, in the following code, the variable* ***i*** *doesn’t exist outside the loop.*

**for(int i = 0; i < 10; ++i)**

**{**

**cout << i;**

**}**

// i doesn’t exist outside the loop

*But beware - some older compilers don’t properly implement this functionality of standard C++. I recommend that you use an IDE with a modern compiler, such as Microsoft Visual Studio Express 2013 for Windows Desktop. For step-by-step instructions on how to create your first project with this IDE, check out Appendix A, “Creating Your First* C++ Program.”

**USING GLOBAL VARIABLES**

Through the magic of encapsulation, the functions you’ve seen are all totally sealed off and independent from each other. The only way to get information into them is through their parameters, and the only way to get information out of them is from their return values. Well, that’s not completely true. There is another way to share information among parts of your program – through ***global variables*** (variables that are accessible from any part of your program).

***Introducing the Global Reach Program***

The Global Reach program demonstrates global variables. The program shows how you can access a global variable from anywhere in your program. It also shows how you can hide a global variable in a scope. Finally, it shows that you can change a global variable from anywhere in your program.

**Global Variables**

// Global Reach

// Demonstrates global variables

In main() glob is: 10

In access\_global() glob is: 10

In hide\_global() glob is: 0

In main() glob is: 10

In change\_global() glob is: -10

In main() glob is: -10

**#include <iostream>**

**using namespace std;**

**int glob = 10;** // global variable

**void access\_global();**

**void hide\_global();**

**void change\_global();**

**int main()**

**{**

**cout << "In main() glob is: " << glob << "\n\n";**

**access\_global();**

**hide\_global();**

**cout << "In main() glob is: " << glob << "\n\n";**

**change\_global();**

**cout << "In main() glob is: " << glob << "\n\n";**

**return 0;**

**}**

**void access\_global()**

**{**

**cout << "In access\_global() glob is: " << glob << "\n\n";**

**}**

**void hide\_global()**

**{**

**int glob = 0;** // hide global variable glob

**cout << "In hide\_global() glob is: " << glob << "\n\n";**

**}**

**void change\_global()**

**{**

**glob = -10;** // change global variable glob

**cout << "In change\_global() glob is: " << glob << "\n\n";**

**}**

***Declaring Global Variables***

You declare global variables outside of any function in your program file. That’s what I do in the following line, which creates a global variable named **glob** initialized to **10**.

**int glob = 10; // global variable**

***Accessing Global Variables***

You can access a global variable from anywhere in your program. To prove it, I display **glob** in **main()** with:

**cout << "In main() glob is: " << glob << "\n\n";**

The program displays **10** because as a global variable, **glob** is available to any part of the program. To show this again, I next call **access\_global()**, and the computer executes the following code in that function:

**cout << "In access\_global() glob is: " << glob << "\n\n";**

Again, **10** is displayed. That makes sense because I’m displaying the exact same variable in each function.

***Hiding Global Variables***

You can hide a global variable like any other variable in a scope; you simply declare a new variable with the same name. That’s exactly what I do next, when I call **hide\_global()**. The key line in that function doesn’t change the global variable **glob**; instead, it creates a new variable named **glob**, local to **hide\_global()**, that hides the global variable.

**int glob = 0; // hide global variable glob**

As a result, when I send **glob** to **cout** next in **hide\_global()** with the following line, **0** is displayed.

**cout << "In hide\_global() glob is: " << glob << "\n\n";**

The global variable **glob** remains hidden in the scope of **hide\_global()** until the function ends.

To prove that the global variable was only hidden and not changed, next I display **glob** back in **main()** with:

**cout << "In main() glob is: " << glob << "\n\n";**

Once again, 10 is displayed.

**Trap**

*Although you can declare variables in a function with the same name as a global variable, it’s not a good idea because it can lead to confusion.*

***Altering Global Variables***

Just as you can access a global variable from anywhere in your program, you can alter one from anywhere in your program, too. That’s what I do next, when I call the **change\_global()** function. The key line of the function assigns **-10** to the global variable glob.

**glob = -10; // change global variable glob**

To show that it worked, I display the variable in **change\_global()** with:

**cout << "In change\_global() glob is: " << glob << "\n\n";**

Then, back in **main()**, I send **glob** to **cout** with:

**cout << "In main() glob is: " << glob << "\n\n";**

Because the global variable **glob** was changed, **-10** is displayed.

***Minimizing the Use of Global Variables***

Just because you can doesn’t mean you should. This is a good programming motto. Sometimes things are technically possible but not a good idea. Using global variables is an example of this. In general, global variables make programs confusing because it can be difficult to keep track of their changing values. You should limit your use of global variables as much as possible.

**USING GLOBAL CONSTANTS**

Unlike global variables, which can make your programs confusing, global constants - constants that can be accessed from anywhere in your program - can help make programs clearer. You declare a global constant much like you declare a global variable - by declaring it outside of any function. And because you’re declaring a constant, you need to use the **const** keyword. For example, the following line defines a global constant (assuming the declaration is outside of any function) named **MAX\_ENEMIES** with a value of **10** that can be accessed anywhere in the program.

**const int MAX\_ENEMIES = 10;**

**Trap**

*Just like with global variables, you can hide a global constant by declaring a local constant with the same name. However, you should avoid this because it can lead to confusion.*

How exactly can global constants make game programming code clearer? Well, suppose you’re writing an action game in which you want to limit the total number of enemies that can blast the poor player at once. Instead of using a numeric literal everywhere, such as **10**, you could define a global constant **MAX\_ENEMIES** that’s equal to **10**. Then whenever you see that global constant name, you know exactly what it stands for.

One caveat: You should only use global constants if you need a constant value in more than one part of your program. If you only need a constant value in a specific scope (such as in a single function), use a local constant instead.

**USING DEFAULT ARGUMENTS**

When you write a function in which a parameter almost always gets passed the same value, you can save the caller the effort of constantly specifying this value by using a default argument - a value assigned to a parameter if none is specified. Here’s a concrete example. Suppose you have a function that sets the graphics display. One of your parameters might be **bool** **fullScreen**, which tells the function whether to display the game in full screen or windowed mode. Now, if you think the function will often be called with

true for **fullScreen** , you could give that parameter a default argument of **true**, saving the caller the effort of passing **true** to **fullScreen** whenever the caller invokes this display-setting function.

***Introducing the Give Me a Number Program***

The Give Me a Number program asks the user for two different numbers in two different ranges. The same function is called each time the user is prompted for a number. However, each call to this function uses a different number of arguments because this function has a default argument for the lower limit. This means the caller can omit an argument for the lower limit, and the function will use a default value automatically.

**Default Function Arguments**

// Give Me a Number

// Demonstrates default function arguments

**#include <iostream>**

**#include <string>**

**using namespace std;**

**int askNumber(int high, int low = 1);**

**int main()**

**{**

**int number = askNumber(5);**

**cout << "Thanks for entering: " << number << "\n\n";**

**number = askNumber(10, 5);**

**cout << "Thanks for entering: " << number << "\n\n";**

**return 0;**

**}**

**int askNumber(int high, int low)**

**{**

**int num;**

**do**

**{**

**cout << "Please enter a number" << " (" << low << " - " << high << "): ";**

**cin >> num;**

**} while (num > high || num < low);**

**return num;**

**}**

Please enter a number (1 - 5): 4

Thanks for entering: 4

Please enter a number (5 - 10): 12

Please enter a number (5 - 10): 6

Thanks for entering: 6

**Specifying Default Arguments**

The function **askNumber()** has two parameters: **high** and **low**. You can tell this from the function prototype:

**int askNumber(int high, int low = 1);**

Notice that the second parameter, **low**, looks like it’s assigned a value. In a way, it is. The **1** is a default argument, meaning that if a value isn’t passed to **low** when the function is called, low is assigned **1**. You specify default arguments by using **=** followed by a value after a parameter name.

**Trap**

*Once you specify a default argument in a list of parameters, you must specify default arguments for all remaining parameters. So the following prototype is valid:*

**void setDisplay(int height, int width, int depth = 32, bool fullScreen = true);**

*while this one is illegal:*

**void setDisplay(int width, int height, int depth = 32, bool fullScreen);**

By the way, you don’t repeat the default argument in the function definition, as you can see in the function definition of **askNumber()**.

**int askNumber(int high, int low)**

**Assigning Default Arguments to Parameters**

The **askNumber()** function asks the user for a number between an upper and a lower limit. The function keeps asking until the user enters a number within the range, and then it returns the number. I first call the function in **main()** with:

**int number = askNumber(5);**

As a result of this code, the parameter high in **askNumber()** is assigned **5**. Because I don’t provide any value for the second parameter, **low** , it is assigned the default value of **1**. This means the function prompts the user for a number between **1** and **5**.

**Trap**

*When you are calling a function with default arguments, once you omit an argument, you must omit arguments for all remaining parameters. For example, given the prototype*

**void setDisplay(int height, int width, int depth = 32, bool fullScreen = true);**

*a valid call to the function would be*

**setDisplay(1680, 1050);**

*while an illegal call would be*

**setDisplay(1680, 1050, false);**

Once the user enters a valid number, **askNumber()** returns that value and ends. Back in **main()**, the value is assigned to number and displayed.

**Overriding Default Arguments**

Next, I call **askNumber()** again with:

**number = askNumber(10, 5);**

This time I pass a value for low - **5**. This is perfectly fine; you can pass an argument for any parameter with a default argument, and the value you pass will override the default. In this case, it means that **low** is assigned **5**.

As a result, the user is prompted for a number between **5** and **10**. Once the user enters a valid number, **askNumber()** returns that value and ends. Back in **main()**, the value is assigned to number and displayed.

**OVERLOADING FUNCTIONS**

You’ve seen how you must specify a parameter list and a single return type for each function you write. But what if you want a function that’s more versatile - one that can accept different sets of arguments? For example, suppose you want to write a function that performs a 3D transformation on a set of vertices that are represented as **float**s, but you want the function to work with **int**s as well. Instead of writing two separate functions with two different names, you could use function overloading so that a single function could handle the different parameter lists. This way, you could call one function and pass vertices as either float s or **int**s.

**Introducing the Triple Program**

The Triple program triples the value **5** and “**gamer**”. The program triples these values using a single function that’s been overloaded to work with an argument of two different types: **int** and **string**.

**Function Overloading**

// Triple

// Demonstrates function overloading

**#include <iostream>**

**#include <string>**

**using namespace std;**

**int triple(int number);**

**string triple(string text);**

**int main()**

**{**

**cout << "Tripling 5: " << triple(5) << "\n\n";**

**cout << "Tripling 'gamer': " << triple("gamer");**

**return 0;**

**}**

**int triple(int number)**

**{**

**return (number \* 3);**

**}**

**Tripling 5: 15**

**Tripling 'gamer': gamergamergamer**

**string triple(string text)**

**{**

**return (text + text + text);**

**}**

**Creating Overloaded Functions**

To create an overloaded function, you simply need to write multiple function definitions with the ***same name*** and ***different parameter lists***. In the Triple program, I write two definitions for the function **triple()**, each of which specifies a different type as its single argument. Here are the function prototypes:

**int triple(int number);**

**string triple(string text);**

The first takes an **int** argument and returns an **int**. The second takes a **string** object and returns a **string** object.

In each function definition, you can see that I return triple the value sent. In the first function, I return the **int** sent, tripled. In the second function, I return the **string** sent, repeated three times.

**Trap**

*To implement function overloading, you need to write multiple definitions for the same function with different parameter lists. Notice that I didn’t mention anything about return types. That’s because if you write two function definitions in which only the return type is different, you’ll generate a compile error. For example, you cannot have both of the following prototypes in a program:*

**int Bonus(int);**

**float Bonus(int);**

**Calling Overloaded Functions**

You can call an overloaded function the same way you call any other function, by using its name with a set of valid arguments. But with overloaded functions, the compiler (based on the argument values) determines which definition to invoke. For example, when I call **triple()** with the following line and use an **int** as the argument, the compiler knows to invoke the definition that takes an **int**. As a result, the function returns the int **15**.

**cout << "Tripling 5: " << triple(5) << "\n\n";**

I call **triple()** again with:

**cout << "Tripling ’gamer’: " << triple("gamer");**

Because I use a **string** literal as the argument, the compiler knows to invoke the definition of the function that takes a **string** object. As a result, the function returns the string object equal to **gamergamergamer**.

**INLINING FUNCTIONS**

There’s a small performance cost associated with calling a function. Normally this isn’t a big deal because the cost is relatively minor. However, for tiny functions (such as one or two lines), it’s sometimes possible to speed up program performance by inlining them. By inlining a function, you ask the compiler to make a copy of the function everywhere it’s called. As a result, program control doesn’t have to jump to a different location each time the function is called.

**Introducing the Taking Damage Program**

The Taking Damage program simulates what happens to a character’s health as the character takes radiation damage. The character loses half of his health each round. Fortunately, the program runs only three rounds, so we’re spared the sad end of the character. The program inlines the tiny function that calculates the character’s new health.

**Function Inlining**

// Taking Damage

// Demonstrates function inlining

**#include <iostream>**

**int radiation(int health);**

**using namespace std;**

**int main()**

**{**

**int health = 80;**

**cout << "Your health is " << health << "\n\n";**

**health = radiation(health);**

**cout << "After radiation exposure your health is " << health << "\n\n";**

**health = radiation(health);**

**cout << "After radiation exposure your health is " << health << "\n\n";**

**health = radiation(health);**

**cout << "After radiation exposure your health is " << health << "\n\n";**

**return 0;**

**}**

**inline int radiation(int health)**

**{**

**return (health / 2);**

**}**

Your health is 80

After radiation exposure your health is 40

After radiation exposure your health is 20

After radiation exposure your health is 10

**Specifying Functions for Inlining**

To mark a function for inlining, simply put **inline** before the function definition. That’s what I do when I define the following function:

**inline int radiation(int health)**

Note that you don’t use inline in the function declaration:

**int radiation(int health);**

By flagging the function with **inline**, you ask the compiler to ***copy the function directly into the calling code***. This saves the overhead of making the function call. That is, program control doesn’t have to jump to another part of your code. For small functions, this can result in a performance boost.

However, inlining is not a silver bullet for performance. In fact, indiscriminate inlining can lead to worse performance because inlining a function creates extra copies of it, which can dramatically increase memory consumption.

**Hint**

*When you inline a function, you really make a request to the compiler, which has the ultimate decision on whether to inline the function. If your compiler thinks that inlining won’t boost performance, it won’t inline the function.*

**Calling Inlined Functions**

Calling an inlined function is no different than calling a non-inlined function, as you see with my first call to **radiation()**.

**health = radiation(health);**

This line of code assigns health one-half of its original value. Assuming that the compiler grants my request for inlining, this code doesn’t result in a function call. Instead, the compiler places the code to halve health right at this place in the program. In fact, the compiler does this for all three calls to the function.

**In the Real World**

*Although obsessing about performance is a game programmer’s favorite hobby, there’s a danger in focusing too much on speed. In fact, the approach many developers take is to first get their game programs working well before they tweak for small performance gains. At that point, programmers will* ***profile*** *their code by running a utility (a profiler) that analyzes where the game program spends its time. If a programmer sees bottlenecks, he or she might consider hand optimizations such as function inlining.*

**INTRODUCING THE MAD LIB GAME**

The Mad Lib game asks for the user’s help in creating a story. The user supplies the name of a person, a plural noun, a number, a body part, and a verb. The program takes all of this information and uses it to create a personalized story.

// Mad-Lib

// Creates a story based on user input

**#include <iostream>**

**#include <string>**

**using namespace std;**

**string askText(string prompt);**

**int askNumber(string prompt);**

**void tellStory(string name, string noun, int number, string bodyPart, string verb);**

**int main()**

**{**

**cout << "Welcome to Mad Lib.\n\n";**

**cout << "Answer the following questions to help create a new story.\n";**

**string name = askText("Please enter a name: ");**

**string noun = askText("Please enter a plural noun: ");**

**int number = askNumber("Please enter a number: ");**

**string bodyPart = askText("Please enter a body part: ");**

**string verb = askText("Please enter a verb: ");**

**tellStory(name, noun, number, bodyPart, verb);**

**return 0;**

**}**

**string askText(string prompt)**

**{**

**string text;**

**cout << prompt;**

**cin >> text;**

**return text;**

**}**

**int askNumber(string prompt)**

**{**

**int num;**

**cout << prompt;**

**cin >> num;**

**return num;**

**}**

**void tellStory(string name, string noun, int number, string bodyPart, string verb)**

**{**

**cout << "\nHere's your story:\n";**

**cout << "The famous explorer ";**

**cout << name;**

**cout << " had nearly given up a life-long quest to find\n";**

**cout << "The Lost City of ";**

**cout << noun;**

**cout << " when one day, the ";**

**cout << noun;**

**cout << " found the explorer.\n";**

**cout << "Surrounded by ";**

**cout << number;**

**cout << " " << noun;**

**cout << ", a tear came to ";**

**cout << name << "'s ";**

**cout << bodyPart << ".\n";**

**cout << "After all this time, the quest was finally over. ";**

**cout << "And then, the ";**

**cout << noun << "\n";**

**cout << "promptly devoured ";**

**cout << name << ". ";**

**cout << "The moral of the story? Be careful what you ";**

**cout << verb;**

**cout << " for.";**

**}**

Welcome to Mad Lib.

Answer the following questions to help create a new story.

Please enter a name: Ozzy

Please enter a plural noun: papers

Please enter a number: 7

Please enter a body part: eye

Please enter a verb: walk

Here's your story:

The famous explorer Ozzy had nearly given up a life-long quest to find

The Lost City of papers when one day, the papers found the explorer.

Surrounded by 7 papers, a tear came to Ozzy's eye.

After all this time, the quest was finally over. And then, the papers

promptly devoured Ozzy. The moral of the story? Be careful what you walk for.

**The main() Function**

The **main()** function calls all of the other functions. It calls the function **askText()** to get a **name**, **plural** **noun**, **body part**, and **verb** from the user. It calls **askNumber()** to get a number from the user. It calls **tellStory()** with all of the user-supplied information to generate and display the story.

**The askText() Function**

The **askText ()** functiongets a **string** from the user. The function is versatile and takes a parameter of type **string** , which it uses to prompt the user. Because of this, I’m able to call this single function to ask the user for a variety of different pieces of information, including a **name**, **plural** **noun**, **body** **part**, and **verb**.

**Trap**

*Remember that this simple use of* **cin** *works only with strings that have no white space in them (such as tabs or spaces). So when a user is prompted for a body part, he can enter* **bellybutton** *, but* **medulla****oblongata** *will cause a problem for the program.*

*There are ways to compensate for this, but that really requires a discussion of something called streams, which is beyond the scope of this book. So use* **cin** *in this way, but just be aware of its limitations.*

**The askNumber() Function**

The **askNumber()** function gets an integer from the user. Although I only call it once in the program, it’s versatile because it takes a parameter of type string that it uses to prompt the user.

**The tellStory() Function**

The **tellStory()** function takes all of the information entered by the user and uses it to display a personalized story.

**SUMMARY**

In this chapter, you should have learned the following concepts:

* Functions allow you to break up your programs into manageable chunks.
* One way to declare a function is to write a function prototype - code that lists the return value, name, and parameter types of a function.
* Defining a function means writing all the code that makes the function tick.
* You can use the **return** statement to return a value from a function. You can also use return to end a function that has void as its return type.
* A variable’s scope determines where the variable can be seen in your program.
* Global variables are accessible from any part of your program. In general, you should try to limit your use of global variables.
* Global constants are accessible from any part of your program. Using global constants can make your program code clearer.
* Default arguments are assigned to a parameter if no value for the parameter is specified in the function call.
* Function overloading is the process of creating multiple definitions for the same function, each of which has a different set of parameters.
* Function inlining is the process of asking the compiler to inline a function - meaning that the compiler should make a copy of the function everywhere in the code where the function is called. Inlining very small functions can sometimes yield a performance boost.

**CHAPTER 6**

**REFERENCES: TIC-TAC-TOE**

**USING REFERENCES**

A reference provides ***another name*** for a variable. Whatever you do to a reference is done to the variable to which it refers. You can think of a reference as a nickname for a variable - another name that the variable goes by. In the first program in this chapter, I’ll show you how to create references. Then, in the next few programs, I’ll show you why you’d want to use references and how they can improve your game programs.

**Introducing the Referencing Program**

The Referencing program demonstrates references. The program declares and initializes a variable to hold a score and then creates a reference that refers to the variable. The program displays the score using the variable and the reference to show that they access the same single value. Next, the program shows that this single value can be altered through either the variable or the reference.

**References**

// Referencing

// Demonstrates using references

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**int myScore = 1000;**

**int& mikesScore = myScore;** // create a reference

**cout << "myScore is: " << myScore << "\n";**

**cout << "mikesScore is: " << mikesScore << "\n\n";**

**cout << "Adding 500 to myScore\n";**

**myScore += 500;**

myScore is: 1000

mikesScore is: 1000

Adding 500 to myScore

myScore is: 1500

mikesScore is: 1500

Adding 500 to mikesScore

myScore is: 2000

mikesScore is: 2000

**cout << "myScore is: " << myScore << "\n";**

**cout << "mikesScore is: " << mikesScore << "\n\n";**

**cout << "Adding 500 to mikesScore\n";**

**mikesScore += 500;**

**cout << "myScore is: " << myScore << "\n";**

**cout << "mikesScore is: " << mikesScore << "\n\n";**

**return 0;**

**}**

**Creating References**

The first thing I do in **main()** is create a variable to hold my score.

**int myScore = 1000;**

Then I create a reference that refers to **myScore**.

**int& mikesScore = myScore;** //create a reference

The preceding line declares and initializes **mikesScore** , a reference that refers to **myScore**. **mikesScore** is an alias for **myScore**. **mikesScore** does not hold its own **int** value; it’s simply another way to get at the **int** value that **myScore** holds.

To declare and initialize a reference, start with the type of value to which the reference will refer, followed by the reference operator ( **&** ), followed by the reference name, followed by **=** , followed by the variable to which the reference will refer.

**Trick**

*Sometimes programmers prefix a reference name with the letter “****r****” to remind them that they’re working with a reference. A programmer might include the following lines:*

**int playerScore = 1000;**

**int& rScore = playerScore;**

One way to understand references is to think of them as nicknames. For example, suppose you’ve got a friend named ***Eugene***, and he (understandably) asks to be called by a nickname - ***Gibby*** (not much of an improvement, but it’s what Eugene wants). So when you’re at a party with your friend, you can call him over using either ***Eugene*** or ***Gibby***. Your friend is only one person, but you can call him using either his name or a nickname. This is the same as how a variable and a reference to that variable work. You can get to a single value stored in a variable by using its variable name or the name of a reference to that variable. Finally, whatever you do, try not to name your variables ***Eugene*** - for their sakes.

**Trap**

*Because a reference must always refer to another value,* ***you must initialize the reference when you***

***declare it****. If you don’t, you’ll get a compile error. The following line is quite illegal:*

**int& mikesScore;** //don’t try this at home!

**Accessing Referenced Values**

Next, I send both **myScore** and **mikesScore** to **cout**.

**cout << "myScore is: " << myScore << "\n";**

**cout << "mikesScore is: " << mikesScore << "\n\n";**

Both lines of code display **1000** because they each ***access the same single chunk of memory*** that stores the number **1000**. Remember, there is only one value, and it is stored in the variable **myScore**. **mikesScore** simply provides another way to get to that value.

**Altering Referenced Values**

Next, I increase the value of **myScore** by **500**.

**myScore += 500;**

When I send **myScore** to **cout**, **1500** is displayed, just as you’d expect. When I send **mikesScore** to **cout**, **1500** is also displayed. Again, that’s because **mikesScore** is just another name for the variable **myScore**. In essence, I’m sending the same variable to cout both times.

Next, I increase **mikesScore** by **500**.

**mikesScore += 500;**

Because **mikesScore** is just another name for myScore, the preceding line of code increases the value of **myScore** by **500**. So when I next send **myScore** to **cout**, **2000** is displayed. When I send **mikesScore** to **cout**, **2000** is displayed again.

**Trap**

*A reference always refers to the variable with which it was initialized****. You can’t reassign a reference to refer to another variable*** *so, for example, the results of the following code might not be obvious.*

**int myScore = 1000;**

**int& mikesScore = myScore;**

**int larrysScore = 2500;**

**mikesScore = larrysScore;** // may not do what you think!

*The line* **mikesScore = larrysScore;** *does not reassign the reference* **mikesScore** *so it refers to* **larrysScore** *because a reference can’t be reassigned. However, because* **mikesScore** *is just another name for* **myScore** *, the code* **mikesScore = larrysScore;** *is equivalent to* **myScore = larrysScore;** *, which assigns* **2500** *to* **myScore** *. And after all is said and done,* **myScore** *becomes* **2500** *and* **mikesScore** *still refers to* **myScore***.*

**PASSING REFERENCES TO ALTER ARGUMENTS**

Now that you’ve seen how references work, you might be wondering why you’d ever use them. Well, references come in quite handy when you are passing variables to functions because when you pass a variable to a function, the function gets a copy of the variable. This means that the original variable you passed (called the ***argument variable***) can’t be changed. Sometimes this might be exactly what you want because it keeps the argument variable safe and unalterable. But other times you might want to change an argument variable from inside the function to which it was passed. You can accomplish this by using references.

**Introducing the Swap Program**

The Swap program defines two variables - one that holds my pitifully low score and another that holds your impressively high score. After displaying the scores, the program calls a function meant to swap the scores. But because only copies of the score values are sent to the function, the argument variables that hold the scores are unchanged. Next, the program calls another swap function. This time, through the use of references, the argument variables’ values are successfully exchanged—giving me the great big score and leaving you with the small one.

**Passing references to alter argument variables**

// Swap

// Demonstrates passing references to alter argument variables

**#include <iostream>**

**using namespace std;**

**void badSwap(int x, int y);**

**void goodSwap(int& x, int& y);**

**int main()**

**{**

**int myScore = 150;**

**int yourScore = 1000;**

**cout << "Original values\n";**

**cout << "myScore: " << myScore << "\n";**

**cout << "yourScore: " << yourScore << "\n\n";**

**cout << "Calling badSwap()\n";**

**badSwap(myScore, yourScore);**

**cout << "myScore: " << myScore << "\n";**

**cout << "yourScore: " << yourScore << "\n\n";**

**cout << "Calling goodSwap()\n";**

**goodSwap(myScore, yourScore);**

**cout << "myScore: " << myScore << "\n";**

**cout << "yourScore: " << yourScore << "\n";**

**return 0;**

**}**

**void badSwap(int x, int y)**

**{**

**int temp = x;**

**x = y;**

**y = temp;**

**}**

**void goodSwap(int& x, int& y)**

**{**

**int temp = x;**

**x = y;**

**y = temp;**

**}**

Original values

myScore: 150

yourScore: 1000

Calling badSwap()

myScore: 150

yourScore: 1000

Calling goodSwap()

myScore: 1000

yourScore: 150

**Passing by Value**

After declaring and initializing **myScore** and **yourScore**, I send them to **cout**. As you’d expect, **150** and **1000** are displayed. Next, I call **badSwap()**.

When you specify a parameter the way you’ve seen so far (as an ordinary variable, not as a reference), you’re indicating that the argument for that parameter will be ***passed by value***, meaning that the parameter will get a ***copy of the argument* *variable*** and ***not access to the argument variable itself***. By looking at the function header of **badSwap()**, you can tell that a call to the function passes both arguments by value.

**void badSwap(int x, int y)**

This means that when I call **badSwap()** with the following line, ***copies*** of **myScore** and **yourScore** are sent to the parameters, **x** and **y**.

**badSwap(myScore, yourScore);**

Specifically, **x** is assigned **150** and **y** is assigned **1000**. As a result, nothing I do with **x** and **y** in the function **badSwap()** will have any effect on **myScore** and **yourScore**.

When the guts of **badSwap()** execute, **x** and **y** do exchange values – **x** becomes **1000** and **y** becomes **150**. However, when the function ends, both **x** and **y** go out of scope and cease to exist. Control then returns to **main()**, where **myScore** and **yourScore** ***haven’t changed***. Then, when I send **myScore** and **yourScore** to **cout**, **150** and **1000** are displayed again. Sadly, I still have the small score and you still have the large one.

**Passing by Reference**

It’s possible to give a function access to an argument variable by passing a parameter a reference to the argument variable. As a result, anything done to the parameter will be done to the argument variable. To pass by reference, you must first declare the parameter as a reference.

You can tell that a call to **goodSwap()** passes both arguments by reference by looking at the function header.

**void goodSwap(int& x, int& y)**

This means that when I call **goodSwap()** with the following line, the parameter **x** will refer to **myScore**, and the parameter **y** will refer to **yourScore**.

**goodSwap(myScore, yourScore);**

This means that **x** is just another name for **myScore**, and **y** is just another name for **yourScore**. When **goodSwap()** executes and **x** and **y** exchange values, what really happens is that **myScore** and **yourScore** exchange values.

After the function ends, control returns to **main()**, where I send **myScore** and **yourScore** to **cout**. This time **1000** and **150** are displayed. The variables have exchanged values. I’ve taken the large score and left you with the small one. Success at last!

**PASSING REFERENCES FOR EFFICIENCY**

Passing a variable by value creates some overhead because you must copy the variable before you assign it to a parameter. When we’re talking about variables of simple, builtin types, such as an **int** or a **float**, the overhead is negligible. But a large object, such as one that represents an entire 3D world, could be expensive to copy. Passing by reference, on the other hand, is efficient because you don’t make a copy of an argument variable. Instead, you simply provide access to the existing object through a reference.

**Introducing the Inventory Displayer Program**

The Inventory Displayer program creates a vector of strings that represents a hero’s inventory. The program then calls a function that displays the inventory. The program passes the displayer function the vector of items as a reference, so it’s an efficient call; the vector isn’t copied. However, there’s a new wrinkle. The program passes the vector as a special kind of reference that prohibits the displayer function from changing the vector.

**Constant References**

// Inventory Displayer

// Demonstrates constant references

**#include <iostream>**

**#include <string>**

**#include <vector>**

**using namespace std;**

//parameter vec is a constant reference to a vector of strings

**void display(const vector<string>& inventory);**

**int main()**

**{**

**vector<string> inventory;**

**inventory.push\_back("sword");**

**inventory.push\_back("armor");**

**inventory.push\_back("shield");**

**display(inventory);**

**return 0;**

**}**

//parameter vec is a constant reference to a vector of strings

**void display(const vector<string>& vec)**

**{**

**cout << "Your items:\n";**

**for (vector<string>::const\_iterator iter = vec.begin();**

**iter != vec.end(); ++iter)**

**{**

**cout << \*iter << endl;**

**}**

**}**

Your items:

sword

armor

shield

**Understanding the Pitfalls of Reference Passing**

One way to efficiently give a function access to a large object is to pass it by reference. However, this introduces a potential problem. As you saw in the Swap program, it opens up an argument variable to being changed. But what if you don’t want to change the argument variable? Is there a way to take advantage of the efficiency of passing by reference while protecting an argument variable’s integrity? Yes, there is. The answer is to pass a constant reference.

**Hint**

*In general, you should avoid changing an argument variable. Try to write functions that send back new information to the calling code through a return value.*

**Declaring Parameters as Constant References**

The function **display()** shows the contents of the hero’s inventory. In the function’s header I specify one parameter - a constant reference to a vector of **string** objects named **vec**.

**void display(const vector<string>& vec)**

A ***constant reference***is a restricted reference. It acts like any other reference, except you can’t use it to change the value to which it refers. To create a constant reference, simply put the keyword **const** before the type in the reference declaration.

What does this all mean for the function **display()**? Because the parameter **vec** is a constant reference, it means **display()** can’t change **vec**. In turn, this means that inventory is safe; it can’t be changed by **display()**. In general, you can efficiently pass an argument to a function as a constant reference so it’s accessible, but not changeable. It’s like providing the function ***read-only*** access to the argument. Although constant references are very useful for specifying function parameters, you can use them anywhere in your program.

**Hint**

*A constant reference comes in handy in another way. If you need to assign a constant value to a reference, you have to assign it to a constant reference. (A non-constant reference won’t do.)*

**Passing a Constant Reference**

Back in **main()**, I create inventory and then call **display()** with the following line, which passes the vector as a constant reference.

**display(inventory);**

This results in an efficient and safe function call. It’s efficient because only a reference is passed; the vector is not copied. It’s safe because the reference to the vector is a constant reference; inventory can’t be changed by **display()**.

**Trap**

*You can’t modify a parameter marked as a constant reference. If you try, you’ll generate a compile error.*

Next, **display()** lists the elements in the vector using a constant reference to inventory. Then control returns to **main()** and the program ends.

**DECIDING HOW TO PASS ARGUMENTS**

At this point you’ve seen three different ways to pass arguments - ***by value***, as a ***reference***, and as a ***constant*** ***reference***. So how do you decide which method to use? Here are some guidelines:

* **By value.** Pass by value when an argument variable is one of the fundamental built-in types, such as **bool**, **int**, or **float**. Objects of these types are so small that passing by reference doesn’t result in any gain in efficiency. You should also pass by value when you want the computer to make a copy of a variable. You might want to use a copy if you plan to alter a parameter in a function, but you don’t want the actual argument variable to be affected.
* **As a constant reference.** Pass a constant reference when you want to efficiently pass a value that you don’t need to change.
* **As a reference.** Pass a reference only when you want to alter the value of the argument variable. However, you should try to avoid changing argument variables whenever possible.

**RETURNING REFERENCES**

Just like when you pass a value, when you return a value from a function, you’re really returning a copy of the value. Again, for values of the basic built-in types, this isn’t a big deal. However, it can be an expensive operation if you’re returning a large object. Returning a reference is an efficient alternative.

**Introducing the Inventory Referencer Program**

The Inventory Referencer program demonstrates returning references. The program displays the elements of a vector that holds a hero’s inventory by using returned references. Then the program changes one of the items through a returned reference.

**Returning a Reference**

// Inventory Referencer

// Demonstrates returning a reference

**#include <iostream>**

**#include <string>**

**#include <vector>**

**using namespace std;**

//returns a reference to a string

**string& refToElement(vector<string>& inventory, int i);**

**int main()**

**{**

**vector<string> inventory;**

**inventory.push\_back("sword");**

**inventory.push\_back("armor");**

**inventory.push\_back("shield");**

//displays string that the returned reference refers to

**cout << "Sending the returned reference to cout:\n";**

**cout << refToElement(inventory, 0) << "\n\n";**

//assigns one reference to another -- inexpensive assignment

**cout << "Assigning the returned reference to another reference.\n";**

**string& rStr = refToElement(inventory, 1);**

**cout << "Sending the new reference to cout:\n";**

**cout << rStr << "\n\n";**

//copies a string object -- expensive assignment

**cout << "Assigning the returned reference to a string object.\n";**

**string str = refToElement(inventory, 2);**

**cout << "Sending the new string object to cout:\n";**

**cout << str << "\n\n";**

//altering the string object through a returned reference

**cout << "Altering an object through a returned reference.\n";**

**rStr = "Healing Potion";**

**cout << "Sending the altered object to cout:\n";**

**cout << inventory[1] << endl;**

**return 0;**

**}**

//returns a reference to a string

**string& refToElement(vector<string>& vec, int i)**

**{**

**return vec[i];**

**}**

Sending the returned reference to cout:

sword

Assigning the returned reference to another reference.

Sending the new reference to cout:

armor

Assigning the returned reference to a string object.

Sending the new string object to cout:

shield

Altering an object through a returned reference.

Sending the altered object to cout:

Healing Potion

**Returning a Reference**

Before you can return a reference from a function, you must specify that you’re returning one. That’s what I do in the **refToElement()** function header.

**string& refToElement(vector<string>& inventory, int i)**

By using the reference operator in **string&** when I specify the return type, I’m saying that the function will return a reference to a string object (not a string object itself). You can use the reference operator as I did to specify that a function returns a reference to an object of a particular type. Simply put the reference operator after the type name.

The body of the function **refToElement()** contains only one statement, which returns a reference to the element at position **i** in the vector.

**return vec[i];**

Notice that there’s nothing in the return statement to indicate that the function returns a reference. The function header and prototype determine whether a function returns an object or a reference to an object.

**Trap**

*Although returning a reference can be an efficient way to send information back to a calling function, you have to be careful not to return a reference to an out-of-scope object - an object that ceases to exist. For example, the following function returns a reference to a string object that no longer exists after the function ends - and that’s illegal.*

**string& badReference()**

**{**

**string local = "This string will cease to exist once the function ends.";**

**return local;**

**}**

*One way to avoid this type of problem is to never return a reference to a local variable.*

**Displaying the Value of a Returned Reference**

After creating inventory, a vector of items, I display the first item through a returned reference.

**cout << refToElement(inventory, 0) << "\n\n";**

The preceding code calls **refToElement()**, which returns a reference to the element at position **0** of inventory and then sends that reference to **cout**. As a result, **sword** is displayed.

**Assigning a Returned Reference to a Reference**

Next, I assign a returned reference to another reference with the following line, which takes a reference to the element in position **1** of inventory and assigns it to **rStr**.

**string& rStr = refToElement(inventory, 1);**

This is an efficient assignment because assigning a reference to a reference does not involve the copying of an object. Then I send **rStr** to cout, and **armor** is displayed.

**Assigning a Returned Reference to a Variable**

Next, I assign a returned reference to a variable.

**string str = refToElement(inventory, 2);**

The preceding code doesn’t assign a reference to **str**. It can’t, because **str** is a **string** object. Instead, the code copies the element to which the returned reference refers (the element in position **2** of inventory) and assigns that new copy of the string object to **str**. Because this kind of assignment involves copying an object, it’s more expensive than assigning one reference to another. Sometimes the cost of copying an object this way is perfectly acceptable, but you should be aware of the extra overhead associated with this kind of assignment and avoid it when necessary.

Next, I send the new string object, **str**, to **cout**, and **shield** is displayed.

**Altering an Object through a Returned Reference**

You can also alter the object to which a returned reference refers. This means you can change the hero’s inventory through **rStr**, as in the following line of code.

**rStr = "Healing Potion";**

Because **rStr** refers to the element in position **1** of inventory, this code changes **inventory[1]** so it’s equal to “**Healing** **Potion**”. To prove it, I display the element using the following line, which does indeed show

**Healing** **Potion**.

**cout << inventory[1] << endl;**

If I want to protect inventory so a reference returned by **refToElement()** can’t be used to change the vector, I should specify the return type of the function as a constant reference.

**INTRODUCING THE TIC-TAC-TOE GAME**

In this chapter project, you’ll learn how to create a computer opponent using a dash of ***AI* (*Artificial Intelligence*)**. In the game, the player and computer square off in a high-stakes, man-versus-machine showdown of Tic-Tac-Toe. The computer plays a formidable (although not perfect) game and comes with

enough attitude to make any match fun.

**Planning the Game**

This game is your most ambitious project yet. You certainly have all the skills you need to create it, but I’m going to go through a longer planning section to help you get the big picture and understand how to create a larger program. Remember, the most important part of programming is planning to program. Without a roadmap, you’ll never get to where you want to go (or it’ll take you a lot longer as you travel the scenic route).

**In the Real World**

*Game designers work countless hours on concept papers, design documents, and prototypes before programmers write any game code. Once the design work is done, the programmers start their work – more planning. It’s only after programmers write their own technical designs that they then begin coding in earnest. The moral of this story? Plan. It’s easier to scrap a blueprint than a 50-story building.*

**Tic-Tac-Toe Game**

// Tic-Tac-Toe

// Plays the game of tic-tac-toe against a human opponent

**#include <iostream>**

**#include <string>**

**#include <vector>**

**#include <algorithm>**

**using namespace std;**

// global constants

**const char X = 'X';**

**const char O = 'O';**

**const char EMPTY = ' ';**

**const char TIE = 'T';**

**const char NO\_ONE = 'N';**

// function prototypes

**void instructions();**

**char askYesNo(string question);**

**int askNumber(string question, int high, int low = 0);**

**char humanPiece();**

**char opponent(char piece);**

**void displayBoard(const vector<char>& board);**

**char winner(const vector<char>& board);**

**bool isLegal(const vector<char>& board, int move);**

**int humanMove(const vector<char>& board, char human);**

**int computerMove(vector<char> board, char computer);**

**void announceWinner(char winner, char computer, char human);**

// main function

**int main()**

**{**

**int move;**

**const int NUM\_SQUARES = 9;**

**vector<char> board(NUM\_SQUARES, EMPTY);**

**instructions();**

**char human = humanPiece();**

**char computer = opponent(human);**

**char turn = X;**

**displayBoard(board);**

**while (winner(board) == NO\_ONE)**

**{**

**if (turn == human)**

**{**

**move = humanMove(board, human);**

**board[move] = human;**

**}**

**else**

**{**

**move = computerMove(board, computer);**

**board[move] = computer;**

**}**

**displayBoard(board);**

**turn = opponent(turn);**

**}**

**announceWinner(winner(board), computer, human);**

**return 0;**

**}**

// functions

**void instructions()**

**{**

**cout << "Welcome to the ultimate man-machine showdown: Tic-Tac-Toe.\n";**

**cout << "--where human brain is pit against silicon processor\n\n";**

**cout << "Make your move known by entering a number, 0 - 8. The number\n";**

**cout << "corresponds to the desired board position, as illustrated:\n\n";**

**cout << " 0 | 1 | 2\n";**

**cout << " ---------\n";**

**cout << " 3 | 4 | 5\n";**

**cout << " ---------\n";**

**cout << " 6 | 7 | 8\n\n";**

**cout << "Prepare yourself, human. The battle is about to begin.\n\n";**

**}**

**char askYesNo(string question)**

**{**

**char response;**

**do**

**{**

**cout << question << " (y/n): ";**

**cin >> response;**

**} while (response != 'y' && response != 'n');**

**return response;**

**}**

**int askNumber(string question, int high, int low)**

**{**

**int number;**

**do**

**{**

**cout << question << " (" << low << " - " << high << "): ";**

**cin >> number;**

**} while (number > high || number < low);**

**return number;**

**}**

**char humanPiece()**

**{**

**char go\_first = askYesNo("Do you require the first move?");**

**if (go\_first == 'y')**

**{**

**cout << "\nThen take the first move. You will need it.\n";**

**return X;**

**}**

**else**

**{**

**cout << "\nYour bravery will be your undoing... I will go first.\n";**

**return O;**

**}**

**}**

**char opponent(char piece)**

**{**

**if (piece == X)**

**return O;**

**else**

**return X;**

**}**

**void displayBoard(const vector<char>& board)**

**{**

**cout << "\n\t" << board[0] << " | " << board[1] << " | " << board[2];**

**cout << "\n\t" << "---------";**

**cout << "\n\t" << board[3] << " | " << board[4] << " | " << board[5];**

**cout << "\n\t" << "---------";**

**cout << "\n\t" << board[6] << " | " << board[7] << " | " << board[8];**

**cout << "\n\n";**

**}**

**char winner(const vector<char>& board)**

**{**

**const int WINNING\_ROWS[8][3] = { {0, 1, 2},** // all possible winning rows

**{3, 4, 5},**

**{6, 7, 8},**

**{0, 3, 6},**

**{1, 4, 7},**

**{2, 5, 8},**

**{0, 4, 8},**

**{2, 4, 6} };**

**const int TOTAL\_ROWS = 8;**

// if any winning row has three values that are the same (and not EMPTY), then we have a winner

**for(int row = 0; row < TOTAL\_ROWS; ++row)**

**{**

**if ( (board[WINNING\_ROWS[row][0]] != EMPTY) &&**

**(board[WINNING\_ROWS[row][0]] == board[WINNING\_ROWS[row][1]]) &&**

**(board[WINNING\_ROWS[row][1]] == board[WINNING\_ROWS[row][2]]) )**

**{**

**return board[WINNING\_ROWS[row][0]];**

**}**

**}**

// since nobody has won, check for a tie (no empty squares left)

**if (count(board.begin(), board.end(), EMPTY) == 0)**

**return TIE;**

**return NO\_ONE;** // since nobody has won and it isn't a tie, the game ain't over

**}**

**inline bool isLegal(int move, const vector<char>& board)**

**{**

**return (board[move] == EMPTY);**

**}**

**int humanMove(const vector<char>& board, char human)**

**{**

**int move = askNumber("Where will you move?", (board.size() - 1));**

**while (!isLegal(move, board))**

**{**

**cout << "\nThat square is already occupied, foolish human.\n";**

**move = askNumber("Where will you move?", (board.size() - 1));**

**}**

**cout << "Fine...\n";**

**return move;**

**}**

**int computerMove(vector<char> board, char computer)**

**{**

**unsigned int move = 0;**

**bool found = false;**

//if computer can win on next move, that’s the move to make

**while (!found && move < board.size())**

**{**

**if (isLegal(move, board))**

**{**

**board[move] = computer;** //try move

**found = winner(board) == computer;** //test for winner

**board[move] = EMPTY;** //undo move

**}**

**if (!found)**

**++move;**

**}**

//otherwise, if opponent can win on next move, that's the move to make

**if (!found)**

**{**

**move = 0;**

**char human = opponent(computer);**

**while (!found && move < board.size())**

**{**

**if (isLegal(move, board))**

**{**

**board[move] = human;** //try move

**found = winner(board) == human;** //test for winner

**board[move] = EMPTY;** //undo move

**}**

**if (!found)**

**++move;**

**}**

**}**

//otherwise, moving to the best open square is the move to make

**if (!found)**

**{**

**move = 0;**

**unsigned int i = 0;**

**const int BEST\_MOVES[] = {4, 0, 2, 6, 8, 1, 3, 5, 7};**

//pick best open square

**while (!found && i < board.size())**

**{**

**move = BEST\_MOVES[i];**

**if (isLegal(move, board))**

**{**

**found = true;**

**}**

**++i;**

**}**

**}**

**cout << "I shall take square number " << move << endl;**

**return move;**

**}**

**void announceWinner(char winner, char computer, char human)**

**{**

**if (winner == computer)**

**{**

**cout << winner << "'s won!\n";**

**cout << "As I predicted, human, I am triumphant once more -- proof\n";**

**cout << "that computers are superior to humans in all regards.\n";**

**}**

**else if (winner == human)**

**{**

**cout << winner << "'s won!\n";**

**cout << "No, no! It cannot be! Somehow you tricked me, human.\n";**

**cout << "But never again! I, the computer, so swear it!\n";**

**}**

**else**

**{**

**cout << "It's a tie.\n";**

**cout << "You were most lucky, human, and somehow managed to tie me.\n";**

**cout << "Celebrate... for this is the best you will ever achieve.\n";**

**}**

**}**

**Writing the Pseudocode**

It’s back to your favorite language that’s not really a language - pseudocode. Because I’ll use functions for most of the tasks in the program, I can afford to think about the code at a rather abstract level. Each line of pseudocode should feel like one function call. Later, all I’ll have to do is write the functions that the plan implies. Here’s the pseudocode:

Create an empty Tic-Tac-Toe board

Display the game instructions

Determine who goes first

Display the board

While nobody has won and it’s not a tie

If it’s the human’s turn

Get the human’s move

Update the board with the human’s move

Otherwise

Calculate the computer’s move

Update the board with the computer’s move

Display the board

Switch turns

Congratulate the winner or declare a tie

**Representing the Data**
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Since I’m going to display the game board on the screen, why not just represent a piece as a single character - an X or an O? An empty piece could just be a space. Therefore, the board itself could be a vector of **char**s. There are nine squares on a Tic-Tac-Toe board, so the vector should have nine elements. Each square on the board will correspond to an element in the vector. Figure 6.6 illustrates what I mean.

**Figure 6.6:** *Each square number corresponds to a position in the vector that represents the board.*

Each square or position on the board is represented by a number, **0–8**. That means the vector will have ***nine elements***, giving it position numbers **0–8**. Because each move indicates a square where a piece should be placed, a move is also just a number, **0–8**. That means a move could be represented as an **int**.

The side the player and computer play could also be represented by a **char** - either an ’ **X** ’ or an ’ **O** ’, just like a game piece. A variable to represent the side of the current turn would also be a **char**, either an ’ **X** ’ or an ’ **O** ’.

**Creating a List of Functions**

The pseudocode inspires the different functions I’ll need. I created a list of them, thinking about what each will do, what parameters they’ll have, and what values they’ll return. Table 6.1 shows the results of my efforts.
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**Table 6.1** *Tic-Tac-Toe Functions*

**Setting Up the Program**

The first thing I do in the program is include the files I need, define some global constants, and write my function prototypes.

// Tic-Tac-Toe

// Plays the game of tic-tac-toe against a human opponent

**#include <iostream>**

**#include <string>**

**#include <vector>**

**#include <algorithm>**

**using namespace std;**

// global constants

**const char X = ‘X’;**

**const char O = ‘O’;**

**const char EMPTY = ‘ ‘;**

**const char TIE = ‘T’;**

**const char NO\_ONE = ‘N’;**

// function prototypes

**void instructions();**

**char askYesNo(string question);**

**int askNumber(string question, int high, int low = 0);**

**char humanPiece();**

**char opponent(char piece);**

**void displayBoard(const vector<char>& board);**

**char winner(const vector<char>& board);**

**bool isLegal(const vector<char>& board, int move);**

**int humanMove(const vector<char>& board, char human);**

**int computerMove(vector<char> board, char computer);**

**void announceWinner(char winner, char computer, char human);**

In the global constants section, **X** is shorthand for the char ‘**X**’, one of the two pieces in the game. **O** represents the char ‘**O**’, the other piece in the game. **EMPTY**, also a **char**, represents an empty square on the board. It’s a space because when it’s displayed, it will look like an empty square. **TIE** is a **char** that represents a tie game. And **NO\_ONE** is a **char** used to represent neither side of the game, which I use to indicate that no one has won yet.

**The main() Function**

As you can see, **the main()** function is almost exactly the pseudocode I created earlier.

// main function

**int main()**

**{**

**int move;**

**const int NUM\_SQUARES = 9;**

**vector<char> board(NUM\_SQUARES, EMPTY);**

**instructions();**

**char human = humanPiece();**

**char computer = opponent(human);**

**char turn = X;**

**displayBoard(board);**

**while (winner(board) == NO\_ONE)**

**{**

**if (turn == human)**

**{**

**move = humanMove(board, human);**

**board[move] = human;**

**}**

**else**

**{**

**move = computerMove(board, computer);**

**board[move] = computer;**

**}**

**displayBoard(board);**

**turn = opponent(turn);**

**}**

**announceWinner(winner(board), computer, human);**

**return 0;**

**}**

**The instructions() Function**

This function displays the game instructions and gives the computer opponent a little attitude.

**void instructions()**

**{**

**cout << "Welcome to the ultimate man-machine showdown: Tic-Tac-Toe.\n";**

**cout << "--where human brain is pit against silicon processor\n\n";**

**cout << "Make your move known by entering a number, 0 - 8. The number\n";**

**cout << "corresponds to the desired board position, as illustrated:\n\n";**

**cout << " 0 | 1 | 2\n";**

**cout << " ---------\n";**

**cout << " 3 | 4 | 5\n";**

**cout << " ---------\n";**

**cout << " 6 | 7 | 8\n\n";**

**cout << "Prepare yourself, human. The battle is about to begin.\n\n";**

**}**

**The askYesNo() Function**

This function asks a **yes** or **no** question. It keeps asking the question until the player enters either a **y** or an **n**. It receives a question and returns either a ‘**y**’ or an ‘**n**’.

**char askYesNo(string question)**

**{**

**char response;**

**do**

**{**

**cout << question << " (y/n): ";**

**cin >> response;**

**} while (response != 'y' && response != 'n');**

**return response;**

**}**

**The askNumber( ) Function**

This function asks for a number within a range and keeps asking until the player enters a valid number. It receives a question, a high number, and a low number. It returns a number within the range specified.

**int askNumber(string question, int high, int low)**

**{**

**int number;**

**do**

**{**

**cout << question << " (" << low << " - " << high << "): ";**

**cin >> number;**

**} while (number > high || number < low);**

**return number;**

**}**

If you take a look at this function’s prototype, you can see that the low number has a default value of **0** . I take advantage of this fact when I call the function later in the program.

**The** **humanPiece( )** **Function**

This function asks the player if he wants to go first, and returns the human’s piece based on that choice. As the great tradition of Tic–Tac–Toe dictates, the **X** goes first.

**char humanPiece()**

**{**

**char go\_first = askYesNo("Do you require the first move?");**

**if (go\_first == 'y')**

**{**

**cout << "\nThen take the first move. You will need it.\n";**

**return X;**

**}**

**else**

**{**

**cout << "\nYour bravery will be your undoing... I will go first.\n";**

**return O;**

**}**

**}**

**The opponent() Function**

This function gets a piece (either an ’**X**’ or an ’**0**’) and returns the opponent’s piece (either an ’**X**’ or an ’**0**’).

**char opponent(char piece)**

**{**

**if (piece == X)**

**{**

**return O;**

**}**

**else**

**{**

**return X;**

**}**

**}**

**The displayBoard() Function**

This function displays the board passed to it. Because each element in the board is a space, an ’**X**’, or an ’**0**’, the function can display each one. I use a few other characters on my keyboard to draw a decent–looking Tic–Tac–Toe board.

**void displayBoard(const vector<char>& board)**

**{**

**cout << "\n\t" << board[0] << " | " << board[1] << " | " << board[2];**

**cout << "\n\t" << "---------";**

**cout << "\n\t" << board[3] << " | " << board[4] << " | " << board[5];**

**cout << "\n\t" << "---------";**

**cout << "\n\t" << board[6] << " | " << board[7] << " | " << board[8];**

**cout << "\n\n";**

**}**

Notice that the vector that represents the board is passed through a constant reference. This means that the vector is passed efficiently; it is not copied. It also means that the vector is safeguarded against any changes. Since I plan to simply display the board and not change it in this function, this is perfect.

**The** **winner()** **Function**

This function receives a board and returns the winner. There are four possible values for a winner. The function will return either **X** or **O** if one of the players has won. If every square is filled and no one has won, it returns **TIE** . Finally, if no one has won and there is at least one empty square, the function returns **NO\_ONE**`

**char winner(const vector<char>& board)**

**{**

// all possible winning rows

**const int WINNING\_ROWS[8][3] = { {0, 1, 2},**

**{3, 4, 5},**

**{6, 7, 8},**

**{0, 3, 6},**

**{1, 4, 7},**

**{2, 5, 8},**

**{0, 4, 8},**

**{2, 4, 6} };**

The first thing to notice is that the vector that represents the board is passed through a constant reference. This means that the vector is passed efficiently; it is not copied. It also means that the vector is safeguarded against any change.

In this initial section of the function, I define a constant, two–dimensional array of **int**s called **WINNING\_ROWS**, which represents all eight ways to get three in a row and win the game. Each winning row is represented by a group of three numbers - three board positions that form a winning row. For example, the group **{0, 1, 2}** represents the top row - board positions **0**, **1**, and **2**. The next group, **{3, 4, 5}**, represents the middle row – board positions **3**, **4**, and **5**. And so on....

Next, I check to see whether either player has won.

**const int TOTAL\_ROWS = 8;**

// if any winning row has three values that are the same (and not EMPTY),

// then we have a winner

**for(int row = 0; row < TOTAL\_ROWS; ++row)**

**{**

**if ( (board[WINNING\_ROWS[row][0]] != EMPTY) &&**

**(board[WINNING\_ROWS[row][0]] == board[WINNING\_ROWS[row][1]]) &&**

**(board[WINNING\_ROWS[row][1]] == board[WINNING\_ROWS[row][2]]) )**

**{**

**return board[WINNING\_ROWS[row][0]];**

**}**

**}**

I loop through each possible way a player can win to see whether either player has three in a row. The **if** statement checks to see whether the three squares in question all contain the same value and are not **EMPTY**. If so, it means that the row has either three **X**s or three **O**s in it, and one side has won. The function then returns the piece in the first position of this winning row.

If neither player has won, I check for a tie game.

// since nobody has won, check for a tie (no empty squares left)

**if (count(board.begin(), board.end(), EMPTY) == 0)**

**return TIE;**

If there are no empty squares on the board, then the game is a tie. I use the **STL** **count()** algorithm, which counts the number of times a given value appears in a group of container elements, to count the number of **EMPTY** elements in board. If the number is equal to **0**, the function returns **TIE**.

Finally, if neither player has won and the game isn’t a tie, then there is no winner yet. Thus, the function returns **NO\_ONE**.

// since nobody has won and it isn't a tie, the game ain't over

**return NO\_ONE;**

**}**

**The isLegal() Function**

This function receives a board and a move. It returns **true** if the move is a legal one on the board or **false** if the move is not legal. A legal move is represented by the number of an empty square.

**inline bool isLegal(int move, const vector<char>& board)**

**{**

**return (board[move] == EMPTY);**

**}**

Again, notice that the vector that represents the board is passed through a constant reference. This means that the vector is passed efficiently; it is not copied. It also means that the vector is safeguarded against any change.

You can see that I inlined **isLegal()**. Modern compilers are quite good at optimizing on their own; however, since this function is just one line, it’s a good candidate for inlining.

**The** **humanMove()** **Function**

This next function receives a board and the human’s piece. It returns the square number for where the player wants to move. The function asks the player for the square number to which he wants to move until the response is a legal move. Then the function returns the move.

**int humanMove(const vector<char>& board, char human)**

**{**

**int move = askNumber("Where will you move?", (board.size() - 1));**

**while (!isLegal(move, board))**

**{**

**cout << "\nThat square is already occupied, foolish human.\n";**

**move = askNumber("Where will you move?", (board.size() - 1));**

**}**

**cout << "Fine...\n";**

**return move;**

**}**

Again, notice that the vector that represents the board is passed through a constant reference. This means that the vector is passed efficiently; it is not copied. It also means that the vector is safeguarded against any change.

**The computerMove() Function**

This function receives the board and the computer’s piece. It returns the computer’s move. The first thing to notice is that I do not pass the board by reference.

**int computerMove(vector<char> board, char computer)**

Instead, I choose to pass by value, even though it’s not as efficient as passing by reference. I pass by value because I need to work with and modify a copy of the board as I place pieces in empty squares to determine the best computer move. By working with a copy, I keep the original vector that represents the board safe.

Now on to the guts of the function. Okay, how do I program a bit of AI so the computer puts up a decent fight? Well, I came up with a basic three–step strategy for choosing a move.

1. If the computer can win on this move, make that move.
2. Otherwise, if the human can win on his next move, block him.
3. Otherwise, take the best remaining open square. The best square is the center. The next best squares are the corners, and then the rest of the squares.

The next section of the function implements Step 1.

**{**

**unsigned int move = 0;**

**bool found = false;**

//if computer can win on next move, that’s the move to make

**while (!found && move < board.size())**

**{**

**if (isLegal(move, board))**

**{**

**board[move] = computer;** //try move

**found = winner(board) == computer;** //test for winner

**board[move] = EMPTY;** //undo move

**}**

**if (!found)**

**++move;**

**}**

I begin to loop through all of the possible moves, **0–8.** For each move, I test to see whether the move is legal. If it is, I put the computer’s piece in the corresponding square and check to see whether the move gives the computer a win. Then I undo the move by making that square empty again. If the move didn’t result in a win for the computer, I go on to the next empty square. However, if the move did give the computer a win, then the loop ends – and I’ve found the move ( found is **true** ) that I want the computer to make (square number move ) to win the game.

Next, I check to see if I need to go on to Step 2 of my AI strategy. If I haven’t found a move yet ( found is **false** ), then I check to see whether the human can win on his next move.

//otherwise, if opponent can win on next move, that's the move to make

**if (!found)**

**{**

**move = 0;**

**char human = opponent(computer);**

**while (!found && move < board.size())**

**{**

**if (isLegal(move, board))**

**{**

**board[move] = human;** //try move

**found = winner(board) == human;** //test for winner

**board[move] = EMPTY;** //undo move

**}**

**if (!found)**

**++move;**

**}**

**}**

I begin to loop through all of the possible moves, **0–8**. For each move, I test to see whether the move is legal. If it is, I put the human’s piece in the corresponding square and check to see whether the move gives the human a win. Then I undo the move by making that square empty again. If the move didn’t result in a win for the human, I go on to the next empty square. However, if the move did give the human a win, then the loop ends - and I’ve found the move ( found is **true** ) that I want the computer to make (square number move) to block the human from winning on his next move.

Next, I check to see if I need to go on to Step 3 of my AI strategy. If I haven’t found a move yet ( found is **false** ) then I look through the list of best moves, in order of desirability, and take the first legal one.

//otherwise, moving to the best open square is the move to make

**if (!found)**

**{**

**move = 0;**

**unsigned int i = 0;**

**const int BEST\_MOVES[] = {4, 0, 2, 6, 8, 1, 3, 5, 7};**

**while (!found && i < board.size())** //pick best open square

**{**

**move = BEST\_MOVES[i];**

**if (isLegal(move, board))**

**found = true;**

**++i;**

**}**

**}**

At this point in the function, I’ve found the move I want the computer to make - whether that’s a move that gives the computer a win, blocks a winning move for the human, or is simply the best empty square available. So, I have the computer announce the move and return the corresponding square number.

**cout << "I shall take square number " << move << endl;**

**return move;**

**}**

**In the Real World**

*The Tic–Tac–Toe game considers only the next possible move. Programs that play serious games of strategy, such as chess, look far deeper into the consequences of individual moves and consider many levels of moves and countermoves. In fact, good computer chess programs can consider literally millions of board positions before making a move.*

**The announceWinner() Function**

This function receives the winner of the game, the computer’s piece, and the human’s piece. The function announces the winner or declares a tie.

**void announceWinner(char winner, char computer, char human)**

**{**

**if (winner == computer)**

**{**

**cout << winner << "'s won!\n";**

**cout << "As I predicted, human, I am triumphant once more -- proof\n";**

**cout << "that computers are superior to humans in all regards.\n";**

**}**

**else if (winner == human)**

**{**

**cout << winner << "'s won!\n";**

**cout << "No, no! It cannot be! Somehow you tricked me, human.\n";**

**cout << "But never again! I, the computer, so swear it!\n";**

**}**

**else**

**{**

**cout << "It's a tie.\n";**

**cout << "You were most lucky, human, and somehow managed to tie me.\n";**

**cout << "Celebrate... for this is the best you will ever achieve.\n";**

**}**

**}**

**SUMMARY**

In this chapter, you should have learned the following concepts:

* A reference is an alias; it’s another name for a variable.
* You create a reference using **&** - the referencing operator.
* A reference must be initialized when it’s defined.
* A reference can’t be changed to refer to a different variable.
* Whatever you do to a reference is done to the variable to which the reference refers.
* When you assign a reference to a variable, you create a new copy of the referenced value.
* When you pass a variable to a function by value, you pass a copy of the variable to the function.
* When you pass a variable to a function by reference, you pass access to the variable.
* Passing by reference can be more efficient than passing by value, especially when you are passing large objects.
* Passing a reference provides direct access to the argument variable passed to a function. As a result, the function can make changes to the argument variable.
* A constant reference can’t be used to change the value to which it refers. You declare a constant reference by using the keyword const .
* You can’t assign a constant reference or a constant value to a non-constant reference.
* Passing a constant reference to a function protects the argument variable from being changed by that function.
* Changing the value of an argument variable passed to a function can lead to confusion, so game programmers consider passing a constant reference before passing a non–constant reference.
* Returning a reference can be more efficient than returning a copy of a value, especially when you are returning large objects.
* You can return a constant reference to an object so the object can’t be changed through the returned reference.
* A basic technique of game AI is to have the computer consider all of its legal moves and all of its opponent’s legal replies before deciding which move to take next.

**CHAPTER 7**

**POINTERS: TIC-TAC-TOE 2.0**

Pointers are a powerful part of C++. In some ways, they behave like iterators from the STL. Often you can use them in place of references. But pointers offer functionality that no other part of the language can. In this chapter, you’ll learn the basic mechanics of pointers and get an idea of what they’re good for. Specifically, you’ll learn to:

* Declare and initialize pointers
* Dereference pointers
* Use constants and pointers
* Pass and return pointers
* Work with pointers and arrays

**UNDERSTANDING POINTER BASICS**

Pointers have a reputation for being difficult to understand. In reality, the essence of pointers is quite simple—a ***pointer***is a variable that can contain a memory address. Pointers give you the ability to work directly and efficiently with computer memory. Like iterators from the STL, they’re often used to access the contents of other variables. But before you can put pointers to good use in your game programs, you have to understand the basics of how they work.

**Hint**

*Computer memory is a lot like a neighborhood, but instead of houses in which people store their stuff, you have memory locations where you can store data. Just like a neighborhood where houses sit side by side, labeled with addresses, chunks of computer memory sit side by side, labeled with addresses. In a neighborhood, you can use a slip of paper with a street address on it to get to a particular house (and to the stuff stored inside it). In a computer, you can use a pointer with a memory address in it to get to a particular memory location (and to the stuff stored inside it).*

**Introducing the Pointing Program**

The Pointing program demonstrates the mechanics of pointers. The program creates a variable for a score and then creates a pointer to store the address of that variable. The program shows that you can change the value of a variable directly, and the pointer will reflect the change. It also shows that you can change the value of a variable through a pointer. It then demonstrates that you can change a pointer to point to another variable entirely. Finally, the program shows that pointers can work just as easily with objects.

**Using Pointers**

// Pointing

// Demonstrates using pointers

**#include <iostream>**

**#include <string>**

**using namespace std;**

**int main()**

**{**

**int\* pAPointer;** //declare a pointer

**int\* pScore = 0;** //declare and initialize a pointer

**int score = 1000;**

**pScore = &score;** //assign pointer pScore address of a variable score

**cout << "Assigning &score to pScore\n";**

**cout << "&score is: " << &score << "\n";** //address of score variable

**cout << "pScore is: " << pScore << "\n";** //address stored in pointer

**cout << "score is: " << score << "\n";**

**cout << "\*pScore is: " << \*pScore << "\n\n";** //value pointed to by pointer

**Assigning &score to pScore**

**&score is: 0x28ff20**

**pScore is: 0x28ff20**

**score is: 1000**

**\*pScore is: 1000**

**Adding 500 to score**

**score is: 1500**

**\*pScore is: 1500**

**Adding 500 to \*pScore**

**score is: 2000**

**\*pScore is: 2000**

**Assigning &newScore to pScore**

**&newScore is: 0x28ff1c**

**pScore is: 0x28ff1c**

**newScore is: 5000**

**\*pScore is: 5000**

**Assigning &str to pStr**

**str is: score**

**\*pStr is: score**

**(\*pStr).size() is: 5**

**pStr->size() is: 5**

**cout << "Adding 500 to score\n";**

**score += 500;**

**cout << "score is: " << score << "\n";**

**cout << "\*pScore is: " << \*pScore << "\n\n";**

**cout << "Adding 500 to \*pScore\n";**

**\*pScore += 500;**

**cout << "score is: " << score << "\n";**

**cout << "\*pScore is: " << \*pScore << "\n\n";**

**cout << "Assigning &newScore to pScore\n";**

**int newScore = 5000;**

**pScore = &newScore;**

**cout << "&newScore is: " << &newScore << "\n";**

**cout << "pScore is: " << pScore << "\n";**

**cout << "newScore is: " << newScore << "\n";**

**cout << "\*pScore is: " << \*pScore << "\n\n";**

**cout << "Assigning &str to pStr\n";**

**string str = "score";**

**string\* pStr = &str;** //pointer to string object

**cout << "str is: " << str << "\n";**

**cout << "\*pStr is: " << \*pStr << "\n";**

**cout << "(\*pStr).size() is: " << (\*pStr).size() << "\n";**

**cout << "pStr->size() is: " << pStr->size() << "\n";**

**return 0;**

**}**

**Declaring Pointers**

With the first statement in **main()** I declare a pointer named **pAPointer**.

**int\* pAPointer;** //declare a pointer

Because pointers work in such a unique way, programmers often prefix pointer variable names with the letter “**p**” to remind them that the variable is indeed a pointer.

Just like an iterator, a pointer is declared to point to a specific type of value. **pAPointer** is a pointer to **int**, which means that it can only point to an int value. **pAPointer** can’t point to a **float** or a **char**, for example. Another way to say this is that **pAPointer** can only store the address of an **int**.

To declare a pointer of your own, begin with the type of object to which the pointer will point, followed by an asterisk, followed by the pointer name. When you declare a pointer, you can put whitespace on either side of the asterisk. So **int\*** **pAPointer;**, **int** **\*pAPointer;**, and **int \* pAPointer**; all declare a pointer named **pAPointer**.

**Trap**

*When you declare a pointer, the asterisk only applies to the single variable name that immediately follows it. So the following statement declares* ***pScore*** *as a pointer to* ***int*** *and* ***score*** *as an* ***int****.*

***int\* pScore****,* ***score;***

***score*** *is not a pointer! It’s a variable of type* ***int****. One way to make this clearer is to play with the*

*whitespace and rewrite the statement as:*

***int \*pScore****,* ***score;***

*However, the clearest way to declare a pointer is to declare it in its own statement, as in the following*

*lines.*

***int\* pScore;***

***int score;***

**Initializing Pointers**

As with other variables, you can initialize a pointer in the same statement you declare it. That’s what I do next with the following line, which assigns **0** to **pScore**.

**int\* pScore = 0;** //declare and initialize a pointer

Assigning **0** to a pointer has special meaning. Loosely translated, it means, “***Point to nothing***.” Programmers call a pointer with the value of zero a ***null pointer***. You should always initialize a pointer with some value when you declare it, even if that value is zero.

**Hint**

*Many programmers assign* **NULL** *to a pointer instead of* **0** *to make the pointer a null pointer.* **NULL** *is a constant defined in multiple library files, including* **iostream***.*

**Assigning Addresses to Pointers**

Because pointers store addresses of objects, you need a way to get addresses into the pointers. One way to do that is to get the memory address of an existing variable and assign it to a pointer. That’s what I do in the following line, which gets the address of the variable score and assigns it to **pScore**.

**pScore = &score;** //assign pointer address of variable score

I get the address of **score** by preceding the variable name with **&**, the ***address*** *of* operator. (Yes, you’ve seen the **&** symbol before, when it was used as the reference operator. However, in this context, the **&** symbol gets the address of an object.)

As a result of the preceding line of code, pS**c**ore contains the address of **score**. It’s as if **pScore** knows exactly where score is located in the computer’s memory. This means you can use **pScore** to get to **score** and manipulate the value stored in **score**. Figure 7.2 serves as a visual illustration of the relationship between **pScore** and **score**.
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***Figure 7.2***

*The pointer* ***pScore*** *points to* ***score****, which stores the value* ***1000****.*

To prove that **pScore** contains the address of **score**, I display the address of the variable and the value of the pointer with the following lines.

**cout << "&score is: " << &score << "\n";** //address of score variable

**cout << "pScore is: " << pScore << "\n";** //address stored in pointer

As you can see from the program output, **pScore** contains **0x28ff20**, which is the address of **score**. (The specific addresses displayed by the Pointing program might be different on your system. The important thing is that the values for **pScore** and &**score** are the same.)

**Dereferencing Pointers**

Just as you dereference an iterator to access the object to which it refers, you dereference a pointer to access the object to which it points. You accomplish the dereferencing the same way—with **\***, the dereference operator. I put the dereference operator to work with the following line, which displays **1000** because **\*pScore** accesses the value stored in score.

**cout << "\*pScore is: " << \*pScore << "\n\n";** //value pointed to by pointer

Remember, **\*pScore** means, “the object to which **pScore** points.”

**Trap**

*Don’t dereference a* ***null*** *pointer because it could lead to disastrous results.*

Next, I add **500** to **score** with the following line.

**score += 500;**

When I send score to **cout**, 1500 is displayed, as you’d expect. When I send **\*pScore** to **cout**, the contents of score are again sent to **cout**, and **1500** is displayed once more.

Next, I add **500** to the value to which **pScore** points with the following line.

**\*pScore += 500;**

Because **pScore** points to **score**, the preceding line of code adds **500** to **score**. Therefore, when I next send **score** to co**u**t, **2000** is displayed. Then, when I send **\*pScore** to **cout**… you guessed it, **2000** is displayed again.

**Trap**

*Don’t change the value of a pointer when you want to change the value of the object to which the pointer points. For example, if I want to add* ***500*** *to the* ***int*** *that* ***pScore*** *points to, then the following line would be a big mistake.*

***pScore += 500;***

*The preceding code adds* ***500*** *to the address stored in* ***pScore****, not to the value to which* ***pScore*** *originally pointed. As a result,* ***pScore*** *now points to some address that might contain anything. Dereferencing a pointer like this can lead to disastrous* results.

**Reassigning Pointers**

Unlike references, pointers can point to different objects at different times during the life of a program. Reassigning a pointer works like reassigning any other variable. Next, I reassign **pScore** with the following line.

**pScore = &newScore;**

As the result, **pScore** now points to **newScore**. To prove this, I display the address of **newScore** by sending **&newScore** to **cout**, followed by the address stored in **pScore**. Both statements display the same address. Then I send **newScore** and **\*pScore** to **cout**. Both display **5000** because they both access the same chunk of memory that stores this value.

**Trap**

*Don’t change the value to which a pointer points when you want to change the pointer itself. For example, if I want to change* ***pScore*** *to point to* ***newScore****, then the following line would be a big mistake.*

***\*pScore = newScore;***

*This code simply changes the value to which* ***pScore*** *currently points; it doesn’t change* ***pScore*** *itself. If* ***newScore*** *is equal to* ***5000****, then the previous code is equivalent to* ***\*pScore = 5000;*** *and* ***pScore*** *still points to the same variable it pointed to before the assignment.*

**Using Pointers to Objects**

So far, the Pointing program has worked only with values of a built-in type, **int**. But you can use pointers with objects just as easily. I demonstrate this next with the following lines, which create **str**, a string object equal to "**score**", and **pStr**, a pointer that points to that object.

**string str = "score";**

**string\* pStr = &str;** //pointer to string object

**pStr** is a pointer to string, meaning that it can point to any string object. Another way to say this is to say that **pStr** can store the address of any string object.

You can access an object through a pointer using the dereference operator. That’s what I do next with the following line.

**cout << "\*pStr is: " << \*pStr << "\n";**

By using the dereference operator with **\*pStr**, I send the object to which **pStr** points (**str**) to **cout**. As a result, the text score is displayed.

You can call the member functions of an object through a pointer the same way you can call the member functions of an object through an iterator. One way to do this is by using the dereference operator and the member access operator, which is what I do next with the following line.

**cout << "(\*pStr).size() is: " << (\*pStr).size() << "\n";**

The code **(\*pStr).size()** says, “Take the result of dereferencing pStr and call that object’s **size()** member function.” Because **pStr** refers to the string object equal to "**score**", the code returns **5**.

**Hint**

Whenever you dereference a pointer to access a data member or member function, surround the dereferenced pointer with a pair of parentheses. This ensures that the dot operator will be applied to the object to which the pointer points.

Just as with iterators, you can use the **->** operator with pointers for a more readable way to access object members. That’s what I demonstrate next with the following line.

**cout << "pStr->size() is: " << pStr->size() << "\n";**

The preceding statement again displays the number of characters in the string object equal to "**score**"; however, I’m able to substitute **pStr->size()** for **(\*pStr).size()** this time, making the code more readable.

**UNDERSTANDING POINTERS AND CONSTANTS**

There are still some pointer mechanics you need to understand before you can start to use pointers effectively in your game programs. You can use the keyword **const** to restrict the way a pointer works. These restrictions can act as safeguards and can make your programming intentions clearer. Since pointers are quite versatile, restricting how a pointer can be used is in line with the programming mantra of asking only for what you need.

**Using a Constant Pointer**

As you’ve seen, pointers can point to different objects at different times in a program. However, by using the **const** keyword when you declare and initialize a pointer, you can restrict the pointer so it can only point to the object to which it was initialized to point. A pointer like this is called a ***constant pointer***. Another way to say this is to say that ***the address stored in a constant pointer can never change*** - it’s constant. Here’s an example of creating a constant pointer:

**int score = 100;**

**int\* const pScore = &score;** //a constant pointer

The preceding code creates a constant pointer, **pScore**, which points to **score**. You create a constant pointer by putting const right before the name of the pointer when you declare it.

Like all constants, you must initialize a constant pointer when you first declare it. The following line is illegal and will produce a big, fat compile error.

**int\* const pScore;** // illegal – you must initialize a constant

Because **pScore** is a constant pointer, it can’t ever point to any other memory location. The following code is also quite illegal.

**pScore = &anotherScore;** // illegal – pScore can’t point to a different object

Although you can’t change **pScore** itself, you can use **pScore** to change the value to which it points. The following line is completely legal.

**\*pScore = 500;**

Confused? Don’t be. It’s perfectly fine to use a constant pointer to change the value to which it points. Remember, the restriction on a constant pointer is that its value - the address that the pointer stores - can’t change.

The way a constant pointer works should remind you of something - a reference. Like a reference, a constant pointer can refer only to the object to which it was initialized to refer.

**Hint**

*Although you can use a constant pointer instead of a reference in your programs, you should stick with references when possible. References have a cleaner syntax than pointers and can make your code easier to read.*

**Using a Pointer to a Constant**

As you’ve seen, you can use pointers to change the values to which they point. However, by using the **const** keyword when you declare a pointer, you can restrict a pointer so it can’t be used to change the value to which it points.

A pointer like this is called a ***pointer to a constant***. Here’s an example of declaring such a pointer:

**const int\* pNumber;** //a pointer to a constant

The preceding code declares a pointer to a constant, **pNumber**. You declare a pointer to a constant by putting const right before the type of value to which the pointer will point.

You assign an address to a pointer to a constant as you did before.

**int lives = 3;**

**pNumber = &lives;**

However, you can’t use the pointer to change the value to which it points. The following line is illegal.

**\*pNumber -= 1;** // Illegal – can’t use pointer to a constant to change value

// that pointer points to

Although you can’t use a pointer to a constant to change the value to which it points, the pointer itself can change. This means that a pointer to a constant can point to different objects in a program. The following code is perfectly legal.

**const int MAX\_LIVES = 5;**

**pNumber = &MAX\_LIVES;** //pointer itself can change

**Using a Constant Pointer to a Constant**

A constant pointer to a constant combines the restrictions of a constant pointer and a pointer to a constant. This means that a constant pointer to a constant can only point to the object to which it was initialized to point. In addition, it can’t be used to change the value of the object to which it points. Here’s the declaration and initialization of such a pointer:

**const int\* const pBONUS = &BONUS;** //a constant pointer to a constant

The preceding code creates a constant pointer to a constant named **pBONUS** that points to the constant **BONUS**.

**Hint**

*Like a pointer to a constant, a constant pointer to a constant can point to either a non-constant or a*

*constant value.*

You can’t reassign a constant pointer to a constant.

**pBonus = &MAX\_LINES;** // Illegal – pBonus can’t point to another

You can’t use a constant pointer to a constant to change the value to which it points.

**\*pBonus = MAX\_LINES;** // Illegal – can’t change value through pointer

In many ways, a constant pointer to a constant acts like a constant reference, which can only refer to the value to which it was initialized to refer and which can’t be used to change that value.

**Hint**

*Although you can use a constant pointer to a constant instead of a constant reference in your programs,*

*you should stick with constant references when possible. References have a cleaner syntax than*

*pointers and can make your code easier to read.*

**Summarizing Constants and Pointers**

I’ve presented a lot of information on constants and pointers, so I want to provide a summary to help crystallize the new concepts. Here are three examples of the different ways in which you can use the keyword const when declaring pointers:

1. **int\* const p = &i;**
2. **const int\* p;**
3. **const int\* const p = &I;**
4. The first example declares and initializes a **constant** **pointer**. A constant pointer can only point to the object to which it was initialized to point. The value - the memory address - stored in the pointer itself is constant and can’t change. A constant pointer can only point to a non-constant value; it can’t point to a constant.
5. The second example declares a **pointer** **to a constant**. A pointer to a constant can’t be used to change the value to which it points. A pointer to a constant can point to different objects during the life of a program. A pointer to a constant can point to a constant or non-constant value.
6. The third example declares a **constant pointer to a constant**. A constant pointer to a constant can only point to the value to which it was initialized to point. In addition, it can’t be used to change the value to which it points. A constant pointer to a constant can be initialized to point to a constant or a non-constant value.