**P.V.R.S.SNEHIT K21CS\_22 12110854**

**🡪Alloted problem statement** :

**4.**Imagine you are doing a manual audit and you come across above code. Write a comprehensive report explaining the issue and the fix for the issue.

![A computer screen with white text

Description automatically generated](data:image/png;base64,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)

**Possible issues**

1. **Re-entrancy vulnerability**: The **withdraw()** function allows attackers to repeatedly withdraw funds before the balance is updated, draining the contract.

2. **Unchecked call risks**: Using **call** can fail unpredictably, and there's no robust error handling for such cases.

3. **Access control issue**: The **transfer()** function lacks robust controls to prevent misuse or unauthorized actions.

4. **Inconsistent state updates**: The state update (resetting the balance) happens after the Ether transfer, increasing risk.

5. **Potential gas issues**: The **call** operation could fail due to insufficient gas sent to external contracts.

**Overview:**

The given code snippet represents two Solidity functions, transfer and withdraw, which are part of a smart contract likely implementing a basic token system. A review of these functions reveals potential vulnerabilities that could lead to the contract being exploited, especially in scenarios involving re-entrancy attacks. Below, we outline the identified issues, explain the risks they pose, and propose fixes to mitigate them.

**Potential Effects of the Identified Vulnerabilities**

🡪 **Re-entrancy Vulnerability in withdraw**

Impact: A re-entrancy vulnerability, as seen in the withdraw function, could allow an attacker to drain the contract's Ether balance. Here's how it might play out:

1. Financial Loss:
   * An attacker deploying a malicious contract can repeatedly call the withdraw function before the balance of **msg.sender** is updated. This allows them to withdraw funds far exceeding their legitimate balance, potentially draining all the Ether stored in the contract.
2. Loss of User Funds:
   * Honest users with legitimate balances in the contract would find themselves unable to withdraw, as the contract's balance would be depleted by the attacker.
3. Damage to Reputation:
   * Exploitation of this vulnerability could tarnish the reputation of the project or organization behind the contract, leading to a loss of user trust and credibility.
4. Legal and Compliance Risks:
   * If the contract is used in a regulated environment or for handling customer funds, its compromise could lead to legal liabilities or penalties for failing to secure customer assets.

🡪 **Lack of Error Handling in transfer**

Impact: The absence of proper input validation in the transfer function could cause unintended and harmful consequences:

1. Unrecoverable Funds (Zero Address Transfers):
   * Tokens sent to the zero address (0x0) are effectively "burned" and lost forever. This could result in significant financial loss for users who accidentally perform such transactions.
2. State Inconsistencies (Self-Transfers):
   * Allowing self-transfers might lead to bugs or unintended behaviours in dependent systems, such as reward mechanisms or third-party integrations, which assume that a transfer modifies balances meaningfully.
3. User Confusion:
   * Without clear constraints or error messages, users may inadvertently perform invalid or harmful operations, leading to a poor user experience.

**Potential Cascading Effects**

If these vulnerabilities are exploited, the consequences might not be confined to financial losses alone:

* **Network Effects:** Exploitation could lead to cascading effects on related systems or decentralized applications (dApps) interacting with the contract.
* **Market Impact:** Exploited contracts often trigger market panic, reducing the value of associated tokens or assets and causing financial instability.
* **Community Backlash:** Users and stakeholders may demand refunds, reparations, or explanations, leading to administrative and public relations challenges.

**Amendments to fix the code:**

**Function 1: transfer**

**Issue: Lack of Error Handling**

The **transfer** function does not handle the case where the **to** address is the same as **msg.sender** or when **to** is a zero address. This could result in unexpected behaviour, such as allowing users to manipulate their balances unintentionally.

**Potential Impact**

* Self-transfers could result in inconsistent state changes.
* Transfers to the zero address could inadvertently "burn" tokens, causing a loss of funds.

**Proposed Fix**

Add input validation to ensure that:

* **to** is not the zero address.
* **to** is not the same as **msg.sender**.

**function transfer(address to, uint amount) external {**

**require(to != address(0), "Invalid address");**

**require(to != msg.sender, "Cannot transfer to self");**

**require(balances[msg.sender] >= amount, "Insufficient balance");**

**balances[to] += amount;**

**balances[msg.sender] -= amount;**

**}**

**Function 2: withdraw**

Issue: Re-entrancy Vulnerability

The withdraw function is vulnerable to re-entrancy attacks because it:

1. Transfers Ether to the **msg.sender** before updating the **balances[msg.sender]** value.
2. Uses the **call** method, which allows the recipient to execute arbitrary code (e.g., another call to **withdraw**) before the balance is reset.

Exploit Scenario

An attacker could deploy a malicious contract with the following steps:

1. Fund their balance using the vulnerable contract.
2. Call the withdraw function from the malicious contract, which re-enters the withdraw function via the **call**.
3. Drain all Ether from the vulnerable contract before the balances **[msg.sender]** is reset to zero.

Proposed Fix

To prevent re-entrancy attacks:

1. Use the Checks-Effects-Interactions (CEI) design pattern.
2. Update the state (set **balances[msg.sender]** to zero) before performing the external call.
3. Consider using **transfer** instead of **call** or implementing re-entrancy guards.

**import "@openzeppelin/contracts/security/ReentrancyGuard.sol";**

**contract MyContract is ReentrancyGuard {**

**function withdraw() external nonReentrant {**

**uint256 amount = balances[msg.sender];**

**require(amount > 0, "Insufficient balance");**

**balances[msg.sender] = 0;**

**(bool success,) = msg.sender.call{value: amount}("");**

**require(success, "Transfer failed");**

**}**

**}**

**Final Code:**

**// SPDX-License-Identifier: MIT**

**pragma solidity ^0.8.0;**

**import "@openzeppelin/contracts/security/ReentrancyGuard.sol";**

**contract MyContract is ReentrancyGuard {**

**mapping(address => uint256) private balances;**

**function deposit() external payable {**

**balances[msg.sender] += msg.value;**

**}**

**function transfer(address to, uint256 amount) external {**

**require(to != address(0), "Invalid address");**

**require(to != msg.sender, "Cannot transfer to self");**

**require(balances[msg.sender] >= amount, "Insufficient balance");**

**balances[msg.sender] -= amount;**

**balances[to] += amount;**

**}**

**function withdraw() external nonReentrant {**

**uint256 amount = balances[msg.sender];**

**require(amount > 0, "Insufficient balance");**

**balances[msg.sender] = 0;**

**(bool success, ) = msg.sender.call{value: amount}("");**

**require(success, "Transfer failed");**

**}**

**function getBalance(address user) external view returns (uint256) {**

**return balances[user];**

**}**

**}**

**The Final Code:**

**// SPDX-License-Identifier: MIT**

**pragma solidity ^0.8.0;**

**import "@openzeppelin/contracts/security/ReentrancyGuard.sol";**

**contract MyContract is ReentrancyGuard {**

**mapping(address => uint256) private balances;**

**function deposit() external payable {**

**balances[msg.sender] += msg.value;**

**}**

**function transfer(address to, uint256 amount) external {**

**require(to != address(0), "Invalid address");**

**require(to != msg.sender, "Cannot transfer to self");**

**require(balances[msg.sender] >= amount, "Insufficient balance");**

**balances[msg.sender] -= amount;**

**balances[to] += amount;**

**}**

**function withdraw() external nonReentrant {**

**uint256 amount = balances[msg.sender];**

**require(amount > 0, "Insufficient balance");**

**balances[msg.sender] = 0;**

**(bool success, ) = msg.sender.call{value: amount}("");**

**require(success, "Transfer failed");**

**}**

**function getBalance(address user) external view returns (uint256) {**

**return balances[user];**

**}**

**}**

**Recommendations:**

1. **Testing for Edge Cases**: Ensure edge cases (e.g., self-transfers, zero transfers, re-entrancy attempts) are covered in testing.
2. **Use SafeMath**: While modern Solidity versions handle arithmetic overflows, earlier versions should use libraries like SafeMath for safe arithmetic operations.
3. **Adopt OpenZeppelin Standards**: For common token implementations, use libraries like OpenZeppelin's ERC20 to avoid reinventing the wheel and to ensure security.
4. **Audit External Calls**: Review all external calls (call, delegatecall, send, etc.) to minimize security risks.

**Conclusion:**

The issues in the transfer and withdraw functions could lead to serious problems, from financial losses to damaged trust. The re-entrancy vulnerability in withdraw is particularly dangerous, as it could allow attackers to steal all the funds from the contract. Similarly, the lack of proper checks in transfer opens the door to user errors, like sending tokens to the wrong place or causing unexpected issues.

Fixing these problems is not just about protecting the contract from hackers—it’s about creating a reliable system that people can trust. By following secure coding practices, like updating balances before making external calls and validating inputs, these risks can be effectively addressed. Using proven libraries like OpenZeppelin and thoroughly testing the code before deployment are also key steps to prevent such vulnerabilities.

Taking the time to secure this contract will not only safeguard funds but also show users that their trust is valued. In the blockchain space, trust is everything, and a secure contract is the foundation of long-term success.