1.**Write 3 different java programs to print the following patterns**

                a) 1

                   12

                   123

                   12345

Ans:

for (int i = 1; i <= 5; i++) {

for (int j = 1; j <= i; j++) {

System.out.print(j);

}

System.out.println();

}

b)

54321

5432

543

54

5

Ans:

for(int i = 5; i >= 1; i--){

int num = 5;

for(int j = i; j >= 1; j--){

System.out.print(num);

num --;

}

System.out.println();

}

**2. Write a java program to take the input from user and determine if it is a prime number or not.**

Ans:

Scanner sc = **new** Scanner(System.***in***);

**int** num = sc.nextInt();

**if**(num % 2 == 0)

System.***out***.println(num + " is prime");

**else**

System.***out***.println(num + " is not prime");

**3. Write a java program to display the fibonacci series till less than 200 using only 2 variables.**

Ans:

**int** number = 0;

**int** add = 0;

**while** (number < 200) {

**if** (add == 0) {

System.***out***.println(number);

add++;

} **else** {

System.***out***.println(add);

System.***out***.println(number);

}

add += number;

number += add;

}

**4. Write Java program to check if a name is palindrome.**

Ans:

Import java.util.Scanner;

String str, rev = "";

Scanner sc = **new** Scanner(System.***in***);

System.***out***.println("Enter a string:");

str = sc.nextLine();

**int** length = str.length();

**for** (**int** i = length - 1; i >= 0; i--)

rev = rev + str.charAt(i);

**if** (str.equals(rev))

System.***out***.println(str + " is a palindrome");

**else**

System.***out***.println(str + " is not a palindrome");

**5. Write Java program to check if a number is Armstrong number or not?**

Ans:

int c = 0, a, temp;

int n = 153;// It is the number to check armstrong

temp = n;

while (n > 0) {

a = n % 10;

n = n / 10;

c = c + (a \* a \* a);

}

if (temp == c)

System.out.println("armstrong number");

else

System.out.println("Not armstrong number");

**6. How to find factorial of number in Java using iteration?**

Ans:

int i,fact=1;

int number=5;//It is the number to calculate factorial

for(i=1; i<=number; i++){

fact=fact\*i;

}

System.out.println("Factorial of "+number+" is: "+fact);

**7. Write a Java code to take a character as a input from user and determine if it is a vowel or a consonant using conditional construct.**

Ans:

Scanner sc=new Scanner(System.in);

System.out.println("Enter a character : ");

char ch=sc.next( ).charAt(0);

if(ch=='a'||ch=='e'||ch=='i'||ch=='o'||ch=='u'||ch=='A'||ch=='E'||ch=='I'||ch=='O'||ch=='U')

{

System.out.println("Entered character "+ch+" is  Vowel");

}

else if((ch>='a'&&ch<='z')||(ch>='A'&&ch<='Z'))

System.out.println("Entered character "+ch+" is Consonant");

      else

System.out.println("Not an alphabet");

**8. Write a switch case java code to create calculator with + - / \* functionalities only.**

Ans:

Scanner s=new Scanner(System.in);

        System.out.println("YOU HAVE FOLLOWING CHOICES : ");

        System.out.println("1. ADDITION");

        System.out.println("2. SUBTRACTION ");

        System.out.println("3. MULTIPLICATION ");

        System.out.println("4. DIVISION");

        System.out.println("ENTER YOUR CHOICE : ");

        int i=s.nextInt();

        System.out.println("ENTER FIRST NUMBER ");

        int a=s.nextInt();

        System.out.println("ENTER SECOND NUMBER ");

        int b=s.nextInt();

        double result=0;//'result' will store the result of operation

        switch(i)

        {

            case 1:

                result=a+b;

                break;

            case 2:

                result=a-b;

                break;

            case 3:

                result=a\*b;

                break;

            case 4:

                if(b==0)//when denominator becomes zero

                {

                    System.out.println("DIVISION NOT POSSIBLE");

                    break;

                }

                else

                    result=a/b;

            default:

                System.out.println("YOU HAVE ENTERED A WRONG CHOICE");

        }

        System.out.println("RESULT = "+result);

    }

**9. Write a java code to copy one array into another.**

Ans:

int a[] = {1, 8, 3};

// Create an array b[] of same size as a[]

int b[] = new int[a.length];

// Copy elements of a[] to b[]

for (int i=0; i<a.length; i++)

b[i] = a[i];

System.out.println("Contents of a[] ");

for (int i=0; i<a.length; i++)

System.out.print(a[i] + " ");

System.out.println("\n\nContents of b[] ");

for (int i=0; i<b.length; i++)

System.out.print(b[i] + " ");

**10. Write a java code to compare the length of two arrays and display the longer array.**

Ans:

**int** arr1[] = {1, 2, 3};

**int** arr2[] = {1, 2, 3, 4};

**int** len1 = arr1.length;

**int** len2 = arr2.length;

**if**(len1 > len2){

**for**(**int** i = 0; i < len1 ; i++){

System.***out***.println(arr1[i]);

}

}**else**{

**for**(**int** i = 0; i < len2 ; i++){

System.***out***.println(arr2[i]);

}

}

**11. Write a java code to display a reverse String array.**

Ans:

String input = "GeeksForGeeks";

        // convert String to character array

        // by using toCharArray

        char[] try1 = input.toCharArray();

        for (int i = try1.length-1; i>=0; i--)

            System.out.print(try1[i]);

**12. Write the difference between checked and unchecked exception with example code**

Ans:

**1) Checked:** are the exceptions that are checked at compile time. If some code within a method throws a checked exception, then the method must either handle the exception or it must specify the exception using *throws*keyword.

For example, consider the following Java program that opens file at locatiobn “C:\test\a.txt” and prints first three lines of it. The program doesn’t compile, because the function main() uses FileReader() and FileReader() throws a checked exception *FileNotFoundException*. It also uses readLine() and close() methods, and these methods also throw checked exception *IOException*

|  |
| --- |
| import java.io.\*;    class Main {      public static void main(String[] args) {          FileReader file = new FileReader("C:\\test\\a.txt");          BufferedReader fileInput = new BufferedReader(file);            // Print first 3 lines of file "C:\test\a.txt"          for (int counter = 0; counter < 3; counter++)              System.out.println(fileInput.readLine());            fileInput.close();      }  } |

Output:

Exception in thread "main" java.lang.RuntimeException: Uncompilable source code -

unreported exception java.io.FileNotFoundException; must be caught or declared to be

thrown

at Main.main(Main.java:5)

To fix the above program, we either need to specify list of exceptions using throws, or we need to use try-catch block. We have used throws in the below program. Since *FileNotFoundException* is a subclass of *IOException*, we can just specify *IOException* in the throws list and make the above program compiler-error-free.

|  |
| --- |
| import java.io.\*;    class Main {      public static void main(String[] args) throws IOException {          FileReader file = new FileReader("C:\\test\\a.txt");          BufferedReader fileInput = new BufferedReader(file);            // Print first 3 lines of file "C:\test\a.txt"          for (int counter = 0; counter < 3; counter++)              System.out.println(fileInput.readLine());            fileInput.close();      }  } |

Output: First three lines of file “C:\test\a.txt”

**2) Unchecked** are the exceptions that are not checked at compiled time. In C++, all exceptions are unchecked, so it is not forced by the compiler to either handle or specify the exception. It is up to the programmers to be civilized, and specify or catch the exceptions.  
In Java exceptions under *Error*and *RuntimeException*classes are unchecked exceptions, everything else under throwable is checked.

+-----------+

| Throwable |

+-----------+

/ \

/ \

+-------+ +-----------+

| Error | | Exception |

+-------+ +-----------+

/ | \ / | \

\\_\_\_\_\_\_\_\_/ \\_\_\_\_\_\_/ \

+------------------+

unchecked checked | RuntimeException |

+------------------+

/ | | \

\\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_/

unchecked

Consider the following Java program. It compiles fine, but it throws *ArithmeticException* when run. The compiler allows it to compile, because *ArithmeticException* is an unchecked exception.

|  |
| --- |
| class Main {     public static void main(String args[]) {        int x = 0;        int y = 10;        int z = y/x;    }  } |

Output:

Exception in thread "main" java.lang.ArithmeticException: / by zero

at Main.main(Main.java:5)

Java Result: 1

**13.  Write the difference between throw and throws with example code**

Ans:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **No.** | | **throw** | **throws** | |
| 1) | Java throw keyword is used to explicitly throw an exception. | | | Java throws keyword is used to declare an exception. |
| 2) | Checked exception cannot be propagated using throw only. | | | Checked exception can be propagated with throws. |
| 3) | Throw is followed by an instance. | | | Throws is followed by class. |
| 4) | Throw is used within the method. | | | Throws is used with the method signature. |
| 5) | You cannot throw multiple exceptions. | | | You can declare multiple exceptions e.g. public void method()throws IOException,SQLException. |

Throw :

The throw keyword in Java is used to explicitly throw an exception from a method or any block of code. We can throw either [checked or unchecked exception](https://www.geeksforgeeks.org/checked-vs-unchecked-exceptions-in-java/). The throw keyword is mainly used to throw custom exceptions.

// Java program that demonstrates the use of throw

class ThrowExcep

{

    static void fun()

    {

        try

        {

            throw new NullPointerException("demo");

        }

        catch(NullPointerException e)

        {

            System.out.println("Caught inside fun().");

            throw e; // rethrowing the exception

        }

    }

    public static void main(String args[])

    {

        try

        {

            fun();

        }

        catch(NullPointerException e)

        {

            System.out.println("Caught in main.");

        }

    }

}

Throws:

throws is a keyword in Java which is used in the signature of method to indicate that this method might throw one of the listed type exceptions. The caller to these methods has to handle the exception using a try-catch block.

class ThrowsExecp

{

    static void fun() throws IllegalAccessException

    {

        System.out.println("Inside fun(). ");

        throw new IllegalAccessException("demo");

    }

    public static void main(String args[])

    {

        try

        {

            fun();

        }

        catch(IllegalAccessException e)

        {

            System.out.println("caught in main.");

        }

    }

}

**14. Write a note or nested try…catch block with example code**

Ans:

Sometimes a situation may arise where a part of a block may cause one error and the entire block itself may cause another error. In such cases, exception handlers have to be nested.

Syntax:

Try{ // }

Catch( excep. 1){}

Catch(excep. 2 ){}

Ex.

**try**{

**int** a[]=**new** **int**[5];

    a[5]=4;

    }**catch**(ArrayIndexOutOfBoundsException e){System.out.println(e);}

    System.out.println("other statement);

  }**catch**(Exception e){System.out.println("handeled");}

  System.out.println("normal flow..");

 }

**15.  Write a note on MultiThreading and MultiTasking**

Ans:

**MultiThreading**:

Multithreading in java is a process of executing multiple threads simultaneously.

Thread is basically a lightweight sub-process, a smallest unit of processing. Multiprocessing and multithreading, both are used to achieve multitasking.

But we use multithreading than multiprocessing because threads share a common memory area. They don't allocate separate memory area so saves memory, and context-switching between the threads takes less time than process.

Java Multithreading is mostly used in games, animation etc.

Advantages of Java Multithreading

1) It **doesn't block the user** because threads are independent and you can perform multiple operations at same time.

2) You **can perform many operations together so it saves time**.

3) Threads are **independent** so it doesn't affect other threads if exception occur in a single thread.

## **Multitasking**

Multitasking is a process of executing multiple tasks simultaneously. We use multitasking to utilize the CPU. Multitasking can be achieved by two ways:

* Process-based Multitasking(Multiprocessing)
* Thread-based Multitasking(Multithreading)

### 1) Process-based Multitasking (Multiprocessing)

* Each process have its own address in memory i.e. each process allocates separate memory area.
* Process is heavyweight.
* Cost of communication between the process is high.
* Switching from one process to another require some time for saving and loading registers, memory maps, updating lists etc.

### 2) Thread-based Multitasking (Multithreading)

* Threads share the same address space.
* Thread is lightweight.
* Cost of communication between the thread is low.

**16.  Write a short note on Deque and give example code.**

Ans:

Java Deque Interface is a linear collection that supports element insertion and removal at both ends. Deque is an acronym for **"double ended queue".**

Deque<String> deque = **new** ArrayDeque<String>();

deque.add("Ravi");

deque.add("Vijay");

deque.add("Ajay");

// Traversing elements

**for** (String str : deque) {

System.***out***.println(str);

}

O/P:

Ravi

Vijay

Ajay

**17. Write a short note on Generics an all types of Parameters used in Generics with example code.**

Ans:

The idea is to allow type (Integer, String, … etc and user defined types) to be a parameter to methods, classes and interfaces. For example, classes like HashSet, ArrayList, HashMap, etc use generics very well. We can use them for any type.

**Generic Class:**

// A Simple Java program to show working of user defined

// Generic classes

// We use < > to specify Parameter type

class Test<T>

{

    // An object of type T is declared

    T obj;

    Test(T obj) {  this.obj = obj;  }  // constructor

    public T getObject()  { return this.obj; }

}

// Driver class to test above

class Main

{

    public static void main (String[] args)

    {

        // instance of Integer type

        Test <Integer> iObj = new Test<Integer>(15);

        System.out.println(iObj.getObject());

        // instance of String type

        Test <String> sObj =

                          new Test<String>("GeeksForGeeks");

        System.out.println(sObj.getObject());

    }

}

O/P:

15

GeeksForGeeks

**Generic Functions:**

class Test

{

    // A Generic method example

    static <T> void genericDisplay (T element)

    {

        System.out.println(element.getClass().getName() +

                           " = " + element);

    }

    // Driver method

    public static void main(String[] args)

    {

         // Calling generic method with Integer argument

        genericDisplay(11);

        // Calling generic method with String argument

        genericDisplay("GeeksForGeeks");

        // Calling generic method with double argument

        genericDisplay(1.0);

    }

}

O/P:

java.lang.Integer = 11

java.lang.String = GeeksForGeeks

java.lang.Double = 1.0

**Advantages of Generics:**

1. Code Reuse: We can write a method/class/interface once and use for any type we want.

.

1. Type Safety : Generics make errors to appear compile time than at run time (It’s always better to know problems in your code at compile time rather than making your code fail at run time).

19. Write a short note on Map Interface.

Ans:

A map contains values on the basis of key i.e. key and value pair. Each key and value pair is known as an entry. Map contains only unique keys.

Map is useful if you have to search, update or delete elements on the basis of key.

**Why** and **When**Use Maps:  
Maps are perfectly for key-value association mapping such as dictionaries. Use Maps when you want to retrieve and update elements by keys, or perform lookups by keys. Some examples:

* A map of error codes and their descriptions.
* A map of zip codes and cities.
* A map of managers and employees. Each manager (key) is associated with a list of employees (value) he manages.
* A map of classes and students. Each class (key) is associated with a list of students (value).

**20.  Write the difference between LinkedList and ArrayList.**

Ans: ArrayList and LinkedList both implements List interface and **maintains insertion order**. Both are **non synchronized** classes.

|  |  |
| --- | --- |
| **ArrayList** | **LinkedList** |
| 1) ArrayList internally uses **dynamic array** to store the elements. | LinkedList internally uses **doubly linked list** to store the elements. |
| 2) Manipulation with ArrayList is **slow** because it internally uses array. If any element is removed from the array, all the bits are shifted in memory. | Manipulation with LinkedList is **faster** than ArrayList because it uses doubly linked list so no bit shifting is required in memory. |
| 3) ArrayList class can **act as a list** only because it implements List only. | LinkedList class can **act as a list and queue** both because it implements List and Deque interfaces. |
| 4) ArrayList is **better for storing and accessing** data. | LinkedList is **better for manipulating** data. |

**21. Write a note on Dynamic array in java.**

Ans:

ArrayList supports **dynamic arrays** that can grow as needed. Standard **Java arrays** are of a fixed length. After **arrays** are created, they cannot grow or shrink, which means that you must know in advance how many elements an **array** will hold.

22. What is the purpose of the System class?

Ans: The purpose of the System class is to provide access to system resources. It contains accessibility to standard input, standart output, error output streams, current time in millis, terminating the application, etc.

1. System class is provided with useful fields (static members) pertaining to the environment.  
  
2. Standard input,output and error output streams are provided with System class. These are used to access the externally defined properties and environment variables.  
  
**Example :**

System.in- External property for input device.  
System.out – external property for output device

3. Other useful methods that interact with external system / environment are:  
  
- **currentTimeMillis()** – returns the current time in milliseconds  
- **exit()** - terminates currently running JVM  
- **gc()** - invokes the garbage collector  
- **getProperties()** - returns the system properties.  
  
4. The System class can not be instantiated.  
  
5. The System class contains several useful class fields and methods.  
  
6. **Some System class features are:**  
- Standard input  
- Standard output  
- Error output streams  
- Access to externally defined "properties"  
- A means of loading files and libraries  
- A utility method for quickly copying a portion of an array  
  
7. The System class cannot be instantiated.

**22. Which is the abstract parent class of FileWriter ?**

Ans: OutputStreamWriter

**23.   Which class is used to read streams of characters from a file?**

Ans: FileReader

24. Which class is used to read streams of raw bytes from a file?

Ans: FIleInputStream

**25. What are the differences between FileInputStream/FileOutputStream and RandomAccessFile**

Ans:

The **FileInputStream** is a byte input stream class that provides methods for reading bytes from a file. We can create an instance of this class by supplying a File or a path name, using these two constructors:

* FileInputStream(File file)
* FileInputStream(String name)

The **FileOutputStream** is a byte output stream class that provides methods for writing bytes to a file. We can create an instance of this class by supplying a File or a path name, and/or specify to overwrite or append to an existing file, using the following constructors:

* FileOutputStream(File file)
* FileOutputStream(File file, boolean append): if append is true, then the bytes will be written to the end of an existing file rather than the beginning.
* FileOutputStream(String name)
* FileOutputStream(String name, boolean append)

Java **RandomAccessFile** provides facility to both read and write data to a file. RandomAccessFile works with file as large [array of bytes](https://www.journaldev.com/770/string-byte-array-java) stored in the file system and a cursor using which we can move the file pointer position.

import java.io.IOException;

import java.io.RandomAccessFile;

public class RandomAccessFileExample {

public static void main(String[] args) {

try {

// file content is "ABCDEFGH"

String filePath = "/Users/pankaj/Downloads/source.txt";

System.out.println(new String(readCharsFromFile(filePath, 1, 5)));

writeData(filePath, "Data", 5);

//now file content is "ABCDEData"

appendData(filePath, "pankaj");

//now file content is "ABCDEDatapankaj"

} catch (IOException e) {

e.printStackTrace();

}

}

private static void appendData(String filePath, String data) throws IOException {

RandomAccessFile raFile = new RandomAccessFile(filePath, "rw");

raFile.seek(raFile.length());

System.out.println("current pointer = "+raFile.getFilePointer());

raFile.write(data.getBytes());

raFile.close();

}

private static void writeData(String filePath, String data, int seek) throws IOException {

RandomAccessFile file = new RandomAccessFile(filePath, "rw");

file.seek(seek);

file.write(data.getBytes());

file.close();

}

private static byte[] readCharsFromFile(String filePath, int seek, int chars) throws IOException {

RandomAccessFile file = new RandomAccessFile(filePath, "r");

file.seek(seek);

byte[] bytes = new byte[chars];

file.read(bytes);

file.close();

return bytes;

}

}

**26. Write a note on Channels and Buffer with example.**

Ans:

Java NIO Channels are similar to streams with a few differences:

* You can both read and write to a Channels. Streams are typically one-way (read or write).
* Channels can be read and written asynchronously.
* Channels always read to, or write from, a Buffer.

As mentioned above, you read data from a channel into a buffer, and write data from a buffer into a channel. Here is an illustration of that:

|  |
| --- |
| Java NIO: Channels and Buffers |
| **Java NIO: Channels read data into Buffers, and Buffers write data into Channels** |

## Channel Implementations

Here are the most important Channel implementations in Java NIO:

* FileChannel
* DatagramChannel
* SocketChannel
* ServerSocketChannel

The FileChannel reads data from and to files.

The DatagramChannel can read and write data over the network via UDP.

The SocketChannel can read and write data over the network via TCP.

The ServerSocketChannel allows you to listen for incoming TCP connections, like a web server does. For each incoming connection a SocketChannel is created.

## Basic Channel Example

Here is a basic example that uses a FileChannel to read some data into a Buffer:

RandomAccessFile aFile = new RandomAccessFile("data/nio-data.txt", "rw");

FileChannel inChannel = aFile.getChannel();

ByteBuffer buf = ByteBuffer.allocate(48);

int bytesRead = inChannel.read(buf);

while (bytesRead != -1) {

System.out.println("Read " + bytesRead);

buf.flip();

while(buf.hasRemaining()){

System.out.print((char) buf.get());

}

buf.clear();

bytesRead = inChannel.read(buf);

}

aFile.close();

**27.  What is the difference between System.out , System.err and System.in?**

Ans:

## **System.in**

System.in is an **[InputStream](http://tutorials.jenkov.com/java-io/inputstream.html)** which is typically connected to keyboard input of console programs. System.in is not used as often since data is commonly passed to a command line Java application via command line arguments, or configuration files. In applications with GUI the input to the application is given via the GUI. This is a separate input mechanism from Java IO.

## **System.out**

System.out is a **[PrintStream](http://tutorials.jenkov.com/java-io/printstream.html)**. System.out normally outputs the data you write to it to the console. This is often used from console-only programs like command line tools. This is also often used to print debug statements of from a program (though it may arguably not be the best way to get debug info out of a program).

## **System.err**

System.err is a **[PrintStream](http://tutorials.jenkov.com/java-io/printstream.html)**. System.err works like System.out except it is normally only used to output error texts. Some programs (like Eclipse) will show the output to System.err in red text, to make it more obvious that it is error text.

**28.  Write a note on PreparedStatement and ResultSetMetaData interfaces with code snippets.**

Ans: The PreparedStatement interface is a subinterface of Statement. It is used to execute parameterized query.

Let's see the example of parameterized query:

String sql="insert into emp values(?,?,?)";

**Improves performance**: The performance of the application will be faster if you use PreparedStatement interface because query is compiled only once.

# **ResultSetMetaData Interface**

The metadata means data about data i.e. we can get further information from the data.

If you have to get metadata of a table like total number of column, column name, column type etc. , ResultSetMetaData interface is useful because it provides methods to get metadata from the ResultSet object.

**29. Write a note on DDL, DML, DQL, DCL with code snippets.**

Ans:

SQL statements are divided into two major categories: data definition language (DDL) and data manipulation language (DML).

**Data Definition Language (DDL)** statements are used to define the database structure or schema. Some examples:

\* CREATE - to create objects in the database  
\* ALTER - alters the structure of the database  
\* DROP - delete objects from the database  
\* TRUNCATE - remove all records from a table, including all spaces allocated   for the records are removed  
\* COMMENT - add comments to the data dictionary  
\* RENAME - rename an object

**Data Manipulation Language (DML)** statements are used for managing data within schema objects. Some examples:

\* SELECT - retrieve data from the a database  
\* INSERT - insert data into a table  
\* UPDATE - updates existing data within a table  
\* DELETE - deletes all records from a table, the space for the records remain  
\* MERGE - UPSERT operation (insert or update)  
\* CALL - call a PL/SQL or [Java](http://ecomputernotes.com/java/what-is-java/what-is-java-explain-basic-features-of-java-language) subprogram  
\* EXPLAIN PLAN - explain access path to data  
\* LOCK TABLE - control concurrency

**Data Control Language (DCL)** statements. Some examples:

\* GRANT - gives user's access privileges to database  
\* REVOKE - withdraw access privileges given with the GRANT command

**Data Query Language(DQL):**

It is used to get the required data / result through query.

**28. Write a note on HTML , CSS and Javascript.**

Ans:

**HTML** provides the basic structure of sites, which is enhanced and modified by other technologies like **CSS** and **JavaScript**.

* HTML stands for Hyper Text Markup Language
* HTML describes the structure of Web pages using markup
* HTML elements are the building blocks of HTML pages
* HTML elements are represented by tags
* HTML tags label pieces of content such as "heading", "paragraph", "table", and so on
* Browsers do not display the HTML tags, but use them to render the content of the page

**CSS** is used to control presentation, formatting, and layout.

* **CSS** stands for **C**ascading **S**tyle **S**heets
* CSS describes **how HTML elements are to be displayed on screen, paper, or in other media**
* CSS **saves a lot of work**. It can control the layout of multiple web pages all at once
* External stylesheets are stored in **CSS files**

**JavaScript** is used to control the behavior of different elements.

**29.  Write a code to fetch the data from H2 and put it in any collection object and display it.**

import java.sql.Connection;

import java.sql.DriverManager;

import java.sql.ResultSet;

import java.sql.SQLException;

import java.sql.Statement;

public class H2jdbcReadDemo {

// JDBC driver name and database URL

static final String JDBC\_DRIVER = "org.h2.Driver";

static final String DB\_URL = "jdbc:h2:~/test";

// Database credentials

static final String USER = "sa";

static final String PASS = "";

public static void main(String[] args) {

Connection conn = null;

Statement stmt = null;

try {

// STEP 1: Register JDBC driver

Class.forName(JDBC\_DRIVER);

// STEP 2: Open a connection

System.out.println("Connecting to database...");

conn = DriverManager.getConnection(DB\_URL,USER,PASS);

// STEP 3: Execute a query

System.out.println("Connected database successfully...");

stmt = conn.createStatement();

String sql = "SELECT id, first, last, age FROM Registration";

ResultSet rs = stmt.executeQuery(sql);

// STEP 4: Extract data from result set

while(rs.next()) {

// Retrieve by column name

int id = rs.getInt("id");

int age = rs.getInt("age");

String first = rs.getString("first");

String last = rs.getString("last");

// Display values

System.out.print("ID: " + id);

System.out.print(", Age: " + age);

System.out.print(", First: " + first);

System.out.println(", Last: " + last);

}

// STEP 5: Clean-up environment

rs.close();

} catch(SQLException se) {

// Handle errors for JDBC

se.printStackTrace();

} catch(Exception e) {

// Handle errors for Class.forName

e.printStackTrace();

} finally {

// finally block used to close resources

try {

if(stmt!=null) stmt.close();

} catch(SQLException se2) {

} // nothing we can do

try {

if(conn!=null) conn.close();

} catch(SQLException se) {

se.printStackTrace();

} // end finally try

} // end try

System.out.println("Goodbye!");

}

}

O/P:

Connecting to a selected database...

Connected database successfully...

ID: 100, Age: 18, First: Zara, Last: Ali

ID: 101, Age: 25, First: Mahnaz, Last: Fatma

ID: 102, Age: 30, First: Zaid, Last: Khan

ID: 103, Age: 28, First: Sumit, Last: Mittal

Goodbye!

**30. Describe the different approaches of String processing.**

Ans:

**public char charAt(int index)**

This method requires an integer argument that indicates the position of the character that the method returns.This method returns the character located at the String's specified index. Remember, String indexes are zero-based—for example,

String x = "airplane";

System.out.println( x.charAt(2) ); // output is 'r'

**public String concat(String s)**

This method returns a String with the value of the String passed in to the method appended to the end of the String used to invoke the method—for example,

String x = "book";

System.out.println( x.concat(" author") ); // output is "book author"

The overloaded + and += operators perform functions similar to the concat()method—for example,

String x = "library";

System.out.println( x + " card"); // output is "library card"

String x = "United";

x += " States"

System.out.println( x ); // output is "United States"

**public boolean equalsIgnoreCase(String s)**

This method returns a boolean value (true or false) depending on whether the value of the String in the argument is the same as the value of the String used to invoke the method. This method will return true even when characters in the String objects being compared have differing cases—for example,

String x = "Exit";

System.out.println( x.equalsIgnoreCase("EXIT")); // is "true"

System.out.println( x.equalsIgnoreCase("tixe")); // is "false"

**public int length()**

This method returns the length of the String used to invoke the method—for example,

String x = "01234567";

System.out.println( x.length() ); // returns "8"

**public String replace(char old, char new)**

This method returns a String whose value is that of the String used to invoke the method, updated so that any occurrence of the char in the first argument is replaced by the char in the second argument—for example,

String x = "oxoxoxox";

System.out.println( x.replace('x', 'X') ); // output is "oXoXoXoX"

**public String substring(int begin)/ public String substring(int begin, int end)**

The substring() method is used to return a part (or substring) of the String used to invoke the method. The first argument represents the starting location (zero-based) of the substring. If the call has only one argument, the substring returned will include the characters to the end of the original String. If the call has two arguments, the substring returned will end with the character located in the nth position of the original String where n is the second argument. Unfortunately, the ending argument is not zero-based, so if the second argument is 7, the last character in the returned String will be in the original String's 7 position, which is index 6. Let's look at some examples:

String x = "0123456789"; // the value of each char is the same as its index!

System.out.println( x.substring(5) ); // output is "56789"

System.out.println( x.substring(5, 8)); // output is "567"

**public String toLowerCase()**

This method returns a String whose value is the String used to invoke the method, but with any uppercase characters converted to lowercase—for example,

String x = "A New Java Book";

System.out.println( x.toLowerCase() ); // output is "a new java book"

**public String toUpperCase()**

This method returns a String whose value is the String used to invoke the method, but with any lowercase characters converted touppercase—for example,

String x = "A New Java Book";

System.out.println( x.toUpperCase() ); // output is"A NEW JAVA BOOK"

**public String trim()**

This method returns a String whose value is the String used to invoke the method, but with any leading or trailing blank spaces removed—for example,

String x = " hi ";

System.out.println( x + "x" ); // result is" hi x"

System.out.println(x.trim() + "x"); // result is "hix"

**public char[ ] toCharArray( )**

This method will produce an array of characters from characters of String object. For example

String s = “Java”;

Char [] arrayChar = s.toCharArray(); //this will produce array of size 4

**public boolean contains(“searchString”)**

This method returns true of target String is containing search String provided in the argument. For example-

String x = “Java is programming language”;

System.out.println(x.contains(“Amit”)); // This will print false

System.out.println(x.contains(“Java”)); // This will print true

Below program demonstrate all above methods.

public class StringMethodsDemo {

public static void main(String[] args) {

String targetString = "Java is fun to learn";

String s1= "JAVA";

String s2= "Java";

String s3 = " Hello Java ";

System.out.println("Char at index 2(third position): " + targetString.charAt(2));

System.out.println("After Concat: "+ targetString.concat("-Enjoy-"));

System.out.println("Checking equals ignoring case: " +s2.equalsIgnoreCase(s1));

System.out.println("Checking equals with case: " +s2.equals(s1));

System.out.println("Checking Length: "+ targetString.length());

System.out.println("Replace function: "+ targetString.replace("fun", "easy"));

System.out.println("SubString of targetString: "+ targetString.substring(8));

System.out.println("SubString of targetString: "+ targetString.substring(8, 12));

System.out.println("Converting to lower case: "+ targetString.toLowerCase());

System.out.println("Converting to upper case: "+ targetString.toUpperCase());

System.out.println("Triming string: " + s3.trim());

System.out.println("searching s1 in targetString: " + targetString.contains(s1));

System.out.println("searching s2 in targetString: " + targetString.contains(s2));

char [] charArray = s2.toCharArray();

System.out.println("Size of char array: " + charArray.length);

System.out.println("Printing last element of array: " + charArray[3]);

}

}

Output:

![string method demo image](data:image/png;base64,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)