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**Цель работы**

Исследовать вопрос разработки слоя бизнес-логики приложения средствами языка C#.

**Задание**

Разработать слой бизнес-логики приложения, написать тесты.

**Код программы**

Код программы целиком выложен на гитхаб. Приведем пример интерфейса, его реализации и теста.

**Пример интерфейса**

**namespace** Media.BLL.Contracts

{

**public interface** IPodcastCreateService

{

Task<Podcast> CreateAsync(PodcastUpdateModel podcast);

}

}

**Пример имплементации интерфейса**

**namespace** Media.BLL.Implementation

{

**public class** PodcastCreateService : IPodcastCreateService

{

**private** IPodcastDataAccess **PodcastDataAccess** { **get**; }

**private** IAlbumGetService **AlbumGetService** { **get**; }

**public** PodcastCreateService(IPodcastDataAccess podcastDataAccess, IAlbumGetService albumGetService)

{

**PodcastDataAccess** = podcastDataAccess;

**AlbumGetService** = albumGetService;

}

**public async** Task<Podcast> CreateAsync(PodcastUpdateModel podcast)

{

**await AlbumGetService**.ValidateAsync(podcast);

**return await PodcastDataAccess**.InsertAsync(podcast);

}

}

}

**Пример теста**

**namespace** Media.BLL.Tests

{

**public class** PodcastCreatServiceTests

{

**public class** ScreeningCreateServiceTests

{

[Test]

**public async** Task CreateAsync\_PodcastValidationSucceed\_CreatesScreening()

{

*// Arrange*

**var** podcast = **new** PodcastUpdateModel();

**var** expected = **new** Podcast();

**var** albumGetService = **new** Mock<IAlbumGetService>();

albumGetService.Setup(x => x.ValidateAsync(podcast));

**var** podcastDataAccess = **new** Mock<IPodcastDataAccess>();

podcastDataAccess.Setup(x => x.InsertAsync(podcast)).ReturnsAsync(expected);

**var** podcastGetService = **new** PodcastCreateService(podcastDataAccess.**Object**, albumGetService.**Object**);

*// Act*

**var** result = **await** podcastGetService.CreateAsync(podcast);

*// Assert*

result.Should().Be(expected);

}

[Test]

**public async** Task CreateAsync\_PodcastValidationFailed\_ThrowsError()

{

*// Arrange*

**var** fixture = **new** Fixture();

**var** podcast = **new** PodcastUpdateModel();

**var** expected = fixture.Create<**string**>();

**var** albumGetService = **new** Mock<IAlbumGetService>();

albumGetService

.Setup(x => x.ValidateAsync(podcast))

.Throws(**new** InvalidOperationException(expected));

**var** podcastDataAccess = **new** Mock<IPodcastDataAccess>();

**var** podcastGetService = **new** PodcastCreateService(podcastDataAccess.**Object**, albumGetService.**Object**);

*// Act*

**var** action = **new** Func<Task>(() => podcastGetService.CreateAsync(podcast));

*// Assert*

**await** action.Should().ThrowAsync<InvalidOperationException>().WithMessage(expected);

podcastDataAccess.Verify(x => x.InsertAsync(podcast), Times.Never);

}

}

}

}

**Выводы по работе**

В процессе выполнения лабораторной работы мы исследовали вопрос разработки слоя бизнес-логики приложения средствами языка C#.