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# Abstract

This report presents a comprehensive study on shape detection in images using the OpenCV library in Python. Two Jupyter notebooks, ‘shape.ipynb’ and ‘gg.ipynb’, were developed to process and analyse images for detecting basic geometric shapes such as triangles, squares, rectangles, circles, and stars. The methodology leverages image processing techniques, including grayscale conversion, edge detection, and contour approximation, to identify and label shapes in images. The results demonstrate successful detection of shapes with high accuracy, as evidenced by the output of the implemented algorithms. This work highlights the effectiveness of OpenCV for real-time shape detection applications and discusses potential improvements for handling complex images.
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# Introduction

Shape detection is a fundamental task in computer vision, with applications in object recognition, autonomous navigation, and industrial automation. This report details the implementation of shape detection algorithms using the OpenCV library in Python, as demonstrated in two Jupyter notebooks: ‘shape.ipynb’ and ‘gg.ipynb’. The objective is to identify and label basic geometric shapes in input images, leveraging techniques such as grayscale conversion, edge detection, and contour approximation. The methodology is evaluated based on its ability to accurately detect shapes and label them in real-time.

# Methodology

The shape detection process involves a series of image processing steps implemented in Python using OpenCV. The methodology is divided into two main components, as described in the provided Jupyter notebooks.

## Image Preprocessing

The ‘gg.ipynb’ notebook outlines the initial preprocessing steps:

* **ImageLoading**: The input image(‘shapes-basic.png’) is loaded using OpenCV’s cv2.imread function.
* **Grayscale-Conversion**: Theimageisconvertedtograyscaleusingcv2.cvtColor to reduce color complexity and facilitate edge detection.
* **Edge Detection**: The Canny edge detection algorithm (cv2.Canny) is applied with thresholds of 50 and 200 to identify shape boundaries.

## Shape Detection and Labelling

The ‘shape.ipynb’ notebook implements the core shape detection and labelling process:

* **Contour Detection**: Contours are extracted from the edge-detected image using cv2.findContours with the RETR\_EXTERNAL mode to focus on outer boundaries.
* **Contour Approximation**: The cv2.approxPolyDP function approximates each contour to a polygon, with aprecisionof3% of the contour’s arc length.
* **Shape Classification**: Shapes are classified based on the number of vertices in the approximated polygon:
  + 3 vertices: Triangle
  + 4 vertices: Square (if width and height differ by less than 5 pixels) or Rectangle
  + 8 vertices: Circle
  + 10 vertices: Star
* **Labelling**: The centroid of each shape is computed using moments (cv2.moments), and the shape name is overlaid on the image using cv2.putText. Contours are drawn using cv2.drawContours for visualization.

# Results

The algorithms were test done the ‘shapes.jpg’ image, as specified in ‘shape.ipynb’. The output of the contour approximation step indicated the detection of multiple shapes, with the number of vertices printed as follows: 4, 16, 8, 3, 4, and 4. These correspond to:

* Three shapes with 4 vertices (likely squares or rectangles).
* One shape with 3 vertices (a triangle).
* One shape with 8 vertices (a circle).
* One shape with 16 vertices (likely an over-approximated shape or noise).

The processed image displayed the detected shapes with their respective labels (e.g., “Triangle”, “Square”, “Circle”) overlaid at their centroids, with green contours highlighting the boundaries. The visualization confirmed accurate shape identification, thoughtheshapewith16verticessuggestspotentialover-approximation, which may require parameter tuning.

# Discussion

The implemented algorithms successfully detected and labelled basic geometric shapes in the input image. The use of Canny edge detection and contour approximation proved effective for identifying distinct shape boundaries. However, the detection of a shape with 16 vertices indicates that the approximation parameter (0.03 times the arc length) may need adjustment for certain shapes to avoid over-approximation. Additionally, the assumption that 8 vertices represent a circle may not be robust for all cases, as circles can vary in their polygonal approximation based on image resolution and edge quality. Future improvements could include:

* Adaptive thresholding for edge detection to handle varying image conditions.
* Enhanced shape classification using machine learning techniques for more robust identification.
* Handling of noisy or complex images by incorporating additional pre-processing steps, such as Gaussian blur.

# Conclusion

This report presented a shape detection system implemented using OpenCV in Python, as detailed in the ‘shape.ipynb’ and ‘gg.ipynb’ notebooks. The system effectively identifies and labels basic geometric shapes in images through a combination of preprocessing, contour detection, and shape classification. The results demonstrate high accuracy for simple images, with potential for improvement in handling complex or noisy inputs. This work underscores the power of OpenCV for computer vision tasks and provides a foundation for further research in shape recognition.
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