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**Цель работы**

Приобрести навыки программирования и работы с унарными и бинарными операциями над графами, изучение их свойств.

**Задание**

### **Задание 1**

1. Сгенерируйте (используя генератор случайных чисел) две матрицы *M*1*, М*2 смежности неориентированных помеченных графов *G*1, *G*2. Выведите сгенерированные матрицы на экран.
2. Для указанных графов преобразуйте представление матриц смежности в списки смежности. Выведите полученные списки на экран.

### **Задание 2**

1. Для матричной формы представления графов выполните операцию:

а) отождествления вершин

б) стягивания ребра

в) расщепления вершины

Номера выбираемых для выполнения операции вершин ввести с клавиатуры.

Результат выполнения операции выведите на экран.

1. Для представления графов в виде списков смежности выполните операцию:

а) отождествления вершин

б) стягивания ребра

в) расщепления вершины

Номера выбираемых для выполнения операции вершин ввести с клавиатуры.

Результат выполнения операции выведите на экран.

**Задание 3**

1. Для матричной формы представления графов выполните операцию:

а) объединения *G* = *G*1 ![](data:image/x-wmf;base64,183GmgAAAAAAAKABQAEECQAAAAD1XgEACQAAA4gAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAGgARIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAABgAQAAZgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKAAE0AAEAAADIAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAMwEAAAALQEBAAQAAADwAQAAAwAAAAAA) *G*2

б) пересечения *G* = *G*1 ![](data:image/x-wmf;base64,183GmgAAAAAAAKABQAEECQAAAAD1XgEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAGgARIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAABgAQAAZgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAcAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAACAnClGg8RIAiKnzd5Gp83cgMPV3wSZmaAQAAAAtAQAACAAAADIKAAE0AAEAAADHeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAADBJmZoAAAKACEAigEAAAAA/////7zzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA) *G*2

в) кольцевой суммы *G* = *G*1 ![](data:image/x-wmf;base64,183GmgAAAAAAAKABwAEECQAAAAB1XgEACQAAA4gAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCwAGgARIAAAAmBg8AGgD/////AAAQAAAAwP///8b///9gAQAAhgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKYAE0AAEAAADFAAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAMwEAAAALQEBAAQAAADwAQAAAwAAAAAA) *G*2

Результат выполнения операции выведите на экран.

**Задание 4**

1. Для матричной формы представления графов выполните операцию декартова произведения графов *G = G*1X *G*2.

Результат выполнения операции выведите на экран.

**Ход работы**

**Задание 1**

Для создания матриц смежности использована функция createG, которая создает матрицу размеом size на size. Для вывода использована функция printG. На основе полученных матриц смежности создаются списки смежности для этого использует структура Graph хранящая количество вершин и массив указателей на списки смежности для каждой вершины и функции edges для вызова остальных вспомогательных функций и создания конечного списка смежности, createNode для создания нового узла, addEdge для создания ребра между вершинами, createAGraph для инициализации графа.

**Задание 2**

1. Операция объединения (слияния) вершин (unionV) в которой две вершины объединяются в одну, при этом сохраняются все их связи (рёбра) с другими вершинами. После объединения одна из вершин исчезает, а её соседей нужно "перенести" к оставшейся вершине.

Алгоритм:

1. Проверка на самобъединение: Если вершины одинаковые (то есть, v1 == v2), объединение не выполняется.
2. Перенос рёбер: Все соседи вершины v2 (то есть вершины, смежные с v2) добавляются в список смежности вершины v1.
3. Удаление рёбер: Все рёбра, которые исходили от вершины v2, удаляются из списка смежности других вершин. Это нужно для того, чтобы не оставить дублирующихся рёбер после объединения.
4. Удаление вершины v2: После того как все соседи вершины v2 были перенесены в v1, вершина v2 удаляется из графа. Вершины, стоящие после v2, сдвигаются на одну позицию.
5. Уменьшение количества вершин: Общее количество вершин в графе уменьшается на 1.

2. Операция стягивания вершин (styag) позволяет объединить две вершины и все их рёбра в одну вершину. В процессе стягивания вершины теряют свою индивидуальность, но их связи остаются в графе.

Алгоритм:

1. Проверка на существование ребра между вершинами: Сначала проверяется, существуют ли рёбра между вершинами v1 и v2. Если рёбер нет, операция не выполняется.
2. Удаление рёбер между вершинами: Если ребра существуют, они удаляются из обоих списков смежности — и для v1, и для v2.
3. Перенос соседей: Все соседи вершины v2 (которые не являются самими вершинами v1 или v2) добавляются в список смежности вершины v1. При этом уже существующие рёбра проверяются, чтобы избежать дублирования.
4. Удаление вершины v2: Вершина v2 удаляется из графа, и её рёбра удаляются.

3. Операция расщепления вершины (splitV) позволяет разделить одну вершину на две новые вершины. Все рёбра, исходящие от исходной вершины, переносятся на две новые вершины.

Алгоритм:

1. Проверка на корректность вершины: Если вершина v находится за пределами допустимых вершин графа (меньше 0 или больше или равно числу вершин), операция не выполняется.
2. Добавление новых вершин: Создаются две новые вершины, которые получат новый номер.
3. Перенос рёбер: Все рёбра, исходящие от вершины v, перенаправляются на одну из двух новых вершин. Как именно рёбра будут разделяться между новыми вершинами, зависит от выбранного алгоритма. В простом варианте, это может быть произвольное разделение или перенос всех рёбер на одну новую вершину.
4. Удаление старой вершины: После расщепления старая вершина удаляется из графа.

**Задание 3**

Операция объединения двух графов аналогична объединению множеств. В контексте графов это значит, что в результате операции объединения сохраняются все рёбра, которые существуют хотя бы в одном из двух графов.

Алгоритм:

1. Определение размера нового графа: создаём новый граф, размер которого равен размеру большего из двух исходных графов: sizemax = max(size1, size2) (в этом графе будет столько вершин, сколько в большем из двух графов).
2. Создаём вспомогательные переменные: Gmax и Gmin, чтобы всегда было проще работать с более крупным и более мелким графами. Мы будем использовать эти графы для обработки данных.
3. Инициализация нового графа: создаем новый граф Gtemp с размером sizemax (это граф для объединения).
4. Заполнение новых рёбер: В цикле заполняем новый граф с использованием логической операции ИЛИ (OR). Для каждой пары вершин i и j из более мелкого графа (в диапазоне от 0 до sizemin), результат матрицы смежности для нового графа будет, что если в одном из графов есть рёбра (значение 1), то в новом графе тоже будет ребро (значение 1).
5. Копирование рёбер из большего графа. Далее, для рёбер, которые присутствуют только в более крупном графе (если sizemax больше sizemin), копируем эти рёбра в новый граф.

Важно заметить, что для неориентированных графов, граф симметричен относительно главной диагонали.

Операция пересечения графов аналогична пересечению множеств. Это означает, что в результирующем графе будут только те рёбра, которые существуют в обоих графах одновременно. То есть, если в одном из графов ребро отсутствует, то оно не попадёт в новый граф.

Алгоритм:

1. Определение размера нового графа: создаём новый граф, размер которого равен меньшему из размеров исходных графов: sizemin = min(size1, size2). Это означает, что новый граф будет иметь столько вершин, сколько в меньшем из исходных графов.
2. Инициализация нового графа: создаём новый граф Gtemp с размером sizemin (это граф для пересечения).
3. Заполнение рёбер: В цикле для каждой пары вершин i и j из меньшего графа (в диапазоне от 0 до sizemin), результат матрицы смежности для нового графа будет означает, что ребро будет присутствовать в новом графе только если оно есть в обоих графах.

Операция симметрической разности графов (XOR) работает по аналогии с симметрической разностью множеств. В графах это означает, что сохраняются только те рёбра, которые присутствуют либо в одном из графов, либо в другом, но не одновременно в обоих. Это делается с помощью операции исключающего ИЛИ (XOR).

Алгоритм:

1. Определение размера нового графа: Новый граф будет иметь размер, равный разнице в размерах двух графов: sizemax−sizeminsizemax−sizemin. Это гарантирует, что новый граф будет иметь размер, пропорциональный разнице между размерами исходных графов.
2. Инициализация нового графа: создаём новый граф Gtemp, который будет хранить результат операции XOR.
3. Заполнение рёбер: В цикле для каждой пары вершин i и j, если рёбра между этими вершинами присутствуют только в одном графе, то результат будет 1. В результате операции XOR для рёбер, которые присутствуют в обоих графах, будет 0.

**Задание 4**

Инициализация матрицы смежности нового графа: в первой части функции происходит обнуление всей матрицы смежности для нового графа G3​. Размер матрицы G3 произведению числа вершин в G1​ и G2​. Все элементы этой матрицы изначально устанавливаются в 0

Заполнение матрицы смежности нового графа:  
Далее происходит вложенный цикл, который перебирает все возможные пары вершин для нового графа:

Внешние два цикла i и j обходят вершины из G1​ и G2​.

Внутренние два цикла k и l также обходят вершины графов G1​ и G2​.

Внутри этих циклов происходит проверка: если существует ребро между вершинами i и k в G1​ и если j = l, то ставим ребро между вершинами i \* size2 + j и k \* size2 + l в новом графе G3​.

Аналогичная проверка происходит для пар j и l и i=k, для новых вершин i \* size2 + j и k \* size2 + l в новом графе G3​.

Если выполнена хотя бы одна проверка ребро в новом графе появится.

### **Результаты работы программы**

![](data:image/png;base64,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)

Рисунок 1 — Результаты работы программы 1
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Рисунок 2 — Результаты работы программы 1
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Рисунок 3 — Результаты работы программы 3
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Рисунок 4 — Результаты работы программы 4

**Вывод**

Приобретены навыки программирования и работы с унарными и бинарными операциями над графами, изучены их свойства.

**Листинг**

**Задание 1-2**

#define \_CRT\_SECURE\_NO\_WARNINGS

#include "stdio.h"

#include "stdlib.h"

#include "cstdlib"

#include <windows.h>

#include <locale.h>

struct node {

int vertex;

struct node\* next;

};

struct Graph {

int numVertices;

struct node\*\* adjLists;

};

struct node\* createNode(int v) {

struct node\* newNode = (node\*)malloc(sizeof(struct node));

newNode->vertex = v;

newNode->next = NULL;

return newNode;

}

struct Graph\* createAGraph(int vertices) {

struct Graph\* graph = (Graph\*)malloc(sizeof(struct Graph));

graph->numVertices = vertices;

graph->adjLists = (node\*\*)malloc(vertices \* sizeof(struct node\*));

for (int i = 0; i < vertices; i++) {

graph->adjLists[i] = NULL;

}

return graph;

}

void addEdge(struct Graph\* graph, int s, int d) {

struct node\* temp = graph->adjLists[s];

while (temp) {

if (temp->vertex == d) {

return;

}

temp = temp->next;

}

struct node\* newNode = createNode(d);

if (graph->adjLists[s] == NULL || graph->adjLists[s]->vertex > d) {

newNode->next = graph->adjLists[s];

graph->adjLists[s] = newNode;

}

else {

temp = graph->adjLists[s];

while (temp->next && temp->next->vertex < d) {

temp = temp->next;

}

newNode->next = temp->next;

temp->next = newNode;

}

temp = graph->adjLists[d];

while (temp) {

if (temp->vertex == s) {

return;

}

temp = temp->next;

}

newNode = createNode(s);

if (graph->adjLists[d] == NULL || graph->adjLists[d]->vertex > s) {

newNode->next = graph->adjLists[d];

graph->adjLists[d] = newNode;

}

else {

temp = graph->adjLists[d];

while (temp->next && temp->next->vertex < s) {

temp = temp->next;

}

newNode->next = temp->next;

temp->next = newNode;

}

}

struct Graph\* edges(int\*\* G, int size) {

struct Graph\* graph = createAGraph(size);

for (int i = 0; i < size; i++) {

for (int j = i; j < size; j++) {

if (G[i][j] == 1) {

addEdge(graph, i, j);

}

}

}

return graph;

}

void printGraph(struct Graph\* graph) {

for (int v = 0; v < graph->numVertices; v++) {

struct node\* temp = graph->adjLists[v];

printf("\nVertex %d: ", v + 1);

while (temp) {

printf("%d -> ", temp->vertex + 1);

temp = temp->next;

}

printf("\n");

}

printf("\n");

}

int\*\* createG(int size) {

int\*\* G = NULL;

G = (int\*\*)malloc(size \* sizeof(int\*));

for (int i = 0; i < size; i++) {

G[i] = (int\*)malloc(size \* sizeof(int));

}

for (int i = 0; i < size; i++) {

for (int j = 0; j < size; j++) {

G[i][j] = rand() % 2;

if (i == j) G[i][j] = 0;

G[j][i] = G[i][j];

}

}

return G;

}

void printG(int\*\* G, int size) {

for (int i = 0; i < size; i++) {

for (int j = 0; j < size; j++) {

printf("%d ", G[i][j]);

}

printf("\n");

}

printf("\n");

return;

}

void sortList(struct node\* head) {

if (!head) return;

int swapped;

struct node\* ptr1;

struct node\* lptr = NULL;

do {

swapped = 0;

ptr1 = head;

while (ptr1->next != lptr) {

if (ptr1->vertex > ptr1->next->vertex) {

int temp = ptr1->vertex;

ptr1->vertex = ptr1->next->vertex;

ptr1->next->vertex = temp;

swapped = 1;

}

ptr1 = ptr1->next;

}

lptr = ptr1;

} while (swapped);

}

void unionV(struct Graph\* graph, int v1, int v2) {

if (v1 == v2) return;

struct node\* temp = graph->adjLists[v2];

while (temp) {

addEdge(graph, v1, temp->vertex);

temp = temp->next;

}

for (int i = 0; i < graph->numVertices; i++) {

struct node\* adj = graph->adjLists[i];

struct node\* p = NULL;

while (adj) {

if (adj->vertex == v2) {

if (p) {

p->next = adj->next;

}

else {

graph->adjLists[i] = adj->next;

}

struct node\* del = adj;

adj = adj->next;

free(del);

}

else {

p = adj;

adj = adj->next;

}

}

}

graph->adjLists[v2] = NULL;

for (int i = v2 + 1; i < graph->numVertices; i++) {

graph->adjLists[i - 1] = graph->adjLists[i];

}

graph->adjLists[graph->numVertices - 1] = NULL;

graph->numVertices--;

for (int i = 0; i < graph->numVertices; i++) {

struct node\* adj = graph->adjLists[i];

while (adj) {

if (adj->vertex > v2) {

adj->vertex--;

}

adj = adj->next;

}

}

}

void styag(struct Graph\* graph, int v1, int v2) {

if (v1 == v2) return;

int flag = 0;

struct node\* temp = graph->adjLists[v1];

while (temp) {

if (temp->vertex == v2) {

flag = 1;

}

temp = temp->next;

}

if (flag) {

struct node\* adj = graph->adjLists[v1];

struct node\* p = NULL;

while (adj) {

if (adj->vertex == v2) {

if (p) {

p->next = adj->next;

}

else {

graph->adjLists[v1] = adj->next;

}

struct node\* del = adj;

adj = adj->next;

free(del);

break;

}

else {

p = adj;

adj = adj->next;

}

}

adj = graph->adjLists[v2];

p = NULL;

while (adj) {

if (adj->vertex == v1) {

if (p) {

p->next = adj->next;

}

else {

graph->adjLists[v2] = adj->next;

}

struct node\* del = adj;

adj = adj->next;

free(del);

break;

}

else {

p = adj;

adj = adj->next;

}

}

struct node\* temp = graph->adjLists[v2];

while (temp) {

addEdge(graph, v1, temp->vertex);

temp = temp->next;

}

for (int i = 0; i < graph->numVertices; i++) {

adj = graph->adjLists[i];

p = NULL;

while (adj) {

if (adj->vertex == v2) {

if (p) {

p->next = adj->next;

}

else {

graph->adjLists[i] = adj->next;

}

struct node\* del = adj;

adj = adj->next;

free(del);

}

else {

p = adj;

adj = adj->next;

}

}

}

graph->adjLists[v2] = NULL;

for (int i = v2 + 1; i < graph->numVertices; i++) {

graph->adjLists[i - 1] = graph->adjLists[i];

}

graph->adjLists[graph->numVertices - 1] = NULL;

graph->numVertices--;

for (int i = 0; i < graph->numVertices; i++) {

struct node\* adj = graph->adjLists[i];

while (adj) {

if (adj->vertex > v2) {

adj->vertex--;

}

adj = adj->next;

}

}

}

else { return; }

}

void splitV(struct Graph\* graph, int v) {

if (v < 0 || v >= graph->numVertices) return;

int newV1 = graph->numVertices;

int newV2 = graph->numVertices + 1;

graph->numVertices += 1;

graph->adjLists = (struct node\*\*)realloc(graph->adjLists, graph->numVertices \* sizeof(struct node\*));

graph->adjLists[newV1] = NULL;

struct node\* temp = graph->adjLists[v];

while (temp) {

if (temp->vertex != v) {

addEdge(graph, newV1, temp->vertex);

}

temp = temp->next;

}

}

int main(void) {

setlocale(LC\_ALL, "");

int sizeG1 = 0, sizeG2 = 0, choice;

int\*\* G1 = NULL;

int\*\* G2 = NULL;

printf("Введите количество вершин 1 графа: ");

scanf("%d", &sizeG1);

G1 = createG(sizeG1);

printf("1 граф\n");

printG(G1, sizeG1);

struct Graph\* graph1 = edges(G1, sizeG1);

printGraph(graph1);

printf("Введите количество вершин 2 графа: ");

scanf("%d", &sizeG2);

G2 = createG(sizeG2);

printf("2 граф\n");

printG(G2, sizeG2);

struct Graph\* graph2 = edges(G2, sizeG2);

printGraph(graph2);

while (1) {

printf("\nВыберите операцию:\n");

printf("1. Объединение (слияние) вершин\n");

printf("2. Стягивание вершин\n");

printf("3. Расщепление вершины\n");

printf("4. Выход\n");

scanf("%d", &choice);

int v1, v2;

switch (choice) {

case 1:

printf("Введите вершины для объединения: ");

scanf("%d %d", &v1, &v2);

unionV(graph1, v1 - 1, v2 - 1);

printGraph(graph1);

break;

case 2:

printf("Введите вершины для стягивания: ");

scanf("%d %d", &v1, &v2);

styag(graph1, v1 - 1, v2 - 1);

printGraph(graph1);

break;

case 3:

printf("Введите вершину для расщепления: ");

scanf("%d", &v1);

splitV(graph1, v1 - 1);

printGraph(graph1);

break;

case 4:

printf("Выход из программы.\n");

return 0;

default:

printf("Неверный выбор. Попробуйте снова.\n");

}

}

}

// #define \_CRT\_SECURE\_NO\_WARNINGS

//#include <stdio.h>

//#include <stdlib.h>

//#include <stdbool.h>

//#include <time.h>

//#include <windows.h>

//#include <locale.h>

//

//

//int\*\* createG(int size) {

//

//

// int\*\* G = NULL;

// G = (int\*\*)malloc(size \* sizeof(int\*));

// for (int i = 0; i < size; i++) {

// G[i] = (int\*)malloc(size \* sizeof(int));

// }

// for (int i = 0; i < size; i++) {

// for (int j = 0; j < size; j++) {

// G[i][j] = 0;

// }

// }

// for (int i = 0; i < size; i++) {

// for (int j = i + 1; j < size; j++) {

// int edge = rand() % 2;

// G[i][j] = edge;

// G[j][i] = edge; // Для неориентированного графа

// }

// }

// return G;

//

//}

//

//

//int\*\* printG(int\*\* G, int size) {

// printf("Матрица смежности для неориентированного графа:\n");

// for (int i = 0; i < size; i++) {

// for (int j = 0; j < size; j++) {

// printf("%d ", G[i][j]);

// }

// printf("\n");

// }

// return G;

//}

//

//

//

//

//int\*\* delv(int\*\* G, int size, int v) {

// int\*\* Gtemp = createG(size - 1);

//

// for (int i = 0; i < size; i++) {

// for (int j = 0; j < size; j++) {

// if (i < v && j < v) Gtemp[i][j] = G[i][j];

// if (i > v && j > v) Gtemp[i - 1][j - 1] = G[i][j];

// if (i > v && j < v) Gtemp[i - 1][j] = G[i][j];

// if (i < v && j > v) Gtemp[i][j - 1] = G[i][j];

//

//

// }

// }

// for (int i = 0; i < size; i++) {

// free(G[i]);

// }

// free(G);

// G = NULL;

// return Gtemp;

//}

//

//int\*\* unionv(int\*\* G, int size, int v1, int v2) {

// for (int i = 0; i < size; i++) {

// if (G[v2][i] == 1) {

// G[v1][i] = G[v2][i];

// G[i][v1] = G[i][v2];

// }

// }

// G = delv(G, size, v2);

// return G;

//

//}

//

//

//

//

//int\*\* contrE(int\*\* G, int size, int v1, int v2) {

// if (G[v1][v2] != 1) {

// printf("нет ребра");

// return G;

//

// }

// else {

// G[v1][v2] = 0;

// G[v2][v1] = 0;

// for (int i = 0; i < size; i++) {

// if (G[v2][i] == 1) {

// G[v1][i] = G[v2][i];

// G[i][v1] = G[i][v2];

// }

// }

// G = delv(G, size, v2);

// return G;

//

//

// }

//}

//

//int\*\* splitV(int\*\* G, int size, int v) {

// int\*\* Gtemp = createG(size + 1);

//

// for (int i = 0; i < size; i++) {

// if (G[v][i] == 1) {

// Gtemp[i][size] = G[i][v];

// Gtemp[size][i] = G[i][v];

//

//

// }

// }

//

// for (int i = 0; i < size; i++) {

// for (int j = 0; j < size; j++) {

// Gtemp[i][j] = G[i][j];

// }

// }

//

// Gtemp[v][v] = 0;

// Gtemp[size][size] = 0;

// for (int i = 0; i < size; i++) {

// free(G[i]);

// }

//

// free(G);

// G = NULL;

//

// return Gtemp;

//}

//

//int\*\* unionG(int\*\* G1, int\*\* G2, int size1, int size2) {

// int sizemax = (size1 > size2) ? size1 : size2;

// int sizemin = (size1 < size2) ? size1 : size2;

//

// int\*\* Gmax = (size1 > size2) ? G1 : G2;

// int\*\* Gmin = (size1 < size2) ? G1 : G2;

//

// int\*\* Gtemp = createG(sizemax);

//

// for (int i = 0; i < sizemin; i++) {

// for (int j = 0; j < sizemin; j++) {

// Gtemp[i][j] = Gmin[i][j] | Gmax[i][j];

// }

// }

// for (int i = 0; i < sizemax; i++) {

// for (int j = sizemin; j < sizemax; j++) {

// Gtemp[i][j] = Gmax[i][j];

// Gtemp[j][i] = Gtemp[i][j];

// }

// }

//

// return Gtemp;

//

//}

//

//int\*\* intersectoinG(int\*\* G1, int\*\* G2, int size1, int size2) {

// int sizemin = (size1 < size2) ? size1 : size2;

//

// int\*\* Gtemp = createG(sizemin);

//

// for (int i = 0; i < sizemin; i++) {

// for (int j = 0; j < sizemin; j++) {

// Gtemp[i][j] = G1[i][j] & G2[i][j];

// }

// }

// return Gtemp;

//}

//

//int\*\* xorG(int\*\* G1, int\*\* G2, int size1, int size2) {

// int sizemax = (size1 > size2) ? size1 : size2;

// int sizemin = (size1 < size2) ? size1 : size2;

//

// int\*\* Gmax = (size1 > size2) ? G1 : G2;

// int\*\* Gmin = (size1 < size2) ? G1 : G2;

//

// int\*\* Gtemp = createG(sizemax - sizemin);

//

// for (int i = sizemin; i < sizemax; i++) {

// for (int j = sizemin; j < sizemax; j++) {

// Gtemp[i - sizemin][j - sizemin] = Gmax[i][j];

// }

// }

// return Gtemp;

//

//}

//

//

//

//

//int main(void) {

//

// srand(54352345342);

// int sizeG1 = 3,

// sizeG2 = 5;

// setlocale(LC\_ALL, "");

//

// printf("Введите количество вершин графа 1: ");

// scanf("%d", &sizeG1);

// printf("Введите количество вершин графа 2: ");

// scanf("%d", &sizeG2);

//

// int\*\* G1 = createG(sizeG1);

// int\*\* G2 = createG(sizeG2);

// int\*\* G3 = createG(sizeG1\*sizeG2);

//

// //printf("граф 1 ");

// //printG(G1, sizeG1);

//

//

// //printf("граф 2 ");

// //printG(G2, sizeG2);

//

//

// printf("Граф 1 (матрица смежности):\n");

// printG(G1, sizeG1);

//

// printf("Граф 2 (матрица смежности):\n");

// printG(G2, sizeG2);

//

//

//

//

//

// int\*\* G3 = unionG(G1, G2, sizeG1, sizeG2);

// int sizeG3 = (sizeG1 > sizeG2) ? sizeG1 : sizeG2;

// printf("\nОбъединение графов\n");

//

// printG(G3, sizeG3);

//

// int\*\* G4 = intersectoinG(G1, G2, sizeG1, sizeG2);

// int sizeG4 = (sizeG1 < sizeG2) ? sizeG1 : sizeG2;

// printf("\nПересечение графов\n");

//

// printG(G4, sizeG4);

//

// G2 = delV(G2, g2, 2);

// nG2--;

// printf("\nГраф Godel\n");

// printf(G2, sizeG2);

// G2 = unionv(G2, sizeG2, 2, 3);

// sizeG2--;

// printG(G2, sizeG2);

// G2 = contrE(G2, sizeG2, 2, 3);

// sizeG2--;

// printG(G2, sizeG2);

// return 0;

// int\*\* G5 = xorG(G1, G2, sizeG1, sizeG2);

// int sizeG5 = (sizeG1 < sizeG2) ? sizeG2 - sizeG1 : sizeG1 - sizeG2;

// printf("\nКольцевая сумма\n");

//

// printG(G5, sizeG5);

//

//

//

//

// return 0;

//

//

//

//

//}

**Задание 3**

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdio.h>

#include <stdlib.h>

#include <stdbool.h>

#include <time.h>

#include <windows.h>

#include <locale.h>

int\*\* generG(int size) {

int\*\* G = NULL;

G = (int\*\*)malloc(size \* sizeof(int\*));

for (int i = 0; i < size; i++) {

G[i] = (int\*)malloc(size \* sizeof(int));

}

for (int i = 0; i < size; i++) {

for (int j = 0; j < size; j++) {

G[i][j] = 0;

}

}

for (int i = 0; i < size; i++) {

for (int j = i + 1; j < size; j++) {

int edge = rand() % 2;

G[i][j] = edge;

G[j][i] = edge; // Для неориентированного графа

}

}

return G;

}

int\*\* printG(int\*\* G, int size) {

printf("Матрица смежности для неориентированного графа:\n");

for (int i = 0; i < size; i++) {

for (int j = 0; j < size; j++) {

printf("%d ", G[i][j]);

}

printf("\n");

}

return G;

}

int\*\* delv(int\*\* G, int size, int v) {

int\*\* Gtemp = generG(size - 1);

for (int i = 0; i < size; i++) {

for (int j = 0; j < size; j++) {

if (i < v && j < v) Gtemp[i][j] = G[i][j];

if (i > v && j > v) Gtemp[i - 1][j - 1] = G[i][j];

if (i > v && j < v) Gtemp[i - 1][j] = G[i][j];

if (i < v && j > v) Gtemp[i][j - 1] = G[i][j];

}

}

for (int i = 0; i < size; i++) {

free(G[i]);

}

free(G);

G = NULL;

return Gtemp;

}

int\*\* unionG(int\*\* G1, int\*\* G2, int size1, int size2) {

int sizemax = (size1 > size2) ? size1 : size2;

int sizemin = (size1 < size2) ? size1 : size2;

int\*\* Gmax = (size1 > size2) ? G1 : G2;

int\*\* Gmin = (size1 < size2) ? G1 : G2;

int\*\* Gtemp = generG(sizemax);

for (int i = 0; i < sizemin; i++) {

for (int j = 0; j < sizemin; j++) {

Gtemp[i][j] = Gmin[i][j] | Gmax[i][j];

}

}

for (int i = 0; i < sizemax; i++) {

for (int j = sizemin; j < sizemax; j++) {

Gtemp[i][j] = Gmax[i][j];

Gtemp[j][i] = Gtemp[i][j];

}

}

return Gtemp;

}

int\*\* intersectoinG(int\*\* G1, int\*\* G2, int size1, int size2) {

int sizemin = (size1 < size2) ? size1 : size2;

int\*\* Gtemp = generG(sizemin);

for (int i = 0; i < sizemin; i++) {

for (int j = 0; j < sizemin; j++) {

Gtemp[i][j] = G1[i][j] & G2[i][j];

}

}

return Gtemp;

}

int\*\* xorG(int\*\* G1, int\*\* G2, int size1, int size2) {

int sizemax = (size1 > size2) ? size1 : size2;

int sizemin = (size1 < size2) ? size1 : size2;

int\*\* Gmax = (size1 > size2) ? G1 : G2;

int\*\* Gmin = (size1 < size2) ? G1 : G2;

int\*\* Gtemp = generG(sizemax - sizemin);

for (int i = sizemin; i < sizemax; i++) {

for (int j = sizemin; j < sizemax; j++) {

Gtemp[i - sizemin][j - sizemin] = Gmax[i][j];

}

}

return Gtemp;

}

int main(void) {

int sizeG1 = 3, sizeG2 = 5;

setlocale(LC\_ALL, "");

printf("Введите количество вершин графа 1: ");

scanf("%d", &sizeG1);

printf("Введите количество вершин графа 2: ");

scanf("%d", &sizeG2);

int\*\* G1 = generG(sizeG1);

int\*\* G2 = generG(sizeG2);

printf("граф 1 ");

printG(G1, sizeG1);

printf("граф 2 ");

printG(G2, sizeG2);

int\*\* G3 = unionG(G1, G2, sizeG1, sizeG2);

int sizeG3 = (sizeG1 > sizeG2) ? sizeG1 : sizeG2;

printf("\nОбъединение графов\n");

printG(G3, sizeG3);

int\*\* G4 = intersectoinG(G1, G2, sizeG1, sizeG2);

int sizeG4 = (sizeG1 < sizeG2) ? sizeG1 : sizeG2;

printf("\nПересечение графов\n");

printG(G4, sizeG4);

int\*\* G5 = xorG(G1, G2, sizeG1, sizeG2);

int sizeG5 = (sizeG1 < sizeG2) ? sizeG2 - sizeG1 : sizeG1 - sizeG2;

printf("\nКольцевая сумма\n");

printG(G5, sizeG5);

return 0;

}

**Задание 4**

#define \_CRT\_SECURE\_NO\_WARNINGS

#include "stdio.h"

#include "cstdlib"

#include <windows.h>

#include <locale.h>

int\*\* createG(int size) {

int\*\* G = NULL;

G = (int\*\*)malloc(size \* sizeof(int\*));

for (int i = 0; i < size; i++) {

G[i] = (int\*)malloc(size \* sizeof(int));

}

for (int i = 0; i < size; i++) {

for (int j = 0; j < size; j++) {

G[i][j] = rand() % 2;

if (i == j) G[i][j] = 0;

G[j][i] = G[i][j];

}

}

return G;

}

void printG(int\*\* G, int size) {

for (int i = 0; i < size; i++) {

for (int j = 0; j < size; j++) {

printf("%d ", G[i][j]);

}

printf("\n");

}

printf("\n");

return;

}

int\*\* decUG(int\*\* G1, int size1, int\*\* G2, int size2, int\*\* G3) {

for (int i = 0; i < size1 \* size2; i++) {

for (int j = 0; j < size1 \* size2; j++) {

G3[i][j] = 0;

}

}

for (int i = 0; i < size1; i++) {

for (int j = 0; j < size2; j++) {

for (int k = 0; k < size1; k++) {

for (int l = 0; l < size2; l++) {

if (G1[i][k] == 1 && j == l) {

G3[i \* size2 + j][k \* size2 + l] = 1;

}

if (G2[j][l] == 1 && i == k) {

G3[i \* size2 + j][k \* size2 + l] = 1;

}

}

}

}

}

return G3;

}

int main(void) {

setlocale(LC\_ALL, "");

int sizeG1 = 0, sizeG2 = 0, sizeG3 = 0;

int\*\* G1 = NULL;

int\*\* G2 = NULL;

int\*\* G3 = NULL;

srand(1235235235);

printf("Введите количество вершин графа 1: ");

scanf("%d", &sizeG1);

printf("Введите количество вершин графа 2: ");

scanf("%d", &sizeG2);

G1 = createG(sizeG1);

printf("1 граф\n");

printG(G1, sizeG1);

G2 = createG(sizeG2);

printf("2 граф\n");

printG(G2, sizeG2);

G3 = createG(sizeG1 \* sizeG2);

G3 = decUG(G1, sizeG1, G2, sizeG2, G3);

printf("Матрица смежности декартова произведения графов:\n");

printG(G3, sizeG1 \* sizeG2);

}