Queries:

**Q1. Write a Gremlin command that creates the above graph [hint - you will also need a 'traversal' for it]. The command could be a multi-statement one, or a single line one (with function chaining).**

graph=TinkerGraph.open()

g= graph.traversal().addV("CS101").property(id,0).property('name','CS101').as("CS101").addV("CS201").property(id,1).property('name','CS201').as("CS201").addV("CS220").property(id,2).property('name','CS220').as("CS220").addV("CS334").property(id,3).property('name','CS334').as("CS334").addV("CS420").property(id,4).property('name','CS420').as("CS420").addV("CS681").property(id,5).property('name','CS681').as("CS681").addV("CS400").property(id,6).property('name','CS400').as("CS400").addV("CS526").property(id,7).property('name','CS526').as("CS526").addE("prereq").from("CS201").to("CS101").property(id,1).addE("prereq").from("CS220").to("CS201").property(id,2).addE("prereq").from("CS334").to("CS201").property(id,3).addE("prereq").from("CS420").to("CS220").property(id,4).addE("coreqs").from("CS420").to("CS220").property(id,8).addE("prereq").from("CS681").to("CS334").property(id,5).addE("prereq").from("CS400").to("CS334").property(id,6).addE("prereq").from("CS526").to("CS400").property(id,7).addE("coreqs").from("CS526").to("CS400").property(id,9)
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**Explanation:**

* In the above command an instance of TinkerGraph is being created.
* In order to traverse the graph we use graph traversal method named traversal()
* The graph is implemented using chaining method where addition of every vertex and edge (with properties) is separated by a delimiter(‘.’), where I have added 8 vertices (Courses) and 9 edges( relationship) between the courses.
* addV() is used to add vertex
* addE() is used to add edges between already created vertex of the graph
* property() is a common method used by both vertices and edges to define its id or name as per the use
* as() method is used to store the output value into a specific variable specified within “” of as().
* When the chaining command is used in the above manner all the vertices and edges the entire command is executed at the same time.
* The above command can also be written in multistmt fashion. But to make the job simpler we can use chaining.

**Q2. Write a query that will output JUST the doubly-connected nodes:**

graph.traversal().V().match(\_\_.as('a').out('coreqs').as('b'),\_\_.as('a').out('prereq').as('b')).select('a','b').by('name')

![](data:image/png;base64,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)

**Explanation:**

* Here in the above command we are trying to find a double relationship in the graph.
* We have represented the relationship in the form of edges.
* There are 2 kind of relationship in the graph (‘prereq’) and (‘coreqs’)
* The goal is to find such vertices that share both relationship
* To do this we use the graph traversal method to traverse the graph.
* For every vertex in the graph to every other vertex in the graph, we check whether there is a relationship of prereq and coreqs between them using match() command.
* match() considers a given vertex as a and checks for its outgoing edge of prereq to b and at the same time it checks that the vertex as a also has its outgoing edge of coereqs to b.
* If yes then we display them by select() by their names.
* select() is used for printing the output
* by() is used to add filter on those output of select()
* In our graph there are 2 pairs which has such relationship.

**Q3. Write a query that will output all the ancestors (for us, these would be prereqs) of a given vertex.**

graph.traversal().V().has("name","CS526").repeat(\_\_.out("prereq")).emit().as('x').until(has("name","CS101")).select('x').by('name')
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**Explanation:**

* In the above query we are trying to find all the ancestor of a give node.
* Here I have made an assumption of node CS526, you can change it to check for other nodes as well.
* The query is executed by traversing the graph through its ancestor nodes till it reaches the root node.
* To implement this we use repeat()
* Since we are interested in knowing the prereqs we add a filter on prereqs.
* repeat() will keep on running into loop until a particular condition is satisfied by the traverser.
* repeat(\_\_.out(“prereq”)) means for a given node if there is an outgoing edge to a node of relationship prereq, then emit that outgoing edge.
* Here emit() is used to display the node. If we want the vertex no. the emit() command is sufficient.
* But if we want the graph to emit the names of node then, we have to store the nodes emitted as a variable and display it using select() with a by filter on names.
* In our case, it is till the time we reach the root node i.e CS101 the loop will keep on running. For this purpose we use until().

**Q4. Write a query that will output the max depth starting from a given node (provides a count (including itself) of all the connected nodes till the deepest leaf). This would give us a total count of the longest sequence of courses that can be taken, after having completed a prereq course.**

graph.traversal().V().has('name','CS101').repeat(\_\_.in('prereq')).until(inE().count().is(0)).path().tail(1).unfold().count()
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**Explanation:**

* We want to find out the maximum depth starting from a given node.
* It is calculated for a given node by look for incoming edges with prereq from any node.
* For those node look for incoming edges till there are no incoming edges from any other nodes.
* The above process is repeated in a loop using repeat() and until()
* repeat() will keep on running into loop until a particular condition is satisfied by the traverser.
* The traverser returns the longest path since we traversing every possible solution in the graph by exploring every incoming edge from a node.
* tail() is used for including the vertex in the count.
* unfold() is use to unfold the path of nodes.
* If we don’t write unfold it will just return 1 i.e the longest path but not the individual nodes along the path.
* The no. of nodes in the path is counted using count().