**Objectives:** You will gain experience:

1. get a feel for simple sorts: selection, bubble, and insertion sorts
2. get a feel for advanced sorts: heap, quick, and merge sorts

**To start the lab:** Download and unzip the lab8.zip file from eLearning.

# **Part A:** The lab8.zip file you downloaded and extracted contains the following sorting algorithms which all sort in ascending order (i.e., from smallest to largest):

1. bubbleSort.py - bubble sort code which **does not** check if it can stop early
2. bubbleSortB.py - bubble sort code which stops early if no swapping is needed during a scan of the unsorted part
3. insertionSort.py - the insertion sort
4. selectionSort.py - the selection sort code we developed in class

Each program runs the sorting algorithm several time with different initial orderings of 10,000 list items. The initial orderings of items are: descending order, ascending order, random order, and random order again to check for consistence. Complete the following timings by running the each program.

| Timings of Sorting Algorithms on 10,000 items (seconds) | | | | |
| --- | --- | --- | --- | --- |
| Type of sorting algorithm | Initial Ordering of Items | | | |
| Descending | Ascending | Random order 1 | Random order 2 |
| bubbleSort.py |  |  |  |  |
| bubbleSortB.py |  |  |  |  |
| insertionSort.py |  |  |  |  |
| selectionSort.py |  |  |  |  |

**Study the code and answer the following questions about the sorting algorithms:**

a) Why does the bubbleSort algorithm take less time on the ascending ordered list than the descending ordered list?

b) Why does the bubbleSortB algorithm take A LOT less time on the ascending ordered list than the descending ordered list?

c) Why does the insertionSort algorithm take A LOT less time on the ascending ordered list than the descending ordered list?

d) Why does the insertionSort algorithm take less time on the descending ordered list than the bubbleSort algorithm on the descending ordered list?

e) Why does the selectionSort algorithm take less time on the descending ordered list than the insertionSort algorithm on the descending ordered list?

# **Part B:** Advanced Sort comparison

a) **Complete the heap sort function** in lab8/heapSort.py which contains the template for the heap sort algorithm discussed in class. Recall the steps of the algorithm:
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b) Time the heap sorting algorithm using lab8/timeHeapSort.py on 100,000 random items, 200,000 random items, and 400,000 random items.

| **# Items** | **Your Heap Sort Timing** |
| --- | --- |
| 100,000 |  |
| 200,000 |  |
| 400,000 |  |

c) Explain the *O*( ) for your heap sort algorithm?

d) The general idea merge sort is as follows. Assume “n” items to sort.

1. Split the unsorted part in half to get two smaller sorting problems of about n/2
2. Solve both smaller problem recursively using merge sort
3. “Merge” the solution to the smaller problems together to solve the original sorting problem of size n

![](data:image/x-wmf;base64,183GmgAAAAAAANAHqwZ3AQAAAAAdVwEACQAAA4wKAAALACQAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAqsG0AcDAAAAHgAFAAAAAgEBAAAAHAAAAPsC5f8AAAAAAACQAQAAAAAAAAESVGltZXMgTmV3IFJvbWFuACDrGACPkyJ3gAEmdzMMZsoEAAAALQEAAAUAAAAJAgAAAAAcAAAA+wLp/wAAAAAAAJABAAAAAAAAARJUaW1lcyBOZXcgUm9tYW4AIOsYAI+TIneAASZ3MwxmygQAAAAtAQEAHAAAAPsC6f8AAAAAAACQAQAAAAAAAAESVGltZXMgTmV3IFJvbWFuACDrGACPkyJ3gAEmdzMMZsoEAAAALQECABwAAAD7Atj/AAAAAAAAkAEAAAAAAAABIkFyaWFsACZ3ehMKLLgA1wAg6xgAj5Mid4ABJnczDGbKBAAAAC0BAwAFAAAABAENAAAACAAAAPoCBgADAAAAAAAAAAQAAAAtAQQABwAAAPwCAQAAAAAAAAAEAAAALQEFAAwAAAAkAwQAnwLNAEgHzQBIBz0BnwI9AQwAAAAkAwQAnwIeBkgHHgZIB40GnwKNBgwAAAAkAwQALwKMAoQEjAKEBPwCLwL8AgwAAAAkAwQAQgJeBJYEXgSWBM4EQgLOBAwAAAAkAwQAUQWMAqUHjAKlB/wCUQX8AgwAAAAkAwQAYwVeBLgHXgS4B84EYwXOBBwAAAD7Aq3/AAAAAAAAkAEAAAAAAAABElRpbWVzIE5ldyBSb21hbgCg6xgAj5Mid4ABJnczDGbKBAAAAC0BBgAKAAAAMgrfAO8DAgAAADEwKQAqAAoAAAAyCp4CfwMCAAAAMTApACoACgAAADIKcARnAgIAAAAxMCoAKgAKAAAAMgowBsQCAgAAADEwKgAqAAoAAAAyCt8ArgUCAAAAMjAqACoACgAAADIKngILBgIAAAAyMCoAKgAKAAAAMgpwBIkFAgAAADIwKQAqAAoAAAAyCjAGWQMCAAAAMjAqACoABQAAABQCzQA0AwUAAAACAQIAAAAFAAAAEwI9ATQDBQAAAAIBAQAAAAUAAAAUAh4GNAMFAAAAAgECAAAABQAAABMCjQY0AwUAAAACAQEAAAAFAAAAFAKMAsQCBQAAAAIBAgAAAAUAAAATAvwCxAIFAAAAAgEBAAAABQAAABQCXgTXAgUAAAACAQIAAAAFAAAAEwLOBNcCBQAAAAIBAQAAAAUAAAAUAowC5gUFAAAAAgECAAAABQAAABMC/ALmBQUAAAACAQEAAAAFAAAAFAJeBPgFBQAAAAIBAgAAAAUAAAATAs4E+AUFAAAAAgEBAAAABQAAABQCzQCJBQUAAAACAQIAAAAFAAAAEwI9AYkFBQAAAAIBAQAAAAUAAAAUAh4GiQUFAAAAAgECAAAABQAAABMCjQaJBQUAAAACAQEAAAAFAAAAFALNAF4EBQAAAAIBAgAAAAUAAAATAj0BXgQFAAAAAgEBAAAABQAAABQCHgZeBAUAAAACAQIAAAAFAAAAEwKNBl4EBQAAAAIBAQAAAAUAAAAUAowC7wMFAAAAAgECAAAABQAAABMC/ALvAwUAAAACAQEAAAAFAAAAFAJeBAEEBQAAAAIBAgAAAAUAAAATAs4EAQQFAAAAAgEBAAAABQAAABQCjAIQBwUAAAACAQIAAAAFAAAAEwL8AhAHBQAAAAIBAQAAAAUAAAAUAl4EIwcFAAAAAgECAAAABQAAABMCzgQjBwUAAAACAQEAAAAFAAAAFALNALMGBQAAAAIBAgAAAAUAAAATAj0BswYFAAAAAgEBAAAABQAAABQCHgazBgUAAAACAQIAAAAFAAAAEwKNBrMGBQAAAAIBAQAAAAUAAAAUAs0AyQMFAAAAAgECAAAABQAAABMCPQHJAwUAAAACAQEAAAAFAAAAFAIeBskDBQAAAAIBAgAAAAUAAAATAo0GyQMFAAAAAgEBAAAABQAAABQCjAJZAwUAAAACAQIAAAAFAAAAEwL8AlkDBQAAAAIBAQAAAAUAAAAUAl4EbAMFAAAAAgECAAAABQAAABMCzgRsAwUAAAACAQEAAAAFAAAAFAKMAnsGBQAAAAIBAgAAAAUAAAATAvwCewYFAAAAAgEBAAAABQAAABQCXgSOBgUAAAACAQIAAAAFAAAAEwLOBI4GBQAAAAIBAQAAAAUAAAAUAs0AHgYFAAAAAgECAAAABQAAABMCPQEeBgUAAAACAQEAAAAFAAAAFAIeBh4GBQAAAAIBAgAAAAUAAAATAo0GHgYFAAAAAgEBAAAABQAAABQCzQDzBAUAAAACAQIAAAAFAAAAEwI9AfMEBQAAAAIBAQAAAAUAAAAUAh4G8wQFAAAAAgECAAAABQAAABMCjQbzBAUAAAACAQEAAAAFAAAAFAKMAoQEBQAAAAIBAgAAAAUAAAATAvwChAQFAAAAAgEBAAAABQAAABQCXgSWBAUAAAACAQIAAAAFAAAAEwLOBJYEBQAAAAIBAQAAAAUAAAAUAowCpQcFAAAAAgECAAAABQAAABMC/AKlBwUAAAACAQEAAAAFAAAAFAJeBLgHBQAAAAIBAgAAAAUAAAATAs4EuAcFAAAAAgEBAAAABQAAABQCzQBIBwUAAAACAQIAAAAFAAAAEwI9AUgHBQAAAAIBAQAAAAUAAAAUAh4GSAcFAAAAAgECAAAABQAAABMCjQZIBwUAAAACAQEAAAAKAAAAMgrfAFkDAgAAADM1KgAqAAoAAAAyCp4C6gICAAAAMzUpACoACgAAADIKcAT8AgIAAAAzNSoAKgAKAAAAMgowBoQEAgAAADM1KQAqAAoAAAAyCt8AhAQCAAAANDApACoACgAAADIKngIUBAIAAAA0MCoAKgAKAAAAMgpwBJEDAgAAADQwKgAqAAoAAAAyCjAGGQUCAAAANDAqACoACgAAADIK3wAZBQIAAAA0NSoAKgAKAAAAMgqeAnYFAgAAADQ1KgAqAAoAAAAyCnAEswYCAAAANDUqACoACgAAADIKMAauBQIAAAA0NSoAKgAKAAAAMgrfAMQCAgAAADYwKgAqAAoAAAAyCp4CVAICAAAANjAqACoACgAAADIKcAQmBAIAAAA2MCoAKgAKAAAAMgowBtgGAgAAADYwKgAqAAoAAAAyCt8AQwYCAAAAMjUqACoACgAAADIKngKgBgIAAAAyNSoAKgAKAAAAMgpwBB4GAgAAADI1KgAqAAoAAAAyCjAG7wMCAAAAMjUpACoACgAAADIK3wDYBgIAAAA1MCoAKgAKAAAAMgqeAjUHAgAAADUwKgAqAAoAAAAyCnAESAcCAAAANTAqACoACgAAADIKMAZDBgIAAAA1MCoAKgAbAAAAMgr//wEEDQAAAFVuc29ydGVkIFBhcnQAPAApACAAKgAcABcAJQAqABMALwAlABwAFwAbAAAAMgpQBQEEDQAAACAgU29ydGVkIFBhcnQAFQAVAC4AKgAcABcAIwAqABUALwAkABwAFwAiAAAAMgq/AR0CEgAAAFVuc29ydGVkIExlZnQgSGFsZjwAKQAgACoAHAAXACQAKgAVADIAJQAbABcAFQA8ACUAFwAbACIAAAAyCpEDLwISAAAAICBTb3J0ZWQgTGVmdCBIYWxmFQAVAC4AKgAcABcAIwAqABUAMgAlABsAFwAWADwAJQAXABsAJAAAADIKvwErBRMAAABVbnNvcnRlZCBSaWdodCBIYWxmADwAKQAgACoAHAAXACUAKgAVADcAFwApACkAFwAVADwAJQAXABsAJAAAADIKkQM+BRMAAAAgIFNvcnRlZCBSaWdodCBIYWxmABUAFQAuACoAHAAWACUAKgAVADcAFwApACkAFwAVADwAJQAXABsABQAAABQCggCfAgUAAAACAQIAAAAFAAAAEwJdAJ8CBQAAAAIBAQAAAAUAAAAUAq4FnwIFAAAAAgECAAAABQAAABMC0wWfAgUAAAACAQEAAAAFAAAAFAJCAi8CBQAAAAIBAgAAAAUAAAATAh0CLwIFAAAAAgEBAAAABQAAABQCFARCAgUAAAACAQIAAAAFAAAAEwLuA0ICBQAAAAIBAQAAAAUAAAAUAkICUQUFAAAAAgECAAAABQAAABMCHQJRBQUAAAACAQEAAAAFAAAAFAIUBGMFBQAAAAIBAgAAAAUAAAATAu4DYwUFAAAAAgEBAAAACAAAAPoCAgABAAAAAAAAAAQAAAAtAQcABAAAAPABBAAFAAAAFAJdAJ8CBQAAAAIBAgAAAAUAAAATAl0AHgYHAAAAHwQAAAAAXQAeBgUAAAACAQEAAAAFAAAAFAKuBZ8CBQAAAAIBAgAAAAUAAAATAq4FHgYHAAAAHwQAAAAArgUeBgUAAAACAQEAAAAFAAAAFAIdAi8CBQAAAAIBAgAAAAUAAAATAh0ChAQHAAAAHwQAAAAAHQKEBAUAAAACAQEAAAAFAAAAFALuA0ICBQAAAAIBAgAAAAUAAAATAu4DlgQHAAAAHwQAAAAA7gOWBAUAAAACAQEAAAAFAAAAFAJdAB4GBQAAAAIBAgAAAAUAAAATAl0ASAcHAAAAHwQAAAAAXQBIBwUAAAACAQEAAAAFAAAAFAKuBR4GBQAAAAIBAgAAAAUAAAATAq4FSAcHAAAAHwQAAAAArgVIBwUAAAACAQEAAAAFAAAAFAIdAlEFBQAAAAIBAgAAAAUAAAATAh0CpQcHAAAAHwQAAAAAHQKlBwUAAAACAQEAAAAFAAAAFALuA2MFBQAAAAIBAgAAAAUAAAATAu4DuAcHAAAAHwQAAAAA7gO4BwUAAAACAQEAAAAIAAAA+gIGAAMAAAAAAAAABAAAAC0BBAAEAAAA8AEHAAUAAAAUAl0ASAcFAAAAAgECAAAABQAAABMCggBIBwUAAAACAQEAAAAFAAAAFAKuBUgHBQAAAAIBAgAAAAUAAAATAtMFSAcFAAAAAgEBAAAABQAAABQCQgKEBAUAAAACAQIAAAAFAAAAEwIdAoQEBQAAAAIBAQAAAAUAAAAUAhQElgQFAAAAAgECAAAABQAAABMC7gOWBAUAAAACAQEAAAAFAAAAFAJCAqUHBQAAAAIBAgAAAAUAAAATAh0CpQcFAAAAAgEBAAAABQAAABQCFAS4BwUAAAACAQIAAAAFAAAAEwLuA7gHBQAAAAIBAQAAABwAAAD7Arj/AAAAAAAAkAEAAAAAAAABElRpbWVzIE5ldyBSb21hbgCg6xgAj5Mid4ABJnczDGbKBAAAAC0BBwAJAAAAMgqCANcCAQAAADAwJAAJAAAAMgrTBdcCAQAAADAwJAAJAAAAMgpBAmcCAQAAADAwJAAJAAAAMgoTBHoCAQAAADAwJAAJAAAAMgpBAokFAQAAADAwJAAJAAAAMgoTBJsFAQAAADAwJAAcAAAA+wK4/wAAAAAAAJABAAAAAAAAARJUaW1lcyBOZXcgUm9tYW4AoOsYAI+TIneAASZ3MwxmygQAAAAtAQgACQAAADIKggArBQEAAAA0MCQACQAAADIK0wUrBQEAAAA0MCQACQAAADIKggBsAwEAAAAxMCQACQAAADIK0wVsAwEAAAAxMCQACQAAADIKQQL8AgEAAAAxMCQACQAAADIKEwQPAwEAAAAxMCQACQAAADIKQQIeBgEAAAAxMCQACQAAADIKEwQwBgEAAAAxMCQACQAAADIKggDBBQEAAAA1MCQACQAAADIK0wXBBQEAAAA1MCQACQAAADIKggABBAEAAAAyMCQACQAAADIK0wUBBAEAAAAyMCQACQAAADIKQQKRAwEAAAAyMCQACQAAADIKEwSkAwEAAAAyMCQACQAAADIKQQKzBgEAAAAyMCQACQAAADIKEwTFBgEAAAAyMCQACQAAADIKggBWBgEAAAA2MCQACQAAADIK0wVWBgEAAAA2MCQACQAAADIKggCWBAEAAAAzMCQACQAAADIK0wWWBAEAAAAzMCQACQAAADIKQQImBAEAAAAzMCQACQAAADIKEwQ5BAEAAAAzMCQACQAAADIKQQJIBwEAAAAzMCQACQAAADIKEwRbBwEAAAAzMCQACQAAADIKggDrBgEAAAA3MCQACQAAADIK0wXrBgEAAAA3MCQACAAAAPoCBgAKAAAAAAAAAAQAAAAtAQkABAAAAPABBAAFAAAAFAJPAdwDBQAAAAIBAgAAAAUAAAATAq0BfwMFAAAAAgEBAAAABwAAAPwCAAAAAAAAAAAEAAAALQEEAAoAAAAkAwMAfwOtAaADogGVA5cBCgAAACQDAwB/A60BigOMAZUDlwEFAAAAFALhBNgGBQAAAAIBAgAAAAUAAAATAj4FewYFAAAAAgEBAAAACgAAACQDAwB7Bj4FnAYzBZEGKAUKAAAAJAMDAHsGPgWGBh0FkQYoBQUAAAAUAg8DkQMFAAAAAgECAAAABQAAABMCfwORAwUAAAACAQEAAAAKAAAAJAMDAJEDfwOhA2ADkQNgAwoAAAAkAwMAkQN/A4IDYAORA2ADBQAAABQCTwELBgUAAAACAQIAAAAFAAAAEwKtAWgGBQAAAAIBAQAAAAoAAAAkAwMAaAatAV0GjAFSBpcBCgAAACQDAwBoBq0BRwaiAVIGlwEFAAAAFALzBEcDBQAAAAIBAgAAAAUAAAATAlEFpAMFAAAAAgEBAAAACgAAACQDAwCkA1EFmQMwBY4DOwUKAAAAJAMDAKQDUQWDA0YFjgM7BQUAAAAUAg8DewYFAAAAAgECAAAABQAAABMCfwN7BgUAAAACAQEAAAAKAAAAJAMDAHsGfwOKBmADewZgAwoAAAAkAwMAewZ/A2sGYAN7BmADHAAAAPsChP8AAAAAAACQAQAAAAAAAAEiQXJpYWwAJneTEwoCeOWeA6DrGACPkyJ3gAEmdzMMZsoEAAAALQEKAAkAAAAyCh8GrAcBAAAAIAMjAAQAAADwAQgABAAAAPABBwAEAAAA8AEGAAQAAADwAQMABAAAAPABAgAEAAAA8AEBAAQAAADwAQAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAMozDGbKAAAKACIAigEAAAAAAAAAAJT1GAAEAAAALQEAAAcAAAD8AgAA////AAAABAAAAC0BAQAIAAAA+gIAAAAAAAAAAAAABAAAAC0BAgAEAAAA8AEKAAQAAADwAQQABAAAAPABCQAEAAAAJwH//wMAAAAAAA==)

The textbook’s merge sort is in mergesort.py. Use the timeMergeSort.py program to run merge sort on a list of random items. Complete the following timing table:

| **Random # Items** | **Textbook’s Merge Sort Timings** |
| --- | --- |
| 100,000 |  |
| 200,000 |  |
| 400,000 |  |

e) Recall the general idea of *Quick sort* is as follows. Assume “n” items to sort.

1. Select a “random” item in the unsorted part as the *pivot*
2. Rearrange (called *partitioning*) the unsorted items such that:
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1. Quick sort the unsorted part to the left of the pivot
2. Quick sort the unsorted part to the right of the pivot

The lecture 17 quick sort is in quicksort.py. Use the timeQuickSort.py program to run quick sort on a list of random items. Complete the following timings to get a feel for the “speed” of quicksort.

| **# Items** | **Lecture 17 Quick Sort Timings** |
| --- | --- |
| 100,000 |  |
| 200,000 |  |
| 400,000 |  |

All three advanced sorting algorithms are ** (nlog2n) on initially random data. Why do you suppose quick sort is the fastest advanced sort on random items?

**After you have answers and correct code for all parts of the lab, submit a lab8.zip containing your code on eLearning. If you do not get done today, then submit it by next week’s lab period.**

**Remember to save your lab8 files for later usage on homework assignments!**

# **Part C**: **EXTRA CREDIT**

a) Write (pencil-and-paper below) a variation of bubble sort that:

1. sorts in descending order (largest to smallest)
2. builds the sorted part on the left-hand side of the list, i.e.,
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(Your code does NOT need to stop early if a scan of the unsorted part has no swaps)

def bubbleSortC(myList):

b) Implement and test your bubbleSortC code.