inline size\_t hyperfloor(unsigned long n)

{

return 1<<floor\_log2(n);

}

template<typename RandomIterator>

void build\_hp\_tree(RandomIterator begin\_in,

RandomIterator beyond\_in,

RandomIterator begin\_out,

RandomIterator beyond\_out,

int height,

int inc) {

int bottom\_height = ((height==2)?1:hyperfloor(height-1));

int top\_height = height-bottom\_height;

int bottom\_size = (1<<bottom\_height)-1;

int top\_size = (1<<top\_height)-1;

if (top\_height==1 && bottom\_height==1) {

begin\_out[1] = begin\_in[0];

begin\_out[0] = begin\_in[1\*inc];

begin\_out[2] = begin\_in[2\*inc];

return;

}

if (top\_height==1) {

begin\_out[0] = begin\_in[bottom\_size\*inc];

} else {

build\_hp\_tree(begin\_in+bottom\_size\*inc,

beyond\_in,

begin\_out,

beyond\_out,

top\_height,

bottom\_size\*inc+inc);

}

for(int i=0;i<=top\_size;i++) {

build\_hp\_tree(begin\_in+(i\*bottom\_size+i)\*inc,

beyond\_in+(i+1)\*bottom\_size\*inc+i,

begin\_out+top\_size+i\*bottom\_size,

beyond\_out,

bottom\_height,

inc);

}

}
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template<typename element>

class precomputed\_table {

public:

precomputed\_table(element height) : D(height),

T(height),

B(height),

Pos(height) {

D.resize(height);

T.resize(height);

B.resize(height);

Pos.resize(height);

build\_precomputed\_table(height, 0);

}

void initialise() {

Pos[0] = 0;

};

vector<element> D;

vector<element> T;

vector<element> B;

vector<element> Pos;

private:

void build\_precomputed\_table(element height, element depth) {

element bottom\_height = ((height==2)?1:hyperfloor(height-1));

element top\_height = height-bottom\_height;

if (height==1) return;

D[depth+top\_height] = depth;

T[depth+top\_height] = (1<<top\_height)-1;

B[depth+top\_height] = (1<<bottom\_height)-1;

Pos[depth+top\_height] = 0;

build\_precomputed\_table(top\_height, depth);

build\_precomputed\_table(bottom\_height, depth+top\_height);

}

};