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**第一章：STL基础**

**第一 C++ STL是什么，有什么用？**

**一 C++ STL是什么**

在已有 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 尤其是 C++ 模板的基础上，从本节开始，我们开始系统地学习 [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 标准模板库，首先来了解什么是 STL，以及学习 STL 有什么用？

STL，英文全称 s[tan](http://c.biancheng.net/ref/tan.html" \t "http://c.biancheng.net/view/_blank)dard template library，中文可译为标准模板库或者泛型库，其包含有大量的模板类和模板函数，是 C++ 提供的一个基础模板的集合，用于完成诸如输入/输出、数学计算等功能。

STL 最初由惠普实验室开发，于 1998 年被定为国际标准，正式成为 C++ 程序库的重要组成部分。值得一提的是，如今 STL 已完全被内置到支持 C++ 的编译器中，无需额外安装，这可能也是 STL 被广泛使用的原因之一。

从根本上说，STL 是一些容器、算法和其他一些组件的集合，所有容器和算法都是总结了几十年来算法和[数据结构](http://c.biancheng.net/data_structure/" \t "http://c.biancheng.net/view/_blank)的研究成果，汇集了许多计算机专家学者经验的基础上实现的，因此可以说，STL 基本上达到了各种存储方法和相关算法的高度优化。

注意，这里提到的容器，本质上就是封装有数据结构的模板类，例如 list、vector、set、map 等，有关这些容器的具体用法，后续章节会做详细介绍。

**二 学STL能干什么？**

为了让读者清楚地了解 STL 是什么，使用 STL 编程有哪些优势，这里举一个使用 STL 的例子。  
以 C++ 定义数组的操作为例，在 C++ 中如果定义一个数组，可以采用如下方式：

int a[n];

这种定义数组的方法需要事先确定好数组的长度，即 n 必须为常量，这意味着，如果在实际应用中无法确定数组长度，则一般会将数组长度设为可能的最大值，但这极有可能导致存储空间的浪费。

所以除此之外，还可以采用在堆空间中动态申请内存的方法，此时长度可以是变量：

int \*p = new int[n];

这种定义方式可根据变量 n 动态申请内存，不会出现存储空间浪费的问题。但是，如果程序执行过程中出现空间不足的情况时，则需要加大存储空间，此时需要进行如下操作：

**（1）新申请一个较大的内存空间，即执行int \* temp = new int[m];**

**（2）将原内存空间的数据全部复制到新申请的内存空间中，即执行memecpy(temp, p, sizeof(int)\*n);**

**（3）将原来的堆空间释放，即执行delete [] p; p = temp;**

而完成相同的操作，如果采用 STL 标准库，则会简单很多，因为大多数操作细节将不需要程序员关心。下面是使用向量模板类 vector 实现以上功能的示例：

vector <int> a; //定义 a 数组，当前数组长度为 0，但和普通数组不同的是，此数组 a 可以根据存储数据的数量自动变长。

//向数组 a 中添加 10 个元素

for (int i = 0; i < 10; i++)

a.push\_back(i)

//还可以手动调整数组 a 的大小

a.resize(100);

a[90] = 100;

//还可以直接删除数组 a 中所有的元素，此时 a 的长度变为 0

a.clear();

//重新调整 a 的大小为 20，并存储 20 个 -1 元素。

a.resize(20, -1)

对比以上两种使用数组的方式不难看出，使用 STL 可以更加方便灵活地处理数据。所以，大家只需要系统地学习 STL，便可以集中精力去实现程序的功能，而无需再纠结某些细节如何用代码实现。

**第二C++ STL的发展历程是怎样的？**

Alexander Stepanov（后被誉为 [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 标准模板库之父，后简称 Stepanov），1950 年出生与前苏联的莫斯科，他曾在莫斯科大学研究数学，此后一直致力于计算机语言和泛型库研究。  
 在 20 世纪 70 年代，Stepanov 开始考虑，在保证效率的前提下，是否能将算法从诸多具体应用之中抽象出来？为了验证自己的思想，他和纽约州立大学教授 Deepak Kapur 以及伦塞里尔技术学院教授 David Musser 共同开发了一种叫做 Tecton 的语言，尽管这次尝试没有取得实用性的成果，但却给了 Stepanov 很大的启示。  
 在随后的几年中，他又和 David Musser 等人先后用 Schema 语言（一种 Lisp 语言的变种）和 Ada 语言建立了一些大型程序库。Stepanov 逐渐意识到，在当时的面向对象程序设计思想中存在一些问题，比如抽象数据类型概念所存在的缺陷，他希望通过对软件领域中各组成部分的分类，逐渐形成一种软件设计的概念性框架。  
 1987 年，在贝尔实验室工作的 Stepanov 开始首次采用 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 语言进行泛型软件库的研究。由于当时的 C++ 语言还没有引入模板的编程技术，泛型库只能是通过 C++ 的继承机制来开发，代码表达起来非常笨拙。  
 但尽管如此，Stepanov 还是开发出了一个庞大的算法库。与此同时，在与 Andrew Koenig（前 ISO C++ 标准化委员会主席）和 Bjarne Stroustrup（C++ 语言的创始人）等顶级大师们的共事过程中，Stepanov 开始注意到 C/C++ 语言在实现其泛型思想方面所具有的潜在优势。  
 就拿 C/C++ 中的[指针](http://c.biancheng.net/c/80/" \t "http://c.biancheng.net/view/_blank)而言，它的灵活与高效运用使后来的 STL 在实现泛型化的同时更是保持了高效率。另外，在 STL 中占据极其重要地位的迭代器概念便是源自于 C/C++ 中原生指针的一般化推广。  
 1988 年，Stepanov 开始进入惠普的 Palo Alto 实验室工作，在随后的 4 年中，他从事的是有关磁盘驱动器方面的工作。直到 1992 年，由于参加并主持了实验室主任 Bill Worley 所建立的一个有关算法的研究项目，才使他重新回到了泛型化算法的研究工作上来。  
 项目自建立之后，参与者从最初的 8 人逐渐减少，最后只剩下 Stepanov 和 Meng Lee 两个人。经过长时间的努力，最终完成了一个包含有大量[数据结构](http://c.biancheng.net/data_structure/" \t "http://c.biancheng.net/view/_blank)和算法部件的庞大运行库（HP 版本的 C++ STL），这便是现在 STL 的雏形。  
 1993 年，当时在贝尔实验室的 Andrew Koenig 看到了 Stepanov 的研究成果，在他的鼓励与帮助下，Stepanov 于 1993 年 9 月在圣何塞为 ANSI/ISO C++ 标准委员会做了一个题为“The Science of C++ Programming” 的演讲，向委员们讲述了其观念。然后又于 1994 年 3 月，在圣迭戈会议上向委员会提交了一份建议书，以期将 STL 通用库纳入 C++ 标准。  
 尽管这一建议十分庞大，以至于降低了被通过的可能性，但其所包含的新思想吸引了许多人的注意力。随后在众人的帮助之下，包括 Bjame Stroustrup 在内，Stepanov 又对 STL 进行了改进，同时加入了一个封装内存模式信息的抽象模块，也就是现在 STL 中的 allocator（内存分配器），它使 STL 的大部分实现都可以独立于具体的内存模式，从而独立于具体平台。  
 最终在 1994 年的滑铁卢会议上，委员们通过了提案，决定将 STL 正式纳入 C++ 标准化进程之中，随后 STL 便被放进了会议的工作文件中。自此，STL 终于成为 C++ 家族中的重要一员。  
 此后，随者 C++ 标准的不断改进，STL 也在不断地做着相应的演化。直至 1998 年，ANSI/ISO C++ 标准正式定案，STL 始终是 C++ 标准库不可或缺的重要组成部分。

**第三C++ STL版本有哪些？**

自 1998 年 ANSI/ISO [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 标准正式定案，C++ [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 规范版本正式通过以后，由于其实开源的，各个 C++ 编译器厂商在此标准的基础上，实现了满足自己需求的 C++ STL 泛型库，主要包括 HP STL、SGI STL、STLport、PJ STL、Rouge Wave STL 等。

**（1）HP STL**

HP STL 是 Alexandar Stepanov（STL 标准模板库之父，文章后续简称 Stepanov）在惠普 Palo Alto 实验室工作时，与 Meng Lee 合作完成的。HP STL 是开放源码的，即任何人都可以免费使用、复制、修改、发布和销售该软件以及相关文档，但前提是必须在相关文档中，加入 HP STL 版本信息和授权信息。  
 HP STL 是 C++ STL 的第一个实现版本，其它版本的 C++ STL 一般是以 HP STL 为蓝本实现出来的。不过，现在已经很少直接使用此版本的 STL 了。

**（2）SGI STL**

Stepanov 在离开 HP 之后，就加入到了 SGI 公司，并和 Matt Austern 等人开发了 SGI STL。严格意义上来说，它是 HP STL 的一个继承版本。和 HP STL 一样，SGI STL 也是开源的，其源代码的可读性可非常好，并且任何人都可以修改和销售它。  
 注意，和 STL 官方版本来说，SGI STL 只能算是一个“民间”版本，因此并不是所有支持 C++ 的编译器都支持使用 SGI STL 模板库，唯一能确定的是，[GCC](http://c.biancheng.net/gcc/" \t "http://c.biancheng.net/view/_blank)（Linux 下的 C++ 编译器）是支持的，所以 SGI STL 在 Linux 平台上的性能非常出色。

**（3）STLport**

为了使 SGI STL 的基本代码都适用于 VC++ 和 C++ Builder 等多种编译器，俄国人 Boris Fomitchev 建立了一个 free 项目来开发 STLport，此版本 STL 是开放源码的。

**（4）PJ STL**

PJ STL（全称为 P.J. Plauger STL）是由 P.J.Plauger（美国人，1965 年毕业于普林斯顿大学，物理专业学士）参照 HP STL 实现出来的，也是 HP STL 的一个继承版本，因此该头文件中不仅含有 HP STL 的相关授权信息，同时还有 P.J.Plauger 本人的版权信息。

其实 PJ STL 是 P.J.Plauger 公司的产品，尽管该公司当时只有 3 个人。

PJ STL 被 Visual C++ 编译器所采用，但和 PH STL、SGI STL 不同的是，PJ STL 并不是开源。

**（5）Rouge Wave STL**

该版本的 STL 是由 Rouge Wave 公司开发的，也是继承 HP STL 的一个版本，它也不是开源的。  
  
 Rouge Wave STL 用于 Borland C++ Builder 编译器中，我们可以在 C++ Builder 的 Inculde 子目录中找到该 STL 的所有头文件。  
 值得一提的是，尽管 Rouge Wave STL 的性能不是很好，但 C++ Builder 对 C++ 语言标准的支持还算不错，所以在一定程度上使 Rouge Wave STL 的表现得以改善。  
 遗憾的是，由于 Rouge Wave STL 长期没有更新且不完全符合标准，因此 Rouge Wave STL 在 6.0 版本时改用了 STLport 版本（之后的版本也都采用了 STLport），不过考虑到和之前版本的兼容，6.0 版本中依旧保留了 Rouge Wave STL。

Rouge Wave 公司在 C++ 程序库领域应该说是鼎鼎大名，对 C++ 标准化的过程出力甚多。不过 Rouge Wave STL 版本不仅更新频率慢，费用还高，基于这两个原因，Borland 在 6.0 版本决定弃用 Rouge Wave STL 而改用 STLport。

**第四 熟练使用STL标准库是每个C++程序员的必备技能！**

C++ 标准程序库发展至今，几乎所有内容都被设计为了模板的形式，STL 已经成为 C++ 程序库的重要组成部分。可以这么说，如果 C++ 不支持 STL 标准模板库，就无法使用程序库。那么，C++ 为什么要引入 STL 呢？  
 在大多数人看来，计算机既神秘有能干，但在程序员的眼中，计算机又蠢又笨，唯一的优点就是运算速度比人快，不给指令什么都干不了，就是给指令，计算机也不能灵活运用。  
比如说，在 C++ 中，同样一个加法，不同的数据类型，要给出不同的运行代码：

#include<iostream>

using namespace *std*;

//处理整形之间的加法

int addInt(int m, int n) {

return m + n;

}

//处理浮点类型值之间的加法

double addDouble(double i, double j) {

return i + j;

}

//......

int main()

{

*cout* << addInt(1, 2) << *endl* << addDouble(1.2, 2.1);

return 0;

}

**运行结果为：**

**3  
3.3**

像这样，对于每一种数据类型，我们都必须给计算机设计一个单独的函数，实在太繁琐了。由此可以感受到，计算机并不具备人类的基本思维，处理问题不灵活。  
 为了让计算机不断接近人类的认知能力，科学家们想了很多办法，比如使用面向对象开发技术，通过类的封装和函数重载，可以部分解决上面的问题：

#include<iostream>

using namespace *std*;

class calc {

public:

//处理整形之间的加法

int add(int m, int n) {

return m + n;

}

//处理浮点类型值之间的加法

double add(double i, double j) {

return i + j;

}

//......

};

int main()

{

calc a;

*cout* << a.add(1, 2) << *endl* << a.add(1.2, 2.1);

return 0;

}

创建这样的类之后，当通过类对象调用 add 方法时，就无需考虑参数的具体数据类型了。但从某种程序上来说，这也仅是让计算机聪明了一点点。  
 为了让程序更加智能、人性化，经过科学家们持续的努力，C++ 引入了模板这个功能。模板可以认为是针对一个或多个尚未明确的类型而编写的一个个函数，是 C++ 的一个新特性。  
 通过引入模板，C++ 引申出了泛型编程技术。简单的理解泛型编程，即使用该技术编写的代码，可以支持多种数据类型。也就是说，通过泛型编程，能编写出可重复利用的程序代码，并且其运行效率和针对某特定数据类型而设计的代码相同。由此可见，C++ 很需要泛型这种新的编程模式，可以减轻编程的工作量，增强代码的重用性。

在 C++ 支持模板功能，引入了泛型编程思想的基础上，C++ 程序员们想编写出很多通用的针对不同数据类型的算法，其中 STL 脱颖而出成为 C++ 标准，并被引入 C++ 标准程序库。  
 STL 是一个具有高度可用性、高效的模板库，该库包含了诸多在计算机科学领域中常用的基础数据结构和算法，掌握了 STL 标准，很多功能就无需自己费心费力的去实现了（不用重复的造轮子），直接拿来用即可。  
 总的来说，STL 模板库是 C++ 标准程序库的重要组成部分，为 C++ 程序员提供了大量的可扩展的程序框架，高度实现了代码的可重用性，并且它是内置的，不需要额外安装，使用非常方便。

**第五泛型是什么，C++泛型编程又是什么？**

在计算机程序设计领域，为了避免因数据类型的不同，而被迫重复编写大量相同业务逻辑的代码，人们发展的泛型及泛型编程技术。  
 那么，什么是泛型呢？本节就带领读者深度剖析一下这个问题。  
 所以泛型，实质上就是不使用具体数据类型（例如 int、double、float 等），而是使用一种通用类型来进行程序设计的方法，该方法可以大规模的减少程序代码的编写量，让程序员可以集中精力用于业务逻辑的实现。  
 为了更好地说明使用具体数据类型有多么麻烦，这里先举个例子，假设客户需要一个函数，功能是返回两个 int 类型数据中较大的那个，很多读者自然而然会编写如下代码：

int maxt(int x, int y) {

return (x > y) ? x : y;

}

可是没过几天，该用户又提出需要编写一个返回两个 double 类型数据中较大的那个，于是我们需要之前的代码进行修改：

double maxt(double x, double y) {

return (x > y) ? x : y;

}

之后，该用户又提出需要再编写一个能返回两个 char 类型数据中较大的那个...。可以看到，只是因为数据类型不同，就迫使我们不得不把具有相同功能的代码写了若干遍，这样的实现方法简直令人崩溃。  
 为了解决类似的问题，有聪明的人将代码修改成如下的样子：

**T maxt(T x, T y) {**

**return (x > y) ? x : y;**

**}**

如此，当用户需要某个数据类型的 maxt 函数时，我们只需要把其中的 T 替换成用户需要的实际数据类型就行了。  
 那么，代码中的 T 是什么呢？很明显，这是一个占位符，更确切的说是一个类型占位符。也就是说，将来在 T 这个位置上的是一个真实、具体的数据类型，至于到底是哪个类型，完全取决于用户的需求。  
 当然，如果硬要给 T 这种类型占位符也叫做一种数据类型，提供这种想法的发明者称它为泛型（generic type），而使用这种类型占位符的编程方式就被称为泛型编程。  
 值得一提的是，既然泛型并不是真实的数据类型，那么使用泛型编写的代码也就不是真正的程序实体，只能算是一个程序实体的样板。故此，通常形象的将这种使用了泛型的代码称为模板，由模板生成实际代码的过程称为模板的具体实现。

**注意，类型占位符的替换工作，不需要人为操控，可以完全交由计算机来完成，更准确的说，是交由编译器在编译阶段来完成模板的具体实现。**

总之一句话，泛型也是一种数据类型，只不过它是一种用来代替所有类型的“通用类型”。在 C++ 中，用以支持泛型应用的就是标准模板库 STL，它提供了 C++ 泛型设计常用的类模板和函数模板。

**第六 C++ STL基本组成（6大组件+13个头文件）**

通常认为，[STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 是由容器、算法、迭代器、函数对象、适配器、内存分配器这 6 部分构成，其中后面 4 部分是为前 2 部分服务的，它们各自的含义如表 1 所示。

表 1 STL 组成结构

|  |  |
| --- | --- |
| STL的组成 | 含义 |
| 容器 | 一些封装[数据结构](http://c.biancheng.net/data_structure/" \t "http://c.biancheng.net/view/_blank)的模板类，例如 vector 向量容器、list 列表容器等。 |
| 算法 | STL 提供了非常多（大约 100 个）的数据结构算法，它们都被设计成一个个的模板函数，这些算法在 std 命名空间中定义，其中大部分算法都包含在头文件 <algorithm> 中，少部分位于头文件 <numeric> 中。 |
| 迭代器 | 在 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) STL 中，对容器中数据的读和写，是通过迭代器完成的，扮演着容器和算法之间的胶合剂。 |
| 函数对象 | 如果一个类将 () 运算符重载为成员函数，这个类就称为函数对象类，这个类的对象就是函数对象（又称仿函数）。 |
| 适配器 | 可以使一个类的接口（模板的参数）适配成用户指定的形式，从而让原本不能在一起工作的两个类工作在一起。值得一提的是，容器、迭代器和函数都有适配器。 |
| 内存分配器 | 为容器类模板提供自定义的内存申请和释放功能，由于往往只有高级用户才有改变内存分配策略的需求，因此内存分配器对于一般用户来说，并不常用。 |

另外，在惠普实验室最初发行的版本中，STL 被组织成 48 个头文件；但在 C++ 标准中，它们被重新组织为 13 个头文件，如表 2 所示。

表 2 C++ STL头文件

|  |  |  |  |
| --- | --- | --- | --- |
| <iterator> | <functional> | <vector> | <deque> |
| <list> | <queue> | <stack> | <set> |
| <map> | <algorithm> | <numeric> | <memory> |
| <utility> |  |  |  |

按照 C++ 标准库的规定，所有标准头文件都不再有扩展名。以 <vector> 为例，此为无扩展名的形式，而 <vector.h> 为有扩展名的形式。  
 但是，或许是为了向下兼容，或许是为了内部组织规划，某些 STL 版本同时存储具备扩展名和无扩展名的两份文件（例如 Visual C++ 支持的 Dinkumware 版本同时具备 <vector.h> 和 <vector>）；甚至有些 STL 版本同时拥有 3 种形式的头文件（例如 SGI 版本同时拥有 <vector>、<vector.h> 和 <stl\_vector.h>）；但也有个别的 STL 版本只存在包含扩展名的头文件（例如 C++ Builder 的 RaugeWare 版本只有 <vector.h>）。

**建议读者养成良好的习惯，遵照 C++ 规范，使用无扩展名的头文件**。

**第七 如何衡量一个算法的执行效率？**

学习 C++ 标准库，特别是 STL，经常需要考量算法和成员函数的效能（也就是运行效率，又称复杂度），因此每个学习 STL 的读者都需要掌握一种衡量算法（或成员函数）复杂度的方法，目前最常用的方法称为大 O 表示法**（注意，不是数字 0，而是字母 O）**。  
 使用大 O 表示法衡量某个算法的复杂度，其实就是将该算法的运行时间用输入量为 n 的函数表示出来。这里的输入量 n 在 STL 中通常指的是算法操作的元素个数。  
 举个例子，当算法运行时间随元素个数成线性增长时（即如果元素个数呈倍数增长，运行时间也呈倍数增长），该算法的复杂度用 O(n) 来表示；反之，如果算法的运行时间和输入量 n 无关，则该算法的复杂度就用 O(1) 来表示。

**表 1 列出了常见的算法复杂度种类，以及使用大 O 表示法表示的复杂度。**

表 1 常见的算法复杂度表示

|  |  |  |
| --- | --- | --- |
| 算法复杂度种类 | 含义 | 大 O 表示法 |
| 常数阶 | 算法运行时间和所操作的元素个数无关 | O(1) |
| 对数阶 | 算法运行时间随所操作的元素个数呈对数增长 | O(log(n)) |
| 线性阶 | 算法运行时间随所操作的元素个数呈线性增长 | O(n) |
| 指数阶（m次方，m为数字） | 算法运行时间随所操作的元素个数呈 m 次方增长  O(nm) | 常见的有 O(n2)、O(n3) 等 |

值得注意的是，大 O 表示法并不关心算法运行所消耗的具体时间，换句话说，对于那些影响算法运行效率较小的因素，使用大 O 表示法表示时会直接将其忽略。例如，某个算法运行的复杂度为 O(n)，呈线性增长，但至于线性增长的具体程度（是 100n 还是 2n），在大 O 表示法看来，它们是一样的。也就是说，采用这种测量法则，任何两个线性算法都将被视为具有相同的复杂度。

采用大 O 表示法甚至会出现这种一种情况，即带有巨大常量的线性算法，很有可能会比小常量的指数算法更受欢迎，因为该方法无法显示出真实的运行时间。

所以请读者记住，大 O 表示法只是某种度量方法，它所显示的算法的最佳复杂度，并不一定就是真正的最佳（最快）算法。

表 2 复杂度随元素个数对照表

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 复杂度 | | 元素个数 | | | | | | | | | | |
| 种类 | 大 O 表示 | 1 | 2 | 5 | 10 | 50 | 100 | 1 000 | 10 000 |  |  |  | |  |  |
| 常量阶 | O(1) | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |  |  |  | |  |  |
| 对数阶 | O(log(n)) | 1 | 2 | 3 | 4 | 6 | 7 | 10 | 13 |  |  |  | |  |  |
| 线性阶 | O(n) | 1 | 2 | 5 | 10 | 50 | 100 | 1 000 | 10 000 |  |  |  | |  |  |
| 2次方 | O(n2) | 1 | 4 | 25 | 100 | 2500 | 10 000 | 1 000 000 | 100 000 000 |  |  |  | |  |  |

表 2 列出了常用的复杂度随元素个数增长的变化程序。可以看到，当算法处理的元素较少时，各复杂度的差别很小，此时算法效率的优劣往往受被大 O  表示法忽略部分的影响更大。而当处理元素个数越多，各复杂度的差别越大，此时复杂度被忽略的部分就变得无关紧要了。  
因此，在考量算法的复杂度时，输入量 n （操作元素的个数）的值必须足够大才有意义。

**第二章STL序列式容器**

**第一C++ STL容器是什么？**

在实际的开发过程中，合理组织数据的存取与选择处理数据的算法同等重要，存取数据的方式往往会直接影响到对它们进行增删改查操作的复杂程度和时间消耗。事实上，当程序中存在对时耗要求很高的部分时，[数据结构](http://c.biancheng.net/data_structure/" \t "http://c.biancheng.net/view/_blank)的选择就显得尤为重要，有时甚至直接影响程序执行的成败。  
 值得一提的是，之前我们一直在不断地重复实现一些诸如链表、集合等等这些常见的数据结构，这些代码使用起来往往都十分类似，只是为了适应不同数据的变化，可能需要在一些细节上做不同的处理。  
 那么大家有没有想过，是不是可以重复利用那些已有的实现来完成当前的任务呢？当然是可行的，有些读者已经亲自编写并实现了动态数组类、链表类、集合类等程序，并精心维护着。其实，[STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 中提供了专家级的几乎我们所需要的各种容器，功能更好，复用性更高。  
 简单的理解容器，它就是一些模板类的集合，但和普通模板类不同的是，容器中封装的是组织数据的方法（也就是数据结构）。STL 提供有 3 类标准容器，徐分别是序列容器、排序容器和哈希容器，其中后两类容器有时也统称为关联容器。它们各自的含义如表 1 所示。

表 1 STL 容器种类和功能

|  |  |
| --- | --- |
| 容器种类 | 功能 |
| 序列容器 | 主要包括 **vector 向量容器、list 列表容器以及 deque 双端队列容器。**之所以被称为序列容器，**是因为元素在容器中的位置同元素的值无关，即容器不是排序的。将元素插入容器时，指定在什么位置，元素就会位于什么位置**。 |
| 排序容器 | 包括 **set 集合容器、multiset多重集合容器、map映射容器以及 multimap 多重映射容器。**排序容器中的元素默认是由小到大排序好的，即便是插入元素，元素也会插入到适当位置。所以关联容器在查找时具有非常好的性能。 |
| 哈希容器 | [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 新加入 4 种关联式容器，**分别是 unordered\_set 哈希集合、unordered\_multiset 哈希多重集合、unordered\_map 哈希映射以及 unordered\_multimap 哈希多重映射**。和排序容器不同，哈希容器中的元素是未排序的，元素的位置由哈希函数确定。 |

**注意，由于哈希容器直到 C++ 11 才被正式纳入 C++ 标准程序库，而在此之前，“民间”流传着 hash\_set、hash\_multiset、hash\_map、hash\_multimap 版本，不过该版本只能在某些支持 C++ 11 的编译器下使用（如 VS），有些编译器（如 gcc/g++）是不支持的**。

另外，以上 3 类容器的存储方式完全不同，因此使用不同容器完成相同操作的效率也大不相同。所以在实际使用时，要善于根据想实现的功能，选择合适的容器。有关这些容器的具体用法，本章后续会逐个进行介绍。

**第二迭代器是什么，C++ STL迭代器（iterator）用法详解**

无论是序列容器还是关联容器，最常做的操作无疑是遍历容器中存储的元素，而实现此操作，多数情况会选用“迭代器（iterator）”来实现。那么，迭代器到底是什么呢？  
 我们知道，尽管不同容器的内部结构各异，但它们本质上都是用来存储大量数据的，换句话说，都是一串能存储多个数据的存储单元。因此，诸如数据的排序、查找、求和等需要对数据进行遍历的操作方法应该是类似的。  
 既然类似，完全可以利用泛型技术，将它们设计成适用所有容器的通用算法，从而将容器和算法分离开。但实现此目的需要有一个类似中介的装置，它除了要具有对容器进行遍历读写数据的能力之外，还要能对外隐藏容器的内部差异，从而以统一的界面向算法传送数据。  
 这是泛型思维发展的必然结果，于是迭代器就产生了。简单来讲，迭**代器和 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 的[指针](http://c.biancheng.net/c/80/" \t "http://c.biancheng.net/view/_blank)非常类似，它可以是需要的任意类型，通**过迭代器可以指向容器中的某个元素，如果需要，还可以对该元素进行读/写操作。

**一迭代器类别**

[STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 标准库为每一种标准容器定义了一种迭代器类型，这意味着，不同容器的迭代器也不同，其功能强弱也有所不同。

容器的迭代器的功能强弱，决定了该容器是否支持 STL 中的某种算法。

常用的迭代器按功能强弱分为输入迭代器、输出迭代器、前向迭代器、双向迭代器、随机访问迭代器 5 种。本节主要介绍后面的这 3 种迭代器。

输入迭代器和输出迭代器比较特殊，它们不是把数组或容器当做操作对象，而是把输入流/输出流作为操作对象。有关这 2 个迭代器，我们会在后续章节做详细介绍。

1. **前向迭代器（forward iterator）**

假设 p 是一个前向迭代器，则 p 支持 ++p，p++，\*p 操作，还可以被复制或赋值，可以用 == 和 != 运算符进行比较。此外，两个正向迭代器可以互相赋值。

**（2）双向迭代器（bidirectional iterator）**

双向迭代器具有正向迭代器的全部功能，除此之外，假设 p 是一个双向迭代器，则还可以进行 --p 或者 p-- 操作（即一次向后移动一个位置）。

**（3）随机访问迭代器（random access iterator）**

随机访问迭代器具有双向迭代器的全部功能。除此之外，假设 p 是一个随机访问迭代器，i 是一个整型变量或常量，则 p 还支持以下操作：

p+=i：使得 p 往后移动 i 个元素。

p-=i：使得 p 往前移动 i 个元素。

p+i：返回 p 后面第 i 个元素的迭代器。

p-i：返回 p 前面第 i 个元素的迭代器。

p[i]：返回 p 后面第 i 个元素的引用。  
此外，两个随机访问迭代器 p1、p2 还可以用 <、>、<=、>= 运算符进行比较。另外，表达式 p2-p1 也是有定义的，其返回值表示 p2 所指向元素和 p1 所指向元素的序号之差（也可以说是 p2 和 p1 之间的元素个数减一）。

表 1 所示，是 C++ 11 标准中不同容器指定使用的迭代器类型。

表 1 不同容器的迭代器

|  |  |
| --- | --- |
| 容器 | 对应的迭代器类型 |
| array | 随机访问迭代器 |
| vector | 随机访问迭代器 |
| deque | 随机访问迭代器 |
| list | 双向迭代器 |
| set / multiset | 双向迭代器 |
| map / multimap | 双向迭代器 |
| forward\_list | 前向迭代器 |
| unordered\_map / unordered\_multimap | 前向迭代器 |
| unordered\_set / unordered\_multiset | 前向迭代器 |
| stack | 不支持迭代器 |
| queue | 不支持迭代器 |

**注意，容器适配器 stack 和 queue 没有迭代器，它们包含有一些成员函数，可以用来对元素进行访问。**

**二迭代器的定义方式**

尽管不同容器对应着不同类别的迭代器，但这些迭代器有着较为统一的定义方式，具体分为 4 种，如表 1 所示。

表 2 迭代器的 4 种定义方式

|  |  |
| --- | --- |
| **迭代器定义方式** | **具体格式** |
| 正向迭代器 | 容器类名::iterator  迭代器名; |
| 常量正向迭代器 | 容器类名::const\_iterator  迭代器名; |
| 反向迭代器 | 容器类名::reverse\_iterator  迭代器名; |
| 常量反向迭代器 | 容器类名::const\_reverse\_iterator  迭代器名; |

**值得一提的是，表 2 中的反向迭代器全称为 "反向迭代器适配器"，后续章节会做详细讲解，这里读者只需要知道其用法即可。**

通过定义以上几种迭代器，就可以读取它指向的元素，\*迭代器名就表示迭代器指向的元素。其中，常量迭代器和非常量迭代器的分别在于，通过非常量迭代器还能修改其指向的元素。另外，反向迭代器和正向迭代器的区别在于：

**（1）**对正向迭代器进行 ++ 操作时，迭代器会指向容器中的后一个元素；

**（2）**而对反向迭代器进行 ++ 操作时，迭代器会指向容器中的前一个元素。

**注意，以上 4 种定义迭代器的方式，并不是每个容器都适用。有一部分容器同时支持以上 4 种方式，比如 array、deque、vector；而有些容器只支持其中部分的定义方式，例如 forward\_list 容器只支持定义正向迭代器，不支持定义反向迭代器。**

以上对迭代器做了很详细的介绍，下面就以 vector 容器为例，带领大家实际感受迭代器的用法和功能。通过前面的学习，vector 支持随机访问迭代器，因此遍历 vector 容器有以下几种做法。下面的程序中，每个循环演示了一种做法：

//遍历 vector 容器。

#include <iostream>

//需要引入 vector 头文件

#include <vector>

using namespace *std*;

int main()

{

*vector*<int> v{ 1,2,3,4,5,6,7,8,9,10 }; //v被初始化成有10个元素

*cout* << "第一种遍历方法：" << *endl*;

//size返回元素个数

for (int i = 0; i < v.*size*(); ++i)

*cout* << v[i] << " "; //像普通数组一样使用vector容器

//创建一个正向迭代器，当然，vector也支持其他 3 种定义迭代器的方式

*cout* << *endl* << "第二种遍历方法：" << *endl*;

*vector*<int>::*iterator* i;

//用 != 比较两个迭代器

for (i = v.*begin*(); i != v.*end*(); ++i)

*cout* << \*i << " ";

*cout* << *endl* << "第三种遍历方法：" << *endl*;

for (i = v.*begin*(); i < v.*end*(); ++i) //用 < 比较两个迭代器

*cout* << \*i << " ";

*cout* << *endl* << "第四种遍历方法：" << *endl*;

i = v.*begin*();

while (i < v.*end*()) { //间隔一个输出

*cout* << \*i << " ";

i += 2; // 随机访问迭代器支持 "+= 整数" 的操作

}

}

**运行结果为：**

**第一种遍历方法：  
1 2 3 4 5 6 7 8 9 10  
第二种遍历方法：  
1 2 3 4 5 6 7 8 9 10  
第三种遍历方法：  
1 2 3 4 5 6 7 8 9 10  
第四种遍历方法：  
1 3 5 7 9**

再举一个例子，我们知道，list 容器的迭代器是双向迭代器。假设 v 和 i 的定义如下：

//创建一个 v list容器

*list*<int> v;

//创建一个常量正向迭代器，同样，list也支持其他三种定义迭代器的方式。

*list*<int>::*const\_iterator* i;

则以下代码是合法的：

for (i = v.*begin*(); i != v.*end*(); ++i)

*cout* << \*i;

以下代码则不合法，因为双向迭代器不支持用“<”进行比较：

for (i = v.*begin*(); i < v.*end*(); ++i)

*cout* << \*i;

以下代码也不合法，因为双向迭代器不支持用下标随机访问元素：

for (int i = 0; i < v.*size*(); ++i)

*cout* << v[i];

其实在 C++ 中，数组也是容器。数组的迭代器就是指针，而且是随机访问迭代器。例如，对于数组 int a[10]，int \* 类型的指针就是其迭代器。则 a、a+1、a+2 都是 a 的迭代器。另外，以上有关 vector、list 容器的具体用法，后续章节会做详细讲解。

**第三C++序列式容器（STL序列式容器）是什么**

所谓序列容器，即以线性排列（类似普通数组的存储方式）来存储某一指定类型（例如 int、double 等）的数据，需要特殊说明的是，该类容器并不会自动对存储的元素按照值的大小进行排序。

需要注意的是，序列容器只是一类容器的统称，并不指具体的某个容器，序列容器大致包含以下几类容器：

**（1）array<T,N>（数组容器）**：表示可以存储 N 个 T 类型的元素，是 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 本身提供的一种容器。此类容器一旦建立，其长度就是固定不变的，这意味着不能增加或删除元素，只能改变某个元素的值；

**（2）vector<T>（向量容器）：**用来存放 T 类型的元素，是一个长度可变的序列容器，即在存储空间不足时，会自动申请更多的内存。使用此容器，在尾部增加或删除元素的效率最高（时间复杂度为 O(1) 常数阶），在其它位置插入或删除元素效率较差（时间复杂度为 O(n) 线性阶，其中 n 为容器中元素的个数）；

**（3）deque<T>（双端队列容器）：**和 vector 非常相似，区别在于使用该容器不仅尾部插入和删除元素高效，在头部插入或删除元素也同样高效，时间复杂度都是 O(1) 常数阶，但是在容器中某一位置处插入或删除元素，时间复杂度为 O(n) 线性阶；

**（4）list<T>（链表容器）：**是一个长度可变的、由 T 类型元素组成的序列，它以双向链表的形式组织元素，在这个序列的任何地方都可以高效地增加或删除元素（时间复杂度都为常数阶 O(1)），但访问容器中任意元素的速度要比前三种容器慢，这是因为 list<T> 必须从第一个元素或最后一个元素开始访问，需要沿着链表移动，直到到达想要的元素。

**（5）forward\_list<T>（正向链表容器）：**和 list 容器非常类似，只不过它以单链表的形式组织元素，它内部的元素只能从第一个元素开始访问，是一类比链表容器快、更节省内存的容器。

**注意，其实除此之外，stack<T> 和 queue<T> 本质上也属于序列容器，只不过它们都是在 deque 容器的基础上改头换面而成，通常更习惯称它们为容器适配器，有关它们的介绍，会放到后续章节中。**

图 1 说明了可供使用的序列容器以及它们之间的区别。

![IMG_256](data:image/jpeg;base64,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)

图 1 标准的序列容器

图 1 中每种类型容器的操作都可以高效执行，但进行除此之外的其他操作，效率会稍差一些。在本章的剩余部分，会详细介绍每一类序列容器的具体用法。

**一容器中常见的函数成员**

序列容器包含一些相同的成员函数，它们的功能也相同，本教程会在某个容器的上下文中详细介绍下面的每个函数，但对于每种类型的容器不会重复介绍它们的细节。

表 2 展示了 array、vector 和 deque 容器的函数成员，它们中至少有两个容器实现了同样的函数成员。

表 2 array、vector 和 deque 容器的函数成员

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **函数成员** | **函数功能** | **array<T,N>** | **vector<T>** | **deque<T>** |
| begin() | 返回指向容器中第一个元素的迭代器。 | 是 | 是 | 是 |
| end() | 返回指向容器最后一个元素所在位置后一个位置的迭代器，通常和 begin() 结合使用。 | 是 | 是 | 是 |
| rbegin() | 返回指向最后一个元素的迭代器。 | 是 | 是 | 是 |
| rend() | 返回指向第一个元素所在位置前一个位置的迭代器。 | 是 | 是 | 是 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 | 是 | 是 | 是 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 | 是 | 是 | 是 |
| crbegin() | 和 rbegin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 | 是 | 是 | 是 |
| crend() | 和 rend() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 | 是 | 是 | 是 |
| assign() | 用新元素替换原有内容。 | - | 是 | 是 |
| operator=() | 复制同类型容器的元素，或者用初始化列表替换现有内容。 | 是 | 是 | 是 |
| size() | 返回实际元素个数。 | 是 | 是 | 是 |
| max\_size() | 返回元素个数的最大值。这通常是一个很大的值，一般是 232-1，所以我们很少会用到这个函数。 | 是 | 是 | 是 |
| capacity() | 返回当前容量。 | - | 是 | - |
| empty() | 判断容器中是否有元素，若无元素，则返回 true；反之，返回 false。 | 是 | 是 | 是 |
| resize() | 改变实际元素的个数。 | - | 是 | 是 |
| shrink \_to\_fit() | 将内存减少到等于当前元素实际所使用的大小。 | - | 是 | 是 |
| front() | 返回第一个元素的引用。 | 是 | 是 | 是 |
| back() | 返回最后一个元素的引用。 | 是 | 是 | 是 |
| operator[]() | 使用索引访问元素。 | 是 | 是 | 是 |
| at() | 使用经过边界检査的索引访问元素。 | 是 | 是 | 是 |
| push\_back() | 在序列的尾部添加一个元素。 | - | 是 | 是 |
| insert() | 在指定的位置插入一个或多个元素。 | - | 是 | 是 |
| emplace() | 在指定的位置直接生成一个元素。 | - | 是 | 是 |
| emplace\_back() | 在序列尾部生成一个元素。 | - | 是 | 是 |
| pop\_back() | 移出序列尾部的元素。 | - | 是 | 是 |
| erase() | 移出一个元素或一段元素。 | - | 是 | 是 |
| clear() | 移出所有的元素，容器大小变为 0。 | - | 是 | 是 |
| swap() | 交换两个容器的所有元素。 | 是 | 是 | 是 |
| data() | 返回指向容器中第一个元素的[指针](http://c.biancheng.net/c/80/" \t "http://c.biancheng.net/view/_blank)。 | 是 | 是 | - |

列表中 - 表明对应的容器并没有定义这个函数。

**list 和 forward\_list 容器彼此非常相似，forward\_list 中包含了 list 的大部分成员函数，而未包含那些需要反向遍历的函数。表 3 展示了 list 和 forward\_list 的函数成员。**

表 3 list 和 forward\_list 的函数成员

|  |  |  |  |
| --- | --- | --- | --- |
| **函数成员** | **函数功能** | **list<T>** | **forward\_list<T>** |
| begin() | 返回指向容器中第一个元素的迭代器。 | 是 | 是 |
| end() | 返回指向容器最后一个元素所在位置后一个位置的迭代器。 | 是 | 是 |
| rbegin() | 返回指向最后一个元素的迭代器。 | 是 | - |
| rend() | 返回指向第一个元素所在位置前一个位置的迭代器。 | 是 | - |
| cbegin() | 和 begin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 | 是 | 是 |
| before\_begin() | 返回指向第一个元素前一个位置的迭代器。 | - | 是 |
| cbefore\_begin() | 和 before\_begin() 功能相同，只不过在其基础上，增加了 const 属性，即不能用该指针修改元素的值。 | - | 是 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 | 是 | 是 |
| crbegin() | 和 rbegin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 | 是 | - |
| crend() | 和 rend() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 | 是 | - |
| assign() | 用新元素替换原有内容。 | 是 | 是 |
| operator=() | 复制同类型容器的元素，或者用初始化列表替换现有内容。 | 是 | 是 |
| size() | 返回实际元素个数。 | 是 | - |
| max\_size() | 返回元素个数的最大值，这通常是一个很大的值，一般是 232-1，所以我们很少会用到这个函数。 | 是 | 是 |
| resize() | 改变实际元素的个数。 | 是 | 是 |
| empty() | 判断容器中是否有元素，若无元素，则返回 true；反之，返回 false。 | 是 | 是 |
| front() | 返回容器中第一个元素的引用。 | 是 | 是 |
| back() | 返回容器中最后一个元素的引用。 | 是 | - |
| push\_back() | 在序列的尾部添加一个元素。 | 是 | - |
| push\_front() | 在序列的起始位置添加一个元素。 | 是 | 是 |
| emplace() | 在指定位置直接生成一个元素。 | 是 | - |
| emplace\_after() | 在指定位置的后面直接生成一个元素。 | - | 是 |
| emplace\_back() | 在序列尾部生成一个元素。 | 是 | - |
| cmplacc\_front() | 在序列的起始位生成一个元索。 | 是 | 是 |
| insert() | 在指定的位置插入一个或多个元素。 | 是 | - |
| insert\_after() | 在指定位置的后面插入一个或多个元素。 | - | 是 |
| pop\_back() | 移除序列尾部的元素。 | 是 | - |
| pop\_front() | 移除序列头部的元素。 | 是 | 是 |
| reverse() | 反转容器中某一段的元素。 | 是 | 是 |
| erase() | 移除指定位置的一个元素或一段元素。 | 是 | - |
| erase\_after() | 移除指定位置后面的一个元素或一段元素。 | - | 是 |
| remove() | 移除所有和参数匹配的元素。 | 是 | 是 |
| remove\_if() | 移除满足一元函数条件的所有元素。 | 是 | 是 |
| unique() | 移除所有连续重复的元素。 | 是 | 是 |
| clear() | 移除所有的元素，容器大小变为 0。 | 是 | 是 |
| swap() | 交换两个容器的所有元素。 | 是 | 是 |
| sort() | 对元素进行排序。 | 是 | 是 |
| merge() | 合并两个有序容器。 | 是 | 是 |
| splice() | 移动指定位置前面的所有元素到另一个同类型的 list 中。 | 是 | - |
| splice\_after() | 移动指定位置后面的所有元素到另一个同类型的 list 中。 | - | 是 |

**第四C++ array(STL array)容器用法详解**

array 容器是 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 标准中新增的序列容器，简单地理解，它就是在 C++ 普通数组的基础上，添加了一些成员函数和全局函数。在使用上，它比普通数组更安全（原因后续会讲），且效率并没有因此变差。

和其它容器不同，array 容器的大小是固定的，无法动态的扩展或收缩，这也就意味着，在使用该容器的过程无法借由增加或移除元素而改变其大小，它只允许访问或者替换存储的元素。

**[STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 还提供有可动态扩展或收缩存储空间的 vector 容器，后续章节会对其做详细介绍。**

array 容器以类模板的形式定义在 <array> 头文件，并位于命名空间 std 中，如下所示：

namespace std{

template <typename T, size\_t N>

class array;

}

因此，在使用该容器之前，代码中需引入 <array> 头文件，并默认使用 std 命令空间，如下所示：

#include <array>

u[sin](http://c.biancheng.net/ref/sin.html" \t "http://c.biancheng.net/view/_blank)g namespace std;

在 array<T,N> 类模板中，T 用于指明容器中的存储的具体数据类型，N 用于指明容器的大小，需要注意的是，这里的 N 必须是常量，不能用变量表示。

array 容器有多种初始化方式，如下代码展示了如何创建具有 4 个 int 类型元素的 array 容器：

std::array<double, 10> values;

由此，就创建好了一个名为 values 的 array 容器，其包含 10 个浮点型元素。但是，由于未显式指定这 10 个元素的值，因此使用这种方式创建的容器中，各个元素的值是不确定的（array 容器不会做默认初始化操作）。

通过如下创建 array 容器的方式，可以将所有的元素初始化为 0 或者和默认元素类型等效的值：

std::array<double, 10> values {};

使用该语句，容器中所有的元素都会被初始化为 0.0。

当然，在创建 array 容器的实例时，也可以像创建常规数组那样对元素进行初始化：

*std*::array<double, 10> values{ 0.5,1.0,1.5,,2.0 };

可以看到，这里只初始化了前 4 个元素，剩余的元素都会被初始化为 0.0。图 1 说明了这一点。

![IMG_256](data:image/jpeg;base64,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)

图 1 初始化 array 容器

除此之外，array 容器还提供有很多功能实用的成员函数，如表 2 所示。

表 2 array容器成员函数汇总

|  |  |
| --- | --- |
| **成员函数** | **函数功能** |
| begin() | 返回指向容器中第一个元素的随机访问迭代器。 |
| end() | 返回指向容器最后一个元素之后一个位置的随机访问迭代器，通常和 begin() 结合使用。 |
| rbegin() | 返回指向最后一个元素的随机访问迭代器。 |
| rend() | 返回指向第一个元素之前一个位置的随机访问迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上增加了 const 属性，不能用于修改元素。 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| crbegin() | 和 rbegin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| crend() | 和 rend() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| size() | 返回容器中当前元素的数量，其值始终等于初始化 array 类的第二个模板参数 N。 |
| max\_size() | 返回容器可容纳元素的最大数量，其值始终等于初始化 array 类的第二个模板参数 N。 |
| empty() | 判断容器是否为空，和通过 size()==0 的判断条件功能相同，但其效率可能更快。 |
| at(n) | 返回容器中 n 位置处元素的引用，该函数自动检查 n 是否在有效的范围内，如果不是则抛出 out\_of\_range 异常。 |
| front() | 返回容器中第一个元素的直接引用，该函数不适用于空的 array 容器。 |
| back() | 返回容器中最后一个元素的直接应用，该函数同样不适用于空的 array 容器。 |
| data() | 返回一个指向容器首个元素的[指针](http://c.biancheng.net/c/80/" \t "http://c.biancheng.net/view/_blank)。利用该指针，可实现复制容器中所有元素等类似功能。 |
| fill(val) | 将 val 这个值赋值给容器中的每个元素。 |
| array1.swap(array2) | 交换 array1 和 array2 容器中的所有元素，但前提是它们具有相同的长度和类型。 |

除此之外，C++ 11 标准库还新增加了 begin() 和 end() 这 2 个函数，和 array 容器包含的 begin() 和 end() 成员函数不同的是，标准库提供的这 2 个函数的操作对象，既可以是容器，还可以是普通数组。当操作对象是容器时，它和容器包含的 begin() 和 end() 成员函数的功能完全相同；如果操作对象是普通数组，则 begin() 函数返回的是指向数组第一个元素的指针，同样 end() 返回指向数组中最后一个元素之后一个位置的指针（注意不是最后一个元素）。  
 另外，在 <array> 头文件中还重载了 get() 全局函数，该重载函数的功能是访问容器中指定的元素，并返回该元素的引用。

正是由于 array 容器中包含了 at() 这样的成员函数，使得操作元素时比普通数组更安全。

例如代码演示了表 2 中一部分成员函数的用法和功能：

#include <iostream>

//需要引入 array 头文件

#include <array>

using namespace *std*;

int main()

{

*std*::array<int, 4> values{};

//初始化 values 容器为 {0,1,2,3}

for (int i = 0; i < values.*size*(); i++) {

values.*at*(i) = i;

}

//使用 get() 重载函数输出指定位置元素

*cout* << *get*<3>(values) << *endl*;

//如果容器不为空，则输出容器中所有的元素

if (!values.*empty*()) {

for (auto val = values.*begin*(); val < values.*end*(); val++) {

*cout* << \*val << " ";

}

}

}

注意，代码中的 auto 关键字，可以使编译器自动判定变量的类型。运行这段代码，输出结果为：

3

0 1 2 3

表 2 中其他成员函数的用法，这里不再给出具体实例，有兴趣的读者，可自行根据各个函数的功能描述编写实例代码进行测试。

**第五C++ STL array随机访问迭代器**

在《[C++ STL迭代器（iterator）](http://c.biancheng.net/view/6675.html" \t "http://c.biancheng.net/view/_blank)》一节中，已经对迭代器做了详细的介绍，[STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 为 array 容器配备了随机访问迭代器，该类迭代器是功能最强大的迭代器。本节将详细介绍 array 容器的迭代器的用法。  
 在 array 容器的模板类中，和随机访问迭代器相关的成员函数如表 1 所示。

表 1 array 支持迭代器的成员函数

|  |  |
| --- | --- |
| **成员函数** | **功能** |
| begin() | 返回指向容器中第一个元素的正向迭代器；如果是 const 类型容器，在该函数返回的是常量正向迭代器。 |
| end() | 返回指向容器最后一个元素之后一个位置的正向迭代器；如果是 const 类型容器，在该函数返回的是常量正向迭代器。此函数通常和 begin() 搭配使用。 |
| rbegin() | 返回指向最后一个元素的反向迭代器；如果是 const 类型容器，在该函数返回的是常量反向迭代器。 |
| rend() | 返回指向第一个元素之前一个位置的反向迭代器。如果是 const 类型容器，在该函数返回的是常量反向迭代器。此函数通常和 rbegin() 搭配使用。 |
| cbegin() | 和 begin() 功能类似，只不过其返回的迭代器类型为常量正向迭代器，不能用于修改元素。 |
| cend() | 和 end() 功能相同，只不过其返回的迭代器类型为常量正向迭代器，不能用于修改元素。 |
| crbegin() | 和 rbegin() 功能相同，只不过其返回的迭代器类型为常量反向迭代器，不能用于修改元素。 |
| crend() | 和 rend() 功能相同，只不过其返回的迭代器类型为常量反向迭代器，不能用于修改元素。 |

除此之外，[C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 标准新增的 begin() 和 end() 函数，当操作对象为 array 容器时，也和迭代器有关，其功能分别和表 1 中的 begin()、end() 成员函数相同，具有用法本节后续会做详细介绍。

这些成员函数的具体功能如图 2 所示。
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图 2 迭代器的具体功能示意图

可以看到，根据它们的功能并结合实际场景的需要，这些成员函数通常是成对使用的，即 begin()/end()、rbegin()/rend()、cbegin()/cend()、crbegin()/crend() 各自成对搭配使用。不仅如此，这 4 对中 begin()/end() 和 cbegin()/cend()、rbegin()/rend() 和 crbegin()/crend() 的功能大致是相同的（如图 2 所示），唯一的区别就在于其返回的迭代器能否用来修改元素值。

值得一提的是，以上函数在实际使用时，其返回值类型都可以使用 auto 关键字代替，编译器可以自行判断出该迭代器的类型。

**一begin()/end() 和 cbegin()/cend()**

array 容器模板类中的 begin() 和 end() 成员函数返回的都是正向迭代器，它们分别指向「首元素」和「尾元素+1」 的位置。在实际使用时，我们可以利用它们实现初始化容器或者遍历容器中元素的操作。  
例如，可以在循环中显式地使用迭代器来初始化 values 容器的值：

#include <iostream>

//需要引入 array 头文件

#include <array>

using namespace *std*;

int main()

{

array<int, 5>values;

int h = 1;

auto first = values.*begin*();

auto last = values.*end*();

//初始化 values 容器为{1,2,3,4,5}

while (first != last)

{

\*first = h;

++first;

h++;

}

first = values.*begin*();

while (first != last)

{

*cout* << \*first << " ";

++first;

}

return 0;

}

输出结果为：

1 2 3 4 5

可以看出，迭代器对象是由 array 对象的成员函数 begin() 和 end() 返回的。我们可以像使用普通[指针](http://c.biancheng.net/c/80/" \t "http://c.biancheng.net/view/_blank)那样上使用迭代器对象。比如代码中，在保存了元素值后，使用前缀 ++ 运算符对 first 进行自增，当 first 等于 end 时，所有的元素都被设完值，循环结束。  
 与此同时，还可以使用全局的 begin() 和 end() 函数来从容器中获取迭代器，因为当操作对象为 array 容器时，它们和 begin()/end() 成员函数是通用的。所以上面代码中，first 和 last 还可以像下面这样定义：

auto first = *std*::*begin*(values);

auto last = *std*::*end*(values);

这样，容器中的一段元素可以由迭代器指定，这让我们有了对它们使用算法的可能。

**需要注意的是，STL 标准库，不是只有 array 容器，当迭代器指向容器中的一个特定元素时，它们不会保留任何关于容器本身的信息，所以我们无法从迭代器中判断，它是指向 array 容器还是指向 vector 容器（该容器后续会讲）。**

除此之外，array 模板类还提供了 cbegin() 和 cend() 成员函数，它们和 begin()/end() 唯一不同的是，前者返回的是 const 类型的正向迭代器，这就意味着，有 cbegin() 和 cend() 成员函数返回的迭代器，可以用来遍历容器内的元素，也可以访问元素，但是不能对所存储的元素进行修改。

举个例子：

#include <iostream>

//需要引入 array 头文件

#include <array>

using namespace *std*;

int main()

{

array<int, 5>values{ 1,2,3,4,5 };

int h = 1;

auto first = values.*cbegin*();

auto last = values.*cend*();

//由于 \*first 为 const 类型，不能用来修改元素

//\*first = 10;

//遍历容器并输出容器中所有元素

while (first != last)

{

//可以使用 const 类型迭代器访问元素

*cout* << \*first << " ";

++first;

}

return 0;

}

此程序的第 14 行代码中，我们尝试使用 first 迭代器修改 values 容器中的值，如果取消注释并运行此程序，编译器会提示你“不能给常量赋值”，即 \*first 是 const 类型常量，所以这么做是不对的。但 17~22 行代码遍历并访问容器的行为，是允许的。

### **二rbegin()/rend() 和 crbegin()/crend()**

array 模板类中还提供了 rbegin()/rend() 和 crbegin()/crend() 成员函数，它们每对都可以分别得到指向最一个元素和第一个元素前一个位置的随机访问迭代器，又称它们为反向迭代器（如图 2 所示）。

需要注意的是，在使用反向迭代器进行 ++ 或 -- 运算时，++ 指的是迭代器向左移动一位，-- 指的是迭代器向右移动一位，即这两个运算符的功能也“互换”了。

反向迭代器用于以逆序的方式处理元素。例如：

#include <iostream>

//需要引入 array 头文件

#include <array>

using namespace *std*;

int main()

{

array<int, 5>values;

int h = 1;

auto first = values.*rbegin*();

auto last = values.*rend*();

//初始化 values 容器为 {5,4,3,2,1}

while (first != last)

{

\*first = h;

++first;

h++;

}

//重新遍历容器，并输入各个元素

first = values.*rbegin*();

while (first != last)

{

*cout* << \*first << " ";

++first;

}

return 0;

}

**运行结果为：**

**1 2 3 4 5**

可以看到，从最后一个元素开始循环，不仅完成了容器的初始化，还遍历输出了容器中的所有元素。结束迭代器指向第一个元素之前的位置，所以当 first 指向第一个元素并 +1 后，循环就结朿了。

在反向迭代器上使用 ++ 递增运算符，会让迭代器用一种和普通正向迭代器移动方向相反的方式移动。

当然，在上面程序中，我们也可以使用 [for 循环](http://c.biancheng.net/view/172.html" \t "http://c.biancheng.net/view/_blank)：

for (auto first = values.*rbegin*(); first != values.*rend*(); ++first) {

*cout* << \*first << " ";

crbegin()/crend() 组合和 rbegin()/crend() 组合的功能唯一的区别在于，前者返回的迭代器为 const 类型，即不能用来修改容器中的元素，除此之外在使用上和后者完全相同。

有关 crbegin()/crend() 成员函数，这里不再给出具体实例，有兴趣的读者，可自行编写代码进行测试。

**第六C++ STL array容器访问元素的几种方式**

当 array 容器创建完成之后，最常做的操作就是获取其中的元素，甚至有时还会通过循环结构获取多个元素。本节就对获取容器中元素的方法做个汇总。

**一访问array容器中单个元素**

首先，可以通过容器名[]的方式直接访问和使用容器中的元素，这和 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 标准数组访问元素的方式相同，例如：

values[4] = values[3] + 2.O \* values[1];

此行代码中，第 5 个元素的值被赋值为右边表达式的值。需要注意的是，使用如上这样方式，由于没有做任何边界检查，所以即便使用越界的索引值去访问或存储元素，也不会被检测到。

为了能够有效地避免越界访问的情况，可以使用 array 容器提供的 at() 成员函数，例如 :

values.*at*(4) = values.*at*(3) + 2.O \* values.*at*(1);

这行代码和前一行语句实现的功能相同，其次当传给 at() 的索引是一个越界值时，程序会抛出 std::out\_of\_range 异常。因此当需要访问容器中某个指定元素时，建议大家使用 at()，除非确定索引没有越界。

**读者可能有这样一个疑问，即为什么 array 容器在重载 [] 运算符时，没有实现边界检查的功能呢？答案很简单，因为性能。如果每次访问元素，都去检查索引值，无疑会产生很多开销。当不存在越界访问的可能时，就能避免这种开销。**

除此之外，array 容器还提供了 get<n> 模板函数，它是一个辅助函数，能够获取到容器的第 n 个元素。需要注意的是，该模板函数中，参数的实参必须是一个在编译时可以确定的常量表达式，所以它不能是一个循环变量。也就是说，它只能访问模板参数指定的元素，编译器在编译时会对它进行检查。  
下面代码展示了如何使用 get<n> 模板函数：

#include <iostream>

#include <array>

#include <string>

using namespace *std*;

int main()

{

array<*string*, 5> words{ "one","two","three","four","five" };

*cout* << *get*<3>(words) << *endl*; // Output words[3]

//cout << get<6>(words) << std::endl; //越界，会发生编译错误

return 0;

}

运行结果为：

four

另外，array 容器提供了 data() 成员函数，通过调用该函数可以得到指向容器首个元素的[指针](http://c.biancheng.net/c/80/" \t "http://c.biancheng.net/view/_blank)。通过该指针，我们可以获得容器中的各个元素，例如：

#include <iostream>

#include <array>

using namespace *std*;

int main()

{

array<int, 5> words{ 1,2,3,4,5 };

*cout* << \*(words.*data*() + 1);

return 0;

}

运行结果为：

2

**二访问array容器中多个元素**

我们知道，array 容器提供的 size() 函数能够返回容器中元素的个数（函数返回值为 size\_t 类型），所以能够像下面这样去逐个提取容器中的元素，并计算它们的和：

double total = 0;

for (*size\_t* i = 0; i < values.*size*(); ++i)

{

total += values[i];

}

size() 函数的存在，为 array 容器提供了标准数组所没有的优势，即能够知道它包含多少元素。  
 并且，接受数组容器作为参数的函数，只需要通过调用容器的成员函数 size()，就能得到元素的个数。除此之外，通过调用 array 容器的 empty() 成员函数，即可知道容器中有没有元素（如果容器中没有元素，此函数返回 true），如下所示：

if (values.*empty*())

*std*::*cout* << "The container has no elements.\n";

else

*std*::*cout* << "The container has " << values.*size*() << "elements.\n";

然而，很少会创建空的 array 容器，因为当生成一个 array 容器时，它的元素个数就固定了，而且无法改变，所以生成空 array 容器的唯一方法是将模板的第二个参数指定为 0，但这种情况基本不可能发生。

**array 容器之所以提供 empty() 成员函数的原因，对于其他元素可变或者元素可删除的容器（例如 vector、deque 等）来说，它们使用 empty() 时的机制是一样的，因此为它们提供了一个一致性的操作。**

除了借助 size() 外，对于任何可以使用迭代器的容器，都可以使用基于范围的循环，因此能够更加简便地计算容器中所有元素的和，比如：

double total = 0;

for (auto&& value : values)

total += value;

下面是一个示例，展示了本节关于如何获取 array 容器中元素所讲到的知识：

#include <iostream>

#include <iomanip>

#include <array>

using namespace *std*;

int main()

{

array<int, 5> values1;

array<int, 5> values2;

//初始化 values1 为 {0,1,2,3,4}

for (*size\_t* i = 0; i < values1.*size*(); ++i)

{

values1.*at*(i) = i;

}

*cout* << "values1[0] is : " << values1[0] << *endl*;

*cout* << "values1[1] is : " << values1.*at*(1) << *endl*;

*cout* << "values1[2] is : " << *get*<2>(values1) << *endl*;

//初始化 values2 为{10，11，12，13，14}

int initvalue = 10;

for (auto& value : values2)

{

value = initvalue;

initvalue++;

}

*cout* << "Values1 is : ";

for (auto i = values1.*begin*(); i < values1.*end*(); i++) {

*cout* << \*i << " ";

}

*cout* << *endl* << "Values2 is : ";

for (auto i = values2.*begin*(); i < values2.*end*(); i++) {

*cout* << \*i << " ";

}

return 0;

}

**运行结果为：**

**values1[0] is : 0**

**values1[1] is : 1**

**values1[2] is : 2**

**Values1 is : 0 1 2 3 4**

**Values2 is : 10 11 12 13 14**

**第七C++ array容器：普通数组的“升级版”**

和 C++ 普通数组存储数据的方式一样，C++ 标准库保证使用 array 容器存储的所有元素一定会位于连续且相邻的内存中，通过如下代码也可以验证这一点：

#include <iostream>

#include <array>

using namespace *std*;

int main()

{

array<int, 5>a{ 1,2,3 };

*cout* << &a[2] << " " << &a[0] + 2 << *endl*;

return 0;

}

输出结果为：

004FFD58 004FFD58

可以看到，a 容器中 &a[2] 和 &a[0] + 2 是相等的。因此在实际编程过程中，我们完全有理由去尝试，在原本使用普通数组的位置，改由 array 容器去实现。

**用 array 容器替换普通数组的好处是，array 模板类中已经封装好了大量实用的方法，在提高开发效率的同时，代码的运行效率也会大幅提高。**

举个例子，我们完全可以使用 array 容器去存储 char\* 或 const char\* 类型的字符串：

#include <iostream>

#include <array>

using namespace *std*;

int main()

{

array<char, 50>a{ 1,2,3 };

*strcpy*(&a[0], "http://c.biancheng.net/stl");

*printf*("%s", &a[0]);

return 0;

}

输出结果为：

<http://c.biancheng.net/stl>

注意，array 容器的大小必须保证能够容纳复制进来的数据，而且如果是存储字符串的话，还要保证在存储整个字符串的同时，在其最后放置一个\0作为字符串的结束符。此程序中，strcpy() 在拷贝字符串的同时，会自动在最后添加\0。

其实，代码中的 &a[0] 还可以用 array 模板类提供的 data() 成员函数来替换：

#include <iostream>

#include <array>

using namespace *std*;

int main()

{

array<char, 50>a{ 1,2,3 };

*strcpy*(a.*data*(), "http://c.biancheng.net/stl");

*printf*("%s", a.*data*());

return 0;

}

此程序和上面程序的输出结果完全相同。

**注意，容器的迭代器和指针是不能混用的，即上面代码中不能用 a.begin() 来代替 &a[0] 或者 a.data[]，这可能会引发错误。**

文章前面提到，使用 array 容器代替普通数组，最直接的好处就是 array 模板类中已经为我们写好了很多实用的方法，可以大大提高我们编码效率。例如，array 容器提供的 at() 成员函数，可以有效防止越界操纵数组的情况；fill() 函数可以实现数组的快速初始化；swap() 函数可以轻松实现两个相同数组（类型相同，大小相同）中元素的互换。

#include <iostream>

#include <array>

using namespace *std*;

int main()

{

array<char, 50>addr1{ "http://c.biancheng.net" };

array<char, 50>addr2{ "http://c.biancheng.net/stl" };

addr1.*swap*(addr2);

*printf*("addr1 is：%s\n", addr1.*data*());

*printf*("addr2 is：%s\n", addr2.*data*());

return 0;

}

运行结果为：

addr1 is：http ://c.biancheng.net/stl

addr2 is：http ://c.biancheng.net

另外，当两个 array 容器满足大小相同并且保存元素的类型相同时，两个 array 容器可以直接直接做赋值操作，即将一个容器中的元素赋值给另一个容器。比如：

#include <iostream>

#include <array>

using namespace *std*;

int main()

{

array<char, 50>addr1{ "http://c.biancheng.net" };

array<char, 50>addr2{ "http://c.biancheng.net/stl" };

addr1 = addr2;

*printf*("%s", addr1.*data*());

return 0;

}

运行结果为：

http://c.biancheng.net/stl

不仅如此，在满足以上 2 个条件的基础上，如果其保存的元素也支持比较运算符，就可以用任何比较运算符直接比较两个 array 容器。示例如下：

#include <iostream>

#include <array>

using namespace *std*;

int main()

{

array<char, 50>addr1{ "http://c.biancheng.net" };

array<char, 50>addr2{ "http://c.biancheng.net/stl" };

if (addr1 == addr2) {

*std*::*cout* << "addr1 == addr2" << *std*::*endl*;

}

if (addr1 < addr2) {

*std*::*cout* << "addr1 < addr2" << *std*::*endl*;

}

if (addr1 > addr2) {

*std*::*cout* << "addr1 > addr2" << *std*::*endl*;

}

return 0;

}

运行结果为：

addr1 < addr2

两个容器比较大小的原理，和两个字符串比较大小是一样的，即从头开始，逐个取两容器中的元素进行大小比较（根据 ASCII 码表），直到遇到两个不相同的元素，那个元素的值大，则该容器就大。  
 **总之，读者可以这样认为，array 容器就是普通数组的“升级版”，使用普通数组能实现的，使用 array 容器都可以实现，而且无论是代码功能的实现效率，还是程序执行效率，都比普通数组更高。**

**第八C++ STL vector容器详解**

vector 容器是 [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 中最常用的容器之一，它和 array 容器非常类似，都可以看做是对 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 普通数组的“升级版”。不同之处在于，array 实现的是静态数组（容量固定的数组），而 vector 实现的是一个动态数组，即可以进行元素的插入和删除，在此过程中，vector 会动态调整所占用的内存空间，整个过程无需人工干预。  
 vector 常被称为向量容器，因为该容器擅长在尾部插入或删除元素，在常量时间内就可以完成，时间复杂度为O(1)；而对于在容器头部或者中部插入或删除元素，则花费时间要长一些（移动元素需要耗费时间），时间复杂度为线性阶O(n)。

vector 容器以类模板 vector<T>（ T 表示存储元素的类型）的形式定义在 <vector> 头文件中，并位于 std 命名空间中。因此，在创建该容器之前，代码中需包含如下内容：

#include <vector>

using namespace *std*;

**一创建vector容器的几种方式**

创建 vector 容器的方式有很多，大致可分为以下几种。

（1）如下代码展示了如何创建存储 double 类型元素的一个 vector 容器：

*std*::*vector*<double> values;

注意，这是一个空的 vector 容器，因为容器中没有元素，所以没有为其分配空间。当添加第一个元素（比如使用 push\_back() 函数）时，vector 会自动分配内存。  
 在创建好空容器的基础上，还可以像下面这样通过调用 reserve() 成员函数来增加容器的容量：

values.reserve(20);

这样就设置了容器的内存分配，即至少可以容纳 20 个元素。注意，如果 vector 的容量在执行此语句之前，已经大于或等于 20 个元素，那么这条语句什么也不做；另外，调用 reserve() 不会影响已存储的元素，也不会生成任何元素，即 values 容器内此时仍然没有任何元素。

**还需注意的是，如果调用 reserve() 来增加容器容量，之前创建好的任何迭代器（例如开始迭代器和结束迭代器）都可能会失效，这是因为，为了增加容器的容量，vector<T> 容器的元素可能已经被复制或移到了新的内存地址。所以后续再使用这些迭代器时，最好重新生成一下。**

1. 除了创建空 vector 容器外，还可以在创建的同时指定初始值以及元素个数，比如：

*std*::*vector*<int> primes{ 2, 3, 5, 7, 11, 13, 17, 19 };

这样就创建了一个含有 8 个素数的 vector 容器。

1. 在创建 vector 容器时，也可以指定元素个数：

*std*::*vector*<double> values(20);

如此，values 容器开始时就有 20 个元素，它们的默认初始值都为 0。

**注意，圆括号 () 和大括号 {} 是有区别的，前者（例如 (20) ）表示元素的个数，而后者（例如 {20} ） 则表示 vector 容器中只有一个元素 20。**

如果不想用 0 作为默认值，也可以指定一个其它值，例如：

*std*::*vector*<double> values(20, 1.0);

第二个参数指定了所有元素的初始值，因此这 20 个元素的值都是 1.0。  
值得一提的是，圆括号 () 中的 2 个参数，既可以是常量，也可以用变量来表示，例如：

int num = 20;

double value = 1.0;

*std*::*vector*<double> values(num, value);

（4） 通过存储元素类型相同的其它 vector 容器，也可以创建新的 vector 容器，例如：

*std*::*vector*<char>value1(5, 'c');

*std*::*vector*<char>value2(value1);

由此，value2 容器中也具有 5 个字符 'c'。在此基础上，如果不想复制其它容器中所有的元素，可以用一对[指针](http://c.biancheng.net/c/80/" \t "http://c.biancheng.net/view/_blank)或者迭代器来指定初始值的范围，例如：

int array[] = { 1,2,3 };

*std*::*vector*<int>values(array, array + 2);//values 将保存{1,2}

*std*::*vector*<int>value1{ 1,2,3,4,5 };

*std*::*vector*<int>value2(*std*::*begin*(value1), *std*::*begin*(value1) + 3);//value2保存{1,2,3}

由此，value2 容器中就包含了 {1,2,3} 这 3 个元素。

**二vector容器包含的成员函数**

相比 array 容器，vector 提供了更多了成员函数供我们使用，它们各自的功能如表 1 所示。

表 1 vector 容器的成员函数

|  |  |
| --- | --- |
| **函数成员** | **函数功能** |
| begin() | 返回指向容器中第一个元素的迭代器。 |
| end() | 返回指向容器最后一个元素所在位置后一个位置的迭代器，通常和 begin() 结合使用。 |
| rbegin() | 返回指向最后一个元素的迭代器。 |
| rend() | 返回指向第一个元素所在位置前一个位置的迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| crbegin() | 和 rbegin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| crend() | 和 rend() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| size() | 返回实际元素个数。 |
| max\_size() | 返回元素个数的最大值。这通常是一个很大的值，一般是 232-1，所以我们很少会用到这个函数。 |
| resize() | 改变实际元素的个数。 |
| capacity() | 返回当前容量。 |
| empty() | 判断容器中是否有元素，若无元素，则返回 true；反之，返回 false。 |
| reserve() | 增加容器的容量。 |
| shrink \_to\_fit() | 将内存减少到等于当前元素实际所使用的大小。 |
| operator[ ] | 重载了 [ ] 运算符，可以向访问数组中元素那样，通过下标即可访问甚至修改 vector 容器中的元素。 |
| at() | 使用经过边界检查的索引访问元素。 |
| front() | 返回第一个元素的引用。 |
| back() | 返回最后一个元素的引用。 |
| data() | 返回指向容器中第一个元素的指针。 |
| assign() | 用新元素替换原有内容。 |
| push\_back() | 在序列的尾部添加一个元素。 |
| pop\_back() | 移出序列尾部的元素。 |
| insert() | 在指定的位置插入一个或多个元素。 |
| erase() | 移出一个元素或一段元素。 |
| clear() | 移出所有的元素，容器大小变为 0。 |
| swap() | 交换两个容器的所有元素。 |
| emplace() | 在指定的位置直接生成一个元素。 |
| emplace\_back() | 在序列尾部生成一个元素。 |

除此之外，C++ 11 标准库还新增加了 begin() 和 end() 这 2 个函数，和 vector 容器包含的 begin() 和 end() 成员函数不同，标准库提供的这 2 个函数的操作对象，既可以是容器，还可以是普通数组。当操作对象是容器时，它和容器包含的 begin() 和 end() 成员函数的功能完全相同；如果操作对象是普通数组，则 begin() 函数返回的是指向数组第一个元素的指针，同样 end() 返回指向数组中最后一个元素之后一个位置的指针（注意不是最后一个元素）。  
 vector 容器还有一个 std::swap(x , y) 非成员函数（其中 x 和 y 是存储相同类型元素的  vector 容器），它和 swap() 成员函数的功能完全相同，仅使用语法上有差异。  
如下代码演示了表 1 中部分成员函数的用法：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

//初始化一个空vector容量

*vector*<char>value;

//向value容器中的尾部依次添加 S、T、L 字符

value.*push\_back*('S');

value.*push\_back*('T');

value.*push\_back*('L');

//调用 size() 成员函数容器中的元素个数

*printf*("元素个数为：%d\n", value.*size*());

//使用迭代器遍历容器

for (auto i = value.*begin*(); i < value.*end*(); i++) {

*cout* << \*i << " ";

}

*cout* << *endl*;

//向容器开头插入字符

value.*insert*(value.*begin*(), 'C');

*cout* << "首个元素为：" << value.*at*(0) << *endl*;

return 0;

}

**输出结果为：**

**元素个数为：3  
S T L  
首个元素为：C**

**表 1 中这些成员函数的具体用法，后续学习用到时会具体讲解，感兴趣的读者，也可以通过查阅 [STL手册](http://www.cplusplus.com/reference/stl/" \t "http://c.biancheng.net/view/_blank)做详细了解。**

**第九C++ STL vector容器迭代器用法详解**

在《[STL array随机访问迭代器](http://c.biancheng.net/view/6724.html" \t "http://c.biancheng.net/view/_blank)》一节中，详细介绍了 array 容器迭代器，vector 容器迭代器和前者有很多相同之处。比如，vector 容器的迭代器也是随机访问迭代器，并且 vector 模板类提供的操作迭代器的成员函数也和 array 容器一样（如表 1 所示）。

表 1 vector 支持迭代器的成员函数

|  |  |
| --- | --- |
| **成员函数** | **功能** |
| begin() | 返回指向容器中第一个元素的正向迭代器；如果是 const 类型容器，在该函数返回的是常量正向迭代器。 |
| end() | 返回指向容器最后一个元素之后一个位置的正向迭代器；如果是 const 类型容器，在该函数返回的是常量正向迭代器。此函数通常和 begin() 搭配使用。 |
| rbegin() | 返回指向最后一个元素的反向迭代器；如果是 const 类型容器，在该函数返回的是常量反向迭代器。 |
| rend() | 返回指向第一个元素之前一个位置的反向迭代器。如果是 const 类型容器，在该函数返回的是常量反向迭代器。此函数通常和 rbegin() 搭配使用。 |
| cbegin() | 和 begin() 功能类似，只不过其返回的迭代器类型为常量正向迭代器，不能用于修改元素。 |
| cend() | 和 end() 功能相同，只不过其返回的迭代器类型为常量正向迭代器，不能用于修改元素。 |
| crbegin() | 和 rbegin() 功能相同，只不过其返回的迭代器类型为常量反向迭代器，不能用于修改元素。 |
| crend() | 和 rend() 功能相同，只不过其返回的迭代器类型为常量反向迭代器，不能用于修改元素。 |

**除此之外，[C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 新添加的 begin() 和 end() 全局函数也同样适用于 vector 容器。即当操作对象为 vector 容器时，其功能分别和表 1 中的 begin()、end() 成员函数相同，具体用法本节后续会做详细介绍。**

表 1 中这些成员函数的具体功能如图 2 所示。
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图 2 迭代器的具体功能示意图

从图 2 可以看出，这些成员函数通常是成对使用的，即 begin()/end()、rbegin()/rend()、cbegin()/cend()、crbegin()/crend() 各自成对搭配使用。其中，begin()/end() 和 cbegin/cend() 的功能是类似的，同样 rbegin()/rend() 和 crbegin()/crend() 的功能是类似的。

**值得一提的是，以上函数在实际使用时，其返回值类型都可以使用 auto 关键字代替，编译器可以自行判断出该迭代器的类型。**

**一vector容器迭代器的基本用法**

vector 容器迭代器最常用的功能就是遍历访问容器中存储的元素。  
首先来看 begin() 和 end() 成员函数，它们分别用于指向「首元素」和「尾元素+1」 的位置，下面程序演示了如何使用 begin() 和 end() 遍历 vector 容器并输出其中的元素：

#include <iostream>

//需要引入 vector 头文件

#include <vector>

using namespace *std*;

int main()

{

*vector*<int>values{ 1,2,3,4,5 };

auto first = values.*begin*();

auto end = values.*end*();

while (first != end)

{

*cout* << \*first << " ";

++first;

}

return 0;

}

**输出结果为：**

**1 2 3 4 5**

可以看到，迭代器对象是由 vector 对象的成员函数 begin() 和 end() 返回的。我们可以像使用普通[指针](http://c.biancheng.net/c/80/" \t "http://c.biancheng.net/view/_blank)那样上使用它们。比如代码中，在保存了元素值后，使用前缀++运算符对 first 进行自增，当 first 等于 end 时，所有的元素都被设完值，循环结束。  
 与此同时，还可以使用全局的 begin() 和 end() 函数来从容器中获取迭代器，比如将上面代码中第 8、9 行代码用如下代码替换：

auto first = std::begin(values);

auto end = std::end (values);

cbegin()/cend() 成员函数和 begin()/end() 唯一不同的是，前者返回的是 const 类型的正向迭代器，这就意味着，由 cbegin() 和 cend() 成员函数返回的迭代器，可以用来遍历容器内的元素，也可以访问元素，但是不能对所存储的元素进行修改。

#include <iostream>

//需要引入 vector 头文件

#include <vector>

using namespace *std*;

int main()

{

*vector*<int>values{ 1,2,3,4,5 };

auto first = values.*cbegin*();

auto end = values.*cend*();

while (first != end)

{

//\*first = 10;不能修改元素

*cout* << \*first << " ";

++first;

}

return 0;

}

程序第 12 行，由于 first 是 const 类型的迭代器，因此不能用于修改容器中元素的值。  
vector 模板类中还提供了 rbegin() 和 rend() 成员函数，分别表示指向最后一个元素和第一个元素前一个位置的随机访问迭代器，又称它们为反向迭代器（如图 2 所示）。

**需要注意的是，在使用反向迭代器进行 ++ 或 -- 运算时，++ 指的是迭代器向左移动一位，-- 指的是迭代器向右移动一位，即这两个运算符的功能也“互换”了。**

反向迭代器用于以逆序的方式遍历容器中的元素。例如：

#include <iostream>

//需要引入 vector 头文件

#include <vector>

using namespace *std*;

int main()

{

*vector*<int>values{ 1,2,3,4,5 };

auto first = values.*rbegin*();

auto end = values.*rend*();

while (first != end)

{

*cout* << \*first << " ";

++first;

}

return 0;

}

**运行结果为：**

**5 4 3 2 1**

可以看到，从最后一个元素开始循环，遍历输出了容器中的所有元素。结束迭代器指向第一个元素之前的位置，所以当 first 指向第一个元素并 +1 后，循环就结朿了。  
当然，在上面程序中，我们也可以使用 [for 循环](http://c.biancheng.net/view/172.html" \t "http://c.biancheng.net/view/_blank)：

for (auto first = values.rbegin(); first != values.rend(); ++first) {

cout << \*first << " ";

}

crbegin()/crend() 组合和 rbegin()/crend() 组合唯一的区别在于，前者返回的迭代器为 const 类型，即不能用来修改容器中的元素，除此之外在使用上和后者完全相同。

**有关 crbegin()/crend() 成员函数，这里不再给出具体实例，有兴趣的读者，可自行编写代码进行测试。**

**二vector容器迭代器的独特之处**

和 array 容器不同，vector 容器可以随着存储元素的增加，自行申请更多的存储空间。因此，在创建 vector 对象时，我们可以直接创建一个空的 vector 容器，并不会影响后续使用该容器。  
 但这会产生一个问题，即在初始化空的 vector 容器时，不能使用迭代器。也就是说，如下初始化 vector 容器的方法是不行的：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int>values;

int val = 1;

for (auto first = values.*begin*(); first < values.*end*(); ++first, val++) {

\*first = val;

//初始化的同时输出值

*cout* << \*first;

}

return 0;

}

运行程序可以看到，什么也没有输出。这是因为，对于空的 vector 容器来说，begin() 和 end() 成员函数返回的迭代器是相等的，即它们指向的是同一个位置。

所以，对于空的 vector 容器来说，可以通过调用 push\_back() 或者借助 resize() 成员函数实现初始化容器的目的。  
 除此之外，vector 容器在申请更多内存的同时，容器中的所有元素可能会被复制或移动到新的内存地址，这会导致之前创建的迭代器失效。  
举个例子：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int>values{ 1,2,3 };

*cout* << "values 容器首个元素的地址：" << values.*data*() << *endl*;

auto first = values.*begin*();

auto end = values.*end*();

//增加 values 的容量

values.*reserve*(20);

*cout* << "values 容器首个元素的地址：" << values.*data*() << *endl*;

while (first != end) {

*cout* << \*first;

++first;

}

return 0;

}

**运行程序，显示如下信息并崩溃：**

**values 容器首个元素的地址：0096DFE8  
values 容器首个元素的地址：00965560**

可以看到，values 容器在增加容量之后，首个元素的存储地址发生了改变，此时再使用先前创建的迭代器，显然是错误的。因此，为了保险起见，每当 vector 容器的容量发生变化时，我们都要对之前创建的迭代器重新初始化一遍：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int>values{ 1,2,3 };

*cout* << "values 容器首个元素的地址：" << values.*data*() << *endl*;

auto first = values.*begin*();

auto end = values.*end*();

//增加 values 的容量

values.*reserve*(20);

*cout* << "values 容器首个元素的地址：" << values.*data*() << *endl*;

first = values.*begin*();

end = values.*end*();

while (first != end) {

*cout* << \*first;

++first;

}

return 0;

}

**运行结果为：**

**values 容器首个元素的地址：0164DBE8  
values 容器首个元素的地址：01645560  
123**

**第十C++ STL vector容器访问元素的几种方式**

学会如何创建并初始化 vector 容器之后，本节继续来学习如何获取（甚至修改）容器中存储的元素。

**一访问vector容器中单个元素**

首先，vector 容器可以向普通数组那样访问存储的元素，甚至对指定下标处的元素进行修改，比如：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int> values{ 1,2,3,4,5 };

//获取容器中首个元素

*cout* << values[0] << *endl*;

//修改容器中下标为 0 的元素的值

values[0] = values[1] + values[2] + values[3] + values[4];

*cout* << values[0] << *endl*;

return 0;

}

**运行结果为：**

**1  
14**

**显然，vector 的索引从 0 开始，这和普通数组一样。通过使用索引，总是可以访问到 vector 容器中现有的元素。**

值得一提的是，容器名[n]这种获取元素的方式，需要确保下标 n 的值不会超过容器的容量（可以通过 capacity() 成员函数获取），否则会发生越界访问的错误。幸运的是，和 array 容器一样，vector 容器也提供了 at() 成员函数，当传给 at() 的索引会造成越界时，会抛出std::out\_of\_range异常。  
举个例子：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int> values{ 1,2,3,4,5 };

//获取容器中首个元素

*cout* << values.*at*(0) << *endl*;

//修改容器中下标为 0 的元素的值

values.*at*(0) = values.*at*(1) + values.*at*(2) + values.*at*(3) + values.*at*(4);

*cout* << values.*at*(0) << *endl*;

//下面这条语句会发生 out\_of\_range 异常

//cout << values.at(5) << endl;

return 0;

}

读者可能有这样一个疑问，即为什么 vector 容器在重载 [] 运算符时，没有实现边界检查的功能呢？答案很简单，因为性能。如果每次访问元素，都去检查索引值，无疑会产生很多开销。当不存在越界访问的可能时，就能避免这种开销。

除此之外，vector 容器还提供了 2 个成员函数，即 front() 和 back()，它们分别返回 vector 容器中第一个和最后一个元素的引用，通过利用这 2 个函数返回的引用，可以访问（甚至修改）容器中的首尾元素。  
举个例子：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int> values{ 1,2,3,4,5 };

*cout* << "values 首元素为：" << values.*front*() << *endl*;

*cout* << "values 尾元素为：" << values.*back*() << *endl*;

//修改首**运行结果为：**

**1  
14**

元素

values.*front*() = 10;

*cout* << "values 新的首元素为：" << values.*front*() << *endl*;

//修改尾元素

values.*back*() = 20;

*cout* << "values 新的尾元素为：" << values.*back*() << *endl*;

return 0;

}

**输出结果为：**

**values 首元素为：1  
values 尾元素为：5  
values 新的首元素为：10  
values 新的尾元素为：20**

另外，vector 容器还提供了 data() 成员函数，该函数的功能是返回指向容器中首个元素的[指针](http://c.biancheng.net/c/80/" \t "http://c.biancheng.net/view/_blank)。通过该指针也可以访问甚至修改容器中的元素。比如：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int> values{ 1,2,3,4,5 };

//输出容器中第 3 个元素的值

*cout* << \*(values.*data*() + 2) << *endl*;

//修改容器中第 2 个元素的值

\*(values.*data*() + 1) = 10;

*cout* << \*(values.*data*() + 1) << *endl*;

return 0;

}

**运行结果为：**

**3**

**10**

**二 访问vector容器中多个元素**

如果想访问 vector 容器中多个元素，可以借助 size() 成员函数，该函数可以返回 vector 容器中实际存储的元素个数。例如：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int> values{ 1,2,3,4,5 };

//从下标 0 一直遍历到 size()-1 处

for (int i = 0; i < values.*size*(); i++) {

*cout* << values[i] << " ";

}

return 0;

}

**运行结果为：**

**1 2 3 4 5**

注意，这里不要使用 capacity() 成员函数，因为它返回的是 vector 容器的容量，而不是实际存储元素的个数，这两者是有差别的。

**关于 vector 容器 capacity() 和 size() 的差别，可以阅读 《[STL vector容量（capacity）和大小（size）的区别](http://c.biancheng.net/view/6770.html" \t "http://c.biancheng.net/view/_blank)》一文。**

或者也可以使用基于范围的循环，此方式将会逐个遍历容器中的元素。比如：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int> values{ 1,2,3,4,5 };

for (auto&& value : values)

*cout* << value << " ";

return 0;

}

运行结果为：

1 2 3 4 5

当然，这里也可以使用 rbegin()/rend()、cbegin()/cend()、crbegin()/crend() 以及全局函数 begin()/end() ，它们都可以实现对容器中元素的访问。

**第十一 C++ vector容量（capacity）和大小（size）的区别**

很多初学者分不清楚 vector 容器的容量（capacity）和大小（size）之间的区别，甚至有人认为它们表达的是一个意思。本节将对 vector 容量和大小各自的含义做一个详细的介绍。  
 vector 容器的容量（用 capacity 表示），指的是在不分配更多内存的情况下，容器可以保存的最多元素个数；而 vector 容器的大小（用 size 表示），指的是它实际所包含的元素个数。  
 对于一个 vector 对象来说，通过该模板类提供的 capacity() 成员函数，可以获得当前容器的容量；通过 size() 成员函数，可以获得容器当前的大小。例如：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*std*::*vector*<int>value{ 2,3,5,7,11,13,17,19,23,29,31,37,41,43,47 };

value.*reserve*(20);

*cout* << "value 容量是：" << value.*capacity*() << *endl*;

*cout* << "value 大小是：" << value.*size*() << *endl*;

return 0;

}

**程序输出结果为：**

**value 容量是：20  
value 大小是：15**

结合该程序的输出结果，图 1 可以更好的说明 vector 容器容量和大小之间的关系。
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图 1 vector 容量和大小的区别

显然，vector 容器的大小不能超出它的容量，在大小等于容量的基础上，只要增加一个元素，就必须分配更多的内存。注意，这里的“更多”并不是 1 个。换句话说，当 vector 容器的大小和容量相等时，如果再向其添加（或者插入）一个元素，vector 往往会申请多个存储空间，而不仅仅只申请 1 个。

**一旦 vector 容器的内存被重新分配，则和 vector 容器中元素相关的所有引用、指针以及迭代器，都可能会失效，最稳妥的方法就是重新生成。**

举个例子：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int>value{ 2,3,5,7,11,13,17,19,23,29,31,37,41,43,47 };

*cout* << "value 容量是：" << value.*capacity*() << *endl*;

*cout* << "value 大小是：" << value.*size*() << *endl*;

*printf*("value首地址：%p\n", value.*data*());

value.*push\_back*(53);

*cout* << "value 容量是(2)：" << value.*capacity*() << *endl*;

*cout* << "value 大小是(2)：" << value.*size*() << *endl*;

*printf*("value首地址： %p", value.*data*());

return 0;

}

**运行结果为：**

**value 容量是：15  
value 大小是：15  
value首地址：01254D40  
value 容量是(2)：22  
value 大小是(2)：16  
value首地址： 01254E80**

可以看到，向“已满”的 vector 容器再添加一个元素，整个 value 容器的存储位置发生了改变，同时 vector 会一次性申请多个存储空间（具体多少，取决于底层算法的实现）。这样做的好处是，可以很大程度上减少 vector 申请空间的次数，当后续再添加元素时，就可以节省申请空间耗费的时间。

**因此，对于 vector 容器而言，当增加新的元素时，有可能很快完成（即直接存在预留空间中）；也有可能会慢一些（扩容之后再放新元素）。**

**一 修改vector容器的容量和大小**

另外，通过前面的学习我们知道，可以调用 reserve() 成员函数来增加容器的容量（但并不会改变存储元素的个数）；而通过调用成员函数 resize() 可以改变容器的大小，并且该函数也可能会导致 vector 容器容量的增加。比如说：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int>value{ 2,3,5,7,11,13,17,19,23,29,31,37,41,43,47 };

*cout* << "value 容量是：" << value.*capacity*() << *endl*;

*cout* << "value 大小是：" << value.*size*() << *endl*;

value.*reserve*(20);

*cout* << "value 容量是(2)：" << value.*capacity*() << *endl*;

*cout* << "value 大小是(2)：" << value.*size*() << *endl*;

//将元素个数改变为 21 个，所以会增加 6 个默认初始化的元素

value.*resize*(21);

//将元素个数改变为 21 个，新增加的 6 个元素默认值为 99。

//value.resize(21,99);

//当需要减小容器的大小时，会移除多余的元素。

//value.resize(20);

*cout* << "value 容量是(3)：" << value.*capacity*() << *endl*;

*cout* << "value 大小是(3)：" << value.*size*() << *endl*;

return 0;

}

**运行结果为：**

**value 容量是：15  
value 大小是：15  
value 容量是(2)：20  
value 大小是(2)：15  
value 容量是(3)：30  
value 大小是(3)：21**

程序中给出了关于 resize() 成员函数的 3 种不同的用法，有兴趣的读者可自行查看不同用法的运行结果。

可以看到，仅通过 reserve() 成员函数增加 value 容器的容量，其大小并没有改变；但通过 resize() 成员函数改变 value 容器的大小，它的容量可能会发生改变。另外需要注意的是，通过 resize() 成员函数减少容器的大小（多余的元素会直接被删除），不会影响容器的容量。

**二 vector容器容量和大小的数据类型**

在实际场景中，我们可能需要将容器的容量和大小保存在变量中，要知道 vector<T> 对象的容量和大小类型都是 vector<T>::size\_type 类型。因此，当定义一个变量去保存这些值时，可以如下所示：

vector<int>::size\_type cap = value.capacity();

vector<int>::size\_type size = value.size();

size\_type 类型是定义在由 vector 类模板生成的 vecotr 类中的，它表示的真实类型和操作系统有关，在 32 位架构下普遍表示的是 unsigned int 类型，而在 64 位架构下普通表示 unsigned long 类型。  
当然，我们还可以使用 auto 关键字代替 vector<int>::size\_type，比如：

auto cap = value.capacity();

auto size = value.size();

**第十二 深度剖析C++ vector容器的底层实现机制**

STL 众多容器中，vector 是最常用的容器之一，其底层所采用的数据结构非常简单，就只是一段连续的线性内存空间。  
 通过分析 vector 容器的源代码不难发现，它就是使用 3 个迭代器（可以理解成指针）来表示的：

//\_Alloc 表示内存分配器，此参数几乎不需要我们关心

template <class *\_Ty*, class \_Alloc = *allocator*<*\_Ty*>>

class vector {

...

protected:

*pointer* \_Myfirst;

*pointer* \_Mylast;

*pointer* \_Myend;

};

其中，\_Myfirst 指向的是 vector 容器对象的起始字节位置；\_Mylast 指向当前最后一个元素的末尾字节；\_myend 指向整个 vector 容器所占用内存空间的末尾字节。  
图 1 演示了以上这 3 个迭代器分别指向的位置。
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图 1 vector实现原理示意图

如图 1 所示，通过这 3 个迭代器，就可以表示出一个已容纳 2 个元素，容量为 5 的 vector 容器。  
  
在此基础上，将 3 个迭代器两两结合，还可以表达不同的含义，例如：

（1）\_Myfirst 和 \_Mylast 可以用来表示 vector 容器中目前已被使用的内存空间；

（2）\_Mylast 和 \_Myend 可以用来表示 vector 容器目前空闲的内存空间；

（3）\_Myfirst 和 \_Myend 可以用表示 vector 容器的容量。

**对于空的 vector 容器，由于没有任何元素的空间分配，因此 \_Myfirst、\_Mylast 和 \_Myend 均为 null。**

通过灵活运用这 3 个迭代器，vector 容器可以轻松的实现诸如首尾标识、大小、容器、空容器判断等几乎所有的功能，比如：

template <class *\_Ty*, class \_Alloc = *allocator*<*\_Ty*>>

class vector {

public：

*iterator* begin() { return *\_Myfirst*; }

*iterator* end() { return *\_Mylast*; }

*size\_type* size() const { return *size\_type*(end() - begin()); }

*size\_type* capacity() const { return *size\_type*(*\_Myend* - begin()); }

bool empty() const { return begin() == end(); }

*reference* operator[] (*size\_type* n) { return \*(begin() + n); }

*reference* front() { return \*begin(); }

*reference* back() { return \*(end() - 1); }

...

};

**一 vector扩大容量的本质**

另外需要指明的是，当 vector 的大小和容量相等（size==capacity）也就是满载时，如果再向其添加元素，那么 vector 就需要扩容。vector 容器扩容的过程需要经历以下 3 步：

（1）完全弃用现有的内存空间，重新申请更大的内存空间；

（2）将旧内存空间中的数据，按原有顺序移动到新的内存空间中；

（3）最后将旧的内存空间释放。

**这也就解释了，为什么 vector 容器在进行扩容后，与其相关的指针、引用以及迭代器可能会失效的原因。**

由此可见，vector 扩容是非常耗时的。为了降低再次分配内存空间时的成本，每次扩容时 vector 都会申请比用户需求量更多的内存空间（这也就是 vector 容量的由来，即 capacity>=size），以便后期使用。

**vector 容器扩容时，不同的编译器申请更多内存空间的量是不同的。以 VS 为例，它会扩容现有容器容量的 50%。**

**第十三C++ STL vector添加元素（push\_back()和emplace\_back()）详解**

要知道，向 vector 容器中添加元素的唯一方式就是使用它的成员函数，如果不调用成员函数，非成员函数既不能添加也不能删除元素。这意味着，vector 容器对象必须通过它所允许的函数去访问，迭代器显然不行。  
 在 《[STL vector容器详解](http://c.biancheng.net/view/6749.html" \t "http://c.biancheng.net/view/_blank)》一节中，已经给大家列出了 vector 容器提供的所有成员函数，在这些成员函数中，可以用来给容器中添加元素的函数有 2 个，分别是 push\_back() 和 empl**ace\_back() 函数。**

**有读者可能认为还有 insert() 和 emplace() 成员函数，严格意义上讲，这 2 个成员函数的功能是向容器中的指定位置插入元素，后续章节会对它们做详细的介绍。**

**一push\_back()**

该成员函数的功能是在 vector 容器尾部添加一个元素，用法也非常简单，比如：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int> values{};

values.*push\_back*(1);

values.*push\_back*(2);

for (int i = 0; i < values.*size*(); i++) {

*cout* << values[i] << " ";

}

return 0;

}

程序中，第 7 行代码表示向 values 容器尾部添加一个元素，但由于当前 values 容器是空的，因此新添加的元素 1 无疑成为了容器中首个元素；第 8 行代码实现的功能是在现有元素 1 的后面，添加元素 2。  
**运行程序，输出结果为：**

**1 2**

**二emplace\_back()**

该函数是 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 新增加的，其功能和 push\_back() 相同，都是在 vector 容器的尾部添加一个元素。  
emplace\_back() 成员函数的用法也很简单，这里直接举个例子：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int> values{};

values.*emplace\_back*(1);

values.*emplace\_back*(2);

for (int i = 0; i < values.*size*(); i++) {

*cout* << values[i] << " ";

}

return 0;

}

**运行结果为：**

**1 2**

**读者可能会发现，以上 2 段代码，只是用 emplace\_back() 替换了 push\_back()，既然它们实现的功能是一样的，那么 C++ 11 标准中为什么要多此一举呢？**

**三 emplace\_back()和push\_back()的区别**

emplace\_back() 和 push\_back() 的区别，就在于底层实现的机制不同。push\_back() 向容器尾部添加元素时，首先会创建这个元素，然后再将这个元素拷贝或者移动到容器中（如果是拷贝的话，事后会自行销毁先前创建的这个元素）；而 emplace\_back() 在实现时，则是直接在容器尾部创建这个元素，省去了拷贝或移动元素的过程。  
 为了让大家清楚的了解它们之间的区别，我们创建一个包含类对象的 vector 容器，如下所示：

#include <vector>

#include <iostream>

using namespace *std*;

class testDemo

{

public:

testDemo(int num) :num(num) {

*std*::*cout* << "调用构造函数" << *endl*;

}

testDemo(const testDemo& other) :num(other.num) {

*std*::*cout* << "调用拷贝构造函数" << *endl*;

}

testDemo(testDemo&& other) :num(other.num) {

*std*::*cout* << "调用移动构造函数" << *endl*;

}

private:

int num;

};

int main()

{

*cout* << "emplace\_back:" << *endl*;

*std*::*vector*<testDemo> demo1;

demo1.*emplace\_back*(2);

*cout* << "push\_back:" << *endl*;

*std*::*vector*<testDemo> demo2;

demo2.*push\_back*(2);

}

**运行结果为：**

**emplace\_back:  
调用构造函数  
push\_back:  
调用构造函数  
调用移动构造函数**

在此基础上，读者可尝试将 testDemo 类中的移动构造函数注释掉，再运行程序会发现，运行结果变为：

**emplace\_back:  
调用构造函数  
push\_back:  
调用构造函数  
调用拷贝构造函数**

由此可以看出，push\_back() 在底层实现时，会优先选择调用移动构造函数，如果没有才会调用拷贝构造函数。  
**显然完成同样的操作，push\_back() 的底层实现过程比 emplace\_back() 更繁琐，换句话说，emplace\_back() 的执行效率比 push\_back() 高。因此，在实际使用时，建议大家优先选用 emplace\_back()。**

**第十四 C++ STL vector插入元素（insert()和emplace()）详解**

vector容器提供了 insert() 和 emplace() 这 2 个成员函数，用来实现在容器指定位置处插入元素，本节将对它们的用法做详细的讲解。

**另外，如果想实现在 vector 容器尾部添加元素，可阅读《[vector添加元素](http://c.biancheng.net/view/6826.html" \t "http://c.biancheng.net/view/_blank)》一节。**

**一 insert()**

insert() 函数的功能是在 vector 容器的指定位置插入一个或多个元素。该函数的语法格式有多种，如表 1 所示。

表 1 insert() 成员函数语法格式

|  |  |
| --- | --- |
| **语法格式** | **用法说明** |
| iterator insert(pos,elem) | 在迭代器 pos 指定的位置之前插入一个新元素elem，并返回表示新插入元素位置的迭代器。 |
| iterator insert(pos,n,elem) | 在迭代器 pos 指定的位置之前插入 n 个元素 elem，并返回表示第一个新插入元素位置的迭代器。 |
| iterator insert(pos,first,last) | 在迭代器 pos 指定的位置之前，插入其他容器（不仅限于vector）中位于 [first,last) 区域的所有元素，并返回表示第一个新插入元素位置的迭代器。 |
| iterator insert(pos,initlist) | 在迭代器 pos 指定的位置之前，插入初始化列表（用大括号{}括起来的多个元素，中间有逗号隔开）中所有的元素，并返回表示第一个新插入元素位置的迭代器。 |

下面的例子，演示了如何使用 insert() 函数向 vector 容器中插入元素。

#include <iostream>

#include <vector>

#include <array>

using namespace *std*;

int main()

{

*std*::*vector*<int> demo{ 1,2 };

//第一种格式用法

demo.*insert*(demo.*begin*() + 1, 3);//{1,3,2}

//第二种格式用法

demo.*insert*(demo.*end*(), 2, 5);//{1,3,2,5,5}

//第三种格式用法

*std*::array<int, 3>test{ 7,8,9 };

demo.*insert*(demo.*end*(), test.*begin*(), test.*end*());//{1,3,2,5,5,7,8,9}

//第四种格式用法

demo.*insert*(demo.*end*(), { 10,11 });//{1,3,2,5,5,7,8,9,10,11}

for (int i = 0; i < demo.*size*(); i++) {

*cout* << demo[i] << " ";

}

return 0;

}

**运行结果为：**

**1 3 2 5 5 7 8 9 10 11**

**二 emplace()**

emplace() 是 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 标准新增加的成员函数，用于在 vector 容器指定位置之前插入一个新的元素。

**再次强调，emplace() 每次只能插入一个元素，而不是多个。**

该函数的语法格式如下：

**iterator emplace (const\_iterator pos, args...);**

其中，pos 为指定插入位置的迭代器；args... 表示与新插入元素的构造函数相对应的多个参数；该函数会返回表示新插入元素位置的迭代器。

**简单的理解 args...，即被插入元素的构造函数需要多少个参数，那么在 emplace() 的第一个参数的后面，就需要传入相应数量的参数。**

#include <vector>

#include <iostream>

using namespace *std*;

int main()

{

*std*::*vector*<int> demo1{ 1,2 };

//emplace() 每次只能插入一个 int 类型元素

demo1.*emplace*(demo1.*begin*(), 3);

for (int i = 0; i < demo1.*size*(); i++) {

*cout* << demo1[i] << " ";

}

return 0;

}

**运行结果为：**

**3 1 2**

既然 emplace() 和 insert() 都能完成向 vector 容器中插入新元素，那么谁的运行效率更高呢？答案是 emplace()。在说明原因之前，通过下面这段程序，就可以直观看出两者运行效率的差异：

#include <vector>

#include <iostream>

using namespace *std*;

class testDemo

{

public:

testDemo(int num) :num(num) {

*std*::*cout* << "调用构造函数" << *endl*;

}

testDemo(const testDemo& other) :num(other.num) {

*std*::*cout* << "调用拷贝构造函数" << *endl*;

}

testDemo(testDemo&& other) :num(other.num) {

*std*::*cout* << "调用移动构造函数" << *endl*;

}

testDemo& operator=(const testDemo& other);

private:

int num;

};

testDemo& testDemo::operator=(const testDemo& other) {

this->num = other.num;

return \*this;

}

int main()

{

*cout* << "insert:" << *endl*;

*std*::*vector*<testDemo> demo2{};

demo2.*insert*(demo2.*begin*(), testDemo(1));

*cout* << "emplace:" << *endl*;

*std*::*vector*<testDemo> demo1{};

demo1.*emplace*(demo1.*begin*(), 1);

return 0;

}

**运行结果为：**

**insert:  
调用构造函数  
调用移动构造函数  
emplace:  
调用构造函数**

**注意，当拷贝构造函数和移动构造函数同时存在时，insert() 会优先调用移动构造函数。**

可以看到，通过 insert() 函数向 vector 容器中插入 testDemo 类对象，需要调用类的构造函数和移动构造函数（或拷贝构造函数）；而通过 emplace() 函数实现同样的功能，只需要调用构造函数即可。  
**简单的理解，就是 emplace() 在插入元素时，是在容器的指定位置直接构造元素，而不是先单独生成，再将其复制（或移动）到容器中。因此，在实际使用中，推荐大家优先使用 emplace()。**

**第十五C++ STL vector删除元素的几种方式**

前面提到，无论是向现有 vector 容器中访问元素、添加元素还是插入元素，都只能借助 vector 模板类提供的成员函数，但删除 vector 容器的元素例外，完成此操作除了可以借助本身提供的成员函数，还可以借助一些全局函数。  
 基于不同场景的需要，删除 vecotr 容器的元素，可以使用表 1 中所示的函数（或者函数组合）。

表 1 删除 vector 容器元素的几种方式

|  |  |
| --- | --- |
| **函数** | **功能** |
| pop\_back() | 删除 vector 容器中最后一个元素，该容器的大小（size）会减 1，但容量（capacity）不会发生改变。 |
| erase(pos) | 删除 vector 容器中 pos 迭代器指定位置处的元素，并返回指向被删除元素下一个位置元素的迭代器。该容器的大小（size）会减 1，但容量（capacity）不会发生改变。 |
| swap(beg)、pop\_back() | 先调用 swap() 函数交换要删除的目标元素和容器最后一个元素的位置，然后使用 pop\_back() 删除该目标元素。 |
| erase(beg,end) | 删除 vector 容器中位于迭代器 [beg,end)指定区域内的所有元素，并返回指向被删除区域下一个位置元素的迭代器。该容器的大小（size）会减小，但容量（capacity）不会发生改变。 |
| remove() | 删除容器中所有和指定元素值相等的元素，并返回指向最后一个元素下一个位置的迭代器。值得一提的是，调用该函数不会改变容器的大小和容量。 |
| clear() | 删除 vector 容器中所有的元素，使其变成空的 vector 容器。该函数会改变 vector 的大小（变为 0），但不是改变其容量。 |

下面就表 1 中罗列的这些函数，一一讲解它们的具体用法。  
pop\_back() 成员函数的用法非常简单，它不需要传入任何的参数，也没有返回值。举个例子：

#include <vector>

#include <iostream>

using namespace *std*;

int main()

{

*vector*<int>demo{ 1,2,3,4,5 };

demo.*pop\_back*();

//输出 dmeo 容器新的size

*cout* << "size is :" << demo.*size*() << *endl*;

//输出 demo 容器新的容量

*cout* << "capacity is :" << demo.*capacity*() << *endl*;

for (int i = 0; i < demo.*size*(); i++) {

*cout* << demo[i] << " ";

}

return 0;

}

**运行结果为：**

**size is :4  
capacity is :5  
1 2 3 4**

可以发现，相比原 demo 容器，新的 demo 容器删除了最后一个元素 5，容器的大小减了 1，但容量没变。  
如果想删除 vector 容器中指定位置处的元素，可以使用 erase() 成员函数，该函数的语法格式为：

**iterator erase (pos);**

其中，pos 为指定被删除元素位置的迭代器，同时该函数会返回一个指向删除元素所在位置下一个位置的迭代器。  
下面的例子演示了 erase() 函数的具体用法：

#include <vector>

#include <iostream>

using namespace *std*;

int main()

{

*vector*<int>demo{ 1,2,3,4,5 };

auto iter = demo.*erase*(demo.*begin*() + 1);//删除元素 2

//输出 dmeo 容器新的size

*cout* << "size is :" << demo.*size*() << *endl*;

//输出 demo 容器新的容量

*cout* << "capacity is :" << demo.*capacity*() << *endl*;

for (int i = 0; i < demo.*size*(); i++) {

*cout* << demo[i] << " ";

}

//iter迭代器指向元素 3

*cout* << *endl* << \*iter << *endl*;

return 0;

}

**运行结果为：**

**size is :4  
capacity is :5  
1 3 4 5  
3**

通过结果不能看出，erase() 函数在删除元素时，会将删除位置后续的元素陆续前移，并将容器的大小减 1。  
 另外，如果不在意容器中元素的排列顺序，可以结合 swap() 和 pop\_back() 函数，同样可以实现删除容器中指定位置元素的目的。

**注意，swap() 函数在头文件 <algorithm> 和 <utility> 中都有定义，使用时引入其中一个即可。**

例如：

#include <vector>

#include <iostream>

#include <algorithm>

using namespace *std*;

int main()

{

*vector*<int>demo{ 1,2,3,4,5 };

//交换要删除元素和最后一个元素的位置

*swap*(\*(*std*::*begin*(demo) + 1), \*(*std*::*end*(demo) - 1));//等同于 swap(demo[1],demo[4])

//交换位置后的demo容器

for (int i = 0; i < demo.*size*(); i++) {

*cout* << demo[i] << " ";

}

demo.*pop\_back*();

*cout* << *endl* << "size is :" << demo.*size*() << *endl*;

*cout* << "capacity is :" << demo.*capacity*() << *endl*;

//输出demo 容器中剩余的元素

for (int i = 0; i < demo.*size*(); i++) {

*cout* << demo[i] << " ";

}

return 0;

}

**运行结果为：**

**1 5 3 4 2  
size is :4  
capacity is :5  
1 5 3 4**  
 当然，除了删除容器中单个元素，还可以删除容器中某个指定区域内的所有元素，同样可以使用 erase() 成员函数实现。该函数有 2 种基本格式，前面介绍了一种，这里使用另一种：

**iterator erase (iterator first, iterator last);**

**其中 first 和 last 是指定被删除元素区域的迭代器，同时该函数会返回指向此区域之后一个位置的迭代器。**  
举个例子：

#include <vector>

#include <iostream>

using namespace *std*;

int main()

{

*std*::*vector*<int> demo{ 1,2,3,4,5 };

//删除 2、3

auto iter = demo.*erase*(demo.*begin*() + 1, demo.*end*() - 2);

*cout* << "size is :" << demo.*size*() << *endl*;

*cout* << "capacity is :" << demo.*capacity*() << *endl*;

for (int i = 0; i < demo.*size*(); i++) {

*cout* << demo[i] << " ";

}

return 0;

}

**运行结果为：**

**size is :3  
capacity is :5  
1 4 5**

**可以看到**，和删除单个元素一样，删除指定区域内的元素时，也会将该区域后续的元素前移，并缩小容器的大小。  
如果要删除容器中和指定元素值相同的所有元素，可以使用 remove() 函数，该函数定义在 <algorithm> 头文件中。例如：

#include <vector>

#include <iostream>

#include <algorithm>

using namespace *std*;

int main()

{

*vector*<int>demo{ 1,3,3,4,3,5 };

//交换要删除元素和最后一个元素的位置

auto iter = *std*::*remove*(demo.*begin*(), demo.*end*(), 3);

*cout* << "size is :" << demo.*size*() << *endl*;

*cout* << "capacity is :" << demo.*capacity*() << *endl*;

//输出剩余的元素

for (auto first = demo.*begin*(); first < iter; ++first) {

*cout* << \*first << " ";

}

return 0;

}

**运行结果为：**

**size is :6  
capacity is :6  
1 4 5**

注意，在对容器执行完 remove() 函数之后，由于该函数并没有改变容器原来的大小和容量，因此无法使用之前的方法遍历容器，而是需要向程序中那样，借助 remove() 返回的迭代器完成正确的遍历。

**remove() 的实现原理是，在遍历容器中的元素时，一旦遇到目标元素，就做上标记，然后继续遍历，直到找到一个非目标元素，即用此元素将最先做标记的位置覆盖掉，同时将此非目标元素所在的位置也做上标记，等待找到新的非目标元素将其覆盖。因此，如果将上面程序中 demo 容器的元素全部输出，得到的结果为 1 4 5 4 3 5。**

另外还可以看到，既然通过 remove() 函数删除掉 demo 容器中的多个指定元素，该容器的大小和容量都没有改变，其剩余位置还保留了之前存储的元素。我们可以使用 erase() 成员函数删掉这些 "无用" 的元素。  
比如，修改上面的程序：

#include <vector>

#include <iostream>

#include <algorithm>

using namespace *std*;

int main()

{

*vector*<int>demo{ 1,3,3,4,3,5 };

//交换要删除元素和最后一个元素的位置

auto iter = *std*::*remove*(demo.*begin*(), demo.*end*(), 3);

demo.*erase*(iter, demo.*end*());

*cout* << "size is :" << demo.*size*() << *endl*;

*cout* << "capacity is :" << demo.*capacity*() << *endl*;

//输出剩余的元素

for (int i = 0; i < demo.*size*(); i++) {

*cout* << demo[i] << " ";

}

return 0;

}

**运行结果为：**

**size is :3  
capacity is :6  
1 4 5**

**remove()用于删除容器中指定元素时，常和 erase() 成员函数搭配使用。**  
如果想删除容器中所有的元素，则可以使用 clear() 成员函数，例如：

#include <vector>

#include <iostream>

#include <algorithm>

using namespace *std*;

int main()

{

*vector*<int>demo{ 1,3,3,4,3,5 };

//交换要删除元素和最后一个元素的位置

demo.*clear*();

*cout* << "size is :" << demo.*size*() << *endl*;

*cout* << "capacity is :" << demo.*capacity*() << *endl*;

return 0;

}

**运行结果为：**

**size is :0  
capacity is :6**

**第十六 如何避免vector容器进行不必要的扩容？**

前面提到，我们可以将 vector 容器看做是一个动态数组。换句话说，在不超出 vector 最大容量限制（max\_size() 成员方法的返回值）的前提下，该类型容器可以自行扩充容量来满足用户存储更多元素的需求。  
 值得一提的是，vector 容器扩容的整个过程，和 realloc() 函数的实现方法类似，大致分为以下 4 个步骤：

（1）分配一块大小是当前 vector 容量几倍的新存储空间。注意，多数 STL 版本中的 vector 容器，其容器都会以 2 的倍数增长，也就是说，每次 vector 容器扩容，它们的容量都会提高到之前的 2 倍；

（2）将 vector 容器存储的所有元素，依照原有次序从旧的存储空间复制到新的存储空间中；

（3）析构掉旧存储空间中存储的所有元素；

（4）释放旧的存储空间。

通过以上分析不难看出，vector 容器的扩容过程是非常耗时的，并且当容器进行扩容后，之前和该容器相关的所有指针、迭代器以及引用都会失效。因此在使用 vector 容器过程中，我们应尽量避免执行不必要的扩容操作。  
要实现这个目标，可以借助 vector 模板类中提供的 reserve() 成员方法。不过在讲解如何用 reserve() 方法避免 vector 容器进行不必要的扩容操作之前，vector 模板类中还提供有几个和 reserve() 功能类似的成员方法，很容易混淆，这里有必要为读者梳理一下，如表 1 所示。

表 1 vector模板类中功能类似的成员方法

|  |  |
| --- | --- |
| **成员方法** | **功能** |
| size() | 告诉我们当前 vector 容器中已经存有多少个元素，但仅通过此方法，无法得知 vector 容器有多少存储空间。 |
| capacity() | 告诉我们当前 vector 容器总共可以容纳多少个元素。如果想知道当前 vector 容器有多少未被使用的存储空间，可以通过 capacity()-size() 得知。注意，如果 size() 和 capacity() 返回的值相同，则表明当前 vector 容器中没有可用存储空间了，这意味着，下一次向 vector 容器中添加新元素，将导致 vector 容器扩容。 |
| resize(n) | 强制 vector 容器必须存储 n 个元素，注意，如果 n 比 size() 的返回值小，则容器尾部多出的元素将会被析构（删除）；如果 n 比 size() 大，则 vector 会借助默认构造函数创建出更多的默认值元素，并将它们存储到容器末尾；如果 n 比 capacity() 的返回值还要大，则 vector 会先扩增，在添加一些默认值元素。 |
| reserve(n) | 强制 vector 容器的容量至少为 n。注意，如果 n 比当前 vector 容器的容量小，则该方法什么也不会做；反之如果 n 比当前 vector 容器的容量大，则 vector 容器就会扩容。 |

通过对以上几个成员方法功能的分析，我们可以总结出一点，即只要有新元素要添加到 vector 容器中而恰好此时 vector 容器的容量不足时，该容器就会自动扩容。  
 因此，避免 vector 容器执行不必要的扩容操作的关键在于，在使用 vector 容器初期，就要将其容量设为足够大的值。换句话说，在 vector 容器刚刚构造出来的那一刻，就应该借助 reserve() 成员方法为其扩充足够大的容量。  
举个例子，假设我们想创建一个包含 1~1000 的 vector<int>，通常会这样实现：

**vector<int>myvector;**

**for (int i = 1; i <= 1000; i++) {**

**myvector.push\_back(i);**

**}**

值得一提的是，上面代码的整个循环过程中，vector 容器会进行 2~10 次自动扩容（多数的 STL 标准库版本中，vector 容器通常会扩容至当前容量的 2 倍，而这里 1000≈2 10），程序的执行效率可想而知。  
 在上面程序的基础上，下面代码演示了如何使用 reserve() 成员方法尽量避免 vector 容器执行不必要的扩容操作：

**vector<int>myvector;**

**myvector.reserve(1000);**

**cout << myvector.capacity();**

**for (int i = 1; i <= 1000; i++) {**

**myvector.push\_back(i);**

**}**

相比前面的代码实现，整段程序在运行过程中，vector 容器的容量仅扩充了 1 次，执行效率大大提高。  
 当然在实际场景中，我们可能并不知道 vector 容器到底要存储多少个元素。这种情况下，可以先预留出足够大的空间，当所有元素都存储到 vector 容器中之后，再去除多余的容量。

**关于怎样去除 vector 容器多余的容量，可以借助该容器模板类提供的 shrink\_to\_fit() 成员方法，另外后续还会讲解如何使用 swap() 成员方法去除 vector 容器多余的容量，两种方法都可以。**

**第十七vector swap()成员方法还可以这样用！**

《[如何避免vector容器进行不必要的扩容](http://c.biancheng.net/view/vip_7711.html" \t "http://c.biancheng.net/view/_blank)》一节中，遗留了一个问题，即如何借助 swap() 成员方法去除 vector 容器中多余的容量？本节将就此问题给读者做详细的讲解。  
 我们知道，在使用 vector 容器的过程中，其容器会根据需要自行扩增。比如，使用 push\_back()、insert()、emplace() 等成员方法向 vector 容器中添加新元素时，如果当前容器已满（即 size() == capacity()），则它会自行扩容以满足添加新元素的需求。当然，还可以调用 reserve() 成员方法来手动提升当前 vector 容器的容量。  
  
举个例子（程序一）：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int>myvector;

*cout* << "1、当前 myvector 拥有 " << myvector.*size*() << " 个元素，容量为 " << myvector.*capacity*() << *endl*;

//利用 myvector 容器存储 10 个元素

for (int i = 1; i <= 10; i++) {

myvector.*push\_back*(i);

}

*cout* << "2、当前 myvector 拥有 " << myvector.*size*() << " 个元素，容量为 " << myvector.*capacity*() << *endl*;

//手动为 myvector 扩容

myvector.*reserve*(1000);

*cout* << "3、当前 myvector 拥有 " << myvector.*size*() << " 个元素，容量为 " << myvector.*capacity*() << *endl*;

return 0;

}

**程序执行结果为：**

**1、当前 myvector 拥有 0 个元素，容量为 0  
2、当前 myvector 拥有 10 个元素，容量为 13  
3、当前 myvector 拥有 10 个元素，容量为 1000**  
 除了可以添加元素外，vector 模板类中还提供了 pop\_back()、erase()、clear() 等成员方法，可以轻松实现删除容器中已存储的元素。但需要注意得是，借助这些成员方法只能删除指定的元素，容器的容量并不会因此而改变。  
 例如在程序一的基础上，末尾（return 0 之前）添加如下语句：

myvector.erase(myvector.begin());

cout << "4、当前 myvector 拥有 " << myvector.size() << " 个元素，容量为 " << myvector.capacity() << endl;

myvector.pop\_back();

cout << "5、当前 myvector 拥有 " << myvector.size() << " 个元素，容量为 " << myvector.capacity() << endl;

myvector.clear();

cout << "6、当前 myvector 拥有 " << myvector.size() << " 个元素，容量为 " << myvector.capacity() << endl;

此段代码的执行结果为：

4、当前 myvector 拥有 9 个元素，容量为 1000  
5、当前 myvector 拥有 8 个元素，容量为 1000  
6、当前 myvector 拥有 0 个元素，容量为 1000

显然，myvector 容器存储的元素个数在减少，但容量并不会减小。  
  
幸运的是，myvector 模板类中提供有一个 shrink\_to\_fit() 成员方法，该方法的功能是将当前 vector 容器的容量缩减至和实际存储元素的个数相等。例如，在程序一的基础上，添加如下语句：

myvector.shrink\_to\_fit();

cout << "7、当前 myvector 拥有 " << myvector.size() << " 个元素，容量为 " << myvector.capacity() << endl;

该语句的执行结果为：

7、当前 myvector 拥有 10 个元素，容量为 10

**显然，myvector 容器的容量由 1000 缩减到了 10。**

**一利用swap()方法去除vector多余容量**

除此之外，vector 模板类中还提供有 swap() 成员方法，该方法的基础功能是交换 2 个相同类型的 vector 容器（交换容量和存储的所有元素），但其也能用于去除 vector 容器多余的容量。  
 如果想用 swap() 成员方法去除当前 vector 容器多余的容量时，可以套用如下的语法格式：

vector<T>(x).swap(x);

其中，x 指当前要操作的容器，T 为该容器存储元素的类型。  
下面程序演示了此语法格式的 swap() 方法的用法和功能：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int>myvector;

//手动为 myvector 扩容

myvector.*reserve*(1000);

*cout* << "1、当前 myvector 拥有 " << myvector.*size*() << " 个元素，容量为 " << myvector.*capacity*() << *endl*;

//利用 myvector 容器存储 10 个元素

for (int i = 1; i <= 10; i++) {

myvector.*push\_back*(i);

}

//将 myvector 容量缩减至 10

*vector*<int>(myvector).*swap*(myvector);

*cout* << "2、当前 myvector 拥有 " << myvector.*size*() << " 个元素，容量为 " << myvector.*capacity*() << *endl*;

return 0;

}

**程序执行结果为：**

**1、当前 myvector 拥有 0 个元素，容量为 1000  
2、当前 myvector 拥有 10 个元素，容量为 10**

显然，第 16 行代码成功将 myvector 容器的容量 1000 修改为 10，此行代码的执行流程可细分为以下 3 步：  
1) 先执行 vector<int>(myvector)，此表达式会调用 vector 模板类中的拷贝构造函数，从而创建出一个临时的 vector 容器（后续称其为 tempvector）。  
值得一提的是，tempvector 临时容器并不为空，因为我们将 myvector 作为参数传递给了复制构造函数，该函数会将 myvector 容器中的所有元素拷贝一份，并存储到 tempvector 临时容器中。

**注意，vector 模板类中的拷贝构造函数只会为拷贝的元素分配存储空间。换句话说，tempvector 临时容器中没有空闲的存储空间，其容量等于存储元素的个数。**  
2) 然后借助 swap() 成员方法对 tempvector 临时容器和 myvector 容器进行调换，此过程不仅会交换 2 个容器存储的元素，还会交换它们的容量。换句话说经过 swap() 操作，myvetor 容器具有了 tempvector 临时容器存储的所有元素和容量，同时 tempvector 也具有了原 myvector 容器存储的所有元素和容量。  
3) 当整条语句执行结束时，临时的 tempvector 容器会被销毁，其占据的存储空间都会被释放。注意，这里释放的其实是原 myvector 容器占用的存储空间。  
经过以上 3 个步骤，就成功的将 myvector 容器的容量由 100 缩减至 10。

利用swap()方法清空vector容器

在以上内容的学习过程中，如果读者善于举一反三，应该不难想到，swap() 方法还可以用来清空 vector 容器。  
 当 swap() 成员方法用于清空 vector 容器时，可以套用如下的语法格式：

vector<T>().swap(x);

其中，x 指当前要操作的容器，T 为该容器存储元素的类型。  
**注意，和上面语法格式唯一的不同之处在于，这里没有为 vector<T>() 表达式传递任何参数。这意味着，此表达式将调用 vector 模板类的默认构造函数，而不再是复制构造函数。也就是说，此格式会先生成一个空的 vector 容器，再借助 swap() 方法将空容器交换给 x，从而达到清空 x 的目的。**  
下面程序演示了此语法格式的 swap() 方法的用法和功能：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int>myvector;

//手动为 myvector 扩容

myvector.*reserve*(1000);

*cout* << "1、当前 myvector 拥有 " << myvector.*size*() << " 个元素，容量为 " << myvector.*capacity*() << *endl*;

//利用 myvector 容器存储 10 个元素

for (int i = 1; i <= 10; i++) {

myvector.*push\_back*(i);

}

//清空 myvector 容器

*vector*<int>().*swap*(myvector);

*cout* << "2、当前 myvector 拥有 " << myvector.*size*() << " 个元素，容量为 " << myvector.*capacity*() << *endl*;

return 0;

}

**程序执行结果为：**

**1、当前 myvector 拥有 0 个元素，容量为 1000  
2、当前 myvector 拥有 0 个元素，容量为 0**

**第十八切忌，vector<bool>不是存储bool类型元素的vector容器！**

前面章节中，已经详细介绍了 vector<T> 容器的功能和用法。特别需要提醒的是，在使用 vector 容器时，要尽量避免使用该容器存储 bool 类型的元素，即避免使用 vector<bool>。  
  
具体来讲，不推荐使用 vector<bool> 的原因有以下 2 个：

（1）严格意义上讲，vector<bool> 并不是一个 STL 容器；

（2）vector<bool> 底层存储的并不是 bool 类型值。

读者可能会感到有些困惑，别着急，继续往下读。

**一vector<bool>不是容器**

值得一提的是，对于是否为 STL 容器，C++ 标准库中有明确的判断条件，其中一个条件是：如果 cont 是包含对象 T 的 STL 容器，且该容器中重载了 [ ] 运算符（即支持 operator[]），则以下代码必须能够被编译：

**T \*p = &cont[0];**

此行代码的含义是，借助 operator[ ] 获取一个 cont<T> 容器中存储的 T 对象，同时将这个对象的地址赋予给一个 T 类型的指针。  
  
这就意味着，如果 vector<bool> 是一个 STL 容器，则下面这段代码是可以通过编译的：

**//创建一个 vector<bool> 容器**

**vector<bool>cont{0,1};**

**//试图将指针 p 指向 cont 容器中第一个元素**

**bool \*p = &cont[0];**

但不幸的是，此段代码不能通过编译。原因在于 vector<bool> 底层采用了独特的存储机制。  
 实际上，为了节省空间，vector<bool> 底层在存储各个 bool 类型值时，每个 bool 值都只使用一个比特位（二进制位）来存储。也就是说在 vector<bool> 底层，一个字节可以存储 8 个 bool 类型值。在这种存储机制的影响下，operator[ ] 势必就需要返回一个指向单个比特位的引用，但显然这样的引用是不存在的。

**C++ 标准中解决这个问题的方案是，令 operator[] 返回一个代理对象（proxy object）。有关代理对象，由于不是本节重点，这里不再做描述，有兴趣的读者可自行查阅相关资料。**

同样对于指针来说，其指向的最小单位是字节，无法另其指向单个比特位。综上所述可以得出一个结论，即上面第 2 行代码中，用 = 赋值号连接 bool \*p 和 &cont[0] 是矛盾的。  
 由于 vector<bool> 并不完全满足 C++ 标准中对容器的要求，所以严格意义上来说它并不是一个 STL 容器。可能有读者会问，既然 vector<bool> 不完全是一个容器，为什么还会出现在 C++ 标准中呢？  
 这和一个雄心勃勃的试验有关，还要从前面提到的代理对象开始说起。由于代理对象在 C++ 软件开发中很受欢迎，引起了 C++ 标准委员会的注意，他们决定以开发 vector<bool> 作为一个样例，来演示 STL 中的容器如何通过代理对象来存取元素，这样当用户想自己实现一个基于代理对象的容器时，就会有一个现成的参考模板。  
 然而开发人员在实现 vector<bool> 的过程中发现，既要创建一个基于代理对象的容器，同时还要求该容器满足 C++ 标准中对容器的所有要求，是不可能的。由于种种原因，这个试验最终失败了，但是他们所做过的尝试（即开发失败的 vector<bool>）遗留在了 C++ 标准中。

**至于将 vector<bool> 遗留到 C++ 标准中，是无心之作，还是有意为之，这都无关紧要，重要的是让读者明白，vector<bool> 不完全满足 C++ 标准中对容器的要求，尽量避免在实际场景中使用它！**

**二如何避免使用vector<bool>**

那么，如果在实际场景中需要使用 vector<bool> 这样的存储结构，该怎么办呢？很简单，可以选择使用 deque<bool> 或者 bitset 来替代 vector<bool>。  
  
 要知道，deque 容器几乎具有 vecotr 容器全部的功能（拥有的成员方法也仅差 reserve() 和 capacity()），而且更重要的是，deque 容器可以正常存储 bool 类型元素。

**有关 deque 容器的具体用法，后续章节会做详细讲解。**

还可以考虑用 bitset 代替 vector<bool>，其本质是一个模板类，可以看做是一种类似数组的存储结构。和后者一样，bitset 只能用来存储 bool 类型值，且底层存储机制也采用的是用一个比特位来存储一个 bool 值。  
 和 vector 容器不同的是，bitset 的大小在一开始就确定了，因此不支持插入和删除元素；另外 bitset 不是容器，所以不支持使用迭代器。

**有关 bitset 的用法，感兴趣的读者可查阅 C++ 官方提供的 [bitset使用手册](http://www.cplusplus.com/reference/bitset/bitset/" \t "http://c.biancheng.net/view/_blank)。**

**第十九C++ STL deque容器（详解版）**

deque 是 double-ended queue 的缩写，又称双端队列容器。  
  
前面章节中，我们已经系统学习了 vector 容器，值得一提的是，deque 容器和 vecotr 容器有很多相似之处，比如：

**（1）deque 容器也擅长在序列尾部添加或删除元素（时间复杂度为O(1)），而不擅长在序列中间添加或删除元素。**

**（2）deque 容器也可以根据需要修改自身的容量和大小。**

和 vector 不同的是，deque 还擅长在序列头部添加或删除元素，所耗费的时间复杂度也为常数阶O(1)。并且更重要的一点是，deque 容器中存储元素并不能保证所有元素都存储到连续的内存空间中。

**当需要向序列两端频繁的添加或删除元素时，应首选 deque 容器。**

deque 容器以模板类 deque<T>（T 为存储元素的类型）的形式在 <deque> 头文件中，并位于 std 命名空间中。因此，在使用该容器之前，代码中需要包含下面两行代码：

#include <deque>

u[sin](http://c.biancheng.net/ref/sin.html" \t "http://c.biancheng.net/view/_blank)g namespace std;

注意，std 命名空间也可以在使用 deque 容器时额外注明，两种方式都可以。

**一创建deque容器的几种方式**

创建 deque 容器，根据不同的实际场景，可选择使用如下几种方式。  
  
1) 创建一个没有任何元素的空 deque 容器：

std::deque<int> d;

和空 array 容器不同，空的 deque 容器在创建之后可以做添加或删除元素的操作，因此这种简单创建 deque 容器的方式比较常见。  
  
2) 创建一个具有 n 个元素的 deque 容器，其中每个元素都采用对应类型的默认值：

std::deque<int> d(10);

此行代码创建一个具有 10 个元素（默认都为 0）的 deque 容器。  
  
3) 创建一个具有 n 个元素的 deque 容器，并为每个元素都指定初始值，例如：

std::deque<int> d(10, 5)

如此就创建了一个包含 10 个元素（值都为 5）的 deque 容器。  
  
4) 在已有 deque 容器的情况下，可以通过拷贝该容器创建一个新的 deque 容器，例如：

std::deque<int> d1(5);

std::deque<int> d2(d1);

注意，采用此方式，必须保证新旧容器存储的元素类型一致。  
  
5) 通过拷贝其他类型容器中指定区域内的元素（也可以是普通数组），可以创建一个新容器，例如：

**//拷贝普通数组，创建deque容器**

**int a[] = { 1,2,3,4,5 };**

**std::deque<int>d(a, a + 5);**

**//适用于所有类型的容器**

**std::array<int, 5>arr{ 11,12,13,14,15 };**

**std::deque<int>d(arr.begin()+2, arr.end());//拷贝arr容器中的{13,14,15}**

**二deque容器可利用的成员函数**

基于 deque 双端队列的特点，该容器包含一些 array、vector 容器都没有的成员函数。

表 1 中罗列了 deque 容器提供的所有成员函数。

表 1 deque 容器的成员函数

|  |  |
| --- | --- |
| **函数成员** | **函数功能** |
| begin() | 返回指向容器中第一个元素的迭代器。 |
| end() | 返回指向容器最后一个元素所在位置后一个位置的迭代器，通常和 begin() 结合使用。 |
| rbegin() | 返回指向最后一个元素的迭代器。 |
| rend() | 返回指向第一个元素所在位置前一个位置的迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| crbegin() | 和 rbegin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| crend() | 和 rend() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| size() | 返回实际元素个数。 |
| max\_size() | 返回容器所能容纳元素个数的最大值。这通常是一个很大的值，一般是 232-1，我们很少会用到这个函数。 |
| resize() | 改变实际元素的个数。 |
| empty() | 判断容器中是否有元素，若无元素，则返回 true；反之，返回 false。 |
| shrink \_to\_fit() | 将内存减少到等于当前元素实际所使用的大小。 |
| at() | 使用经过边界检查的索引访问元素。 |
| front() | 返回第一个元素的引用。 |
| back() | 返回最后一个元素的引用。 |
| assign() | 用新元素替换原有内容。 |
| push\_back() | 在序列的尾部添加一个元素。 |
| push\_front() | 在序列的头部添加一个元素。 |
| pop\_back() | 移除容器尾部的元素。 |
| pop\_front() | 移除容器头部的元素。 |
| insert() | 在指定的位置插入一个或多个元素。 |
| erase() | 移除一个元素或一段元素。 |
| clear() | 移出所有的元素，容器大小变为 0。 |
| swap() | 交换两个容器的所有元素。 |
| emplace() | 在指定的位置直接生成一个元素。 |
| emplace\_front() | 在容器头部生成一个元素。和 push\_front() 的区别是，该函数直接在容器头部构造元素，省去了复制移动元素的过程。 |
| emplace\_back() | 在容器尾部生成一个元素。和 push\_back() 的区别是，该函数直接在容器尾部构造元素，省去了复制移动元素的过程。 |

和 vector 相比，额外增加了实现在容器头部添加和删除元素的成员函数，同时删除了 capacity()、reserve() 和 data() 成员函数。

和 array、vector 相同，[C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 标准库新增的 begin() 和 end() 这 2 个全局函数也适用于 deque 容器。这 2 个函数的操作对象既可以是容器，也可以是普通数组。当操作对象是容器时，它和容器包含的 begin() 和 end() 成员函数的功能完全相同；如果操作对象是普通数组，则 begin() 函数返回的是指向数组第一个元素的[指针](http://c.biancheng.net/c/80/" \t "http://c.biancheng.net/view/_blank)，同样 end() 返回指向数组中最后一个元素之后一个位置的指针（注意不是最后一个元素）。  
 deque 容器还有一个std::swap(x , y) 非成员函数（其中 x 和 y 是存储相同类型元素的 deque 容器），它和 swap() 成员函数的功能完全相同，仅使用语法上有差异。  
  
如下代码演示了表 1 中部分成员函数的用法：

#include <iostream>

#include <deque>

using namespace *std*;

int main()

{

//初始化一个空deque容量

*deque*<int>d;

//向d容器中的尾部依次添加 1，2,3

d.*push\_back*(1); //{1}

d.*push\_back*(2); //{1,2}

d.*push\_back*(3); //{1,2,3}

//向d容器的头部添加 0

d.*push\_front*(0); //{0,1,2,3}

//调用 size() 成员函数输出该容器存储的字符个数。

*printf*("元素个数为：%d\n", d.*size*());

//使用迭代器遍历容器

for (auto i = d.*begin*(); i < d.*end*(); i++) {

*cout* << \*i << " ";

}

*cout* << *endl*;

return 0;

}

**运行结果为：**

**元素个数为：4  
0 1 2 3**

**表 1 中这些成员函数的具体用法，后续学习用到时会具体讲解，感兴趣的读者，也可以通过查阅 [STL手册](http://www.cplusplus.com/reference/stl/" \t "http://c.biancheng.net/view/_blank)做详细了解。**

**第二十 C++ STL deque容器迭代器用法详解**

deque 容器迭代器的类型为随机访问迭代器，deque 模板类提供了表 1 所示这些成员函数，通过调用这些函数，可以获得表示不同含义的随机访问迭代器。

**有关迭代器及其类型的介绍，可以阅读《[C++ STL迭代器（iterator）](http://c.biancheng.net/view/6675.html" \t "http://c.biancheng.net/view/_blank)》一节，本节不再做具体介绍。**

表 1 deque 支持迭代器的成员函数

|  |  |
| --- | --- |
| **成员函数** | **功能** |
| begin() | 返回指向容器中第一个元素的正向迭代器；如果是 const 类型容器，在该函数返回的是常量正向迭代器。 |
| end() | 返回指向容器最后一个元素之后一个位置的正向迭代器；如果是 const 类型容器，在该函数返回的是常量正向迭代器。此函数通常和 begin() 搭配使用。 |
| rbegin() | 返回指向最后一个元素的反向迭代器；如果是 const 类型容器，在该函数返回的是常量反向迭代器。 |
| rend() | 返回指向第一个元素之前一个位置的反向迭代器。如果是 const 类型容器，在该函数返回的是常量反向迭代器。此函数通常和 rbegin() 搭配使用。 |
| cbegin() | 和 begin() 功能类似，只不过其返回的迭代器类型为常量正向迭代器，不能用于修改元素。 |
| cend() | 和 end() 功能相同，只不过其返回的迭代器类型为常量正向迭代器，不能用于修改元素。 |
| crbegin() | 和 rbegin() 功能相同，只不过其返回的迭代器类型为常量反向迭代器，不能用于修改元素。 |
| crend() | 和 rend() 功能相同，只不过其返回的迭代器类型为常量反向迭代器，不能用于修改元素。 |

**[C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 新添加的 begin() 和 end() 全局函数也同样适用于 deque 容器。即当操作对象为 deque 容器时，其功能分别和表 1 中的 begin()、end() 成员函数相同，具体用法本节后续会做详细介绍。**

表 1 中这些成员函数的具体功能如图 2 所示。

![IMG_256](data:image/gif;base64,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)

图 2 迭代器的具体功能示意图

从图 2 可以看出，这些成员函数通常是成对使用的，即 begin()/end()、rbegin()/rend()、cbegin()/cend()、crbegin()/crend() 各自成对搭配使用。其中，begin()/end() 和 cbegin/cend() 的功能是类似的，同样 rbegin()/rend() 和 crbegin()/crend() 的功能是类似的。

**值得一提的是，以上函数在实际使用时，其返回值类型都可以使用 auto 关键字代替，编译器可以自行判断出该迭代器的类型。**

**一deque容器迭代器的基本用法**

deque 容器迭代器常用来遍历容器中存储的各个元素。  
begin() 和 end() 分别用于指向「首元素」和「尾元素+1」 的位置，下面程序演示了如何使用 begin() 和 end() 遍历 deque 容器并输出其中的元素：

#include <iostream>

#include <deque>

using namespace *std*;

int main()

{

*deque*<int>d{ 1,2,3,4,5 };

//从容器首元素，遍历至最后一个元素

for (auto i = d.*begin*(); i < d.*end*(); i++) {

*cout* << \*i << " ";

}

return 0;

}

**运行结果为：**

**1 2 3 4 5**  
前面提到，[STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 还提供有全局的 begin() 和 end() 函数，当操作对象为容器时，它们的功能是上面的 begin()/end() 成员函数一样。例如，将上面程序中的第 8~10 行代码可以用如下代码替换：

for (auto i = begin(d); i < end(d); i++) {

cout << \*i << " ";

}

重新编译运行程序，会发现输出结果和上面一致。  
cbegin()/cend() 成员函数和 begin()/end() 唯一不同的是，前者返回的是 const 类型的正向迭代器，这就意味着，由 cbegin() 和 cend() 成员函数返回的迭代器，可以用来遍历容器内的元素，也可以访问元素，但是不能对所存储的元素进行修改。

#include <iostream>

#include <deque>

using namespace *std*;

int main()

{

*deque*<int>d{ 1,2,3,4,5 };

auto first = d.*cbegin*();

auto end = d.*cend*();

//常量迭代器不能用来修改容器中的元素值

//\*(first + 1) = 6;//尝试修改容器中元素 2 的值

//\*(end - 1) = 10;//尝试修改容器中元素 5 的值

//常量迭代器可以用来遍历容器、访问容器中的元素

while (first < end) {

*cout* << \*first << " ";

++first;

}

return 0;

}

**运行结果：**

**1 2 3 4 5**

程序中，由于 first 和 end 都是常量迭代器，因此第 10、11 行修改容器内元素值的操作都是非法的。  
deque 模板类中还提供了 rbegin() 和 rend() 成员函数，它们分别表示指向最后一个元素和第一个元素前一个位置的随机访问迭代器，又常称为反向迭代器（如图 2 所示）。

**需要注意的是，在使用反向迭代器进行 ++ 或 -- 运算时，++ 指的是迭代器向左移动一位，-- 指的是迭代器向右移动一位，即这两个运算符的功能也“互换”了。**

反向迭代器用于以逆序的方式遍历容器中的元素。例如：

#include <iostream>

#include <deque>

using namespace *std*;

int main()

{

*deque*<int>d{ 1,2,3,4,5 };

for (auto i = d.*rbegin*(); i < d.*rend*(); i++) {

*cout* << \*i << " ";

}

return 0;

}

**运行结果为：**

**5 4 3 2 1**  
crbegin()/crend() 组合和 rbegin()/crend() 组合唯一的区别在于，前者返回的迭代器为 const 类型迭代器，不能用来修改容器中的元素，除此之外在使用上和后者完全相同。

**二deque容器迭代器的使用注意事项**

首先需要注意的一点是，迭代器的功能是遍历容器，在遍历的同时可以访问（甚至修改）容器中的元素，但迭代器不能用来初始化空的 deque 容器。  
例如，如下代码中注释部分是错误的用法：

#include <iostream>

#include <vector>

using namespace *std*;

int main()

{

*vector*<int>values;

auto first = values.*begin*();

//\*first = 1;

return 0;

}

对于空的 deque 容器来说，可以通过 push\_back()、push\_front() 或者 resize() 成员函数实现向（空）deque 容器中添加元素。

除此之外，当向 deque 容器添加元素时，deque 容器会申请更多的内存空间，同时其包含的所有元素可能会被复制或移动到新的内存地址（原来占用的内存会释放），这会导致之前创建的迭代器失效。

举个例子：

#include <iostream>

#include <deque>

using namespace *std*;

int main()

{

*deque*<int>d;

d.*push\_back*(1);

auto first = d.*begin*();

*cout* << \*first << *endl*;

//添加元素，会导致 first 失效

d.*push\_back*(1);

*cout* << \*first << *endl*;

return 0;

}

程序中第 12 行代码，会导致程序运行崩溃，其原因就在于在创建 first 迭代器之后，deque 容器做了添加元素的操作，导致 first 失效。

**在对容器做添加元素的操作之后，如果仍需要使用之前以创建好的迭代器，为了保险起见，一定要重新生成。**

**第二十一 深度剖析deque容器底层实现原理**

事实上，STL 中每个容器的特性，和它底层的实现机制密切相关，deque 自然也不例外。《[C++ STL deque容器](http://c.biancheng.net/view/6860.html" \t "http://c.biancheng.net/view/_blank)》一节中提到，deque 容器擅长在序列的头部和尾部添加或删除元素。本节将介绍 deque 容器的底层实现机制，探究其拥有此特点的原因。  
  **想搞清楚 deque 容器的实现机制，需要先了解 deque 容器的存储结构以及 deque 容器迭代器的实现原理。**

**一deque容器的存储结构**

和 vector 容器采用连续的线性空间不同，deque 容器存储数据的空间是由一段一段等长的连续空间构成，各段空间之间并不一定是连续的，可以位于在内存的不同区域。  
 为了管理这些连续空间，deque 容器用数组（数组名假设为 map）存储着各个连续空间的首地址。也就是说，map 数组中存储的都是指针，指向那些真正用来存储数据的各个连续空间（如图 1 所示）。
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图 1 deque容器的底层存储机制

通过建立 map 数组，deque 容器申请的这些分段的连续空间就能实现“整体连续”的效果。换句话说，当 deque 容器需要在头部或尾部增加存储空间时，它会申请一段新的连续空间，同时在 map 数组的开头或结尾添加指向该空间的指针，由此该空间就串接到了 deque 容器的头部或尾部。

**有读者可能会问，如果 map 数组满了怎么办？很简单，再申请一块更大的连续空间供 map 数组使用，将原有数据（很多指针）拷贝到新的 map 数组中，然后释放旧的空间。**

deque 容器的分段存储结构，提高了在序列两端添加或删除元素的效率，但也使该容器迭代器的底层实现变得更复杂。

**二deque容器迭代器的底层实现**

由于 deque 容器底层将序列中的元素分别存储到了不同段的连续空间中，因此要想实现迭代器的功能，必须先解决如下 2 个问题：

（1）迭代器在遍历 deque 容器时，必须能够确认各个连续空间在 map 数组中的位置；

（2）迭代器在遍历某个具体的连续空间时，必须能够判断自己是否已经处于空间的边缘位置。如果是，则一旦前进或者后退，就需要跳跃到上一个或者下一个连续空间中。

为了实现遍历 deque 容器的功能，deque 迭代器定义了如下的结构：

template<class T,...>

struct \_\_deque\_iterator{

...

T\* cur;

T\* first;

T\* last;

map\_pointer node;//map\_pointer 等价于 T\*\*

}

可以看到，迭代器内部包含 4 个指针，它们各自的作用为：

cur：指向当前正在遍历的元素；

first：指向当前连续空间的首地址；

last：指向当前连续空间的末尾地址；

node：它是一个二级指针，用于指向 map 数组中存储的指向当前连续空间的指针。

借助这 4 个指针，deque 迭代器对随机访问迭代器支持的各种运算符进行了重载，能够对 deque 分段连续空间中存储的元素进行遍历。例如：

//当迭代器处于当前连续空间边缘的位置时，如果继续遍历，就需要跳跃到其它的连续空间中，该函数可用来实现此功能

void set\_node(map\_pointer new\_node) {

*node* = new\_node;//记录新的连续空间在 map 数组中的位置

*first* = \*new\_node; //更新 first 指针

//更新 last 指针，difference\_type(buffer\_size())表示每段连续空间的长度

last = *first* + *difference\_type*(buffer\_size());

}

//重载 \* 运算符

*reference* operator\*() const { return \**cur*; }

*pointer* operator->() const { return &(operator \*()); }

//重载前置 ++ 运算符

self& operator++() {

++*cur*;

//处理 cur 处于连续空间边缘的特殊情况

if (*cur* == last) {

//调用该函数，将迭代器跳跃到下一个连续空间中

set\_node(*node* + 1);

//对 cur 重新赋值

*cur* = *first*;

}

return \*this;

}

//重置前置 -- 运算符

self& operator--() {

//如果 cur 位于连续空间边缘，则先将迭代器跳跃到前一个连续空间中

if (*cur* == *first*) {

set\_node(*node* - 1);

*cur* == last;

}

--*cur*;

return \*this;

}

**三deque容器的底层实现**

了解了 deque 容器底层存储序列的结构，以及 deque 容器迭代器的内部结构之后，接下来看看 deque 容器究竟是如何实现的。  
 deque 容器除了维护先前讲过的 map 数组，还需要维护 start、finish 这 2 个 deque 迭代器。以下为 deque 容器的定义：

//\_Alloc为内存分配器

template<class *\_Ty*,

class \_Alloc = *allocator*<*\_Ty*>>

class deque {

...

protected:

*iterator* start;

*iterator* finish;

map\_pointer map;

...

}

其中，start 迭代器记录着 map 数组中首个连续空间的信息，finish 迭代器记录着 map 数组中最后一个连续空间的信息。另外需要注意的是，和普通 deque 迭代器不同，start 迭代器中的 cur 指针指向的是连续空间中首个元素；而 finish 迭代器中的 cur 指针指向的是连续空间最后一个元素的下一个位置。  
  
因此，deque 容器的底层实现如图 2 所示。
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图 3 deque容器的底层实现

借助 start 和 finish，以及 deque 迭代器中重载的诸多运算符，就可以实现 deque 容器提供的大部分成员函数，比如：

//begin() 成员函数

iterator begin() {return start;}

//end() 成员函数

iterator end() { return finish;}

//front() 成员函数

reference front(){return \*start;}

//back() 成员函数

reference back(){

iterator tmp = finish;

--tmp;

return \*tmp;

}

//size() 成员函数

size\_type size() const{return finish - start;}//deque迭代器重载了 - 运算符

//enpty() 成员函数

bool empty() const{return finish == start;}

**第二十二C++ STL deque容器访问元素（4种方法）**

通过《[STL deque容器](http://c.biancheng.net/view/6860.html" \t "http://c.biancheng.net/view/_blank)》一节，详细介绍了如何创建一个 deque 容器，本节继续讲解如何访问（甚至修改）deque 容器存储的元素。  
 和 array、vector 容器一样，可以采用普通数组访问存储元素的方式，访问 deque 容器中的元素，比如：

#include <iostream>

#include <deque>

using namespace *std*;

int main()

{

*deque*<int>d{ 1,2,3,4 };

*cout* << d[1] << *endl*;

//修改指定下标位置处的元素

d[1] = 5;

*cout* << d[1] << *endl*;

return 0;

}

**运行结果为：**

**2  
5**

可以看到，容器名[n]的这种方式，不仅可以访问容器中的元素，还可以对其进行修改。但需要注意的是，使用此方法需确保下标 n 的值不会超过容器中存储元素的个数，否则会发生越界访问的错误。  
 如果想有效地避免越界访问，可以使用 deque 模板类提供的 at() 成员函数，由于该函数会返回容器中指定位置处元素的引用形式，因此利用该函数的返回值，既可以访问指定位置处的元素，如果需要还可以对其进行修改。  
不仅如此，at() 成员函数会自行判定访问位置是否越界，如果越界则抛出std::out\_of\_range异常。例如：

#include <iostream>

#include <deque>

using namespace *std*;

int main()

{

*deque*<int>d{ 1,2,3,4 };

*cout* << d.*at*(1) << *endl*;

d.*at*(1) = 5;

*cout* << d.*at*(1) << *endl*;

//下面这条语句会抛出 out\_of\_range 异常

//cout << d.at(10) << endl;

return 0;

}

**运行结果为：**

**2  
5**

**读者可能有这样一个疑问，即为什么 deque 容器在重载 [] 运算符时，没有实现边界检查的功能呢？答案很简单，因为性能。如果每次访问元素，都去检查索引值，无疑会产生很多开销。当不存在越界访问的可能时，就能避免这种开销。**  
 除此之外，deque 容器还提供了 2 个成员函数，即 front() 和 back()，它们分别返回 vector 容器中第一个和最后一个元素的引用，通过利用它们的返回值，可以访问（甚至修改）容器中的首尾元素。

#include <iostream>

#include <deque>

using namespace *std*;

int main()

{

*deque*<int> d{ 1,2,3,4,5 };

*cout* << "deque 首元素为：" << d.*front*() << *endl*;

*cout* << "deque 尾元素为：" << d.*back*() << *endl*;

//修改首元素

d.*front*() = 10;

*cout* << "deque 新的首元素为：" << d.*front*() << *endl*;

//修改尾元素

d.*back*() = 20;

*cout* << "deque 新的尾元素为：" << d.*back*() << *endl*;

return 0;

}

**运行结果为：**

**deque 首元素为：1  
deque 尾元素为：5  
deque 新的首元素为：10  
deque 新的尾元素为：20**  
 注意，和 vector 容器不同，deque 容器没有提供 data() 成员函数，同时 deque 容器在存储元素时，也无法保证其会将元素存储在连续的内存空间中，因此尝试使用[指针](http://c.biancheng.net/c/80/" \t "http://c.biancheng.net/view/_blank)去访问 deque 容器中指定位置处的元素，是非常危险的。  
 另外，结合 deque 模板类中和迭代器相关的成员函数，可以实现遍历 deque 容器中指定区域元素的方法。例如：

#include <iostream>

#include <deque>

using namespace *std*;

int main()

{

*deque*<int> d{ 1,2,3,4,5 };

//从元素 2 开始遍历

auto first = d.*begin*() + 1;

//遍历至 5 结束（不包括 5）

auto end = d.*end*() - 1;

while (first < end) {

*cout* << \*first << " ";

++first;

}

return 0;

}

**运行结果为：**

**2 3 4**

**当然，deque 模板类中和迭代器相关的成员函数，还有很多，大家可以阅读《[STL deque容器迭代器](http://c.biancheng.net/view/6866.html" \t "http://c.biancheng.net/view/_blank)》做详细了解。**

**第二十三 C++ STL deque容器添加和删除元素方法完全攻略**

deque 容器中，无论是添加元素还是删除元素，都只能借助 deque 模板类提供的成员函数。表 1 中罗列的是所有和添加或删除容器内元素相关的 deque 模板类中的成员函数。

表 1 和添加或删除deque容器中元素相关的成员函数

|  |  |
| --- | --- |
| **成员函数** | **功能** |
| push\_back() | 在容器现有元素的尾部添加一个元素，和 emplace\_back() 不同，该函数添加新元素的过程是，先构造元素，然后再将该元素移动或复制到容器的尾部。 |
| pop\_back() | 移除容器尾部的一个元素。 |
| push\_front() | 在容器现有元素的头部添加一个元素，和 emplace\_back() 不同，该函数添加新元素的过程是，先构造元素，然后再将该元素移动或复制到容器的头部。 |
| pop\_front() | 移除容器尾部的一个元素。 |
| emplace\_back() | [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 新添加的成员函数，其功能是在容器尾部生成一个元素。和 push\_back() 不同，该函数直接在容器头部构造元素，省去了复制或移动元素的过程。 |
| emplace\_front() | C++ 11 新添加的成员函数，其功能是在容器头部生成一个元素。和 push\_front() 不同，该函数直接在容器头部构造元素，省去了复制或移动元素的过程。 |
| insert() | 在指定的位置直接生成一个元素。和 emplace() 不同的是，该函数添加新元素的过程是，先构造元素，然后再将该元素移动或复制到容器的指定位置。 |
| emplace() | C++ 11 新添加的成员函数，其功能是 insert() 相同，即在指定的位置直接生成一个元素。和 insert() 不同的是，emplace() 直接在容器指定位置构造元素，省去了复制或移动元素的过程。 |
| erase() | 移除一个元素或某一区域内的多个元素。 |
| clear() | 删除容器中所有的元素。 |

**在实际应用中，常用 emplace()、emplace\_front() 和 emplace\_back() 分别代替 insert()、push\_front() 和 push\_back()，具体原因本节后续会讲。**

以上这些成员函数中，除了 insert() 函数的语法格式比较多，其他函数都只有一种用法（erase() 有 2 种语法格式），下面这段程序演示了它们的具体用法：

#include <deque>

#include <iostream>

using namespace *std*;

int main()

{

*deque*<int>d;

//调用push\_back()向容器尾部添加数据。

d.*push\_back*(2); //{2}

//调用pop\_back()移除容器尾部的一个数据。

d.*pop\_back*(); //{}

//调用push\_front()向容器头部添加数据。

d.*push\_front*(2);//{2}

//调用pop\_front()移除容器头部的一个数据。

d.*pop\_front*();//{}

//调用 emplace 系列函数，向容器中直接生成数据。

d.*emplace\_back*(2); //{2}

d.*emplace\_front*(3); //{3,2}

//emplace() 需要 2 个参数，第一个为指定插入位置的迭代器，第二个是插入的值。

d.*emplace*(d.*begin*() + 1, 4);//{3,4,2}

for (auto i : d) {

*cout* << i << " ";

}

//erase()可以接受一个迭代器表示要删除元素所在位置

//也可以接受 2 个迭代器，表示要删除元素所在的区域。

d.*erase*(d.*begin*());//{4,2}

d.*erase*(d.*begin*(), d.*end*());//{}，等同于 d.clear()

return 0;

}

**运行结果为：**

**3 4 2**  
这里重点讲一下 insert() 函数的用法。insert() 函数的功能是在 deque 容器的指定位置插入一个或多个元素。该函数的语法格式有多种，如表 2 所示。

表 2 insert() 成员函数语法格式

|  |  |
| --- | --- |
| **语法格式** | **功能** |
| iterator insert(pos,elem) | 在迭代器 pos 指定的位置之前插入一个新元素elem，并返回表示新插入元素位置的迭代器。 |
| iterator insert(pos,n,elem) | 在迭代器 pos 指定的位置之前插入 n 个元素 elem，并返回表示第一个新插入元素位置的迭代器。 |
| iterator insert(pos,first,last) | 在迭代器 pos 指定的位置之前，插入其他容器（不仅限于vector）中位于 [first,last) 区域的所有元素，并返回表示第一个新插入元素位置的迭代器。 |
| iterator insert(pos,initlist) | 在迭代器 pos 指定的位置之前，插入初始化列表（用大括号{}括起来的多个元素，中间有逗号隔开）中所有的元素，并返回表示第一个新插入元素位置的迭代器。 |

下面的程序演示了 insert() 函数的这几种用法：

#include <iostream>

#include <deque>

#include <array>

using namespace *std*;

int main()

{

*std*::*deque*<int> d{ 1,2 };

//第一种格式用法

d.*insert*(d.*begin*() + 1, 3);//{1,3,2}

//第二种格式用法

d.*insert*(d.*end*(), 2, 5);//{1,3,2,5,5}

//第三种格式用法

*std*::array<int, 3>test{ 7,8,9 };

d.*insert*(d.*end*(), test.*begin*(), test.*end*());//{1,3,2,5,5,7,8,9}

//第四种格式用法

d.*insert*(d.*end*(), { 10,11 });//{1,3,2,5,5,7,8,9,10,11}

for (int i = 0; i < d.*size*(); i++) {

*cout* << d[i] << " ";

}

return 0;

}

**运行结果为：**

**1,3,2,5,5,7,8,9,10,11**

**emplace系列函数的优势**

有关 emplace()、emplace\_front() 和 emplace\_back() 分别和 insert()、push\_front() 和 push\_back() 在运行效率上的对比，可以通过下面的程序体现出来：

#include <deque>

#include <iostream>

using namespace *std*;

class testDemo

{

public:

testDemo(int num) :num(num) {

*std*::*cout* << "调用构造函数" << *endl*;

}

testDemo(const testDemo& other) :num(other.num) {

*std*::*cout* << "调用拷贝构造函数" << *endl*;

}

testDemo(testDemo&& other) :num(other.num) {

*std*::*cout* << "调用移动构造函数" << *endl*;

}

testDemo& operator=(const testDemo& other);

private:

int num;

};

testDemo& testDemo::operator=(const testDemo& other) {

this->num = other.num;

return \*this;

}

int main()

{

//emplace和insert

*cout* << "emplace:" << *endl*;

*std*::*deque*<testDemo> demo1;

demo1.*emplace*(demo1.*begin*(), 2);

*cout* << "insert:" << *endl*;

*std*::*deque*<testDemo> demo2;

demo2.*insert*(demo2.*begin*(), 2);

//emplace\_front和push\_front

*cout* << "emplace\_front:" << *endl*;

*std*::*deque*<testDemo> demo3;

demo3.*emplace\_front*(2);

*cout* << "push\_front:" << *endl*;

*std*::*deque*<testDemo> demo4;

demo4.*push\_front*(2);

//emplace\_back()和push\_back()

*cout* << "emplace\_back:" << *endl*;

*std*::*deque*<testDemo> demo5;

demo5.*emplace\_back*(2);

*cout* << "push\_back:" << *endl*;

*std*::*deque*<testDemo> demo6;

demo6.*push\_back*(2);

return 0;

}

**运行结果为：**

**emplace:  
调用构造函数  
insert:  
调用构造函数  
调用移动构造函数  
emplace\_front:  
调用构造函数  
push\_front:  
调用构造函数  
调用移动构造函数  
emplace\_back:  
调用构造函数  
push\_back:  
调用构造函数  
调用移动构造函数**

可以看到，相比和它同功能的函数，emplace 系列函数都只调用了构造函数，而没有调用移动构造函数，这无疑提高了代码的运行效率。

**第二十四C++ list（STL list）容器完全攻略（超级详细）**

[STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) list 容器，又称双向链表容器，即该容器的底层是以双向链表的形式实现的。这意味着，list 容器中的元素可以分散存储在内存空间里，而不是必须存储在一整块连续的内存空间中。  
图 1 展示了 list 双向链表容器是如何存储元素的。
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图 1 list 双向链表容器的存储结构示意图

可以看到，list 容器中各个元素的前后顺序是靠[指针](http://c.biancheng.net/c/80/" \t "http://c.biancheng.net/view/_blank)来维系的，每个元素都配备了 2 个指针，分别指向它的前一个元素和后一个元素。其中第一个元素的前向指针总为 null，因为它前面没有元素；同样，尾部元素的后向指针也总为 null。  
 基于这样的存储结构，list 容器具有一些其它容器（array、vector 和 deque）所不具备的优势，即它可以在序列已知的任何位置快速插入或删除元素（时间复杂度为O(1)）。并且在 list 容器中移动元素，也比其它容器的效率高。  
 使用 list 容器的缺点是，它不能像 array 和 vector 那样，通过位置直接访问元素。举个例子，如果要访问 list 容器中的第 6 个元素，它不支持容器对象名[6]这种语法格式，正确的做法是从容器中第一个元素或最后一个元素开始遍历容器，直到找到该位置。

实际场景中，如何需要对序列进行大量添加或删除元素的操作，而直接访问元素的需求却很少，这种情况建议使用 list 容器存储序列。

list 容器以模板类 list<T>（T 为存储元素的类型）的形式在<list>头文件中，并位于 std 命名空间中。因此，在使用该容器之前，代码中需要包含下面两行代码：

#include <list>

u[sin](http://c.biancheng.net/ref/sin.html" \t "http://c.biancheng.net/view/_blank)g namespace std;

**注意，std 命名空间也可以在使用 list 容器时额外注明，两种方式都可以。**

**一 list容器的创建**

根据不同的使用场景，有以下 5 种创建 list 容器的方式供选择。  
1) 创建一个没有任何元素的空 list 容器：

std::list<int> values;

和空 array 容器不同，空的 list 容器在创建之后仍可以添加元素，因此创建 list 容器的方式很常用。  
  
2) 创建一个包含 n 个元素的 list 容器：

std::list<int> values(10);

通过此方式创建 values 容器，其中包含 10 个元素，每个元素的值都为相应类型的默认值（int类型的默认值为 0）。  
  
3) 创建一个包含 n 个元素的 list 容器，并为每个元素指定初始值。例如：

std::list<int> values(10, 5);

如此就创建了一个包含 10 个元素并且值都为 5 个 values 容器。  
  
4) 在已有 list 容器的情况下，通过拷贝该容器可以创建新的 list 容器。例如：

std::list<int> value1(10);

std::list<int> value2(value1);

注意，采用此方式，必须保证新旧容器存储的元素类型一致。  
  
5) 通过拷贝其他类型容器（或者普通数组）中指定区域内的元素，可以创建新的 list 容器。例如：

[纯文本复制](http://c.biancheng.net/view/6892.html)

//拷贝普通数组，创建list容器

int a[] = { 1,2,3,4,5 };

std::list<int> values(a, a+5);

//拷贝其它类型的容器，创建 list 容器

std::array<int, 5>arr{ 11,12,13,14,15 };

std::list<int>values(arr.begin()+2, arr.end());//拷贝arr容器中的{13,14,15}

**二list容器可用的成员函数**

表 2 中罗列出了 list 模板类提供的所有成员函数以及各自的功能。

表 2 list 容器可用的成员函数

|  |  |
| --- | --- |
| **成员函数** | **功能** |
| begin() | 返回指向容器中第一个元素的双向迭代器。 |
| end() | 返回指向容器中最后一个元素所在位置的下一个位置的双向迭代器。 |
| rbegin() | 返回指向最后一个元素的反向双向迭代器。 |
| rend() | 返回指向第一个元素所在位置前一个位置的反向双向迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| crbegin() | 和 rbegin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| crend() | 和 rend() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| empty() | 判断容器中是否有元素，若无元素，则返回 true；反之，返回 false。 |
| size() | 返回当前容器实际包含的元素个数。 |
| max\_size() | 返回容器所能包含元素个数的最大值。这通常是一个很大的值，一般是 232-1，所以我们很少会用到这个函数。 |
| front() | 返回第一个元素的引用。 |
| back() | 返回最后一个元素的引用。 |
| assign() | 用新元素替换容器中原有内容。 |
| emplace\_front() | 在容器头部生成一个元素。该函数和 push\_front() 的功能相同，但效率更高。 |
| push\_front() | 在容器头部插入一个元素。 |
| pop\_front() | 删除容器头部的一个元素。 |
| emplace\_back() | 在容器尾部直接生成一个元素。该函数和 push\_back() 的功能相同，但效率更高。 |
| push\_back() | 在容器尾部插入一个元素。 |
| pop\_back() | 删除容器尾部的一个元素。 |
| emplace() | 在容器中的指定位置插入元素。该函数和 insert() 功能相同，但效率更高。 |
| insert() | 在容器中的指定位置插入元素。 |
| erase() | 删除容器中一个或某区域内的元素。 |
| swap() | 交换两个容器中的元素，必须保证这两个容器中存储的元素类型是相同的。 |
| resize() | 调整容器的大小。 |
| clear() | 删除容器存储的所有元素。 |
| splice() | 将一个 list 容器中的元素插入到另一个容器的指定位置。 |
| remove(val) | 删除容器中所有等于 val 的元素。 |
| remove\_if() | 删除容器中满足条件的元素。 |
| unique() | 删除容器中相邻的重复元素，只保留一个。 |
| merge() | 合并两个事先已排好序的 list 容器，并且合并之后的 list 容器依然是有序的。 |
| sort() | 通过更改容器中元素的位置，将它们进行排序。 |
| reverse() | 反转容器中元素的顺序。 |

除此之外，[C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 标准库还新增加了 begin() 和 end() 这 2 个函数，和 list 容器包含的 begin() 和 end() 成员函数不同，标准库提供的这 2 个函数的操作对象，既可以是容器，还可以是普通数组。当操作对象是容器时，它和容器包含的 begin() 和 end() 成员函数的功能完全相同；如果操作对象是普通数组，则 begin() 函数返回的是指向数组第一个元素的指针，同样 end() 返回指向数组中最后一个元素之后一个位置的指针（注意不是最后一个元素）。  
  **list 容器还有一个std::swap(x , y)非成员函数（其中 x 和 y 是存储相同类型元素的 list 容器），它和 swap() 成员函数的功能完全相同，仅使用语法上有差异。**  
如下代码演示了表 2 中部分成员函数的用法：

#include <iostream>

#include <list>

using namespace *std*;

int main()

{

//创建空的 list 容器

*std*::*list*<double> values;

//向容器中添加元素

values.*push\_back*(3.1);

values.*push\_back*(2.2);

values.*push\_back*(2.9);

*cout* << "values size：" << values.*size*() << *endl*;

//对容器中的元素进行排序

values.*sort*();

//使用迭代器输出list容器中的元素

for (*std*::*list*<double>::*iterator* it = values.*begin*(); it != values.*end*(); ++it) {

*std*::*cout* << \*it << " ";

}

return 0;

}

**运行结果为：**

**values size：3  
2.2 2.9 3.1**

**表 2 中这些成员函数的具体用法，后续学习用到时会具体讲解，感兴趣的读者，也可以通过查阅[STL手册](http://www.cplusplus.com/reference/stl/" \t "http://c.biancheng.net/view/_blank)做详细了解**。

**第二十五C++ STL list迭代器及用法**

只有运用迭代器，才能访问 list 容器中存储的各个元素。list 模板类提供了如表 1 所示的这些迭代器函数。

表 1 list 容器迭代器函数

|  |  |
| --- | --- |
| **迭代器函数** | **功能** |
| begin() | 返回指向容器中第一个元素的双向迭代器（正向迭代器）。 |
| end() | 返回指向容器中最后一个元素所在位置的下一个位置的双向迭代器。（正向迭代器）。 |
| rbegin() | 返回指向最后一个元素的反向双向迭代器。 |
| rend() | 返回指向第一个元素所在位置前一个位置的反向双向迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上，正向迭代器增加了 const 属性，即不能用于修改元素。 |
| cend() | 和 end() 功能相同，只不过在其基础上，正向迭代器增加了 const 属性，即不能用于修改元素。 |
| crbegin() | 和 rbegin() 功能相同，只不过在其基础上，反向迭代器增加了 const 属性，即不能用于修改元素。 |
| crend() | 和 rend() 功能相同，只不过在其基础上，反向迭代器增加了 const 属性，即不能用于修改元素。 |

**除此之外，[C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 新添加的 begin() 和 end() 全局函数也同样适用于 list 容器。即当操作对象为 list 容器时，其功能分别和表 1 中的 begin()、end() 成员函数相同**。

表 1 中各个成员函数的功能如图 2 所示。
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图 2 list 容器迭代器的功能示意图

**注意，list 容器的底层实现结构为双向链表，图 2 这种表示仅是为了方便理解各个迭代器函数的功能。**

从图 2 可以看出，这些成员函数通常是成对使用的，即 begin()/end()、rbegin()/rend()、cbegin()/cend()、crbegin()/crend() 各自成对搭配使用。其中，begin()/end() 和 cbegin/cend() 的功能是类似的，同样 rbegin()/rend() 和 crbegin()/crend() 的功能是类似的。  
**前面章节已经详细介绍了 array、vector、deque 容器的迭代器，和它们相比，list 容器迭代器最大的不同在于，其配备的迭代器类型为双向迭代器，而不再是随机访问迭代器。**  
  
这意味着，假设 p1 和 p2 都是双向迭代器，则它们支持使用 ++p1、 p1++、 p1--、 p1++、 \*p1、 p1==p2 以及 p1!=p2 运算符，但不支持以下操作（其中 i 为整数）：

（1）p1[i]：不能通过下标访问 list 容器中指定位置处的元素。

（2）p1-=i、 p1+=i、 p1+i 、p1-i：双向迭代器 p1 不支持使用 -=、+=、+、- 运算符。

（3）p1<p2、 p1>p2、 p1<=p2、 p1>=p2：双向迭代器 p1、p2 不支持使用 <、 >、 <=、 >= 比较运算符。

**有关迭代器类别和功能的具体介绍，可阅读 《[C++ STL迭代器](http://c.biancheng.net/view/6675.html" \t "http://c.biancheng.net/view/_blank)》一节。**

下面这个程序演示了如何使用表 1 中的迭代器遍历 list 容器中的各个元素。

#include <iostream>

#include <list>

using namespace *std*;

int main()

{

//创建 list 容器

*std*::*list*<char> values{ 'h','t','t','p',':','/','/','c','.','b','i','a','n','c','h','e','n','g','.','n','e','t' };

//使用begin()/end()迭代器函数对输出list容器中的元素

for (*std*::*list*<char>::*iterator* it = values.*begin*(); it != values.*end*(); ++it) {

*std*::*cout* << \*it;

}

*cout* << *endl*;

//使用 rbegin()/rend()迭代器函数输出 lsit 容器中的元素

for (*std*::*list*<char>::*reverse\_iterator* it = values.*rbegin*(); it != values.*rend*(); ++it) {

*std*::*cout* << \*it;

}

return 0;

}

输出结果为：

http://c.biancheng.net  
ten.gnehcnaib.c//:ptth

**注意，程序中比较迭代器之间的关系，用的是 != 运算符，因为它不支持 < 等运算符。另外在实际场景中，所有迭代器函数的返回值都可以传给使用 auto 关键字定义的变量，因为编译器可以自行判断出该迭代器的类型。**  
 值得一提的是，list 容器在进行插入（insert()）、接合（splice()）等操作时，都不会造成原有的 list 迭代器失效，甚至进行删除操作，而只有指向被删除元素的迭代器失效，其他迭代器不受任何影响。  
举个例子：

#include <iostream>

#include <list>

using namespace *std*;

int main()

{

//创建 list 容器

*std*::*list*<char> values{ 'h','t','t','p',':','/','/','c','.','b','i','a','n','c','h','e','n','g','.','n','e','t' };

//创建 begin 和 end 迭代器

*std*::*list*<char>::*iterator* begin = values.*begin*();

*std*::*list*<char>::*iterator* end = values.*end*();

//头部和尾部插入字符 '1'

values.*insert*(begin, '1');

values.*insert*(end, '1');

while (begin != end)

{

*std*::*cout* << \*begin;

++begin;

}

return 0;

}

**运行结果为：**

**http://c.biancheng.net1**

**可以看到，在进行插入操作之后，仍使用先前创建的迭代器遍历容器，虽然程序不会出错，但由于插入位置的不同，可能会遗漏新插入的元素。**

**第二十六C++ list容器底层存储结构**

前面在讲 STL list 容器时提到，该容器的底层是用双向链表实现的，甚至一些 STL 版本中（比如 SGI STL），list 容器的底层实现使用的是双向循环链表。
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图 1 双向链表（ a) ）和双向循环链表（ b) ）

图 1 中，node 表示链表的头指针。

如图 1 所示，使用链表存储数据，并不会将它们存储到一整块连续的内存空间中。恰恰相反，各元素占用的存储空间（又称为节点）是独立的、分散的，它们之间的线性关系通过指针（图 1 以箭头表示）来维持。

list 容器节点结构

通过图 1 可以看到，双向链表的各个节点中存储的不仅仅是元素的值，还应包含 2 个指针，分别指向前一个元素和后一个元素。  
 通过查看 list 容器的源码实现，其对节点的定义如下：

template<typename T,...>

struct \_\_List\_node{

//...

\_\_list\_node<T>\* prev;

\_\_list\_node<T>\* next;

T myval;

//...

}

注意，为了方便读者理解，此代码以及本节后续代码，都省略了和本节核心内容不相关的内容，如果读者对此部分感兴趣，可查看 list 容器实现源码。

可以看到，list 容器定义的每个节点中，都包含 \*prev、\*next 和 myval。其中，prev 指针用于指向前一个节点；next 指针用于指向后一个节点；myval 用于存储当前元素的值。

**一 list容器迭代器的底层实现**

和 array、vector 这些容器迭代器的实现方式不同，由于 list 容器的元素并不是连续存储的，所以该容器迭代器中，必须包含一个可以指向 list 容器的指针，并且该指针还可以借助重载的 \*、++、--、==、!= 等运算符，实现迭代器正确的递增、递减、取值等操作。  
因此，list 容器迭代器的实现代码如下：

template<tyepname T, ...>

struct \_\_list\_iterator {

\_\_list\_node<T>\* node;

//...

//重载 == 运算符

bool operator==(const \_\_list\_iterator& x) { return node == x.node; }

//重载 != 运算符

bool operator!=(const \_\_list\_iterator& x) { return node != x.node; }

//重载 \* 运算符，返回引用类型

T\* operator \*() const { return \*(node).myval; }

//重载前置 ++ 运算符

\_\_list\_iterator<T>& operator ++() {

node = (\*node).*next*;

return \*this;

}

//重载后置 ++ 运算符

\_\_list\_iterator<T>& operator ++(int) {

\_\_list\_iterator<T> tmp = \*this;

++(\*this);

return tmp;

}

//重载前置 -- 运算符

\_\_list\_iterator<T>& operator--() {

node = (\*node).*prev*;

return \*this;

}

//重载后置 -- 运算符

\_\_list\_iterator<T> operator--(int) {

\_\_list\_iterator<T> tmp = \*this;

--(\*this);

return tmp;

}

//...

}

可以看到，迭代器的移动就是通过操作节点的指针实现的。

**二list容器的底层实现**

本节开头提到，不同版本的 STL 标准库中，list 容器的底层实现并不完全一致，但原理基本相同。这里以 SGI STL 中的 list 容器为例，讲解该容器的具体实现过程。  
 SGI STL 标准库中，list 容器的底层实现为双向循环链表，相比双向链表结构的好处是在构建 list 容器时，只需借助一个指针即可轻松表示 list 容器的首尾元素。  
如下是 SGI STL 标准库中对 list 容器的定义：

template <class T,...>

class list

{

//...

//指向链表的头节点，并不存放数据

\_\_list\_node<T>\* node;

//...以下还有list 容器的构造函数以及很多操作函数

}

另外，为了更方便的实现 list 模板类提供的函数，该模板类在构建容器时，会刻意在容器链表中添加一个空白节点，并作为 list 链表的首个节点（又称头节点）。

**使用双向链表实现的 list 容器，其内部通常包含 2 个指针，并分别指向链表中头部的空白节点和尾部的空白节点（也就是说，其包含 2 个空白节点）。**

比如，我们经常构造空的 list 容器，其用到的构造函数如下所示：

list() { empty\_initialize(); }

// 用于空链表的建立

void empty\_initialize()

{

node = get\_node();//初始化节点

node->next = node; // 前置节点指向自己

node->prev = node; // 后置节点指向自己

}

显然，即便是创建空的 list 容器，它也包含有 1 个节点。  
除此之外，list 模板类中还提供有带参的构造函数，它们的实现过程大致分为以下 2 步：

（1）调用 empty\_initialize() 函数，构造带有头节点的空 list 容器链表；

（2）将各个参数按照次序插入到空的 list 容器链表中。

由此可以总结出，list 容器实际上就是一个带有头节点的双向循环链表。如图 2 所示，此为存有 2 个元素的 list 容器：
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图 1 list 容器底层存储示意图

在此基础上，通过借助 node 头节点，就可以实现 list 容器中的所有成员函数，比如：

//begin()成员函数

\_\_list\_iterator<T> begin(){return (\*node).next;}

//end()成员函数

\_\_list\_iterator<T> end(){return node;}

//empty()成员函数

bool empty() const{return (\*node).next == node;}

//front()成员函数

T& front() {return \*begin();}

//back()成员函数

T& back() {return \*(--end();)}

//...

以上也只是罗列了 list 容器中一部分成员函数的实现方法，其它成员函数的具体实现，这里不再具体描述，感兴趣的读者，可下载 list 容器的实现源码。

**第二十七C++ list（STL list）访问元素的几种方法**

不同于之前学过的 [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 容器，访问 list 容器中存储元素的方式很有限，即要么使用 front() 和 back() 成员函数，要么使用 list 容器迭代器。

**list 容器不支持随机访问，未提供下标操作符 [] 和 at() 成员函数，也没有提供 data() 成员函数。**

通过 front() 和 back() 成员函数，可以分别获得 list 容器中第一个元素和最后一个元素的引用形式。举个例子：

#include <iostream>

#include <list>

using namespace *std*;

int main()

{

*std*::*list*<int> mylist{ 1,2,3,4 };

int& first = mylist.*front*();

int& last = mylist.*back*();

*cout* << first << " " << last << *endl*;

first = 10;

last = 20;

*cout* << mylist.*front*() << " " << mylist.*back*() << *endl*;

return 0;

}

**输出结果为：**

**1 4  
10 20**

可以看到，通过 front() 和 back() 的返回值，我们不仅能分别获取当前 list 容器中的首尾元素，必要时还能修改它们的值。  
  
除此之外，如果想访问 list 容存储的其他元素，就只能使用 list 容器的迭代器。例如：

#include <iostream>

#include <list>

using namespace *std*;

int main()

{

const *std*::*list*<int> mylist{ 1,2,3,4,5 };

auto it = mylist.*begin*();

*cout* << \*it << " ";

++it;

while (it != mylist.*end*())

{

*cout* << \*it << " ";

++it;

}

return 0;

}

**运行结果为：**

**1 2 3 4 5**

值得一提的是，对于非 const 类型的 list 容器，迭代器不仅可以访问容器中的元素，也可以对指定元素的值进行修改。

**当然，对于修改容器指定元素的值，list 模板类提供有专门的成员函数 assign()，感兴趣的读者可自行查找该成员函数的用法。**

**第二十八C++ STL list添加（插入）元素方法详解**

前面章节介绍了如何创建 list 容器，在此基础上，本节继续讲解如何向现有 list 容器中添加或插入新的元素。  
list 模板类中，与“添加或插入新元素”相关的成员方法有如下几个：

push\_front()：向 list 容器首个元素前添加新元素；

push\_back()：向 list 容器最后一个元素后添加新元素；

emplace\_front()：在容器首个元素前直接生成新的元素；

emplace\_back()：在容器最后一个元素后直接生成新的元素；

emplace()：在容器的指定位置直接生成新的元素；

insert()：在指定位置插入新元素；

splice()：将其他 list 容器存储的多个元素添加到当前 list 容器的指定位置处。

以上这些成员方法中，除了 insert() 和 splice() 方法有多种语法格式外，其它成员方法都仅有 1 种语法格式，下面程序演示了它们的具体用法。

#include <iostream>

#include <list>

using namespace *std*;

int main()

{

*std*::*list*<int> values{ 1,2,3 };

values.*push\_front*(0);//{0,1,2,3}

values.*push\_back*(4); //{0,1,2,3,4}

values.*emplace\_front*(-1);//{-1,0,1,2,3,4}

values.*emplace\_back*(5); //{-1,0,1,2,3,4,5}

//emplace(pos,value),其中 pos 表示指明位置的迭代器，value为要插入的元素值

values.*emplace*(values.*end*(), 6);//{-1,0,1,2,3,4,5,6}

for (auto p = values.*begin*(); p != values.*end*(); ++p) {

*cout* << \*p << " ";

}

return 0;

}

**输出结果为：**

**-1,0,1,2,3,4,5,6**

**一list insert()成员方法**

insert() 成员方法的语法格式有 4 种，如表 1 所示。

表 1 insert() 成员方法语法格式

|  |  |
| --- | --- |
| **语法格式** | **用法说明** |
| iterator insert(pos,elem) | 在迭代器 pos 指定的位置之前插入一个新元素 elem，并返回表示新插入元素位置的迭代器。 |
| iterator insert(pos,n,elem) | 在迭代器 pos 指定的位置之前插入 n 个元素 elem，并返回表示第一个新插入元素位置的迭代器。 |
| iterator insert(pos,first,last) | 在迭代器 pos 指定的位置之前，插入其他容器（例如 array、vector、deque 等）中位于 [first,last) 区域的所有元素，并返回表示第一个新插入元素位置的迭代器。 |
| iterator insert(pos,initlist) | 在迭代器 pos 指定的位置之前，插入初始化列表（用大括号 { } 括起来的多个元素，中间有逗号隔开）中所有的元素，并返回表示第一个新插入元素位置的迭代器。 |

下面的程序演示了如何使用 insert() 方法向 list 容器中插入元素。

#include <iostream>

#include <list>

#include <array>

using namespace *std*;

int main()

{

*std*::*list*<int> values{ 1,2 };

//第一种格式用法

values.*insert*(values.*begin*(), 3);//{3,1,2}

//第二种格式用法

values.*insert*(values.*end*(), 2, 5);//{3,1,2,5,5}

//第三种格式用法

*std*::array<int, 3>test{ 7,8,9 };

values.*insert*(values.*end*(), test.*begin*(), test.*end*());//{3,1,2,5,5,7,8,9}

//第四种格式用法

values.*insert*(values.*end*(), { 10,11 });//{3,1,2,5,5,7,8,9,10,11}

for (auto p = values.*begin*(); p != values.*end*(); ++p)

{

*cout* << \*p << " ";

}

return 0;

}

**输出结果为：**

**3 1 2 5 5 7 8 9 10 11**

学到这里，读者有没有发现，同样是实现插入元素的功能，无论是 push\_front()、push\_back() 还是 insert()，都有以 emplace 为名且功能和前者相同的成员函数。这是因为，后者是 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 标准新添加的，在大多数场景中，都可以完全替代前者实现同样的功能。更重要的是，实现同样的功能，emplace 系列方法的执行效率更高。

**有关 list 模板类中 emplace 系列函数执行效率更高的原因，前面在讲解 deque 容器模板类中的 emplace 系列函数时已经讲过，读者可阅读《[C++ STL deque容器添加和删除元素](http://c.biancheng.net/view/6877.html" \t "http://c.biancheng.net/view/_blank)》一节做详细了解**。

**二list splice()成员方法**

和 insert() 成员方法相比，splice() 成员方法的作用对象是其它 list 容器，其功能是将其它 list 容器中的元素添加到当前 list 容器中指定位置处。  
splice() 成员方法的语法格式有 3 种，如表 2 所示。

表 2 splice() 成员方法的用法

|  |  |
| --- | --- |
| **语法格式** | **功能** |
| void splice (iterator position, list& x); | position 为迭代器，用于指明插入位置；x 为另一个 list 容器。 此格式的 splice() 方法的功能是，将 x 容器中存储的所有元素全部移动当前 list 容器中 position 指明的位置处。 |
| void splice (iterator position, list& x, iterator i); | position 为迭代器，用于指明插入位置；x 为另一个 list 容器；i 也是一个迭代器，用于指向 x 容器中某个元素。 此格式的 splice() 方法的功能是将 x 容器中 i 指向的元素移动到当前容器中 position 指明的位置处。 |
| void splice (iterator position, list& x, iterator first, iterator last); | position 为迭代器，用于指明插入位置；x 为另一个 list 容器；first 和 last 都是迭代器，[fist,last) 用于指定 x 容器中的某个区域。 此格式的 splice() 方法的功能是将 x 容器 [first, last) 范围内所有的元素移动到当前容器 position 指明的位置处。 |

我们知道，list 容器底层使用的是链表存储结构，splice() 成员方法移动元素的方式是，将存储该元素的节点从 list 容器底层的链表中摘除，然后再链接到当前 list 容器底层的链表中。这意味着，当使用 splice() 成员方法将 x 容器中的元素添加到当前容器的同时，该元素会从 x 容器中删除。  
  
下面程序演示了 splice() 成员方法的用法：

#include <iostream>

#include <list>

using namespace *std*;

int main()

{

//创建并初始化 2 个 list 容器

*list*<int> mylist1{ 1,2,3,4 }, mylist2{ 10,20,30 };

*list*<int>::*iterator* it = ++mylist1.*begin*(); //指向 mylist1 容器中的元素 2

//调用第一种语法格式

mylist1.*splice*(it, mylist2); // mylist1: 1 10 20 30 2 3 4

// mylist2:

// it 迭代器仍然指向元素 2，只不过容器变为了 mylist1

//调用第二种语法格式，将 it 指向的元素 2 移动到 mylist2.begin() 位置处

mylist2.*splice*(mylist2.*begin*(), mylist1, it); // mylist1: 1 10 20 30 3 4

// mylist2: 2

// it 仍然指向元素 2

//调用第三种语法格式，将 [mylist1.begin(),mylist1.end())范围内的元素移动到 mylist.begin() 位置处

mylist2.*splice*(mylist2.*begin*(), mylist1, mylist1.*begin*(), mylist1.*end*());//mylist1:

//mylist2:1 10 20 30 3 4 2

*cout* << "mylist1 包含 " << mylist1.*size*() << "个元素" << *endl*;

*cout* << "mylist2 包含 " << mylist2.*size*() << "个元素" << *endl*;

//输出 mylist2 容器中存储的数据

*cout* << "mylist2:";

for (auto iter = mylist2.*begin*(); iter != mylist2.*end*(); ++iter) {

*cout* << \*iter << " ";

}

return 0;

}

**程序执行结果为：**

**mylist1 包含 0个元素  
mylist2 包含 7个元素  
mylist2:1 10 20 30 3 4 2**

**第二十九empty()和size()都可以判断容器是否为空，谁更好？**

到目前为止，我们已经了解了 C++ STL 标准库中 vector、deque 和 list 这 3 个容器的功能和具体用法。学习过程中，读者是否想过一个问题，即这些容器的模板类中都提供了 empty() 成员方法和 size() 成员方法，它们都可以用来判断容器是否为空。  
  
换句话说，假设有一个容器 cont，则此代码：

if(cont.size() == 0)

本质上和如下代码是等价的：

if(cont.empty())

那么，在实际场景中，到底应该使用哪一种呢？  
  
建议使用 empty() 成员方法。理由很简单，无论是哪种容器，只要其模板类中提供了 empty() 成员方法，使用此方法都可以保证在 O(1) 时间复杂度内完成对“容器是否为空”的判断；但对于 list 容器来说，使用 size() 成员方法判断“容器是否为空”，可能要消耗 O(n) 的时间复杂度。

**注意，这个结论不仅适用于 vector、deque 和 list 容器，后续还会讲解更多容器的用法，该结论也依然适用。**

那么，为什么 list 容器这么特殊呢？这和 list 模板类提供了独有的 splice() 成员方法有关。

**一深度剖析选用empty()的原因**

做一个大胆的设想，假设我们自己就是 list 容器的设计者。从始至终，我们的目标都是让 list 成为标准容器，并被广泛使用，因此打造“高效率的 list”成为我们奋斗的目标。  
 在实现 list 容器的过程中我们发现，用户经常需要知道当前 list 容器中存有多少个元素，于是我们想让 size() 成员方法的执行效率达到 O(1)。为了实现这个目的，我们必须重新设计 list，使它总能以最快的效率知道自己含有多少个元素。

要想令 size() 的执行效率达到 O(1)，最直接的实现方式是：在 list 模板类中设置一个专门用于统计存储元素数量的 size 变量，其位于所有成员方法的外部。与此同时，在每一个可用来为容器添加或删除元素的成员方法中，添加对 size 变量值的更新操作。由此，size() 成员方法只需返回 size 这个变量即可（时间复杂度为 O(1)）。

不仅如此，由于 list 容器底层采用的是链式存储结构（也就是链表），该结构最大的特点就是，某一链表中存有元素的节点，无需经过拷贝就可以直接链接到其它链表中，且整个过程只需要消耗 O(1) 的时间复杂度。考虑到很多用户之所以选用 list 容器，就是看中了其底层存储结构的这一特性。因此，作为 list 容器设计者的我们，自然也想将 splice() 方法的时间复杂度设计为 O(1)。  
  
这里就产生了一个矛盾，即如果将 size() 设计为 O(1) 时间复杂度，则由于 splice() 成员方法会修改 list 容器存储元素的个数，因此该方法中就需要添加更新 size 变量的代码（更新方式无疑是通过遍历链表来实现），这也就意味着 splice() 成员方法的执行效率将无法达到 O(1)；反之，如果将 splice() 成员方法的执行效率提高到 O(1)，则 size() 成员方法将无法实现 O(1) 的时间复杂度。

也就是说，list 容器中的 size() 和 splice() 总有一个要做出让步，即只能实现其中一个方法的执行效率达到 O(1)。

值得一提的是，不同版本的 STL 标准库，其底层解决此冲突的抉择是不同的。以本教程所用的 C++ STL 标准模板库为例，其选择将 splice() 成员方法的执行效率达到 O(1)，而 size() 成员方法的执行效率为 O(n)。当然，有些版本的 STL 标准库中，选择将 size() 方法的执行效率设计为 O(1)。  
 但不论怎样，选用 empty() 判断容器是否为空，效率总是最高的。所以，如果程序中需要判断当前容器是否为空，应优先考虑使用 empty()。

**第三十C++ STL list删除元素详解**

对 list 容器存储的元素执行删除操作，需要借助该容器模板类提供的成员函数。幸运的是，相比其它 [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 容器模板类，list 模板类提供了更多用来实现此操作的成员函数（如表 1 所示）。

表 1 实现 list 容器删除元素的成员函数

|  |  |
| --- | --- |
| **成员函数** | **功能** |
| pop\_front() | 删除位于 list 容器头部的一个元素。 |
| pop\_back() | 删除位于 list 容器尾部的一个元素。 |
| erase() | 该成员函数既可以删除 list 容器中指定位置处的元素，也可以删除容器中某个区域内的多个元素。 |
| clear() | 删除 list 容器存储的所有元素。 |
| remove(val) | 删除容器中所有等于 val 的元素。 |
| unique() | 删除容器中相邻的重复元素，只保留一份。 |
| remove\_if() | 删除容器中满足条件的元素。 |

其中，pop\_front()、pop\_back() 和 clear() 的用法非常简单，这里仅给出一个样例，不再过多解释：

#include <iostream>

#include <list>

using namespace *std*;

int main()

{

*list*<int>values{ 1,2,3,4 };

//删除当前容器中首个元素

values.*pop\_front*();//{2,3,4}

//删除当前容器最后一个元素

values.*pop\_back*();//{2,3}

//清空容器，删除容器中所有的元素

values.*clear*(); //{}

for (auto begin = values.*begin*(); begin != values.*end*(); ++begin)

{

*cout* << \*begin << " ";

}

return 0;

}

**运行程序，可以看到输出结果为“空”。**  
  
erase() 成员函数有以下 2 种语法格式：

iterator erase (iterator position);  
iterator erase (iterator first, iterator last);

利用第一种语法格式，可实现删除 list 容器中 position 迭代器所指位置处的元素，例如：

#include <iostream>

#include <list>

using namespace *std*;

int main()

{

*list*<int>values{ 1,2,3,4,5 };

//指向元素 1 的迭代器

auto del = values.*begin*();

//迭代器右移，改为指向元素 2

++del;

values.*erase*(del); //{1,3,4,5}

for (auto begin = values.*begin*(); begin != values.*end*(); ++begin)

{

*cout* << \*begin << " ";

}

return 0;

}

**运行结果为：**

**1 3 4 5**

利用第二种语法格式，可实现删除 list 容器中 first 迭代器和 last 迭代器限定区域内的所有元素（包括 first 指向的元素，但不包括 last 指向的元素）。例如：

#include <iostream>

#include <list>

using namespace *std*;

int main()

{

*list*<int>values{ 1,2,3,4,5 };

//指定删除区域的左边界

auto first = values.*begin*();

++first;//指向元素 2

//指向删除区域的右边界

auto last = values.*end*();

--last;//指向元素 5

//删除 2、3 和 4

values.*erase*(first, last);

for (auto begin = values.*begin*(); begin != values.*end*(); ++begin)

{

*cout* << \*begin << " ";

}

return 0;

}

**运行结果为：**

**1 5**  
 erase() 成员函数是按照被删除元素所在的位置来执行删除操作，如果想根据元素的值来执行删除操作，可以使用 remove() 成员函数。例如：

#include <iostream>

#include <list>

using namespace *std*;

int main()

{

*list*<char>values{ 'a','b','c','d' };

values.*remove*('c');

for (auto begin = values.*begin*(); begin != values.*end*(); ++begin)

{

*cout* << \*begin << " ";

}

return 0;

}

**运行结果为：**

**a b d**  
unique() 函数也有以下 2 种语法格式：

void unique()  
void unique（BinaryPredicate）//传入一个二元谓词函数  
以上 2 种格式都能实现去除 list 容器中相邻重复的元素，仅保留一份。但第 2 种格式的优势在于，我们能自定义去重的规则，例如：

#include <iostream>

#include <list>

using namespace *std*;

//二元谓词函数

bool demo(double first, double second)

{

return (int(first) == int(second));

}

int main()

{

*list*<double> mylist{ 1,1.2,1.2,3,4,4.5,4.6 };

//删除相邻重复的元素，仅保留一份

mylist.*unique*();//{1, 1.2, 3, 4, 4.5, 4.6}

for (auto it = mylist.*begin*(); it != mylist.*end*(); ++it)

*cout* << \*it << ' ';

*cout* << *endl*;

//demo 为二元谓词函数，是我们自定义的去重规则

mylist.*unique*(demo);

for (auto it = mylist.*begin*(); it != mylist.*end*(); ++it)

*std*::*cout* << \*it << ' ';

return 0;

}

**运行结果为：**

**1 1.2 3 4 4.5 4.6  
1 3 4**

**注意，除了以上一定谓词函数的方式，还可以使用 [lamba表达式](http://c.biancheng.net/view/433.html" \t "http://c.biancheng.net/view/_blank)以及[函数对象](http://c.biancheng.net/view/354.html" \t "http://c.biancheng.net/view/_blank)的方式定义。**

可以看到，通过调用无参的 unique()，仅能删除相邻重复（也就是相等）的元素，而通过我们自定义去重的规则，可以更好的满足在不同场景下去重的需求。  
 除此之外，通过将自定义的谓词函数（不限定参数个数）传给 remove\_if() 成员函数，list 容器中能使谓词函数成立的元素都会被删除。举个例子：

#include <iostream>

#include <list>

using namespace *std*;

int main()

{

*std*::*list*<int> mylist{ 15, 36, 7, 17, 20, 39, 4, 1 };

//删除 mylist 容器中能够使 lamba 表达式成立的所有元素。

mylist.*remove\_if*([](int value) {return (value < 10); }); //{15 36 17 20 39}

for (auto it = mylist.*begin*(); it != mylist.*end*(); ++it)

*std*::*cout* << ' ' << \*it;

return 0;

}

**运行结果为：**

**15 36 17 20 39**

**第三十一 C++ STL forward\_list容器完全攻略**

forward\_list 是 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 新添加的一类容器，其底层实现和 list 容器一样，采用的也是链表结构，只不过 forward\_list 使用的是单链表，而 list 使用的是双向链表（如图 1 所示）。
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图 1 单链表（ a) ）和双向链表（ b) ）

图 1 中，H 表示链表的表头。

通过图 1 不难看出，使用链表存储数据最大的特点在于，其并不会将数据进行集中存储（向数组那样），换句话说，链表中数据的存储位置是分散的、随机的，整个链表中数据的线性关系通过[指针](http://c.biancheng.net/c/80/" \t "http://c.biancheng.net/view/_blank)来维持。  
 因此，forward\_list 容器具有和 list 容器相同的特性，即擅长在序列的任何位置进行插入元素或删除元素的操作，但对于访问存储的元素，没有其它容器（如 array、vector）的效率高。  
 另外，由于单链表没有双向链表那样灵活，因此相比 list 容器，forward\_list 容器的功能受到了很多限制。比如，由于单链表只能从前向后遍历，而不支持反向遍历，因此 forward\_list 容器只提供前向迭代器，而不是双向迭代器。这意味着，forward\_list 容器不具有 rbegin()、rend() 之类的成员函数。

**有关迭代器的具体分类以及各种迭代器的具体功能，可以阅读《[C++ STL迭代器](http://c.biancheng.net/view/6675.html" \t "http://c.biancheng.net/view/_blank)》一节**。  
那么，既然 forward\_list 容器具有和 list 容器相同的特性，list 容器还可以提供更多的功能函数，forward\_list 容器有什么存在的必要呢？  
 当然有，forward\_list 容器底层使用单链表，也不是一无是处。比如，存储相同个数的同类型元素，单链表耗用的内存空间更少，空间利用率更高，并且对于实现某些操作单链表的执行效率也更高。

**效率高是选用 forward\_list 而弃用 list 容器最主要的原因，换句话说，只要是 list 容器和 forward\_list 容器都能实现的操作，应优先选择 forward\_list 容器。**

**一 forward\_list容器的创建**

由于 forward\_list 容器以模板类 forward\_list<T>（T 为存储元素的类型）的形式被包含在<forward\_list>头文件中，并定义在 std 命名空间中。因此，在使用该容器之前，代码中需包含下面两行代码：

#include <forward\_list>

u[sin](http://c.biancheng.net/ref/sin.html" \t "http://c.biancheng.net/view/_blank)g namespace std;

std 命名空间也可以在使用 forward\_list 容器时额外注明，两种方式都可以。

创建 forward\_list 容器的方式，大致分为以下 5 种。  
1) 创建一个没有任何元素的空 forward\_list 容器：

std::forward\_list<int> values;

由于 forward\_list 容器在创建后也可以添加元素，因此这种创建方式很常见。  
2) 创建一个包含 n 个元素的 forward\_list 容器：

std::forward\_list<int> values(10);

通过此方式创建 values 容器，其中包含 10 个元素，每个元素的值都为相应类型的默认值（int类型的默认值为 0）。  
3) 创建一个包含 n 个元素的 forward\_list 容器，并为每个元素指定初始值。例如：

std::forward\_list<int> values(10, 5);

如此就创建了一个包含 10 个元素并且值都为 5 个 values 容器。  
4) 在已有 forward\_list 容器的情况下，通过拷贝该容器可以创建新的 forward\_list 容器。例如：

std::forward\_list<int> value1(10);

std::forward\_list<int> value2(value1);

注意，采用此方式，必须保证新旧容器存储的元素类型一致。  
  
5) 通过拷贝其他类型容器（或者普通数组）中指定区域内的元素，可以创建新的 forward\_list 容器。例如：

//拷贝普通数组，创建forward\_list容器

int a[] = { 1,2,3,4,5 };

std::forward\_list<int> values(a, a+5);

//拷贝其它类型的容器，创建forward\_list容器

std::array<int, 5>arr{ 11,12,13,14,15 };

std::forward\_list<int>values(arr.begin()+2, arr.end());//拷贝arr容器中的{13,14,15}

**二 forward\_list容器支持的成员函数**

表 2 中罗列出了 forward\_list 模板类提供的所有成员函数以及各自的功能。

表 2 forward\_list 容器可用的成员函数

|  |  |
| --- | --- |
| **成员函数** | **功能** |
| before\_begin() | 返回一个前向迭代器，其指向容器中第一个元素之前的位置。 |
| begin() | 返回一个前向迭代器，其指向容器中第一个元素的位置。 |
| end() | 返回一个前向迭代器，其指向容器中最后一个元素之后的位置。 |
| cbefore\_begin() | 和 before\_begin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改元素。 |
| empty() | 判断容器中是否有元素，若无元素，则返回 true；反之，返回 false。 |
| max\_size() | 返回容器所能包含元素个数的最大值。这通常是一个很大的值，一般是 232-1，所以我们很少会用到这个函数。 |
| front() | 返回第一个元素的引用。 |
| assign() | 用新元素替换容器中原有内容。 |
| push\_front() | 在容器头部插入一个元素。 |
| emplace\_front() | 在容器头部生成一个元素。该函数和 push\_front() 的功能相同，但效率更高。 |
| pop\_front() | 删除容器头部的一个元素。 |
| emplace\_after() | 在指定位置之后插入一个新元素，并返回一个指向新元素的迭代器。和 insert\_after() 的功能相同，但效率更高。 |
| insert\_after() | 在指定位置之后插入一个新元素，并返回一个指向新元素的迭代器。 |
| erase\_after() | 删除容器中某个指定位置或区域内的所有元素。 |
| swap() | 交换两个容器中的元素，必须保证这两个容器中存储的元素类型是相同的。 |
| resize() | 调整容器的大小。 |
| clear() | 删除容器存储的所有元素。 |
| splice\_after() | 将某个 forward\_list 容器中指定位置或区域内的元素插入到另一个容器的指定位置之后。 |
| remove(val) | 删除容器中所有等于 val 的元素。 |
| remove\_if() | 删除容器中满足条件的元素。 |
| unique() | 删除容器中相邻的重复元素，只保留一个。 |
| merge() | 合并两个事先已排好序的 forward\_list 容器，并且合并之后的 forward\_list 容器依然是有序的。 |
| sort() | 通过更改容器中元素的位置，将它们进行排序。 |
| reverse() | 反转容器中元素的顺序。 |

除此之外，C++ 11 标准库还新增加了 begin() 和 end() 这 2 个函数，和 forward\_list 容器包含的 begin() 和 end() 成员函数不同，标准库提供的这 2 个函数的操作对象，既可以是容器，还可以是普通数组。当操作对象是容器时，它和容器包含的 begin() 和 end() 成员函数的功能完全相同；如果操作对象是普通数组，则 begin() 函数返回的是指向数组第一个元素的指针，同样 end() 返回指向数组中最后一个元素之后一个位置的指针（注意不是最后一个元素）。  
 forward\_list 容器还有一个std::swap(x , y)非成员函数（其中 x 和 y 是存储相同类型元素的 forward\_list 容器），它和 swap() 成员函数的功能完全相同，仅使用语法上有差异。  
下面的样例演示了表 2 中部分成员函数的用法：

#include <iostream>

#include <forward\_list>

using namespace *std*;

int main()

{

*std*::*forward\_list*<int> values{ 1,2,3 };

values.*emplace\_front*(4);//{4,1,2,3}

values.emplace\_after(values.before\_begin(), 5); //{5,4,1,2,3}

values.*reverse*();//{3,2,1,4,5}

for (auto it = values.*begin*(); it != values.*end*(); ++it) {

*cout* << \*it << " ";

}

return 0;

}

**运行结果为：**

**3 2 1 4 5**

**表 2 中这些成员函数的具体用法，后续学习用到时会具体讲解，感兴趣的读者，也可以通过查阅[STL手册](http://www.cplusplus.com/reference/stl/" \t "http://c.biancheng.net/view/_blank)做详细了解。**

**三 和使用forward\_list容器相关的函数**

通过表 2 我们知道，forward\_list 容器中是不提供 size() 函数的，但如果想要获取 forward\_list 容器中存储元素的个数，可以使用头文件 <iterator> 中的 dis[tan](http://c.biancheng.net/ref/tan.html" \t "http://c.biancheng.net/view/_blank)ce() 函数。举个例子：

#include <iostream>

#include <forward\_list>

#include <iterator>

using namespace *std*;

int main()

{

*std*::*forward\_list*<int> my\_words{ 1,2,3,4 };

int count = *std*::*distance*(*std*::*begin*(my\_words), *std*::*end*(my\_words));

*cout* << count;

return 0;

}

**运行结果为：**

**4**  
并且，forward\_list 容器迭代器的移动除了使用 ++ 运算符单步移动，还能使用 advance() 函数，比如：

#include <iostream>

#include <forward\_list>

using namespace *std*;

int main()

{

*std*::*forward\_list*<int> values{ 1,2,3,4 };

auto it = values.*begin*();

*advance*(it, 2);

while (it != values.*end*())

{

*cout* << \*it << " ";

++it;

}

return 0;

}

**运行结果为：**

**3 4**

**第三章 STL关联式容器**

**第一 C++ STL关联式容器是什么？**

在《[C++ STL容器](http://c.biancheng.net/view/6560.html)》一节中讲到，[C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 容器大致分为 2 类，即序列式容器和关联式容器。其中，序列式容器（包括 array、vector、list、deque 和 forward\_list）已经在前面章节中做了详细的介绍，从本节开始，将逐个对 C++ [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 标准库中的所有关联式容器做详细的讲解。  
提到 C++ STL 关联式容器，读者可能会以下一些疑问：

（1）关联式容器是什么，具有哪些特点？

（2）和序列式容器相比，关联式容器有什么不同？

（3）关联式容器的种类有哪些？  
别急，读完本文，这些疑问都会迎刃而解。

**一 C++ STL关联式容器是什么**

通过学习所有的序列式容器不难发现，无论是哪种序列式容器，其存储的都是 C++ 基本数据类型（诸如 int、double、float、string 等）或使用结构体自定义类型的元素。例如，如下是一个存储 int 类型元素的 vector 容器：

std::vector<int> primes {2, 3, 5, 7, 11, 13, 17, 19};  
关联式容器则大不一样，此类容器在存储元素值的同时，还会为各元素额外再配备一个值（又称为“键”，其本质也是一个 C++ 基础数据类型或自定义类型的元素），它的功能是在使用关联式容器的过程中，如果已知目标元素的键的值，则直接通过该键就可以找到目标元素，而无需再通过遍历整个容器的方式。

**弃用序列式容器，转而选用关联式容器存储元素，往往就是看中了关联式容器可以快速查找、读取或者删除所存储的元素，同时该类型容器插入元素的效率也比序列式容器高。**

也就是说，使用关联式容器存储的元素，都是一个一个的“键值对”（ <key,value> ），这是和序列式容器最大的不同。除此之外，序列式容器中存储的元素默认都是未经过排序的，而使用关联式容器存储的元素，默认会根据各元素的键值的大小做升序排序。  
 **注意，关联式容器所具备的这些特性，归咎于 STL 标准库在实现该类型容器时，底层选用了 「红黑树」这种[数据结构](http://c.biancheng.net/data_structure/" \t "http://c.biancheng.net/view/_blank)来组织和存储各个键值对。有关红黑树组织和存储数据的方式，我们已经在数据结构中做了详细的介绍，读者可猛击《[红黑树](http://c.biancheng.net/view/vip_3433.html" \t "http://c.biancheng.net/view/_blank)》一文做详细了解。**

**二 C++ STL关联式容器种类**

C++ STL 标准库提供了 4 种关联式容器，分别为 map、set、multimap、multiset，其各自的特点如表 1 所示。

表 1 C++ STL关联式容器类别

|  |  |
| --- | --- |
| **关联式容器名称** | **特点** |
| map | 定义在 <map> 头文件中，使用该容器存储的数据，其各个元素的键必须是唯一的（即不能重复），该容器会根据各元素键的大小，默认进行升序排序（调用 std::less<T>）。 |
| set | 定义在 <set> 头文件中，使用该容器存储的数据，各个元素键和值完全相同，且各个元素的值不能重复（保证了各元素键的唯一性）。该容器会自动根据各个元素的键（其实也就是元素值）的大小进行升序排序（调用 std::less<T>）。 |
| multimap | 定义在 <map> 头文件中，和 map 容器唯一的不同在于，multimap 容器中存储元素的键可以重复。 |
| multiset | 定义在 <set> 头文件中，和 set 容器唯一的不同在于，multiset 容器中存储元素的值可以重复（一旦值重复，则意味着键也是重复的）。 |

**除此之外，C++ 11 还新增了 4 种哈希容器，即 unordered\_map、unordered\_multimap 以及 unordered\_set、unordered\_multiset。严格来说，它们也属于关联式容器，但由于哈希容器底层采用的是哈希表，而不是红黑树，因此本教程将它们分开进行讲解（有关哈希容器，将放在后续章节做详细讲解）。**

为了让读者直观地认识到关联式容器的特性，这里为 map 容器为例，编写了一个样例（如下所示）。对于该程序，读者只需体会关联式容器的特性即可，无需纠结 map 容器的具体用法。

#include <iostream>

#include <map> //使用 map 容器，必须引入该头文件

#include <string>

using namespace *std*;

int *main*()

{

//创建一个空的 map 关联式容器，该容器中存储的键值对，其中键为 string 字符串，值也为 string 字符串类型

*map*<*string*, *string*> mymap;

//向 mymap 容器中添加数据

mymap["http://c.biancheng.net/c/"] = "C语言教程";

mymap["http://c.biancheng.net/python/"] = "Python教程";

mymap["http://c.biancheng.net/java/"] = "Java教程";

//使用 map 容器的迭代器，遍历 mymap 容器，并输出其中存储的各个键值对

for (*map*<*string*, *string*>::*iterator* it = mymap.*begin*(); it != mymap.*end*(); ++it) {

//输出各个元素中的键和值

*cout* << it->*first* << " => " << it->*second* << '\n';

}

return 0;

}

**程序输出结果为：**

**http://c.biancheng.net/c/ => C语言教程  
http://c.biancheng.net/java/ => Java教程  
http://c.biancheng.net/python/ => Python教程**

通过分析该程序的执行过程不难看出，mymap 关联式容器中的存储了以下 3 个键值对：

**<"http://c.biancheng.net/c/", "C语言教程">  
<"http://c.biancheng.net/python/", "Python教程">  
<"http://c.biancheng.net/java/", "Java教程">**

但需要注意的一点是，由于 map 容器在存储元素时，会根据各个元素键的大小自动调整元素的顺序（默认按照升序排序），因此该容器最终存储的元素顺序为：

**<"http://c.biancheng.net/c/", "C语言教程">  
<"http://c.biancheng.net/java/", "Java教程">  
<"http://c.biancheng.net/python/", "Python教程">**

有关 map 容器以及表 1 中其它关联式容器的具体用法，后续章节会做详细介绍。

**第二 C++ STL pair用法详解**

我们知道，关联式容器存储的是“键值对”形式的数据，比如：

**<"C语言教程", "http://c.biancheng.net/c/">  
<"[Python](http://c.biancheng.net/python/" \t "http://c.biancheng.net/view/_blank)教程", "http://c.biancheng.net/python/">  
<"[Java](http://c.biancheng.net/java/" \t "http://c.biancheng.net/view/_blank)教程", "http://c.biancheng.net/java/">**

如上所示，每行都表示一个键值对，其中第一个元素作为键（key），第二个元素作为值（value）。

**注意，基于各个关联式容器存储数据的特点，只有各个键值对中的键和值全部对应相等时，才能使用 set 和 multiset 关联式容器存储，否则就要选用 map 或者 multimap 关联式容器。**

考虑到“键值对”并不是普通类型数据，[C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 标准库提供了 pair 类模板，其专门用来将 2 个普通元素 first 和 second（可以是 C++ 基本数据类型、结构体、类自定的类型）创建成一个新元素<first, second>。通过其构成的元素格式不难看出，使用 pair 类模板来创建“键值对”形式的元素，再合适不过。  
 **注意，pair 类模板定义在<utility>头文件中，所以在使用该类模板之前，需引入此头文件。另外值得一提的是，在 C++ 11 标准之前，pair 类模板中提供了以下 3 种构造函数：**

**#1) 默认构造函数，即创建空的 pair 对象**

**pair();**

**#2) 直接使用 2 个元素初始化成 pair 对象**

**pair (const first\_type& a, const second\_type& b);**

**#3) 拷贝（复制）构造函数，即借助另一个 pair 对象，创建新的 pair 对象**

**template<class U, class V> pair (const pair<U,V>& pr);**

在 C++ 11 标准中，在引入[右值引用](http://c.biancheng.net/view/439.html" \t "http://c.biancheng.net/view/_blank)的基础上，pair 类模板中又增添了如下 2 个构造函数：

**#4) 移动构造函数**

**template<class U, class V> pair (pair<U,V>&& pr);**

**#5) 使用右值引用参数，创建 pair 对象**

**template<class U, class V> pair (U&& a, V&& b);**

除此之外，C++ 11 标准中 pair 类模板还新增加了如下一种构造函数：

**pair (piecewise\_construct\_t pwc, tuple<Args1...> first\_args, tuple<Args2...> second\_args);**

**该构造 pair 类模板的方式很少用到，因此本节不再对其进行详细介绍，感兴趣的读者可自行查阅资料。**

#include <iostream>

#include <utility> // pair

#include <string> // string

using namespace *std*;

int *main*() {

// 调用构造函数 1，也就是默认构造函数

*pair* <*string*, double> pair1;

// 调用第 2 种构造函数

*pair* <*string*, *string*> pair2("STL教程", "http://c.biancheng.net/stl/");

// 调用拷贝构造函数

*pair* <*string*, *string*> pair3(pair2);

//调用移动构造函数

*pair* <*string*, *string*> pair4(*make\_pair*("C++教程", "http://c.biancheng.net/cplus/"));

// 调用第 5 种构造函数

*pair* <*string*, *string*> pair5(*string*("Python教程"), *string*("http://c.biancheng.net/python/"));

*cout* << "pair1: " << pair1.*first* << " " << pair1.*second* << *endl*;

*cout* << "pair2: " << pair2.*first* << " " << pair2.*second* << *endl*;

*cout* << "pair3: " << pair3.*first* << " " << pair3.*second* << *endl*;

*cout* << "pair4: " << pair4.*first* << " " << pair4.*second* << *endl*;

*cout* << "pair5: " << pair5.*first* << " " << pair5.*second* << *endl*;

return 0;

}

**程序输出结果为：**

**pair1:  0  
pair2: STL教程 http://c.biancheng.net/stl/  
pair3: STL教程 http://c.biancheng.net/stl/  
pair4: C++教程 http://c.biancheng.net/cplus/  
pair5: Python教程 http://c.biancheng.net/python/**

上面程序在创建 pair4 对象时，调用了 make\_pair() 函数，它也是 <utility> 头文件提供的，其功能是生成一个 pair 对象。因此，当我们将 make\_pair() 函数的返回值（是一个临时对象）作为参数传递给 pair() 构造函数时，其调用的是移动构造函数，而不是拷贝构造函数。  
  
在上面程序的基础上，C++ 11 还允许我们手动为 pair1 对象赋值，比如：

**pair1.first = "Java教程";**

**pair1.second = "http://c.biancheng.net/java/";**

**cout << "new pair1: " << pair1.first << " " << pair1.second << endl;**

**执行结果为：**

**new pair1: Java教程 http://c.biancheng.net/java/**

同时，上面程序中 pair4 对象的创建过程，还可以写入如下形式，它们是完全等价的：

**pair <string, string> pair4 = make\_pair("C++教程", "http://c.biancheng.net/cplus/");**

**cout << "pair4: " << pair4.first << " " << pair4.second << endl;**<utility>头文件中除了提供创建 pair 对象的方法之外，还为 pair 对象重载了 <、<=、>、>=、==、!= 这 6 的运算符，其运算规则是：对于进行比较的 2 个 pair 对象，先比较 pair.first 元素的大小，如果相等则继续比较 pair.second 元素的大小。

**注意，对于进行比较的 2 个 pair 对象，其对应的键和值的类型比较相同，否则将没有可比性，同时编译器提示没有相匹配的运算符，即找不到合适的重载运算符。**

#include <iostream>

#include <utility> // pair

#include <string> // string

using namespace *std*;

int *main*() {

*pair* <*string*, int> pair1("STL教程", 20);

*pair* <*string*, int> pair2("C++教程", 20);

*pair* <*string*, int> pair3("C++教程", 30);

//pair1和pair2的key不同，value相同

if (pair1 != pair2) {

*cout* << "pair != pair2" << *endl*;

}

//pair2和pair3的key相同，value不同

if (pair2 != pair3) {

*cout* << "pair2 != pair3" << *endl*;

}

return 0;

}

**程序执行结果为：**

**pair != pair2  
pair2 != pair3**

最后需要指出的是，pair类模板还提供有一个 swap() 成员函数，能够互换 2 个 pair 对象的键值对，其操作成功的前提是这 2 个 pair 对象的键和值的类型要相同。例如：

#include <iostream>

#include <utility> // pair

#include <string> // string

using namespace *std*;

int *main*() {

*pair* <*string*, int> pair1("pair", 10);

*pair* <*string*, int> pair2("pair2", 20);

//交换 pair1 和 pair2 的键值对

pair1.*swap*(pair2);

*cout* << "pair1: " << pair1.*first* << " " << pair1.*second* << *endl*;

*cout* << "pair2: " << pair2.*first* << " " << pair2.*second* << *endl*;

return 0;

}

**程序执行结果为：**

**pair1: pair2 20  
pair2: pair 10**

**第三 C++ STL map容器详解**

作为关联式容器的一种，map 容器存储的都是 pair 对象，也就是用 pair 类模板创建的键值对。其中，各个键值对的键和值可以是任意数据类型，包括 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 基本数据类型（int、double 等）、使用结构体或类自定义的类型。

**通常情况下，map 容器中存储的各个键值对都选用 string 字符串作为键的类型。**

与此同时，在使用 map 容器存储多个键值对时，该容器会自动根据各键值对的键的大小，按照既定的规则进行排序。默认情况下，map 容器选用std::less<T>排序规则（其中 T 表示键的数据类型），其会根据键的大小对所有键值对做升序排序。当然，根据实际情况的需要，我们可以手动指定 map 容器的排序规则，既可以选用 [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 标准库中提供的其它排序规则（比如std::greater<T>），也可以自定义排序规则。

**关于如何自定义 map 容器的排序规则，后续章节会做详细讲解。**

**另外需要注意的是，使用 map 容器存储的各个键值对，键的值既不能重复也不能被修改。换句话说，map 容器中存储的各个键值对不仅键的值独一无二，键的类型也会用 const 修饰，这意味着只要键值对被存储到 map 容器中，其键的值将不能再做任何修改。**

**前面提到，map 容器存储的都是 pair 类型的键值对元素，更确切的说，该容器存储的都是 pair<const K, T> 类型（其中 K 和 T 分别表示键和值的数据类型）的键值对元素。**

**map 容器定义在 <map> 头文件中，并位于 std 命名空间中。因此，如果想使用 map 容器，代码中应包含如下语句：**

**#include <map>**

**u[sin](http://c.biancheng.net/ref/sin.html" \t "http://c.biancheng.net/view/_blank)g namespace std;**

注意，第二行代码不是必需的，如果不用，则后续程序中在使用 map 容器时，需手动注明 std 命名空间（强烈建议初学者使用）。

**map 容器的模板定义如下：**

**template < class Key, // 指定键（key）的类型**

**class T, // 指定值（value）的类型**

**class Compare = less<Key>, // 指定排序规则**

**class Alloc = allocator<pair<const Key,T> > // 指定分配器对象的类型**

**> class map;**

可以看到，map 容器模板有 4 个参数，其中后 2 个参数都设有默认值。大多数场景中，我们只需要设定前 2 个参数的值，有些场景可能会用到第 3 个参数，但最后一个参数几乎不会用到。

**一 创建C++ map容器的几种方法**

map 容器的模板类中包含多种构造函数，因此创建 map 容器的方式也有多种，下面就几种常用的创建 map 容器的方法，做一一讲解。  
1) 通过调用 map 容器类的默认构造函数，可以创建出一个空的 map 容器，比如：

**std::map<std::string, int>myMap;**

如果程序中已经默认指定了 std 命令空间，这里可以省略 std::。

通过此方式创建出的 myMap 容器，初始状态下是空的，即没有存储任何键值对。鉴于空 map 容器可以根据需要随时添加新的键值对，因此创建空 map 容器是比较常用的。  
2) 当然在创建 map 容器的同时，也可以进行初始化，比如：

**std::map<std::string, int>myMap{ {"C语言教程",10},{"STL教程",20} };**

由此，myMap 容器在初始状态下，就包含有 2 个键值对。  
**再次强调，map 容器中存储的键值对，其本质都是 pair 类模板创建的 pair 对象。因此，下面程序也可以创建出一模一样的 myMap 容器：**

**std::map<std::string, int>myMap{std::make\_pair("C语言教程",10),std::make\_pair("STL教程",20)};**  
3) 除此之外，在某些场景中，可以利用先前已创建好的 map 容器，再创建一个新的 map 容器。例如：

**std::map<std::string, int>newMap(myMap);**

由此，通过调用 map 容器的拷贝（复制）构造函数，即可成功创建一个和 myMap 完全一样的 newMap 容器。  
  
**C++ 11 标准中，还为 map 容器增添了移动构造函数。当有临时的 map 对象作为参数，传递给要初始化的 map 容器时，此时就会调用移动构造函数。举个例子：**

**#创建一个会返回临时 map 对象的函数**

**std::map<std::string,int> disMap() {**

**std::map<std::string, int>tempMap{ {"C语言教程",10},{"STL教程",20} };**

**return tempMap;**

**}**

**//调用 map 类模板的移动构造函数创建 newMap 容器**

**std::map<std::string, int>newMap(disMap());**

注意，无论是调用复制构造函数还是调用拷贝构造函数，都必须保证这 2 个容器的类型完全一致。

4) map 类模板还支持取已建 map 容器中指定区域内的键值对，创建并初始化新的 map 容器。例如：

**std::map<std::string, int>myMap{ {"C语言教程",10},{"STL教程",20} };**

**std::map<std::string, int>newMap(++myMap.begin(), myMap.end());**

这里，通过调用 map 容器的双向迭代器，实现了在创建 newMap 容器的同时，将其初始化为包含一个 {"STL教程",20} 键值对的容器。

有关 map 容器迭代器，后续章节会做详细讲解。

5) 当然，在以上几种创建 map 容器的基础上，我们都可以手动修改 map 容器的排序规则。默认情况下，map 容器调用 std::less<T> 规则，根据容器内各键值对的键的大小，对所有键值对做升序排序。  
  
因此，如下 2 行创建 map 容器的方式，其实是等价的：

**std::map<std::string, int>myMap{ {"C语言教程",10},{"STL教程",20} };**

**std::map<std::string, int, std::less<std::string> >myMap{ {"C语言教程",10},{"STL教程",20} };**

以上 2 中创建方式生成的 myMap 容器，其内部键值对排列的顺序为：

<"C语言教程", 10>  
<"STL教程", 20>

下面程序手动修改了 myMap 容器的排序规则，令其作降序排序：

std::map<std::string, int, std::greater<std::string> >myMap{ {"C语言教程",10},{"STL教程",20} };

此时，myMap 容器内部键值对排列的顺序为：

**<"STL教程", 20>  
<"C语言教程", 10>**

在某些特定场景中，我们还需要为 map 容器自定义排序规则，此部分知识后续将利用整整一节做重点讲解。

**二C++ map容器包含的成员方法**

表 1 列出了 map 容器提供的常用成员方法以及各自的功能。

表 1 C++ map容器常用成员方法

|  |  |
| --- | --- |
| **成员方法** | **功能** |
| begin() | 返回指向容器中第一个（注意，是已排好序的第一个）键值对的双向迭代器。如果 map 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| end() | 返回指向容器最后一个元素（注意，是已排好序的最后一个）所在位置后一个位置的双向迭代器，通常和 begin() 结合使用。如果 map 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| rbegin() | 返回指向最后一个（注意，是已排好序的最后一个）元素的反向双向迭代器。如果 map 容器用 const 限定，则该方法返回的是 const 类型的反向双向迭代器。 |
| rend() | 返回指向第一个（注意，是已排好序的第一个）元素所在位置前一个位置的反向双向迭代器。如果 map 容器用 const 限定，则该方法返回的是 const 类型的反向双向迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的键值对。 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的键值对。 |
| crbegin() | 和 rbegin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的键值对。 |
| crend() | 和 rend() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的键值对。 |
| find(key) | 在 map 容器中查找键为 key 的键值对，如果成功找到，则返回指向该键值对的双向迭代器；反之，则返回和 end() 方法一样的迭代器。另外，如果 map 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| lower\_bound(key) | 返回一个指向当前 map 容器中第一个大于或等于 key 的键值对的双向迭代器。如果 map 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| upper\_bound(key) | 返回一个指向当前 map 容器中第一个大于 key 的键值对的迭代器。如果 map 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| equal\_range(key) | 该方法返回一个 pair 对象（包含 2 个双向迭代器），其中 pair.first 和 lower\_bound() 方法的返回值等价，pair.second 和 upper\_bound() 方法的返回值等价。也就是说，该方法将返回一个范围，该范围中包含的键为 key 的键值对（map 容器键值对唯一，因此该范围最多包含一个键值对）。 |
| empty() | 若容器为空，则返回 true；否则 false。 |
| size() | 返回当前 map 容器中存有键值对的个数。 |
| max\_size() | 返回 map 容器所能容纳键值对的最大个数，不同的操作系统，其返回值亦不相同。 |
| operator[] | map容器重载了 [] 运算符，只要知道 map 容器中某个键值对的键的值，就可以向获取数组中元素那样，通过键直接获取对应的值。 |
| at(key) | 找到 map 容器中 key 键对应的值，如果找不到，该函数会引发 out\_of\_range 异常。 |
| insert() | 向 map 容器中插入键值对。 |
| erase() | 删除 map 容器指定位置、指定键（key）值或者指定区域内的键值对。后续章节还会对该方法做重点讲解。 |
| swap() | 交换 2 个 map 容器中存储的键值对，这意味着，操作的 2 个键值对的类型必须相同。 |
| clear() | 清空 map 容器中所有的键值对，即使 map 容器的 size() 为 0。 |
| emplace() | 在当前 map 容器中的指定位置处构造新键值对。其效果和插入键值对一样，但效率更高。 |
| emplace\_hint() | 在本质上和 emplace() 在 map 容器中构造新键值对的方式是一样的，不同之处在于，使用者必须为该方法提供一个指示键值对生成位置的迭代器，并作为该方法的第一个参数。 |
| count(key) | 在当前 map 容器中，查找键为 key 的键值对的个数并返回。注意，由于 map 容器中各键值对的键的值是唯一的，因此该函数的返回值最大为 1。 |

下面的样例演示了表 1 中部分成员方法的用法：

#include <iostream>

#include <map> // map

#include <string> // string

using namespace *std*;

int *main*() {

//创建空 map 容器，默认根据个键值对中键的值，对键值对做降序排序

*std*::*map*<*std*::*string*, *std*::*string*, *std*::*greater*<*std*::*string*>>myMap;

//调用 emplace() 方法，直接向 myMap 容器中指定位置构造新键值对

myMap.*emplace*("C语言教程", "http://c.biancheng.net/c/");

myMap.*emplace*("Python教程", "http://c.biancheng.net/python/");

myMap.*emplace*("STL教程", "http://c.biancheng.net/stl/");

//输出当前 myMap 容器存储键值对的个数

*cout* << "myMap size==" << myMap.*size*() << *endl*;

//判断当前 myMap 容器是否为空

if (!myMap.*empty*()) {

//借助 myMap 容器迭代器，将该容器的键值对逐个输出

for (auto i = myMap.*begin*(); i != myMap.*end*(); ++i) {

*cout* << i->*first* << " " << i->*second* << *endl*;

}

}

return 0;

}

**程序执行结果为：**

**myMap size==3  
STL教程 http://c.biancheng.net/stl/  
Python教程 http://c.biancheng.net/python/  
C语言教程 http://c.biancheng.net/c/**

**第四 C++ STL map容器迭代器用法详解**

无论是前面学习的序列式容器，还是关联式容器，要想实现遍历操作，就必须要用到该类型容器的迭代器。当然，map 容器也不例外。  
 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 标准库为 map 容器配备的是双向迭代器（bidirectional iterator）。这意味着，map 容器迭代器只能进行 ++p、p++、--p、p--、\*p 操作，并且迭代器之间只能使用 == 或者 != 运算符进行比较。  
 值得一提的是，相比序列式容器，map 容器提供了更多的成员方法（如表 1 所示），通过调用它们，我们可以轻松获取具有指定含义的迭代器。

表 1 map 容器迭代器相关成员方法

|  |  |
| --- | --- |
| **成员方法** | **功能** |
| begin() | 返回指向容器中第一个（注意，是已排好序的第一个）键值对的双向迭代器。如果 map 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| end() | 返回指向容器最后一个元素（注意，是已排好序的最后一个）所在位置后一个位置的双向迭代器，通常和 begin() 结合使用。如果 map 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| rbegin() | 返回指向最后一个（注意，是已排好序的最后一个）元素的反向双向迭代器。如果 map 容器用 const 限定，则该方法返回的是 const 类型的反向双向迭代器。 |
| rend() | 返回指向第一个（注意，是已排好序的第一个）元素所在位置前一个位置的反向双向迭代器。如果 map 容器用 const 限定，则该方法返回的是 const 类型的反向双向迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的键值对。 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的键值对。 |
| crbegin() | 和 rbegin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的键值对。 |
| crend() | 和 rend() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的键值对。 |
| find(key) | 在 map 容器中查找键为 key 的键值对，如果成功找到，则返回指向该键值对的双向迭代器；反之，则返回和 end() 方法一样的迭代器。另外，如果 map 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| lower\_bound(key) | 返回一个指向当前 map 容器中第一个大于或等于 key 的键值对的双向迭代器。如果 map 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| upper\_bound(key) | 返回一个指向当前 map 容器中第一个大于 key 的键值对的迭代器。如果 map 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| equal\_range(key) | 该方法返回一个 pair 对象（包含 2 个双向迭代器），其中 pair.first 和 lower\_bound() 方法的返回值等价，pair.second 和 upper\_bound() 方法的返回值等价。也就是说，该方法将返回一个范围，该范围中包含的键为 key 的键值对（map 容器键值对唯一，因此该范围最多包含一个键值对）。 |

表 1 中多数的成员方法，诸如 begin()、end() 等，在学习序列式容器时已经多次使用过，它们的功能如图 2 所示。
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图 2 表 1 部分成员方法的功能示意图

**注意，图中 Ei 表示的是 pair 类对象，即键值对。对于 map 容器来说，每个键值对的键的值都必须保证是唯一的。**

下面程序以 begin()/end() 组合为例，演示了如何遍历 map 容器：

#include <iostream>

#include <map> // pair

#include <string> // string

using namespace *std*;

int *main*() {

//创建并初始化 map 容器

*std*::*map*<*std*::*string*, *std*::*string*>myMap{ {"STL教程","http://c.biancheng.net/stl/"},{"C语言教程","http://c.biancheng.net/c/"} };

//调用 begin()/end() 组合，遍历 map 容器

for (auto iter = myMap.*begin*(); iter != myMap.*end*(); ++iter) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

return 0;

}

**程序执行结果为：**

**C语言教程 http://c.biancheng.net/c/  
STL教程 http://c.biancheng.net/stl/**

**读者可自行尝试使用其他组合（如 cbegin()/cend()、 rbegin()/rend() 等）遍历 map 容器。**

除此之外，map 类模板中还提供了 find() 成员方法，它能帮我们查找指定 key 值的键值对，如果成功找到，则返回一个指向该键值对的双向迭代器；反之，其功能和 end() 方法相同。

举个例子：

#include <iostream>

#include <map> // pair

#include <string> // string

using namespace *std*;

int *main*() {

//创建并初始化 map 容器

*std*::*map*<*std*::*string*, *std*::*string*>myMap{ {"STL教程","http://c.biancheng.net/stl/"},

{"C语言教程","http://c.biancheng.net/c/"},

{"Java教程","http://c.biancheng.net/java/"} };

//查找键为 "Java教程" 的键值对

auto iter = myMap.*find*("Java教程");

//从 iter 开始，遍历 map 容器

for (; iter != myMap.*end*(); ++iter) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

return 0;

}

**程序执行结果为：**

**Java教程 http://c.biancheng.net/java/  
STL教程 http://c.biancheng.net/stl/**

此程序中，创建并初始化的 myMap 容器，默认会根据各键值对中键的值，对各键值对做升序排序，其排序的结果为：

**<"C语言教程","http://c.biancheng.net/c/">  
<"Java教程","http://c.biancheng.net/java/">  
<"STL教程","http://c.biancheng.net/stl/">**

在此基础上，通过调用 find() 方法，我们可以得到一个指向键为 "Java教程" 的键值对的迭代器，由此当使用 [for 循环](http://c.biancheng.net/view/172.html" \t "http://c.biancheng.net/view/_blank)从该迭代器出开始遍历时，就只会遍历到最后 2 个键值对。  
同时，map 类模板中还提供有 lower\_bound(key) 和 upper\_bound(key) 成员方法，它们的功能是类似的，唯一的区别在于：

（1）lower\_bound(key) 返回的是指向第一个键不小于 key 的键值对的迭代器；

（2）upper\_bound(key) 返回的是指向第一个键大于 key 的键值对的迭代器；  
下面程序演示了它们的功能：

#include <iostream>

#include <map> // pair

#include <string> // string

using namespace *std*;

int *main*() {

//创建并初始化 map 容器

*std*::*map*<*std*::*string*, *std*::*string*>myMap{ {"STL教程","http://c.biancheng.net/stl/"},

{"C语言教程","http://c.biancheng.net/c/"},

{"Java教程","http://c.biancheng.net/java/"} };

//找到第一个键的值不小于 "Java教程" 的键值对

auto iter = myMap.*lower\_bound*("Java教程");

*cout* << "lower：" << iter->*first* << " " << iter->*second* << *endl*;

//找到第一个键的值大于 "Java教程" 的键值对

iter = myMap.*upper\_bound*("Java教程");

*cout* << "upper：" << iter->*first* << " " << iter->*second* << *endl*;

return 0;

}

**程序执行结果为：**

**lower：Java教程 http://c.biancheng.net/java/  
upper：STL教程 http://c.biancheng.net/stl/**

**lower\_bound(key) 和 upper\_bound(key) 更多用于 multimap 容器，在 map 容器中很少用到。**  
 equal\_range(key) 成员方法可以看做是 lower\_bound(key) 和 upper\_bound(key) 的结合体，该方法会返回一个 pair 对象，其中的 2 个元素都是迭代器类型，其中 pair.first 实际上就是 lower\_bound(key) 的返回值，而 pair.second 则等同于 upper\_bound(key) 的返回值。  
 显然，equal\_range(key) 成员方法表示的一个范围，位于此范围中的键值对，其键的值都为 key。举个例子：

#include <iostream>

#include <utility> //pair

#include <map> // map

#include <string> // string

using namespace *std*;

int *main*() {

//创建并初始化 map 容器

*std*::*map*<*string*, *string*>myMap{ {"STL教程","http://c.biancheng.net/stl/"},

{"C语言教程","http://c.biancheng.net/c/"},

{"Java教程","http://c.biancheng.net/java/"} };

//创建一个 pair 对象，来接收 equal\_range() 的返回值

*pair* <*std*::*map*<*string*, *string*>::*iterator*, *std*::*map*<*string*, *string*>::*iterator*> myPair = myMap.*equal\_range*("C语言教程");

//通过遍历，输出 myPair 指定范围内的键值对

for (auto iter = myPair.*first*; iter != myPair.*second*; ++iter) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

return 0;

}

**程序执行结果为：**

**C语言教程 http://c.biancheng.net/c/**

和 lower\_bound(key)、upper\_bound(key) 一样，该方法也更常用于 multimap 容器，因为 map 容器中各键值对的键的值都是唯一的，因此通过 map 容器调用此方法，其返回的范围内最多也只有 1 个键值对。

**第五 C++ STL map获取键对应值的几种方法**

我们知道，map 容器中存储的都是 pair 类型的键值对，但几乎在所有使用 map 容器的场景中，经常要做的不是找到指定的 pair 对象（键值对），而是从该容器中找到某个键对应的值。

**注意，使用 map 容器存储的各个键值对，其键的值都是唯一的，因此指定键对应的值最多有 1 个。**

庆幸的是，map 容器的类模板中提供了以下 2 种方法，可直接获取 map 容器指定键对应的值。  
1) map 类模板中对[ ]运算符进行了重载，这意味着，类似于借助数组下标可以直接访问数组中元素，通过指定的键，我们可以轻松获取 map 容器中该键对应的值。  
  
举个例子：

#include <iostream>

#include <map> // map

#include <string> // string

using namespace *std*;

int *main*() {

//创建并初始化 map 容器

*std*::*map*<*std*::*string*, *std*::*string*>myMap{ {"STL教程","http://c.biancheng.net/stl/"},

{"C语言教程","http://c.biancheng.net/c/"},

{"Java教程","http://c.biancheng.net/java/"} };

*string* cValue = myMap["C语言教程"];

*cout* << cValue << *endl*;

return 0;

}

**程序执行结果为：**

**http://c.biancheng.net/c/**

可以看到，在第 11 行代码中，通过指定键的值为 "C语言教程"，借助重载的 [ ] 运算符，就可以在 myMap 容器中直接找到该键对应的值。  
 注意，只有当 map 容器中确实存有包含该指定键的键值对，借助重载的 [ ] 运算符才能成功获取该键对应的值；反之，若当前 map 容器中没有包含该指定键的键值对，则此时使用 [ ] 运算符将不再是访问容器中的元素，而变成了向该 map 容器中增添一个键值对。其中，该键值对的键用 [ ] 运算符中指定的键，其对应的值取决于 map 容器规定键值对中值的数据类型，如果是基本数据类型，则值为 0；如果是 string 类型，其值为 ""，即空字符串（即使用该类型的默认值作为键值对的值）。  
  
举个例子：

#include <iostream>

#include <map> // map

#include <string> // string

using namespace *std*;

int *main*() {

//创建空 map 容器

*std*::*map*<*std*::*string*, int>myMap;

int cValue = myMap["C语言教程"];

for (auto i = myMap.*begin*(); i != myMap.*end*(); ++i) {

*cout* << i->*first* << " " << i->*second* << *endl*;

}

return 0;

}

**程序执行结果为：**

**C语言教程 0**

显然，对于空的 myMap 容器来说，其内部没有以 "C语言教程" 为键的键值对，这种情况下如果使用 [ ] 运算符获取该键对应的值，其功能就转变成了向该 myMap 容器中添加一个<"C语言教程",0>键值对（由于 myMap 容器规定各个键值对的值的类型为 int，该类型的默认值为 0）。  
 实际上，[ ] 运算符确实有“为 map 容器添加新键值对”的功能，但前提是要保证新添加键值对的键和当前 map 容器中已存储的键值对的键都不一样。例如：

#include <iostream>

#include <map> // map

#include <string> // string

using namespace *std*;

int *main*() {

//创建空 map 容器

*std*::*map*<*string*, *string*>myMap;

myMap["STL教程"] = "http://c.biancheng.net/java/";

myMap["Python教程"] = "http://c.biancheng.net/python/";

myMap["STL教程"] = "http://c.biancheng.net/stl/";

for (auto i = myMap.*begin*(); i != myMap.*end*(); ++i) {

*cout* << i->*first* << " " << i->*second* << *endl*;

}

return 0;

}

**程序执行结果为：**

**Python教程 http://c.biancheng.net/python/  
STL教程 http://c.biancheng.net/stl/**

注意，程序中第 9 行代码已经为 map 容器添加了一个以 "STL教程" 作为键的键值对，则第 11 行代码的作用就变成了修改该键对应的值，而不再是为 map 容器添加新键值对。

2) 除了借助 [ ] 运算符获取 map 容器中指定键对应的值，还可以使用 at() 成员方法。和前一种方法相比，at() 成员方法也需要根据指定的键，才能从容器中找到该键对应的值；不同之处在于，如果在当前容器中查找失败，该方法不会向容器中添加新的键值对，而是直接抛出 out\_of\_range 异常。  
举个例子：

#include <iostream>

#include <map> // map

#include <string> // string

using namespace *std*;

int *main*() {

//创建并初始化 map 容器

*std*::*map*<*std*::*string*, *std*::*string*>myMap{ {"STL教程","http://c.biancheng.net/stl/"},

{"C语言教程","http://c.biancheng.net/c/"},

{"Java教程","http://c.biancheng.net/java/"} };

*cout* << myMap.*at*("C语言教程") << *endl*;

//下面一行代码会引发 out\_of\_range 异常

//cout << myMap.at("Python教程") << endl;

return 0;

}

**程序执行结果为：**

**http://c.biancheng.net/c/**

程序第 12 行代码处，通过 myMap 容器调用  at() 成员方法，可以成功找到键为 "C语言教程" 的键值对，并返回该键对应的值；而第 14 行代码，由于当前 myMap 容器中没有以 "Python教程" 为键的键值对，会导致 at() 成员方法查找失败，并抛出 out\_of\_range 异常。  
 除了可以直接获取指定键对应的值之外，还可以借助 find() 成员方法间接实现此目的。和以上 2 种方式不同的是，该方法返回的是一个迭代器，即如果查找成功，该迭代器指向查找到的键值对；反之，则指向 map 容器最后一个键值对之后的位置（和 end() 成功方法返回的迭代器一样）。  
举个例子：

#include <iostream>

#include <map> // map

#include <string> // string

using namespace *std*;

int *main*() {

//创建并初始化 map 容器

*std*::*map*<*std*::*string*, *std*::*string*>myMap{ {"STL教程","http://c.biancheng.net/stl/"},

{"C语言教程","http://c.biancheng.net/c/"},

{"Java教程","http://c.biancheng.net/java/"} };

*map*< *std*::*string*, *std*::*string* >::*iterator* myIter = myMap.*find*("C语言教程");

*cout* << myIter->*first* << " " << myIter->*second* << *endl*;

return 0;

}

**程序执行结果为：**

**C语言教程 http://c.biancheng.net/c/**

**注意，此程序中如果 find() 查找失败，会导致第 13 行代码运行出错。因为当 find() 方法查找失败时，其返回的迭代器指向的是容器中最后一个键值对之后的位置，即不指向任何有意义的键值对，也就没有所谓的 first 和 second 成员了。**  
 如果以上方法都不适用，我们还可以遍历整个 map 容器，找到包含指定键的键值对，进而获取该键对应的值。比如：

#include <iostream>

#include <map> // map

#include <string> // string

using namespace *std*;

int *main*() {

//创建并初始化 map 容器

*std*::*map*<*std*::*string*, *std*::*string*>myMap{ {"STL教程","http://c.biancheng.net/stl/"},

{"C语言教程","http://c.biancheng.net/c/"},

{"Java教程","http://c.biancheng.net/java/"} };

for (auto iter = myMap.*begin*(); iter != myMap.*end*(); ++iter) {

//调用 string 类的 compare() 方法，找到一个键和指定字符串相同的键值对

if (!iter->*first*.*compare*("C语言教程")) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

}

return 0;

}

**程序执行结果为：**

**C语言教程 http://c.biancheng.net/c/**

**本节所介绍的几种方法中，仅从“在 map 容器存储的键值对中，获取指定键对应的值”的角度出发，更推荐使用 at() 成员方法，因为该方法既简单又安全。**

**第六 C++ STL map insert()插入数据的4种方式**

前面讲过，[C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) map 类模板中对[ ]运算符进行了重载，即根据使用场景的不同，借助[ ]运算符可以实现不同的操作。举个例子：

#include <iostream>

#include <map> //map

#include <string> //string

using namespace *std*;

int *main*()

{

*std*::*map*<*string*, *string*> mymap{ {"STL教程","http://c.biancheng.net/java/"} };

//获取已存储键值对中，指定键对应的值

*cout* << mymap["STL教程"] << *endl*;

//向 map 容器添加新键值对

mymap["Python教程"] = "http://c.biancheng.net/python/";

//修改 map 容器已存储键值对中，指定键对应的值

mymap["STL教程"] = "http://c.biancheng.net/stl/";

for (auto iter = mymap.*begin*(); iter != mymap.*end*(); ++iter) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

return 0;

}

**程序执行结果为：**

**http://c.biancheng.net/java/  
Python教程 http://c.biancheng.net/python/  
STL教程 http://c.biancheng.net/stl/**

可以看到，当操作对象为 map 容器中已存储的键值对时，则借助 [ ] 运算符，既可以获取指定键对应的值，还能对指定键对应的值进行修改；反之，若 map 容器内部没有存储以 [ ] 运算符内指定数据为键的键值对，则使用 [ ] 运算符会向当前 map 容器中添加一个新的键值对。  
 实际上，除了使用 [ ] 运算符实现向 map 容器中添加新键值对外，map 类模板中还提供有 insert() 成员方法，该方法专门用来向 map 容器中插入新的键值对。

注意，这里所谓的“插入”，指的是 insert() 方法可以将新的键值对插入到 map 容器中的指定位置，但这与 map 容器会自动对存储的键值对进行排序并不冲突。当使用 insert() 方法向 map 容器的指定位置插入新键值对时，其底层会先将新键值对插入到容器的指定位置，如果其破坏了 map 容器的有序性，该容器会对新键值对的位置进行调整。

**自 C++ 11 标准后，insert() 成员方法的用法大致有以下 4 种。**  
1) 无需指定插入位置，直接将键值对添加到 map 容器中。insert() 方法的语法格式有以下 2 种：

//1、引用传递一个键值对  
pair<iterator,bool> insert (const value\_type& val);  
//2、以右值引用的方式传递键值对  
template <class P>  
    pair<iterator,bool> insert (P&& val);

其中，val 参数表示键值对变量，同时该方法会返回一个 pair 对象，其中 pair.first 表示一个迭代器，pair.second 为一个 bool 类型变量：

如果成功插入 val，则该迭代器指向新插入的 val，bool 值为 true；

如果插入 val 失败，则表明当前 map 容器中存有和 val 的键相同的键值对（用 p 表示），此时返回的迭代器指向 p，bool 值为 false。

**以上 2 种语法格式的区别在于传递参数的方式不同，即无论是局部定义的键值对变量还是全局定义的键值对变量，都采用普通引用传递的方式；而对于临时的键值对变量，则以右值引用的方式传参。有关右值引用，可阅读《[C++右值引用](http://c.biancheng.net/view/439.html" \t "http://c.biancheng.net/view/_blank)》一文做详细了解。**

举个例子：

#include <iostream>

#include <map> //map

#include <string> //string

using namespace *std*;

int *main*()

{

//创建一个空 map 容器

*std*::*map*<*string*, *string*> mymap;

//创建一个真实存在的键值对变量

*std*::*pair*<*string*, *string*> STL = { "STL教程","http://c.biancheng.net/stl/" };

//创建一个接收 insert() 方法返回值的 pair 对象

*std*::*pair*<*std*::*map*<*string*, *string*>::*iterator*, bool> ret;

//插入 STL，由于 STL 并不是临时变量，因此会以第一种方式传参

ret = mymap.*insert*(STL);

*cout* << "ret.iter = <{" << ret.*first*->*first* << ", " << ret.*first*->*second* << "}, " << ret.*second* << ">" << *endl*;

//以右值引用的方式传递临时的键值对变量

ret = mymap.*insert*({ "C语言教程","http://c.biancheng.net/c/" });

*cout* << "ret.iter = <{" << ret.*first*->*first* << ", " << ret.*first*->*second* << "}, " << ret.*second* << ">" << *endl*;

//插入失败样例

ret = mymap.*insert*({ "STL教程","http://c.biancheng.net/java/" });

*cout* << "ret.iter = <{" << ret.*first*->*first* << ", " << ret.*first*->*second* << "}, " << ret.*second* << ">" << *endl*;

return 0;

}

**程序执行结果为：**

**ret.iter = <{STL教程, http://c.biancheng.net/stl/}, 1>  
ret.iter = <{C语言教程, http://c.biancheng.net/c/}, 1>  
ret.iter = <{STL教程, http://c.biancheng.net/stl/}, 0>**

从执行结果中不难看出，程序中共执行了 3 次插入操作，其中成功了 2 次，失败了 1 次：

（1）对于插入成功的 insert() 方法，其返回的 pair 对象中包含一个指向新插入键值对的迭代器和值为 1 的 bool 变量

（2）对于插入失败的 insert() 方法，同样会返回一个 pair 对象，其中包含一个指向 map 容器中键为 "STL教程" 的键值对和值为 0 的 bool 变量。

另外，在程序中的第 21 行代码，还可以使用如下 2 种方式创建临时的键值对变量，它们是等价的：

**//调用 pair 类模板的构造函数**

**ret = mymap.insert(pair<string,string>{ "C语言教程","http://c.biancheng.net/c/" });**

**//调用 make\_pair() 函数**

**ret = mymap.insert(make\_pair("C语言教程", "http://c.biancheng.net/c/"));**

2) 除此之外，insert() 方法还支持向 map 容器的指定位置插入新键值对，该方法的语法格式如下：

//以普通引用的方式传递 val 参数  
iterator insert (const\_iterator position, const value\_type& val);  
//以右值引用的方式传递 val 键值对参数  
template <class P>  
    iterator insert (const\_iterator position, P&& val);

其中 val 为要插入的键值对变量。注意，和第 1 种方式的语法格式不同，这里 insert() 方法返回的是迭代器，而不再是 pair 对象：

（1）如果插入成功，insert() 方法会返回一个指向 map 容器中已插入键值对的迭代器；

（2）如果插入失败，insert() 方法同样会返回一个迭代器，该迭代器指向 map 容器中和 val 具有相同键的那个键值对。  
举个例子：

#include <iostream>

#include <map> //map

#include <string> //string

using namespace *std*;

int *main*()

{

//创建一个空 map 容器

*std*::*map*<*string*, *string*> mymap;

//创建一个真实存在的键值对变量

*std*::*pair*<*string*, *string*> STL = { "STL教程","http://c.biancheng.net/stl/" };

//指定要插入的位置

*std*::*map*<*string*, *string*>::*iterator* it = mymap.*begin*();

//向 it 位置以普通引用的方式插入 STL

auto iter1 = mymap.*insert*(it, STL);

*cout* << iter1->*first* << " " << iter1->*second* << *endl*;

//向 it 位置以右值引用的方式插入临时键值对

auto iter2 = mymap.*insert*(it, *std*::*pair*<*string*, *string*>("C语言教程", "http://c.biancheng.net/c/"));

*cout* << iter2->*first* << " " << iter2->*second* << *endl*;

//插入失败样例

auto iter3 = mymap.*insert*(it, *std*::*pair*<*string*, *string*>("STL教程", "http://c.biancheng.net/java/"));

*cout* << iter3->*first* << " " << iter3->*second* << *endl*;

return 0;

}

**程序执行结果为：**

**STL教程 http://c.biancheng.net/stl/  
C语言教程 http://c.biancheng.net/c/  
STL教程 http://c.biancheng.net/stl/**

再次强调，即便指定了新键值对的插入位置，map 容器仍会对存储的键值对进行排序。也可以说，决定新插入键值对位于 map 容器中位置的，不是 insert() 方法中传入的迭代器，而是新键值对中键的值。  
3) insert() 方法还支持向当前 map 容器中插入其它 map 容器指定区域内的所有键值对，该方法的语法格式如下：

**template <class InputIterator>  
  void insert (InputIterator first, InputIterator last);**

其中 first 和 last 都是迭代器，它们的组合<first,last>可以表示某 map 容器中的指定区域。

举个例子：

#include <iostream>

#include <map> //map

#include <string> //string

using namespace *std*;

int *main*()

{

//创建并初始化 map 容器

*std*::*map*<*std*::*string*, *std*::*string*>mymap{ {"STL教程","http://c.biancheng.net/stl/"},

{"C语言教程","http://c.biancheng.net/c/"},

{"Java教程","http://c.biancheng.net/java/"} };

//创建一个空 map 容器

*std*::*map*<*std*::*string*, *std*::*string*>copymap;

//指定插入区域

*std*::*map*<*string*, *string*>::*iterator* first = ++mymap.*begin*();

*std*::*map*<*string*, *string*>::*iterator* last = mymap.*end*();

//将<first,last>区域内的键值对插入到 copymap 中

copymap.*insert*(first, last);

//遍历输出 copymap 容器中的键值对

for (auto iter = copymap.*begin*(); iter != copymap.*end*(); ++iter) {

*cout* << iter->first << " " << iter->*second* << *endl*;

}

return 0;

}

**程序执行结果为：**

**Java教程 http://c.biancheng.net/java/  
STL教程 http://c.biancheng.net/stl/**

此程序中，<first,last> 指定的区域是从 mumap 容器第 2 个键值对开始，之后所有的键值对，所以 copymap 容器中包含有 2 个键值对。

4) 除了以上一种格式外，insert() 方法还允许一次向 map 容器中插入多个键值对，其语法格式为：

void insert ({val1, val2, ...});

其中，vali 都表示的是键值对变量。  
举个例子：

#include <iostream>

#include <map> //map

#include <string> //string

using namespace *std*;

int *main*()

{

//创建空的 map 容器

*std*::*map*<*std*::*string*, *std*::*string*>mymap;

//向 mymap 容器中添加 3 个键值对

mymap.*insert*({ {"STL教程", "http://c.biancheng.net/stl/"},

{ "C语言教程","http://c.biancheng.net/c/" },

{ "Java教程","http://c.biancheng.net/java/" } });

for (auto iter = mymap.*begin*(); iter != mymap.*end*(); ++iter) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

return 0;

}

**程序执行结果为：**

**C语言教程 http://c.biancheng.net/c/  
Java教程 http://c.biancheng.net/java/  
STL教程 http://c.biancheng.net/stl/**

**值得一提的是，除了 insert() 方法，map 类模板还提供 emplace() 和 emplace\_hint() 方法，它们也可以完成向 map 容器中插入键值对的操作，且效率还会 insert() 方法高。关于这 2 个方法，会在下一节做详细介绍。**

**第七 C++ map容器operator[]和insert()效率对比（深度剖析）**

通过前面的学习我们知道，map 容器模板类中提供有 operator[ ] 和 insert() 这 2 个成员方法，而值得一提的是，这 2 个方法具有相同的功能，它们既可以实现向 map 容器中添加新的键值对元素，也可以实现更新（修改）map 容器已存储键值对的值。

举个例子（程序一）：

#include <iostream>

#include <map> //map

#include <string> //string

using namespace *std*;

int *main*()

{

*std*::*map*<*string*, *string*> mymap;

//借用 operator[] 添加新键值对

mymap["STL教程"] = "http://c.biancheng.net/java/";

*cout* << "old mymap：" << mymap["STL教程"] << *endl*;

//借用 operator[] 更新某个键对应的值

mymap["STL教程"] = "http://c.biancheng.net/stl/";

*cout* << "new mymap：" << mymap["STL教程"] << *endl*;

//借用insert()添加新键值对

*std*::*pair*<*string*, *string*> STL = { "Java教程","http://c.biancheng.net/python/" };

*std*::*pair*<*std*::*map*<*string*, *string*>::*iterator*, bool> ret;

ret = mymap.*insert*(STL);

*cout* << "old ret.iter = <{" << ret.*first*->*first* << ", " << ret.*first*->*second* << "}, " << ret.*second* << ">" << *endl*;

//借用 insert() 更新键值对

mymap.*insert*(STL).*first*->*second* = "http://c.biancheng.net/java/";

*cout* << "new ret.iter = <" << ret.*first*->*first* << ", " << ret.*first*->*second* << ">" << *endl*;

return 0;

}

**程序执行结果为：**

**old mymap：http://c.biancheng.net/java/  
new mymap：http://c.biancheng.net/stl/  
old ret.iter = <{Java教程, http://c.biancheng.net/python/}, 1>  
new ret.iter = <Java教程, http://c.biancheng.net/java/>**

有关程序中 operator[ ] 和 insert() 成员方法的具体用法，读者可翻阅前面的文章做详细了解，这里不再做过多解释。

显然，map 模板类中 operator[ ] 和 insert() 的功能发生了重叠，这就产生了一个问题，谁的执行效率更高呢？  
 总的来说，读者可记住这样一条结论：当实现“向 map 容器中添加新键值对元素”的操作时，insert() 成员方法的执行效率更高；而在实现“更新 map 容器指定键值对的值”的操作时，operator[ ] 的效率更高。  
  
至于为什么，有兴趣的读者可继续往下阅读。

**一 向map容器中增添元素，insert()效率更高**

首先解释一下，为什么实现向 map 容器中添加新键值对元素，insert() 方法的执行效率比 operator[ ] 更高？回顾程序一中，如下语句完成了向空 mymap 容器添加新的键值对元素：

**mymap["STL教程"] = "http://c.biancheng.net/java/";**

此行代码中，mymap["STL教程"] 实际上是 mymap.operator[ ](“STL教程”) 的缩写（底层调用的 operator[ ] 方法），该方法会返回一个指向 “STL教程” 对应的 value 值的引用。  
 但需要注意的是，由于此时 mymap 容器是空的，并没有 "STL教程" 对应的 value 值。这种情况下，operator[ ] 方法会默认构造一个 string 对象，并将其作为 "STL教程" 对应的 value 值，然后返回一个指向此 string 对象的引用。在此基础上，代码还会将 "http://c.biancheng.net.java/" 赋值给这个 string 对象。  
 也就是说，上面这行代码的执行流程，可以等效为如下程序：

**typedef map<string, string> mstr;**

**//创建要添加的默认键值对元素**

**pair<mstr::iterator, bool>res = mymap.insert(mstr::value\_type("STL教程", string()));**

**//将新键值对的值赋值为指定的值**

**res.first->second = "http://c.biancheng.net/java/";**

**注意，这里的 value\_type(K,T) 指的是 map 容器中存储元素的类型，其实际上就等同于 pair<K,T>。**

可以看到，使用 operator[ ] 添加新键值对元素的流程是，先构造一个有默认值的键值对，然后再为其 value 赋值。  
 那么，为什么不直接构造一个要添加的键值对元素呢，比如：

**mymap.insert(mstr::value\_type("STL教程", "http://c.biancheng.net/java/"));**

此行代码和上面程序的执行效果完全相同，但它省略了创建临时 string 对象的过程以及析构该对象的过程，同时还省略了调用 string 类重载的赋值运算符。由于可见，同样是完成向 map 容器添加新键值对，insert() 方法比 operator[ ] 的执行效率更高。

**二 更新map容器中的键值对，operator[]效率更高**

仍以程序一中的代码为例，如下分别是 operator[ ] 和 insert() 实现更新 mymap 容器中指定键对应的值的代码：

**//operator[]**

**mymap["STL教程"] = "http://c.biancheng.net/stl/";**

**//insert()**

**std::pair<string, string> STL = { "Java教程","http://c.biancheng.net/python/" };**

**mymap.insert(STL).first->second = "http://c.biancheng.net/java/";**

仅仅从语法形式本身来考虑，或许已经促使很多读者选择 operator[ ] 了。接下来，我们再从执行效率的角度对比以上 2 种实现方式。  
 从上面代码可以看到，insert() 方法在进行更新操作之前，需要有一个 pair 类型（也就是 map::value\_type 类型）元素做参数。这意味着，该方法要多构造一个 pair 对象（附带要构造 2 个 string 对象），并且事后还要析构此 pair 对象（附带 2 个 string 对象的析构）。  
 而和 insert() 方法相比，operator[ ] 就不需要使用 pair 对象，自然不需要构造（并析构）任何 pair 对象或者 string 对象。因此，对于更新已经存储在 map 容器中键值对的值，应优先使用 operator[ ] 方法。

**第八 C++ STL map emplace()和emplace\_hint()**

学习 map insert() 方法时提到，[C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) map 类模板中还提供了 emplace() 和 emplace\_hint() 成员函数，也可以实现向 map 容器中插入新的键值对。本节就来讲解这 2 个成员方法的用法。

**值得一提的是，实现相同的插入操作，无论是用 emplace() 还是 emplace\_hont()，都比 insert() 方法的效率高（后续章节会详细讲解）。**

和 insert() 方法相比，emplace() 和 emplace\_hint() 方法的使用要简单很多，因为它们各自只有一种语法格式。其中，emplace() 方法的语法格式如下：

**template <class... Args>  
  pair<iterator,bool> emplace (Args&&... args);**

参数 (Args&&... args) 指的是，这里只需要将创建新键值对所需的数据作为参数直接传入即可，此方法可以自行利用这些数据构建出指定的键值对。另外，该方法的返回值也是一个 pair 对象，其中 pair.first 为一个迭代器，pair.second 为一个 bool 类型变量：

（1）当该方法将键值对成功插入到 map 容器中时，其返回的迭代器指向该新插入的键值对，同时 bool 变量的值为 true；

（2）当插入失败时，则表明 map 容器中存在具有相同键的键值对，此时返回的迭代器指向此具有相同键的键值对，同时 bool 变量的值为 false。  
下面程序演示 emplace() 方法的具体用法：

#include <iostream>

#include <map> //map

#include <string> //string

using namespace *std*;

int *main*()

{

//创建并初始化 map 容器

*std*::*map*<*string*, *string*>mymap;

//插入键值对

*pair*<*map*<*string*, *string*>::*iterator*, bool> ret = mymap.*emplace*("STL教程", "http://c.biancheng.net/stl/");

*cout* << "1、ret.iter = <{" << ret.*first*->*first* << ", " << ret.*first*->*second* << "}, " << ret.*second* << ">" << *endl*;

//插入新键值对

ret = mymap.*emplace*("C语言教程", "http://c.biancheng.net/c/");

*cout* << "2、ret.iter = <{" << ret.*first*->*first* << ", " << ret.*first*->*second* << "}, " << ret.*second* << ">" << *endl*;

//失败插入的样例

ret = mymap.*emplace*("STL教程", "http://c.biancheng.net/java/");

*cout* << "3、ret.iter = <{" << ret.*first*->*first* << ", " << ret.*first*->*second* << "}, " << ret.*second* << ">" << *endl*;

return 0;

}

**程序执行结果为：**

**1、ret.iter = <{STL教程, http://c.biancheng.net/stl/}, 1>  
2、ret.iter = <{C语言教程, http://c.biancheng.net/c/}, 1>  
3、ret.iter = <{STL教程, http://c.biancheng.net/stl/}, 0>**

可以看到，程序中共执行了 3 次向 map 容器插入键值对的操作，其中前 2 次都成功了，第 3 次由于要插入的键值对的键和 map 容器中已存在的键值对的键相同，因此插入失败。  
  
emplace\_hint() 方法的功能和 emplace() 类似，其语法格式如下：

**template <class... Args>  
  iterator emplace\_hint (const\_iterator position, Args&&... args);**

显然和 emplace() 语法格式相比，有以下 2 点不同：

（1）该方法不仅要传入创建键值对所需要的数据，还需要传入一个迭代器作为第一个参数，指明要插入的位置（新键值对键会插入到该迭代器指向的键值对的前面）；

（2）该方法的返回值是一个迭代器，而不再是 pair 对象。当成功插入新键值对时，返回的迭代器指向新插入的键值对；反之，如果插入失败，则表明 map 容器中存有相同键的键值对，返回的迭代器就指向这个键值对。  
下面程序演示 emplace\_hint() 方法的用法：

#include <iostream>

#include <map> //map

#include <string> //string

using namespace *std*;

int *main*()

{

//创建并初始化 map 容器

*std*::*map*<*string*, *string*>mymap;

//指定在 map 容器插入键值对

*map*<*string*, *string*>::*iterator* iter = mymap.*emplace\_hint*(mymap.*begin*(), "STL教程", "http://c.biancheng.net/stl/");

*cout* << iter->*first* << " " << iter->*second* << *endl*;

iter = mymap.*emplace\_hint*(mymap.*begin*(), "C语言教程", "http://c.biancheng.net/c/");

*cout* << iter->*first* << " " << iter->*second* << *endl*;

//插入失败样例

iter = mymap.*emplace\_hint*(mymap.*begin*(), "STL教程", "http://c.biancheng.net/java/");

*cout* << iter->*first* << " " << iter->*second* << *endl*;

return 0;

}

**程序执行结果为：**

**STL教程 http://c.biancheng.net/stl/  
C语言教程 http://c.biancheng.net/c/  
STL教程 http://c.biancheng.net/stl/**

**注意，和 insert() 方法一样，虽然 emplace\_hint() 方法指定了插入键值对的位置，但 map 容器为了保持存储键值对的有序状态，可能会移动其位置。**

**那么，为什么 emplace() 和 emplace\_hint() 方法的执行效率，比 insert() 高呢？下一节会做详细解释。**

**第九 C++ map容器3种插入键值对的方法，谁的效率更高？**

上一节在学习 C++STL map 容器的 emplace() 和 emplace\_hint() 的基本用法时，还遗留了一个问题，即为什么 emplace() 和 emplace\_hint() 的执行效率会比 insert() 高？  
 原因很简单，它们向 map 容器插入键值对时，底层的实现方式不同：

使用 insert() 向 map 容器中插入键值对的过程是，先创建该键值对，然后再将该键值对复制或者移动到 map 容器中的指定位置；

使用 emplace() 或 emplace\_hint() 插入键值对的过程是，直接在 map 容器中的指定位置构造该键值对。  
 也就是说，向 map 容器中插入键值对时，emplace() 和 emplace\_hint() 方法都省略了移动键值对的过程，因此执行效率更高。下面程序提供了有利的证明：

#include <iostream>

#include <map> //map

#include <string> //string

using namespace *std*;

class testDemo

{

public:

testDemo(int num) :num(num) {

*std*::*cout* << "调用构造函数" << *endl*;

}

testDemo(const testDemo& other) :num(other.num) {

*std*::*cout* << "调用拷贝构造函数" << *endl*;

}

testDemo(testDemo&& other) :num(other.num) {

*std*::*cout* << "调用移动构造函数" << *endl*;

}

private:

int num;

};

int *main*()

{

//创建空 map 容器

*std*::*map*<*std*::*string*, testDemo>mymap;

*cout* << "insert():" << *endl*;

mymap.*insert*({ "http://c.biancheng.net/stl/", testDemo(1) });

*cout* << "emplace():" << *endl*;

mymap.*emplace*("http://c.biancheng.net/stl/:", 1);

*cout* << "emplace\_hint():" << *endl*;

mymap.*emplace\_hint*(mymap.*begin*(), "http://c.biancheng.net/stl/", 1);

return 0;

}

**程序输出结果为：**

**insert():  
调用构造函数  
调用移动构造函数  
调用移动构造函数  
emplace():  
调用构造函数  
emplace\_hint():  
调用构造函数**

分析一下这个程序。首先，我们创建了一个存储 <string,tempDemo> 类型键值对的空 map 容器，接下来分别用 insert()、emplace() 和 emplace\_hint() 方法向该 map 容器中插入相同的键值对。  
 从输出结果可以看出，在使用 insert() 方法向 map 容器插入键值对时，整个插入过程调用了 1 次 tempDemo 类的构造函数，同时还调用了 2 次移动构造函数。实际上，程序第 28 行代码底层的执行过程，可以分解为以下 3 步：

**//构造类对象**

**testDemo val = testDemo(1); //调用 1 次构造函数**

**//构造键值对**

**auto pai = make\_pair("http://c.biancheng.net/stl/", val); //调用 1 次移动构造函数**

**//完成插入操作**

**mymap.insert(pai); //调用 1 次移动构造函数**

而完成同样的插入操作，emplace() 和 emplace\_hint() 方法都只调用了 1 次构造函数，这足以证明，这 2 个方法是在 map 容器内部直接构造的键值对。

因此，在实现向 map 容器中插入键值对时，应优先考虑使用 emplace() 或者 emplace\_hint()。

**第十 C++ STL multimap容器用法完全攻略**

在掌握 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) map 容器的基础上，本节再讲一个和 map 相似的关联式容器，即 multimap 容器。  
 所谓“相似”，指的是 multimap 容器具有和 map 相同的特性，即 multimap 容器也用于存储 pair<const K, T> 类型的键值对（其中 K 表示键的类型，T 表示值的类型），其中各个键值对的键的值不能做修改；并且，该容器也会自行根据键的大小对存储的所有键值对做排序操作。和 map 容器的区别在于，multimap 容器中可以同时存储多（≥2）个键相同的键值对。  
 和 map 容器一样，实现 multimap 容器的类模板也定义在<map>头文件，并位于 std 命名空间中。因此，在使用 multimap 容器前，程序应包含如下代码：

#include <map>  
u[sin](http://c.biancheng.net/ref/sin.html" \t "http://c.biancheng.net/view/_blank)g namespace std;

注意，第二行代码不是必需的，但若不用，则程序中在使用 multimap 容器时需手动注明 std 命名空间（强烈建议初学者使用）。

multimap 容器类模板的定义如下：

**template < class Key, // 指定键（key）的类型**

**class T, // 指定值（value）的类型**

**class Compare = less<Key>, // 指定排序规则**

**class Alloc = allocator<pair<const Key,T> > // 指定分配器对象的类型**

**> class multimap;**

可以看到，multimap 容器模板有 4 个参数，其中后 2 个参数都设有默认值。

大多数场景中，我们只需要设定前 2 个参数的值，有些场景可能会用到第 3 个参数，但最后一个参数几乎不会用到。

**一 创建C++ multimap容器的方法**

multimap 类模板内部提供有多个构造函数，总的来说，创建 multimap 容器的方式可归为以下 5 种。  
1) 通过调用 multimap 类模板的默认构造函数，可以创建一个空的 multimap 容器：

std::multimap<std::string, std::string>mymultimap;

如果程序中已经默认指定了 std 命令空间，这里可以省略 std::。  
2) 当然，在创建 multimap 容器的同时，还可以进行初始化操作。比如：

//创建并初始化 multimap 容器

**multimap<string, string>mymultimap{ {"C语言教程", "http://c.biancheng.net/c/"},**

**{"[Python](http://c.biancheng.net/python/" \t "http://c.biancheng.net/view/_blank)教程", "http://c.biancheng.net/python/"},**

**{"STL教程", "http://c.biancheng.net/stl/"} };**

注意，使用此方式初始化 multimap 容器时，其底层会先将每一个{key, value}创建成 pair 类型的键值对，然后再用已建好的各个键值对初始化 multimap 容器。  
 实际上，我们完全可以先手动创建好键值对，然后再用其初始化 multimap 容器。下面程序使用了 2 种方式创建 pair 类型键值对，再用其初始化 multimap 容器，它们是完全等价的：

**//借助 pair 类模板的构造函数来生成各个pair类型的键值对**

**multimap<string, string>mymultimap{**

**pair<string,string>{"C语言教程", "http://c.biancheng.net/c/"},**

**pair<string,string>{ "Python教程", "http://c.biancheng.net/python/"},**

**pair<string,string>{ "STL教程", "http://c.biancheng.net/stl/"}**

**};**

**//调用 make\_pair() 函数，生成键值对元素**

**//创建并初始化 multimap 容器**

**multimap<string, string>mymultimap{**

**make\_pair("C语言教程", "http://c.biancheng.net/c/"),**

**make\_pair("Python教程", "http://c.biancheng.net/python/"),**

**make\_pair("STL教程", "http://c.biancheng.net/stl/")**

**};**  
3) 除此之外，通过调用 multimap 类模板的拷贝（复制）构造函数，也可以初始化新的 multimap 容器。例如：

**multimap<string, string>newmultimap(mymultimap);**

由此，就成功创建一个和 mymultimap 完全一样的 newmultimap 容器。  
在 C++ 11 标准中，还为 multimap 类增添了移动构造函数。即当有临时的 multimap 容器作为参数初始化新 multimap 容器时，其底层就会调用移动构造函数来实现初始化操作。举个例子：

**//创建一个会返回临时 multimap 对象的函数**

**multimap<string, string> dismultimap() {**

**multimap<string, string>tempmultimap{ {"C语言教程", "http://c.biancheng.net/c/"},{"Python教程", "http://c.biancheng.net/python/"} };**

**return tempmultimap;**

**}**

**//调用 multimap 类模板的移动构造函数创建 newMultimap 容器**

**multimap<string, string>newmultimap(dismultimap());**

上面程序中，由于 dismultimap() 函数返回的 tempmultimap 容器是一个临时对象，因此在实现初始化 newmultimap 容器时，底层调用的是 multimap 容器的移动构造函数，而不再是拷贝构造函数。

注意，无论是调用复制构造函数还是调用拷贝构造函数，都必须保证这 2 个容器的类型完全一致。

4) multimap 类模板还支持从已有 multimap 容器中，选定某块区域内的所有键值对，用作初始化新 multimap 容器时使用。例如：

**//创建并初始化 multimap 容器**

**multimap<string, string>mymultimap{ {"C语言教程", "http://c.biancheng.net/c/"},**

**{"Python教程", "http://c.biancheng.net/python/"},**

**{"STL教程", "http://c.biancheng.net/stl/"} };**

**multimap<string, string>newmultimap(++mymultimap.begin(), mymultimap.end());**

这里使用了 multimap 容器的迭代器，选取了 mymultimap 容器中的最后 2 个键值对，用于初始化 newmultimap 容器。

multimap 容器迭代器，和 map 容器迭代器的用法完全相同，这里不再赘述。  
5) 前面讲到，multimap 类模板共可以接收 4 个参数，其中第 3 个参数可用来修改 multimap 容器内部的排序规则。默认情况下，此参数的值为std::less<T>，这意味着以下 2 种创建 multimap 容器的方式是等价的：

**multimap<char, int>mymultimap{ {'a',1},{'b',2} };**

**multimap<char, int, std::less<char>>mymultimap{ {'a',1},{'b',2} };**

mymultimap 容器中键值对的存储顺序为：

<a,1>  
<b,2>

下面程序利用了 STL 模板库提供的std::greater<T>排序函数，实现令 multimap 容器对存储的键值对做降序排序：

**multimap<char, int, std::greater<char>>mymultimap{ {'a',1},{'b',2} };**

其内部键值对的存储顺序为：

**<b,2>  
<a,1>**

**在某些特定场景中，我们还可以为 multimap 容器自定义排序规则，此部分知识后续将利用整整一节做重点讲解。**

**二 C++ multimap容器包含的成员方法**

表 1 列出了 multimap 类模板提供的常用成员方法及各自的功能。

表 1 C++ multimap 容器常用成员方法

|  |  |
| --- | --- |
| **成员方法** | **功能** |
| begin() | 返回指向容器中第一个（注意，是已排好序的第一个）键值对的双向迭代器。如果 multimap 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| end() | 返回指向容器最后一个元素（注意，是已排好序的最后一个）所在位置后一个位置的双向迭代器，通常和 begin() 结合使用。如果 multimap 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| rbegin() | 返回指向最后一个（注意，是已排好序的最后一个）元素的反向双向迭代器。如果 multimap 容器用 const 限定，则该方法返回的是 const 类型的反向双向迭代器。 |
| rend() | 返回指向第一个（注意，是已排好序的第一个）元素所在位置前一个位置的反向双向迭代器。如果 multimap 容器用 const 限定，则该方法返回的是 const 类型的反向双向迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的键值对。 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的键值对。 |
| crbegin() | 和 rbegin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的键值对。 |
| crend() | 和 rend() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的键值对。 |
| find(key) | 在 multimap 容器中查找首个键为 key 的键值对，如果成功找到，则返回指向该键值对的双向迭代器；反之，则返回和 end() 方法一样的迭代器。另外，如果 multimap 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| lower\_bound(key) | 返回一个指向当前 multimap 容器中第一个大于或等于 key 的键值对的双向迭代器。如果 multimap 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| upper\_bound(key) | 返回一个指向当前 multimap 容器中第一个大于 key 的键值对的迭代器。如果 multimap 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| equal\_range(key) | 该方法返回一个 pair 对象（包含 2 个双向迭代器），其中 pair.first 和 lower\_bound() 方法的返回值等价，pair.second 和 upper\_bound() 方法的返回值等价。也就是说，该方法将返回一个范围，该范围中包含的键为 key 的键值对。 |
| empty() | 若容器为空，则返回 true；否则 false。 |
| size() | 返回当前 multimap 容器中存有键值对的个数。 |
| max\_size() | 返回 multimap 容器所能容纳键值对的最大个数，不同的操作系统，其返回值亦不相同。 |
| insert() | 向 multimap 容器中插入键值对。 |
| erase() | 删除 multimap 容器指定位置、指定键（key）值或者指定区域内的键值对。 |
| swap() | 交换 2 个 multimap 容器中存储的键值对，这意味着，操作的 2 个键值对的类型必须相同。 |
| clear() | 清空 multimap 容器中所有的键值对，使 multimap 容器的 size() 为 0。 |
| emplace() | 在当前 multimap 容器中的指定位置处构造新键值对。其效果和插入键值对一样，但效率更高。 |
| emplace\_hint() | 在本质上和 emplace() 在 multimap 容器中构造新键值对的方式是一样的，不同之处在于，使用者必须为该方法提供一个指示键值对生成位置的迭代器，并作为该方法的第一个参数。 |
| count(key) | 在当前 multimap 容器中，查找键为 key 的键值对的个数并返回。 |

**和 map 容器相比，multimap 未提供 at() 成员方法，也没有重载 [] 运算符。这意味着，map 容器中通过指定键获取指定指定键值对的方式，将不再适用于 multimap 容器。其实这很好理解，因为 multimap 容器中指定的键可能对应多个键值对，而不再是 1 个。**

另外值的一提的是，由于 multimap 容器可存储多个具有相同键的键值对，因此表 1 中的 lower\_bound()、upper\_bound()、equal\_range() 以及 count() 成员方法会经常用到。

下面例子演示了表 1 中部分成员方法的用法：

#include <iostream>

#include <map> //map

using namespace *std*;

int *main*()

{

//创建并初始化 multimap 容器

*multimap*<char, int>mymultimap{ {'a',10},{'b',20},{'b',15}, {'c',30} };

//输出 mymultimap 容器存储键值对的数量

*cout* << mymultimap.*size*() << *endl*;

//输出 mymultimap 容器中存储键为 'b' 的键值对的数量

*cout* << mymultimap.*count*('b') << *endl*;

for (auto iter = mymultimap.*begin*(); iter != mymultimap.*end*(); ++iter) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

return 0;

}

**程序执行结果为：**

**4  
2  
a 10  
b 20  
b 15  
c 30**

注意，只要是 multimap 容器提供的成员方法，map 容器都提供，并且它们的用法是相同的。前面章节中已经对 map 容器提供的成员方法做了详细的讲解，因此这里不再对表 1 中其它的成员方法做详细的介绍。

**第十一 C++ STL set容器完全攻略**

前面章节讲解了 map 容器和 multimap 容器的用法，类似地，[C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 标准库中还提供有 set 和 multiset 这 2 个容器，它们也属于关联式容器。不过，本节先讲解 set 容器，后续章节再讲解 multiset 容器。  
 和 map、multimap 容器不同，使用 set 容器存储的各个键值对，要求键 key 和值 value 必须相等。  
举个例子，如下有 2 组键值对数据：

**{<'a', 1>, <'b', 2>, <'c', 3>}  
{<'a', 'a'>, <'b', 'b'>, <'c', 'c'>}**

显然，第一组数据中各键值对的键和值不相等，而第二组中各键值对的键和值对应相等。对于 set 容器来说，只能存储第 2 组键值对，而无法存储第一组键值对。  
 基于 set 容器的这种特性，当使用 set 容器存储键值对时，只需要为其提供各键值对中的 value 值（也就是 key 的值）即可。仍以存储上面第 2 组键值对为例，只需要为 set 容器提供 {'a','b','c'} ，该容器即可成功将它们存储起来。  
 通过前面的学习我们知道，map、multimap 容器都会自行根据键的大小对存储的键值对进行排序，set 容器也会如此，只不过 set 容器中各键值对的键 key 和值 value 是相等的，根据 key 排序，也就等价为根据 value 排序。  
 另外，使用 set 容器存储的各个元素的值必须各不相同。更重要的是，从语法上讲 set 容器并没有强制对存储元素的类型做 const 修饰，即 set 容器中存储的元素的值是可以修改的。但是，C++ 标准为了防止用户修改容器中元素的值，对所有可能会实现此操作的行为做了限制，使得在正常情况下，用户是无法做到修改 set 容器中元素的值的。

**对于初学者来说，切勿尝试直接修改 set 容器中已存储元素的值，这很有可能破坏 set 容器中元素的有序性，最正确的修改 set 容器中元素值的做法是：先删除该元素，然后再添加一个修改后的元素。**

值得一提的是，set 容器定义于<set>头文件，并位于 std 命名空间中。因此如果想在程序中使用 set 容器，该程序代码应先包含如下语句：

**#include <set>**

**u[sin](http://c.biancheng.net/ref/sin.html" \t "http://c.biancheng.net/view/_blank)g namespace std;**

**注意，第二行代码不是必需的，如果不用，则后续程序中在使用 set 容器时，需手动注明 std 命名空间（强烈建议初学者使用）。**  
  
**set 容器的类模板定义如下：**

**template < class T, // 键 key 和值 value 的类型**

**class Compare = less<T>, // 指定 set 容器内部的排序规则**

**class Alloc = allocator<T> // 指定分配器对象的类型**

**> class set;**

**注意，由于 set 容器存储的各个键值对，其键和值完全相同，也就意味着它们的类型相同，因此 set 容器类模板的定义中，仅有第 1 个参数用于设定存储数据的类型。**

**对于 set 类模板中的 3 个参数，后 2 个参数自带默认值，且几乎所有场景中只需使用前 2 个参数，第 3 个参数不会用到。**

**一 创建C++ set容器的几种方法**

常见的创建 set 容器的方法，大致有以下 5 种。  
  
1) 调用默认构造函数，创建空的 set 容器。比如：

**std::set<std::string> myset;**

如果程序中已经默认指定了 std 命令空间，这里可以省略 std::。

由此就创建好了一个 set 容器，该容器采用默认的std::less<T>规则，会对存储的 string 类型元素做升序排序。注意，由于 set 容器支持随时向内部添加新的元素，因此创建空 set 容器的方法是经常使用的。  
  
2) 除此之外，set 类模板还支持在创建 set 容器的同时，对其进行初始化。例如：

**std::set<std::string> myset{"http://c.biancheng.net/java/",**

**"http://c.biancheng.net/stl/",**

**"http://c.biancheng.net/python/"};**

由此即创建好了包含 3 个 string 元素的 myset 容器。由于其采用默认的 std::less<T> 规则，因此其内部存储 string 元素的顺序如下所示：

**"http://c.biancheng.net/java/"  
"http://c.biancheng.net/python/"  
"http://c.biancheng.net/stl/"**

3) set 类模板中还提供了拷贝（复制）构造函数，可以实现在创建新 set 容器的同时，将已有 set 容器中存储的所有元素全部复制到新 set 容器中。  
  
例如，在第 2 种方式创建的 myset 容器的基础上，执行如下代码：

**std::set<std::string> copyset(myset);**

**//等同于**

**//std::set<std::string> copyset = myset**

**该行代码在创建 copyset 容器的基础上，还会将 myset 容器中存储的所有元素，全部复制给 copyset 容器一份。**  
**另外，C++ 11 标准还为 set 类模板新增了移动构造函数，其功能是实现创建新 set 容器的同时，利用临时的 set 容器为其初始化。比如：**

**set<string> retSet() {**

**std::set<std::string> myset{ "http://c.biancheng.net/java/",**

**"http://c.biancheng.net/stl/",**

**"http://c.biancheng.net/python/" };**

**return myset;**

**}**

**std::set<std::string> copyset(retSet());**

**//或者**

**//std::set<std::string> copyset = retSet();**

**注意，由于 retSet() 函数的返回值是一个临时 set 容器，因此在初始化 copyset 容器时，其内部调用的是 set 类模板中的移动构造函数，而非拷贝构造函数。**

显然，无论是调用复制构造函数还是调用拷贝构造函数，都必须保证这 2 个容器的类型完全一致。

4) 在第 3 种方式的基础上，set 类模板还支持取已有 set 容器中的部分元素，来初始化新 set 容器。例如：

s**td::set<std::string> myset{ "http://c.biancheng.net/java/",**

**"http://c.biancheng.net/stl/",**

**"http://c.biancheng.net/python/" };**

**std::set<std::string> copyset(++myset.begin(), myset.end());**

**由此初始化的 copyset 容器，其内部仅存有如下 2 个 string 字符串：**

**"http://c.biancheng.net/python/"  
"http://c.biancheng.net/stl/"**

5) 以上几种方式创建的 set 容器，都采用了默认的std::less<T>规则。其实，借助 set 类模板定义中第 2 个参数，我们完全可以手动修改 set 容器中的排序规则。比如：

**std::set<std::string,std::greater<string> > myset{**

**"http://c.biancheng.net/java/",**

**"http://c.biancheng.net/stl/",**

**"http://c.biancheng.net/python/"};**

**通过选用 std::greater<string> 降序规则，myset 容器中元素的存储顺序为:**

**"http://c.biancheng.net/stl/"  
"http://c.biancheng.net/python/"  
"http://c.biancheng.net/java/"**

**二 C++ STL set容器包含的成员方法**

表 1 列出了 set 容器提供的常用成员方法以及各自的功能。

表 1 C++ set 容器常用成员方法

|  |  |
| --- | --- |
| **成员方法** | **功能** |
| begin() | 返回指向容器中第一个（注意，是已排好序的第一个）元素的双向迭代器。如果 set 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| end() | 返回指向容器最后一个元素（注意，是已排好序的最后一个）所在位置后一个位置的双向迭代器，通常和 begin() 结合使用。如果 set 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| rbegin() | 返回指向最后一个（注意，是已排好序的最后一个）元素的反向双向迭代器。如果 set 容器用 const 限定，则该方法返回的是 const 类型的反向双向迭代器。 |
| rend() | 返回指向第一个（注意，是已排好序的第一个）元素所在位置前一个位置的反向双向迭代器。如果 set 容器用 const 限定，则该方法返回的是 const 类型的反向双向迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的元素值。 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的元素值。 |
| crbegin() | 和 rbegin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的元素值。 |
| crend() | 和 rend() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的元素值。 |
| find(val) | 在 set 容器中查找值为 val 的元素，如果成功找到，则返回指向该元素的双向迭代器；反之，则返回和 end() 方法一样的迭代器。另外，如果 set 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| lower\_bound(val) | 返回一个指向当前 set 容器中第一个大于或等于 val 的元素的双向迭代器。如果 set 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| upper\_bound(val) | 返回一个指向当前 set 容器中第一个大于 val 的元素的迭代器。如果 set 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| equal\_range(val) | 该方法返回一个 pair 对象（包含 2 个双向迭代器），其中 pair.first 和 lower\_bound() 方法的返回值等价，pair.second 和 upper\_bound() 方法的返回值等价。也就是说，该方法将返回一个范围，该范围中包含的值为 val 的元素（set 容器中各个元素是唯一的，因此该范围最多包含一个元素）。 |
| empty() | 若容器为空，则返回 true；否则 false。 |
| size() | 返回当前 set 容器中存有元素的个数。 |
| max\_size() | 返回 set 容器所能容纳元素的最大个数，不同的操作系统，其返回值亦不相同。 |
| insert() | 向 set 容器中插入元素。 |
| erase() | 删除 set 容器中存储的元素。 |
| swap() | 交换 2 个 set 容器中存储的所有元素。这意味着，操作的 2 个 set 容器的类型必须相同。 |
| clear() | 清空 set 容器中所有的元素，即令 set 容器的 size() 为 0。 |
| emplace() | 在当前 set 容器中的指定位置直接构造新元素。其效果和 insert() 一样，但效率更高。 |
| emplace\_hint() | 在本质上和 emplace() 在 set 容器中构造新元素的方式是一样的，不同之处在于，使用者必须为该方法提供一个指示新元素生成位置的迭代器，并作为该方法的第一个参数。 |
| count(val) | 在当前 set 容器中，查找值为 val 的元素的个数，并返回。注意，由于 set 容器中各元素的值是唯一的，因此该函数的返回值最大为 1。 |

下面程序演示了表 1 中部分成员函数的用法：

#include <iostream>

#include <set>

#include <string>

using namespace *std*;

int *main*()

{

//创建空set容器

*std*::*set*<*std*::*string*> myset;

//空set容器不存储任何元素

*cout* << "1、myset size = " << myset.*size*() << *endl*;

//向myset容器中插入新元素

myset.*insert*("http://c.biancheng.net/java/");

myset.*insert*("http://c.biancheng.net/stl/");

myset.*insert*("http://c.biancheng.net/python/");

*cout* << "2、myset size = " << myset.*size*() << *endl*;

//利用双向迭代器，遍历myset

for (auto iter = myset.*begin*(); iter != myset.*end*(); ++iter) {

*cout* << \*iter << *endl*;

}

return 0;

}

**程序执行结果为：**

**1、myset size = 0  
2、myset size = 3  
http://c.biancheng.net/java/  
http://c.biancheng.net/python/  
http://c.biancheng.net/stl/**

**有关表 1 中其它成员方法的用法，后续章节会做详细讲解。**

**第十二 C++ STL set容器迭代器用法详解**

和 map 容器不同，[C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 中的 set 容器类模板中未提供 at() 成员函数，也未对 [] 运算符进行重载。因此，要想访问 set 容器中存储的元素，只能借助 set 容器的迭代器。  
 值得一提的是，C++ STL 标准库为 set 容器配置的迭代器类型为双向迭代器。这意味着，假设 p 为此类型的迭代器，则其只能进行 ++p、p++、--p、p--、\*p 操作，并且 2 个双向迭代器之间做比较，也只能使用 == 或者 != 运算符。在 set 容器类模板提供的所有成员函数中，返回迭代器的成员函数如表 1 所示。

表 1 C++ set 容器迭代器方法

|  |  |
| --- | --- |
| **成员方法** | **功能** |
| begin() | 返回指向容器中第一个（注意，是已排好序的第一个）元素的双向迭代器。如果 set 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| end() | 返回指向容器最后一个元素（注意，是已排好序的最后一个）所在位置后一个位置的双向迭代器，通常和 begin() 结合使用。如果 set 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| rbegin() | 返回指向最后一个（注意，是已排好序的最后一个）元素的反向双向迭代器。如果 set 容器用 const 限定，则该方法返回的是 const 类型的反向双向迭代器。 |
| rend() | 返回指向第一个（注意，是已排好序的第一个）元素所在位置前一个位置的反向双向迭代器。通常和 rbegin() 结合使用。如果 set 容器用 const 限定，则该方法返回的是 const 类型的反向双向迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的元素值。 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的元素值。 |
| crbegin() | 和 rbegin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的元素值。 |
| crend() | 和 rend() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的元素值。 |
| find(val) | 在 set 容器中查找值为 val 的元素，如果成功找到，则返回指向该元素的双向迭代器；反之，则返回和 end() 方法一样的迭代器。另外，如果 set 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| lower\_bound(val) | 返回一个指向当前 set 容器中第一个大于或等于 val 的元素的双向迭代器。如果 set 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| upper\_bound(val) | 返回一个指向当前 set 容器中第一个大于 val 的元素的迭代器。如果 set 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| equal\_range(val) | 该方法返回一个 pair 对象（包含 2 个双向迭代器），其中 pair.first 和 lower\_bound() 方法的返回值等价，pair.second 和 upper\_bound() 方法的返回值等价。也就是说，该方法将返回一个范围，该范围中包含的值为 val 的元素（set 容器中各个元素是唯一的，因此该范围最多包含一个元素）。 |

**注意，以上成员函数返回的迭代器，指向的只是 set 容器中存储的元素，而不再是键值对。另外，以上成员方法返回的迭代器，无论是 const 类型还是非 const 类型，都不能用于修改 set 容器中的值。**

图 2 演示了表 1 中除最后 4 个成员函数外，其它几个成员函数的具体功能。
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图 2 set容器迭代器功能示意图

**其中，Ei 表示 set 容器中存储的各个元素，它们的值各不相同。**

下面程序以 begin()/end() 为例，演示了如何使用图 2 中相关迭代器遍历 set 容器：

#include <iostream>

#include <set>

#include <string>

using namespace *std*;

int *main*()

{

//创建并初始化set容器

*std*::*set*<*std*::*string*> myset{ "http://c.biancheng.net/java/",

"http://c.biancheng.net/stl/",

"http://c.biancheng.net/python/"

};

//利用双向迭代器，遍历myset

for (auto iter = myset.*begin*(); iter != myset.*end*(); ++iter) {

*cout* << \*iter << *endl*;

}

return 0;

}

**程序执行结果为：**

**http://c.biancheng.net/java/  
http://c.biancheng.net/python/  
http://c.biancheng.net/stl/**

**再次强调，正如程序第 15 行代码所示的那样，因为 iter 迭代器指向的是 set 容器存储的某个元素，而不是键值对，因此通过 \*iter 可以直接获取该迭代器指向的元素的值。**  
 除此之外，如果只想遍历 set 容器中指定区域内的部分数据，则可以借助 find()、lower\_bound() 以及 upper\_bound() 实现。通过调用它们，可以获取一个指向指定元素的迭代器。  
 **需要特别指出的是，equal\_range(val) 函数的返回值是一个 pair 类型数据，其包含 2 个迭代器，表示 set 容器中和指定参数 val 相等的元素所在的区域，但由于 set 容器中存储的元素各不相等，因此该函数返回的这 2 个迭代器所表示的范围中，最多只会包含 1 个元素。**

举个例子：

#include <iostream>

#include <set>

#include <string>

using namespace *std*;

int *main*()

{

//创建并初始化set容器

*std*::*set*<*std*::*string*> myset{ "http://c.biancheng.net/java/",

"http://c.biancheng.net/stl/",

"http://c.biancheng.net/python/"

};

*set*<*string*>::*iterator* iter = myset.*find*("http://c.biancheng.net/python/");

for (; iter != myset.*end*(); ++iter)

{

*cout* << \*iter << *endl*;

}

return 0;

}

**程序执行结果为：**

**http://c.biancheng.net/python/  
http://c.biancheng.net/stl/**

**值得一提的是，虽然 C++ STL 标准中，set 类模板中包含 lower\_bound()、upper\_bound()、equal\_range() 这 3 个成员函数，但它们更适用于 multiset 容器，几乎不会用于操作 set 容器。**

**第十三 C++ STL set insert()方法详解**

通过前面的学习，我们已经学会如何创建一个 set 容器。在此基础上，如果想向 set 容器中继续添加元素，可以借助 set 类模板提供的 insert() 方法。  
 为满足不同场景的需要，[C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 标准的 set 类模板中提供了多种不同语法格式的 insert() 成员方法，它们各自的功能和用法如下所示。  
  
1) 只要给定目标元素的值，insert() 方法即可将该元素添加到 set 容器中，其语法格式如下：

**//普通引用方式传参  
pair<iterator,bool> insert (const value\_type& val);  
//右值引用方式传参  
pair<iterator,bool> insert (value\_type&& val);**

**其中，val 表示要添加的新元素，该方法的返回值为 pair 类型。**

**以上 2 种格式的区别仅在于传递参数的方式不同，即第一种采用普通引用的方式传参，而第二种采用右值引用的方式传参。右值引用为 C++ 11 新添加的一种引用方式，可阅读《[C++ 右值引用](http://c.biancheng.net/view/439.html" \t "http://c.biancheng.net/view/_blank)》一文做详细了解。**

可以看到，以上 2 种语法格式的 insert() 方法，返回的都是 pair 类型的值，其包含 2 个数据，一个迭代器和一个 bool 值：

**（1）当向 set 容器添加元素成功时，该迭代器指向 set 容器新添加的元素，bool 类型的值为 true；**

**（2）如果添加失败，即证明原 set 容器中已存有相同的元素，此时返回的迭代器就指向容器中相同的此元素，同时 bool 类型的值为 false。**

举个例子：

#include <iostream>

#include <set>

#include <string>

using namespace *std*;

int *main*()

{

//创建并初始化set容器

*std*::*set*<*std*::*string*> myset;

//准备接受 insert() 的返回值

*pair*<*set*<*string*>::*iterator*, bool> retpair;

//采用普通引用传值方式

*string* str = "http://c.biancheng.net/stl/";

retpair = myset.*insert*(str);

*cout* << "iter->" << \*(retpair.*first*) << " " << "bool = " << retpair.*second* << *endl*;

//采用右值引用传值方式

retpair = myset.*insert*("http://c.biancheng.net/python/");

*cout* << "iter->" << \*(retpair.*first*) << " " << "bool = " << retpair.*second* << *endl*;

return 0;

}

**程序执行结果为：**

**iter->http://c.biancheng.net/stl/ bool = 1  
iter->http://c.biancheng.net/python/ bool = 1**

通过观察输出结果不难看出，程序中两次借助 insert() 方法向 set 容器中添加元素，都成功了。  
2) insert() 还可以指定将新元素插入到 set 容器中的具体位置，其语法格式如下：

**//以普通引用的方式传递 val 值  
iterator insert (const\_iterator position, const value\_type& val);  
//以右值引用的方式传递 val 值  
iterator insert (const\_iterator position, value\_type&& val);**

**以上 2 种语法格式中，insert() 函数的返回值为迭代器：**

**当向 set 容器添加元素成功时，该迭代器指向容器中新添加的元素；**

**当添加失败时，证明原 set 容器中已有相同的元素，该迭代器就指向 set 容器中相同的这个元素。**

举个例子：

#include <iostream>

#include <set>

#include <string>

using namespace *std*;

int *main*()

{

//创建并初始化set容器

*std*::*set*<*std*::*string*> myset;

//准备接受 insert() 的返回值

*set*<*string*>::*iterator* iter;

//采用普通引用传值方式

*string* str = "http://c.biancheng.net/stl/";

iter = myset.*insert*(myset.*begin*(), str);

*cout* << "myset size =" << myset.*size*() << *endl*;

//采用右值引用传值方式

iter = myset.*insert*(myset.*end*(), "http://c.biancheng.net/python/");

*cout* << "myset size =" << myset.*size*() << *endl*;

return 0;

}

**程序执行结果为：**

**myset size =1  
myset size =2**

**注意，使用 insert() 方法将目标元素插入到 set 容器指定位置后，如果该元素破坏了容器内部的有序状态，set 容器还会自行对新元素的位置做进一步调整。也就是说，insert() 方法中指定新元素插入的位置，并不一定就是该元素最终所处的位置。**

3) insert() 方法支持向当前 set 容器中插入其它 set 容器指定区域内的所有元素，只要这 2 个 set 容器存储的元素类型相同即可。  
**insert() 方法的语法格式如下：**

**template <class InputIterator>  
  void insert (InputIterator first, InputIterator last);**

**其中 first 和 last 都是迭代器，它们的组合 [first,last) 可以表示另一 set 容器中的一块区域，该区域包括 first 迭代器指向的元素，但不包含 last 迭代器指向的元素。**  
举个例子：

#include <iostream>

#include <set>

#include <string>

using namespace *std*;

int *main*()

{

//创建并初始化set容器

*std*::*set*<*std*::*string*> myset{ "http://c.biancheng.net/stl/",

"http://c.biancheng.net/python/",

"http://c.biancheng.net/java/" };

//创建一个同类型的空 set 容器

*std*::*set*<*std*::*string*> otherset;

//利用 myset 初始化 otherset

otherset.*insert*(++myset.*begin*(), myset.*end*());

//输出 otherset 容器中的元素

for (auto iter = otherset.*begin*(); iter != otherset.*end*(); ++iter) {

*cout* << \*iter << *endl*;

}

return 0;

}

**程序执行结果为：**

**http://c.biancheng.net/python/  
http://c.biancheng.net/stl/**

**注意，程序第 15 行在初始化 otherset 容器时，选取的是 myset 容器中从第 2 个元素开始（包括此元素）直到容器末尾范围内的所有元素，所以程序输出结果中只有 2 个字符串。**4) 采用如下格式的 insert() 方法，可实现一次向 set 容器中添加多个元素：

**void insert ( {E1, E2,...,En} );**

**其中，Ei 表示新添加的元素。**  
举个例子：

#include <iostream>

#include <set>

#include <string>

using namespace *std*;

int *main*()

{

//创建并初始化set容器

*std*::*set*<*std*::*string*> myset;

//向 myset 中添加多个元素

myset.*insert*({ "http://c.biancheng.net/stl/",

"http://c.biancheng.net/python/",

"http://c.biancheng.net/java/" });

for (auto iter = myset.*begin*(); iter != myset.*end*(); ++iter) {

*cout* << \*iter << *endl*;

}

return 0;

}

**程序执行结果为：**

**http://c.biancheng.net/java/  
http://c.biancheng.net/python/  
http://c.biancheng.net/stl/**

以上的讲解，即为 set 类模板中 insert() 成员方法的全部用法。指的一提的是，C++ 11 标准的 set 类模板中，还提供有另外 2 个成员方法，分别为 implace() 和 implace\_hint() 方法，借助它们不但能实现向 set 容器添加新元素的功能，其实现效率也比 insert() 成员方法更高。

有关 set 类模板中 implace() 和 implace\_hint() 方法的用法，后续章节会做详细介绍。

**第十四 C++ STL set emplace()和emplace\_hint()**

要知道，set 类模板提供的所有成员方法中，能实现向指定 set 容器中添加新元素的，只有 3 个成员方法，分别为 insert()、emplace() 和 emplace\_hint()。其中 insert() 成员方法的用法已在前面章节做了详细的讲解，本节重点介绍剩下的这 2 个成员方法。  
 emplace() 和 emplace\_hint() 是 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 标准加入到 set 类模板中的，相比具有同样功能的 insert() 方法，完成同样的任务，emplace() 和 emplace\_hint() 的效率会更高。  
**emplace() 方法的语法格式如下：**

**template <class... Args>  
  pair<iterator,bool> emplace (Args&&... args);**

其中，参数 (Args&&... args) 指的是，只需要传入构建新元素所需的数据即可，该方法可以自行利用这些数据构建出要添加的元素。比如，若 set 容器中存储的元素类型为自定义的结构体或者类，则在使用 emplace() 方法向容器中添加新元素时，构造新结构体变量（或者类对象）需要多少个数据，就需要为该方法传入相应个数的数据。  
 另外，该方法的返回值类型为 pair 类型，其包含 2 个元素，一个迭代器和一个 bool 值：

（1）当该方法将目标元素成功添加到 set 容器中时，其返回的迭代器指向新插入的元素，同时 bool 值为 true；

（2）当添加失败时，则表明原 set 容器中已存在相同值的元素，此时返回的迭代器指向容器中具有相同键的这个元素，同时 bool 值为 false。

下面程序演示 emplace() 方法的具体用法：

#include <iostream>

#include <set>

#include <string>

using namespace *std*;

int *main*()

{

//创建并初始化 set 容器

*std*::*set*<*string*>myset;

//向 myset 容器中添加元素

*pair*<*set*<*string*, *string*>::*iterator*, bool> ret = myset.*emplace*("http://c.biancheng.net/stl/");

*cout* << "myset size = " << myset.*size*() << *endl*;

*cout* << "ret.iter = <" << \*(ret.*first*) << ", " << ret.*second* << ">" << *endl*;

return 0;

}

**程序执行结果为：**

**myset size = 1  
ret.iter = <http://c.biancheng.net/stl/, 1>**

**显然，从执行结果可以看出，通过调用 emplace() 方法，成功向空 myset 容器中添加了一个元素，并且该方法的返回值中就包含指向新添加元素的迭代器。**  
emplace\_hint() 方法的功能和 emplace() 类似，其语法格式如下：

**template <class... Args>  
  iterator emplace\_hint (const\_iterator position, Args&&... args);**

和 emplace() 方法相比，有以下 2 点不同：

（1）该方法需要额外传入一个迭代器，用来指明新元素添加到 set 容器的具体位置（新元素会添加到该迭代器指向元素的前面）；

（2）返回值是一个迭代器，而不再是 pair 对象。当成功添加元素时，返回的迭代器指向新添加的元素；反之，如果添加失败，则迭代器就指向 set 容器和要添加元素的值相同的元素。

下面程序演示 emplace\_hint() 方法的用法：

#include <iostream>

#include <set>

#include <string>

using namespace *std*;

int *main*()

{

//创建并初始化 set 容器

*std*::*set*<*string*>myset;

//在 set 容器的指定位置添加键值对

*set*<*string*>::*iterator* iter = myset.*emplace\_hint*(myset.*begin*(), "http://c.biancheng.net/stl/");

*cout* << "myset size = " << myset.*size*() << *endl*;

*cout* << \*iter << *endl*;

return 0;

}

**程序执行结果为：**

**myset size = 1  
http://c.biancheng.net/stl/**

注意，和 insert() 方法一样，虽然 emplace\_hint() 方法中指定了添加新元素的位置，但 set 容器为了保持数据的有序状态，可能会移动其位置。

**以上内容讲解了 emplace() 和 emplace\_hint() 的用法，至于比 insert() 执行效率高的原因，可参照 map 容器 emplace() 和 emplace\_hint() 比 insert() 效率高的原因，它们是完全一样的，这里不再赘述。**

**第十五C++ STL set删除数据：erase()和clear()方法**

如果想删除 set 容器存储的元素，可以选择用 erase() 或者 clear() 成员方法。  
set 类模板中，erase() 方法有 3 种语法格式，分别如下：

**//删除 set 容器中值为 val 的元素  
size\_type erase (const value\_type& val);  
//删除 position 迭代器指向的元素  
iterator  erase (const\_iterator position);  
//删除 [first,last) 区间内的所有元素  
iterator  erase (const\_iterator first, const\_iterator last);**

其中，第 1 种格式的 erase() 方法，其返回值为一个整数，表示成功删除的元素个数；后 2 种格式的 erase() 方法，返回值都是迭代器，其指向的是 set 容器中删除元素之后的第一个元素。

**注意，如果要删除的元素就是 set 容器最后一个元素，则 erase() 方法返回的迭代器就指向新 set 容器中最后一个元素之后的位置（等价于 end() 方法返回的迭代器）。**

下面程序演示了以上 3 种 erase() 方法的用法：

#include <iostream>

#include <set>

#include <string>

using namespace *std*;

int *main*()

{

//创建并初始化 set 容器

*std*::*set*<int>myset{ 1,2,3,4,5 };

*cout* << "myset size = " << myset.*size*() << *endl*;

//1) 调用第一种格式的 erase() 方法

int num = myset.*erase*(2); //删除元素 2，myset={1,3,4,5}

*cout* << "1、myset size = " << myset.*size*() << *endl*;

*cout* << "num = " << num << *endl*;

//2) 调用第二种格式的 erase() 方法

*set*<int>::*iterator* iter = myset.*erase*(myset.*begin*()); //删除元素 1，myset={3,4,5}

*cout* << "2、myset size = " << myset.*size*() << *endl*;

*cout* << "iter->" << \*iter << *endl*;

//3) 调用第三种格式的 erase() 方法

*set*<int>::*iterator* iter2 = myset.*erase*(myset.*begin*(), --myset.*end*());//删除元素 3,4，myset={5}

*cout* << "3、myset size = " << myset.*size*() << *endl*;

*cout* << "iter2->" << \*iter2 << *endl*;

return 0;

}

**程序执行结果为：**

**myset size = 5  
1、myset size = 4  
num = 1  
2、myset size = 3  
iter->3  
3、myset size = 1  
iter2->5**

如果需要删除 set 容器中存储的所有元素，可以使用 clear() 成员方法。该方法的语法格式如下：

void clear();

显然，该方法不需要传入任何参数，也没有任何返回值。  
  
举个例子：

#include <iostream>

#include <set>

#include <string>

using namespace *std*;

int *main*()

{

//创建并初始化 set 容器

*std*::*set*<int>myset{ 1,2,3,4,5 };

*cout* << "1、myset size = " << myset.*size*() << *endl*;

//清空 myset 容器

myset.*clear*();

*cout* << "2、myset size = " << myset.*size*() << *endl*;

return 0;

}

**程序执行结果为：**

**1、myset size = 5  
2、myset size = 0**

**第十六 C++ STL multiset容器详解**

前面章节中，对 set 容器做了详细的讲解。回忆一下，set 容器具有以下几个特性：

（1）不再以键值对的方式存储数据，因为 set 容器专门用于存储键和值相等的键值对，因此该容器中真正存储的是各个键值对的值（value）；

（2）set 容器在存储数据时，会根据各元素值的大小对存储的元素进行排序（默认做升序排序）；

（3）存储到 set 容器中的元素，虽然其类型没有明确用 const 修饰，但正常情况下它们的值是无法被修改的；

（4）set 容器存储的元素必须互不相等。  
在此基础上，[C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 标准库中还提供有一个和 set 容器相似的关联式容器，即 multiset 容器。所谓“相似”，是指 multiset 容器遵循 set 容器的前 3 个特性，仅在第 4 条特性上有差异。和 set 容器不同的是，multiset 容器可以存储多个值相同的元素。

**也就是说，multiset 容器和 set 容器唯一的差别在于，multiset 容器允许存储多个值相同的元素，而 set 容器中只能存储互不相同的元素。**

和 set 类模板一样，multiset 类模板也定义在<set>头文件，并位于 std 命名空间中。这意味着，如果想在程序中使用 multiset 容器，该程序代码应包含如下语句：

**#include <set>**

**u[sin](http://c.biancheng.net/ref/sin.html" \t "http://c.biancheng.net/view/_blank)g namespace std;**

**注意，第二行代码不是必需的，如果不用，则后续程序中在使用 multiset容器时，需手动注明 std 命名空间（强烈建议初学者使用）。**

**multiset 容器类模板的定义如下所示：**

**template < class T, // 存储元素的类型**

**class Compare = less<T>, // 指定容器内部的排序规则**

**class Alloc = allocator<T> > // 指定分配器对象的类型**

**> class multiset;**

**显然，multiset 类模板有 3 个参数，其中后 2 个参数自带有默认值。值得一提的是，在实际使用中，我们最多只需要使用前 2 个参数即可，第 3 个参数不会用到。**

**一 创建C++ multiset容器的方法**

创建 multiset 容器，无疑需要调用 multiset 类模板中的构造函数。值得一提的是，multiset 类模板提供的构造函数，和 set 类模板中提供创建 set 容器的构造函数，是完全相同的。这意味着，创建 set 容器的方式，也同样适用于创建 multiset 容器。  
 考虑到一些读者可能并未系统学习 set 容器，因此这里还是对 multiset 容器的创建做一下详细的介绍。  
multiset 类模板中提供了 5 种构造函数，也就代表有 5 种创建 multiset 容器的方式，分别如下。  
1) 调用默认构造函数，创建空的 multiset 容器。比如：

**std::multiset<std::string> mymultiset;**

**如果程序中已经默认指定了 std 命令空间，这里可以省略 std::。**

由此就创建好了一个 mymultiset 容器，该容器采用默认的std::less<T>规则，会对存储的 string 类型元素做升序排序。

注意，由于 multiset 容器支持随时向内部添加新的元素，因此创建空 multiset 容器的方法比较常用。  
2)除此之外，multiset 类模板还支持在创建 multiset 容器的同时，对其进行初始化。例如：

**std::multiset<std::string> mymultiset{ "http://c.biancheng.net/java/",**

**"http://c.biancheng.net/stl/",**

**"http://c.biancheng.net/python/" };**

由此即创建好了包含 3 个 string 元素的 mymultiset 容器。由于其采用默认的std::less<T>规则，因此其内部存储 string 元素的顺序如下所示：

**"http://c.biancheng.net/java/"  
"http://c.biancheng.net/python/"  
"http://c.biancheng.net/stl/"**

3) multiset 类模板中还提供了拷贝（复制）构造函数，可以实现在创建新 multiset 容器的同时，将已有 multiset 容器中存储的所有元素全部复制到新 multiset 容器中。  
例如，在第 2 种方式创建的 mymultiset 容器的基础上，执行如下代码：

**std::multiset<std::string> copymultiset(mymultiset);**

**//等同于**

**//std::multiset<std::string> copymultiset = mymultiset;**

**该行代码在创建 copymultiset 容器的基础上，还会将 mymultiset 容器中存储的所有元素，全部复制给 copymultiset 容器一份。**另外，C++ 11 标准还为 multiset 类模板新增了移动构造函数，其功能是实现创建新 multiset 容器的同时，利用临时的 multiset 容器为其初始化。比如：

**multiset<string> retMultiset() {**

**std::multiset<std::string> tempmultiset{ "http://c.biancheng.net/java/",**

**"http://c.biancheng.net/stl/",**

**"http://c.biancheng.net/python/" };**

**return tempmultiset;**

**}**

**std::multiset<std::string> copymultiset(retMultiset());**

**//等同于**

**//std::multiset<std::string> copymultiset = retMultiset();**

**注意，由于 retMultiset() 函数的返回值是一个临时 multiset 容器，因此在初始化 copymultiset 容器时，其内部调用的是 multiset 类模板中的移动构造函数，而非拷贝构造函数。**

**显然，无论是调用复制构造函数还是调用拷贝构造函数，都必须保证这 2 个容器的类型完全一致。**

4) 在第 3 种方式的基础上，multiset 类模板还支持取已有 multiset 容器中的部分元素，来初始化新 multiset 容器。例如：

std::multiset<std::string> mymultiset{ "http://c.biancheng.net/java/",

"http://c.biancheng.net/stl/",

"http://c.biancheng.net/python/" };

std::set<std::string> copymultiset(++mymultiset.begin(), mymultiset.end());

以上初始化的 copyset 容器，其内部仅存有如下 2 个 string 字符串：

"http://c.biancheng.net/python/"  
"http://c.biancheng.net/stl/"

5) 以上几种方式创建的 multiset 容器，都采用了默认的std::less<T>规则。其实，借助 multiset 类模板定义中的第 2 个参数，我们完全可以手动修改 multiset 容器中的排序规则。  
  
下面样例中，使用了 STL 标准库提供的 std::greater<T> 排序方法，作为 multiset 容器内部的排序规则：

std::multiset<std::string, std::greater<string> > mymultiset{

"http://c.biancheng.net/java/",

"http://c.biancheng.net/stl/",

"http://c.biancheng.net/python/" };

通过选用std::greater<string>降序规则，mymultiset 容器中元素的存储顺序为:

"http://c.biancheng.net/stl/"  
"http://c.biancheng.net/python/"  
"http://c.biancheng.net/java/"

**二 C++ multiset容器提供的成员方法**

multiset 容器提供的成员方法，和 set 容器提供的完全一样，如表 1 所示。

表 1 C++ multiset 容器常用成员方法

|  |  |
| --- | --- |
| **成员方法** | **功能** |
| begin() | 返回指向容器中第一个（注意，是已排好序的第一个）元素的双向迭代器。如果 multiset 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| end() | 返回指向容器最后一个元素（注意，是已排好序的最后一个）所在位置后一个位置的双向迭代器，通常和 begin() 结合使用。如果 multiset 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| rbegin() | 返回指向最后一个（注意，是已排好序的最后一个）元素的反向双向迭代器。如果 multiset 容器用 const 限定，则该方法返回的是 const 类型的反向双向迭代器。 |
| rend() | 返回指向第一个（注意，是已排好序的第一个）元素所在位置前一个位置的反向双向迭代器。如果 multiset 容器用 const 限定，则该方法返回的是 const 类型的反向双向迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的元素值。 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的元素值。 |
| crbegin() | 和 rbegin() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的元素值。 |
| crend() | 和 rend() 功能相同，只不过在其基础上，增加了 const 属性，不能用于修改容器内存储的元素值。 |
| find(val) | 在 multiset 容器中查找值为 val 的元素，如果成功找到，则返回指向该元素的双向迭代器；反之，则返回和 end() 方法一样的迭代器。另外，如果 multiset 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| lower\_bound(val) | 返回一个指向当前 multiset 容器中第一个大于或等于 val 的元素的双向迭代器。如果 multiset 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| upper\_bound(val) | 返回一个指向当前 multiset 容器中第一个大于 val 的元素的迭代器。如果 multiset 容器用 const 限定，则该方法返回的是 const 类型的双向迭代器。 |
| equal\_range(val) | 该方法返回一个 pair 对象（包含 2 个双向迭代器），其中 pair.first 和 lower\_bound() 方法的返回值等价，pair.second 和 upper\_bound() 方法的返回值等价。也就是说，该方法将返回一个范围，该范围中包含所有值为 val 的元素。 |
| empty() | 若容器为空，则返回 true；否则 false。 |
| size() | 返回当前 multiset 容器中存有元素的个数。 |
| max\_size() | 返回 multiset 容器所能容纳元素的最大个数，不同的操作系统，其返回值亦不相同。 |
| insert() | 向 multiset 容器中插入元素。 |
| erase() | 删除 multiset 容器中存储的指定元素。 |
| swap() | 交换 2 个 multiset 容器中存储的所有元素。这意味着，操作的 2 个 multiset 容器的类型必须相同。 |
| clear() | 清空 multiset 容器中所有的元素，即令 multiset 容器的 size() 为 0。 |
| emplace() | 在当前 multiset 容器中的指定位置直接构造新元素。其效果和 insert() 一样，但效率更高。 |
| emplace\_hint() | 本质上和 emplace() 在 multiset 容器中构造新元素的方式是一样的，不同之处在于，使用者必须为该方法提供一个指示新元素生成位置的迭代器，并作为该方法的第一个参数。 |
| count(val) | 在当前 multiset 容器中，查找值为 val 的元素的个数，并返回。 |

**注意，虽然 multiset 容器和 set 容器拥有的成员方法完全相同，但由于 multiset 容器允许存储多个值相同的元素，因此诸如 count()、find()、lower\_bound()、upper\_bound()、equal\_range()等方法，更常用于 multiset 容器。**

下面程序演示了表 1 中部分成员函数的用法：

#include <iostream>

#include <set>

#include <string>

using namespace *std*;

int *main*() {

*std*::*multiset*<int> mymultiset{ 1,2,2,2,3,4,5 };

*cout* << "multiset size = " << mymultiset.*size*() << *endl*;

*cout* << "multiset count(2) =" << mymultiset.*count*(2) << *endl*;

//向容器中添加元素 8

mymultiset.*insert*(8);

//删除容器中所有值为 2 的元素

int num = mymultiset.*erase*(2);

*cout* << "删除了 " << num << " 个元素 2" << *endl*;

//输出容器中存储的所有元素

for (auto iter = mymultiset.*begin*(); iter != mymultiset.*end*(); ++iter) {

*cout* << \*iter << " ";

}

return 0;

}

**程序执行结果为：**

**multiset size = 7  
multiset count(2) =3  
删除了 3 个元素 2  
1 3 4 5 8**

**注意，表 1 中大多数成员方法的用法，和 set 容器中相应成员方法的用法是完全一样的，只是调用者不同。因此，如果读者想详细了解表 1 中某个成员方法的用法，可以阅读讲解 set 容器相同成员方法的文章。**

**第十七 如何自定义C++ STL关联式容器的排序规则？**

前面在讲解如何创建 map、multimap、set 以及 multiset 容器时，遗留了一个问题，即如何自定义关联式容器中的排序规则？

**实际上，为关联式容器自定义排序规则的方法，已经在 《[STL priority\_queue自定义排序方法](http://c.biancheng.net/view/vip_7728.html" \t "http://c.biancheng.net/view/_blank)》一节中做了详细的讲解。换句话说，为 Priority\_queue 容器适配器自定义排序规则的方法，同样适用于所有关联式容器。**

总的来说，为关联式容器自定义排序规则，有以下 2 种方法。

**一  使用函数对象自定义排序规则**

在掌握此方法之前，读者必须对函数对象有基本的了解，可阅读《[C++函数对象](http://c.biancheng.net/view/354.html" \t "http://c.biancheng.net/view/_blank)》一节。

无论关联式容器中存储的是基础类型（如 int、double、float 等）数据，还是自定义的结构体变量或类对象（包括 string 类），都可以使用函数对象的方式为该容器自定义排序规则。  
  
下面样例以 set 容器为例，演示了如何用函数对象的方式自定义排序规则：

#include <iostream>

#include <set> // set

#include <string> // string

using namespace *std*;

//定义函数对象类

class cmp {

public:

//重载 () 运算符

bool operator ()(const *string*& a, const *string*& b) {

//按照字符串的长度，做升序排序(即存储的字符串从短到长)

return (a.*length*() < b.*length*());

}

};

int *main*() {

//创建 set 容器，并使用自定义的 cmp 排序规则

*std*::*set*<*string*, cmp>myset{ "http://c.biancheng.net/stl/",

"http://c.biancheng.net/python/",

"http://c.biancheng.net/java/" };

//输出容器中存储的元素

for (auto iter = myset.*begin*(); iter != myset.*end*(); ++iter) {

*cout* << \*iter << *endl*;

}

return 0;

}

**程序执行结果为：**

**http://c.biancheng.net/stl/  
http://c.biancheng.net/java/  
http://c.biancheng.net/python/**

重点分析一下 6~13 行代码，其定义了一个函数对象类，并在其重载 () 运算符的方法中自定义了新的排序规则，即按照字符串的长度做升序排序。在此基础上，程序第 17 行代码中，通过将函数对象类的类名 cmp 通过 set 类模板的第 2 个参数传递给 myset 容器，该容器内部排序数据的规则，就改为了以字符串的长度为标准做升序排序。

**需要注意的是，此程序中创建的 myset 容器，由于是以字符串的长度为准进行排序，因此其无法存储相同长度的多个字符串。**

另外，C++ 中的 struct 和 class 非常类似（有关两者区别，可阅读《[C++ struct和class到底有什么区别](http://c.biancheng.net/view/2235.html" \t "http://c.biancheng.net/view/_blank)》一文），前者也可以包含成员变量和成员函数。因此上面程序中，函数对象类 cmp 也可以使用 struct 关键字创建：

**//定义函数对象类**

**struct cmp {**

**//重载 () 运算符**

**bool operator ()(const string &a, const string &b) {**

**//按照字符串的长度，做升序排序(即存储的字符串从短到长)**

**return (a.length() < b.length());**

**}**

**};**

值得一提的是，在定义函数对象类时，也可以将其定义为模板类。比如：

**//定义函数对象模板类**

**template <typename T>**

**class cmp {**

**public:**

**//重载 () 运算符**

**bool operator ()(const T &a, const T &b) {**

**//按照值的大小，做升序排序**

**return a < b;**

**}**

**};**

**注意，此方式必须保证 T 类型元素可以直接使用关系运算符（比如这里的 < 运算符）做比较。**

**二 重载关系运算符实现自定义排序**

其实在 STL 标准库中，本就包含几个可供关联式容器使用的排序规则，如表 1 表示。

|  |  |
| --- | --- |
| 排序规则 | 功能 |
| std::less<T> | 底层采用 < 运算符实现升序排序，各关联式容器默认采用的排序规则。 |
| std::greater<T> | 底层采用 > 运算符实现降序排序，同样适用于各个关联式容器。 |
| std::less\_equal<T> | 底层采用 <= 运算符实现升序排序，多用于 multimap 和 multiset 容器。 |
| std::greater\_equal<T> | 底层采用 >= 运算符实现降序排序，多用于 multimap 和 multiset 容器。 |

值得一提的是，表 1 中的这些排序规则，其底层也是采用函数对象的方式实现的。以 **std::less<T> 为例，其底层实现为：**

**template <typename T>**

**struct less {**

**//定义新的排序规则**

**bool operator()(const T &\_lhs, const T &\_rhs) const {**

**return \_lhs < \_rhs;**

**}**

**}**

在此基础上，当关联式容器中存储的数据类型为自定义的结构体变量或者类对象时，通过对现有排序规则中所用的关系运算符进行重载，也能实现自定义排序规则的目的。

注意，当关联式容器中存储的元素类型为结构体指针变量或者类的指针对象时，只能使用函数对象的方式自定义排序规则，此方法不再适用。

举个例子：

#include <iostream>

#include <set> // set

#include <string> // string

using namespace *std*;

//自定义类

class myString {

public:

//定义构造函数，向 myset 容器中添加元素时会用到

myString(*string* tempStr) :str(tempStr) {};

//获取 str 私有对象，由于会被私有对象调用，因此该成员方法也必须为 const 类型

*string* getStr() const;

private:

*string* str;

};

*string* myString::getStr() const {

return this->str;

}

//重载 < 运算符，参数必须都为 const 类型

bool operator <(const myString& stra, const myString& strb) {

//以字符串的长度为标准比较大小

return stra.getStr().*length*() < strb.getStr().*length*();

}

int *main*() {

//创建空 set 容器，仍使用默认的 less<T> 排序规则

*std*::*set*<myString>myset;

//向 set 容器添加元素，这里会调用 myString 类的构造函数

myset.*emplace*("http://c.biancheng.net/stl/");

myset.*emplace*("http://c.biancheng.net/c/");

myset.*emplace*("http://c.biancheng.net/python/");

//

for (auto iter = myset.*begin*(); iter != myset.*end*(); ++iter) {

myString mystr = \*iter;

*cout* << mystr.getStr() << *endl*;

}

return 0;

}

**程序执行结果为：**

**http://c.biancheng.net/c/  
http://c.biancheng.net/stl/  
http://c.biancheng.net/python/**

在这个程序中，虽然 myset 容器表面仍采用默认的 std::less<T> 排序规则，但由于我们对其所用的 < 运算符进行了重载，使得 myset 容器内部实则是以字符串的长度为基准，对各个 mystring 类对象进行排序。  
 另外，上面程序以全局函数的形式实现对 < 运算符的重载，还可以使用成员函数或者友元函数的形式实现。其中，当以成员函数的方式重载 < 运算符时，该成员函数必须声明为 const 类型，且参数也必须为 const 类型：

**bool operator <(const myString & tempStr) const {**

**//以字符串的长度为标准比较大小**

**return this->str.length() < tempStr.str.length();**

**}**

至于参数的传值方式是采用按引用传递还是按值传递，都可以（建议采用按引用传递，效率更高）。

**同样，如果以友元函数的方式重载 < 运算符时，要求参数必须使用 const 修饰：**

**//类中友元函数的定义**

**friend bool operator <(const myString &a, const myString &b);**

**//类外部友元函数的具体实现**

**bool operator <(const myString &stra, const myString &strb) {**

**//以字符串的长度为标准比较大小**

**return stra.str.length() < strb.str.length();**

**}**

当然，本节所讲自定义排序规则的方法并不仅仅适用于 set 容器，其它关联式容器（map、multimap、multiset）也同样适用，有兴趣的读者可自行编写代码验证。

**第十八 如何修改关联式容器中键值对的键？**

通过前面的学习，读者已经掌握了所有关联式容器（包括 map、multimap、set 和 multiset）的特性和用法。其中需要指出的是，对于如何修改容器中某个键值对的键，所有关联式容器可以采用同一种解决思路，即先删除该键值对，然后再向容器中添加修改之后的新键值对。  
 那么，是否可以不删除目标键值对，而直接修改它的键呢？接下来就围绕此问题，给读者展开详细的讲解。  
 首先可以明确的是，map 和 multimap 容器只能采用“先删除，再添加”的方式修改某个键值对的键。原因很简单，C++ STL 标准中明确规定，map 和 multimap 容器用于存储类型为 pair<const K, V> 的键值对。显然，只要目标键值对存储在当前容器中，键的值就无法被修改。  
举个例子：

**map<int, int> mymap{ {1,10},{2,20} };**

**//map 容器的键为 const 类型，不能被修改**

**mymap.begin()->first = 100;**

**multimap<int, int> mymultimap{ {10,100},{20,200} };**

**//multimap 容器的键为 const 类型，同样不能被修改**

**mymultimap.begin()->first = 100;**

其中，第 3 行代码试图直接将 mymap 容器中 {1,10} 的键改为 100，同样第 7 行代码试图直接将 mymultimap 容器中 {10,100} 的键改为 100，它们都是不能通过编译的。  
 正如上面例子中演示的那样，直接修改 map 或 multimap 容器中某个键值对的键是行不通的。但对于 set 或者 multiset 容器来说，却是可行的。  
 和 map、multimap 不同，C++ STL 标准中并没有用 const 限定 set 和 multiset 容器中存储元素的类型。换句话说，对于 set<T> 或者 multiset<T> 类型的容器，其存储元素的类型是 T 而不是 const T。  
 事实上，对 set 和 multiset 容器中的元素类型作 const 修饰，是违背常理的。举个例子，假设我们使用 set 容器存储多个学生信息，如下是一个表示学生的类：

**class student {**

**public:**

**student(string name, int id, int age) :name(name), id(id), age(age) {**

**}**

**const int& getid() const {**

**return id;**

**}**

**void setname(const string name){**

**this->name = name;**

**}**

**string getname() const{**

**return name;**

**}**

**void setage(int age){**

**this->age = age;**

**}**

**int getage() const{**

**return age;**

**}**

**private:**

**string name;**

**int id;**

**int age;**

**};**

在创建 set 容器之前，我们还需要为其设计一个排序规则，这里假定以每个学生的 id 做升序排序，其排序规则如下：

**class cmp {**

**public:**

**bool operator ()(const student &stua, const student &stub) {**

**//按照字符串的长度，做升序排序(即存储的字符串从短到长)**

**return stua.getid() < stub.getid();**

**}**

**};**

做完以上所有的准备工作后，就可以创建一个可存储 student 对象的 set 容器了，比如：

**set<student, cmp> myset{ {"zhangsan",10,20},{"lisi",20,21},{"wangwu",15,19} };**

**由此创建的 myset 容器中，存储的数据依次为：**

**{"zhangsan",10,20}  
{"wangwu",15,19}  
{"lisi",20,21}**

注意，set 容器中每个元素也可以看做是键和值相等的键值对，但对于这里的 myset 容器来说，其实每个 student 对象的 id 才是真正的键，其它信息（name 和 age）只不过是和 id 绑定在一起而已。因此，在不破坏 myset 容器中元素的有序性的前提下（即不修改每个学生的 id），学生的其它信息是应该允许修改的，但有一个前提，即 myset 容器中存储的各个 student 对象不能被 const 修饰（这也是 set 容器中的元素类型不能被 const 修饰的原因）。

**总之，set 和 multiset 容器的元素类型没有用 const 修饰。所以从语法的角度分析，我们可以直接修改容器中元素的值，但一定不要修改元素的键。**

例如，在已创建好的 myset 容器的基础上，如下代码尝试修改 myset 容器中某个学生的 name 名字：

**set<student>::iterator iter = mymap.begin();**

**(\*iter).setname("xiaoming");**

**注意，如果读者运行代码会发现，它也是无法通过编译的。**  
虽然 C++ STL 标准没有用 const 修饰 set 或者 multiset 容器中元素的类型，但也做了其它工作来限制用户修改容器的元素。例如上面代码中，\*iter 会调用 operator\*，其返回的是一个 const T& 类型元素。这意味着，C++ STL 标准不允许用户借助迭代器来直接修改 set 或者 multiset 容器中的元素。  
 那么，如何才能正确修改 set 或 multiset 容器中的元素呢？最直接的方式就是借助 const\_cast 运算符，该运算符可以去掉指针或者引用的 const 限定符。

有关 const\_cast 运算符的用法，由于不是本节重点，这里不再做详细讲解，有兴趣的读者可自行查阅相关资料。

比如，我们只需要借助 const\_cast 运算符对上面程序稍作修改，就可以运行成功：

**set<student>::iterator iter = mymap.begin();**

**const\_cast<student&>(\*iter).setname("xiaoming");**

由此，mymap 容器中的 {"zhangsan",10,20} 就变成了 {"xiaoming",10,20}。

再次强调，虽然使用 const\_cast 能直接修改 set 或者 multiset 容器中的元素，但一定不要修改元素的键！如果要修改，只能采用“先删除，再添加”的方式。另外，不要试图以同样的方式修改 map 或者 multimap 容器中键值对的键，这违反了 C++ STL 标准的规定。

**总结**

**总的来说，map 和 multimap 容器中元素的键是无法直接修改的，但借助 const\_cast，我们可以直接修改 set 和 multiset 容器中元素的非键部分。  
为了加深读者的理解，如下是和本节内容相关的完整程序，读者可直接拷贝下来：**

#include<iostream>

#include<set>

#include<string>

using namespace *std*;

class student {

public:

student(*string* name, int id, int age) :name(name), id(id), age(age) {

}

const int& getid() const {

return id;

}

void setname(const *string* name) {

this->name = name;

}

*string* getname() const {

return name;

}

void setage(int age) {

this->age = age;

}

int getage() const {

return age;

}

void display()const {

*cout* << id << " " << name << " " << age << *endl*;

}

private:

*string* name;

int id;

int age;

};

//自定义 myset 容器的排序规则

class cmp {

public:

bool operator ()(const student& stua, const student& stub) {

//按照字符串的长度，做升序排序(即存储的字符串从短到长)

return stua.getid() < stub.getid();

}

};

int *main*() {

*set*<student, cmp> mymap{ {"zhangsan",10,20},{"lisi",20,21},{"wangwu",15,19} };

*set*<student>::*iterator* iter = mymap.*begin*();

//直接将 {"zhangsan",10,20} 中的 "zhangsan" 修改为 "xiaoming"

const\_cast<student&>(\*iter).setname("xiaoming");

while (iter != mymap.*end*()) {

(\*iter).display();

++iter;

}

return 0;

}

**程序执行结果为：**

**10 xiaoming 20  
15 wangwu 19  
20 lisi 21**

**第四章 C++ STL无序关联式容器**

继 map、multimap、set、multiset 关联式容器之后，从本节开始，再讲解一类“特殊”的关联式容器，它们常被称为“无序容器”、“哈希容器”或者“无序关联容器”。

**注意，无序容器是 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 11 标准才正式引入到 [STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 标准库中的，这意味着如果要使用该类容器，则必须选择支持 C++ 11 标准的编译器。**

和关联式容器一样，无序容器也使用键值对（pair 类型）的方式存储数据。不过，本教程将二者分开进行讲解，因为它们有本质上的不同：

（1）关联式容器的底层实现采用的树存储结构，更确切的说是红黑树结构；

（2）无序容器的底层实现采用的是哈希表的存储结构。

C++ STL 底层采用哈希表实现无序容器时，会将所有数据存储到一整块连续的内存空间中，并且当数据存储位置发生冲突时，解决方法选用的是“链地址法”（又称“开链法”）。有关哈希表存储结构，读者可阅读《[哈希表(散列表)详解](http://c.biancheng.net/view/3437.html" \t "http://c.biancheng.net/view/_blank)》一文做详细了解。

基于底层实现采用了不同的[数据结构](http://c.biancheng.net/data_structure/" \t "http://c.biancheng.net/view/_blank)，因此和关联式容器相比，无序容器具有以下 2 个特点：

（1）无序容器内部存储的键值对是无序的，各键值对的存储位置取决于该键值对中的键，

（2）和关联式容器相比，无序容器擅长通过指定键查找对应的值（平均时间复杂度为 O(1)）；但对于使用迭代器遍历容器中存储的元素，无序容器的执行效率则不如关联式容器。

**第一C++ STL无序容器种类**

和关联式容器一样，无序容器只是一类容器的统称，其包含有 4 个具体容器，分别为unordered\_map、unordered\_multimap、unordered\_set 以及 unordered\_multiset。  
  
表 1 对这 4 种无序容器的功能做了详细的介绍。

表 1 无序容器种类

|  |  |
| --- | --- |
| **无序容器** | **功能** |
| unordered\_map | 存储键值对 <key, value> 类型的元素，其中各个键值对键的值不允许重复，且该容器中存储的键值对是无序的。 |
| unordered\_multimap | 和 unordered\_map 唯一的区别在于，该容器允许存储多个键相同的键值对。 |
| unordered\_set | 不再以键值对的形式存储数据，而是直接存储数据元素本身（当然也可以理解为，该容器存储的全部都是键 key 和值 value 相等的键值对，正因为它们相等，因此只存储 value 即可）。另外，该容器存储的元素不能重复，且容器内部存储的元素也是无序的。 |
| unordered\_multiset | 和 unordered\_set 唯一的区别在于，该容器允许存储值相同的元素。 |

可能读者已经发现，以上 4 种无序容器的名称，仅是在前面所学的 4 种关联式容器名称的基础上，添加了 "unordered\_"。如果读者已经学完了 map、multimap、set 和 multiset 容器不难发现，以 map 和 unordered\_map 为例，其实它们仅有一个区别，即 map 容器内存会对存储的键值对进行排序，而 unordered\_map 不会。

也就是说，C++ 11 标准的 STL 中，在已提供有 4 种关联式容器的基础上，又新增了各自的“unordered”版本（无序版本、哈希版本），提高了查找指定元素的效率。  
 有读者可能会问，既然无序容器和之前所学的关联式容器类似，那么在实际使用中应该选哪种容器呢？总的来说，实际场景中如果涉及大量遍历容器的操作，建议首选关联式容器；反之，如果更多的操作是通过键获取对应的值，则应首选无序容器。  
 为了加深读者对无序容器的认识，这里以 unordered\_map 容器为例，举个例子（不必深究该容器的具体用法）：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建并初始化一个 unordered\_map 容器，其存储的 <string,string> 类型的键值对

*std*::*unordered\_map*<*std*::*string*, *std*::*string*> my\_uMap{

{"C语言教程","http://c.biancheng.net/c/"},

{"Python教程","http://c.biancheng.net/python/"},

{"Java教程","http://c.biancheng.net/java/"} };

//查找指定键对应的值，效率比关联式容器高

*string* str = my\_uMap.*at*("C语言教程");

*cout* << "str = " << str << *endl*;

//使用迭代器遍历哈希容器，效率不如关联式容器

for (auto iter = my\_uMap.*begin*(); iter != my\_uMap.*end*(); ++iter)

{

//pair 类型键值对分为 2 部分

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

return 0;

}

**程序执行结果为：**

**str = http://c.biancheng.net/c/  
C语言教程 http://c.biancheng.net/c/  
Python教程 http://c.biancheng.net/python/  
Java教程 http://c.biancheng.net/java/**

**第二C++ STL unordered\_map容器用法详解**

C++ STL 标准库中提供有 4 种无序关联式容器，本节先讲解 unordered\_map 容器。  
unordered\_map 容器，直译过来就是"无序 map 容器"的意思。所谓“无序”，指的是 unordered\_map 容器不会像 map 容器那样对存储的数据进行排序。换句话说，unordered\_map 容器和 map 容器仅有一点不同，即 map 容器中存储的数据是有序的，而 unordered\_map 容器中是无序的。

对于已经学过 map 容器的读者，可以将 unordered\_map 容器等价为无序的 map 容器。

具体来讲，unordered\_map 容器和 map 容器一样，以键值对（pair类型）的形式存储数据，存储的各个键值对的键互不相同且不允许被修改。但由于 unordered\_map 容器底层采用的是哈希表存储结构，该结构本身不具有对数据的排序功能，所以此容器内部不会自行对存储的键值对进行排序。  
 值得一提的是，unordered\_map 容器在<unordered\_map>头文件中，并位于 std 命名空间中。因此，如果想使用该容器，代码中应包含如下语句：

#include <unordered\_map>

using namespace std;

注意，第二行代码不是必需的，但如果不用，则后续程序中在使用此容器时，需手动注明 std 命名空间（强烈建议初学者使用）。

unordered\_map 容器模板的定义如下所示：

**template < class Key, //键值对中键的类型**

**class T, //键值对中值的类型**

**class Hash = hash<Key>, //容器内部存储键值对所用的哈希函数**

**class Pred = equal\_to<Key>, //判断各个键值对键相同的规则**

**class Alloc = allocator< pair<const Key,T> > // 指定分配器对象的类型**

**> class unordered\_map;**

以上 5 个参数中，必须显式给前 2 个参数传值，并且除特殊情况外，最多只需要使用前 4 个参数，各自的含义和功能如表 1 所示。

表 1 unordered\_map 容器模板类的常用参数

|  |  |
| --- | --- |
| **参数** | **含义** |
| <key,T> | 前 2 个参数分别用于确定键值对中键和值的类型，也就是存储键值对的类型。 |
| Hash = hash<Key> | 用于指明容器在存储各个键值对时要使用的哈希函数，默认使用 STL 标准库提供的 hash<key> 哈希函数。注意，默认哈希函数只适用于基本数据类型（包括 string 类型），而不适用于自定义的结构体或者类。 |
| Pred = equal\_to<Key> | 要知道，unordered\_map 容器中存储的各个键值对的键是不能相等的，而判断是否相等的规则，就由此参数指定。默认情况下，使用 STL 标准库中提供的 equal\_to<key> 规则，该规则仅支持可直接用 == 运算符做比较的数据类型。 |

**总的来说，当无序容器中存储键值对的键为自定义类型时，默认的哈希函数 hash 以及比较函数 equal\_to 将不再适用，只能自己设计适用该类型的哈希函数和比较函数，并显式传递给 Hash 参数和 Pred 参数。至于如何实现自定义，后续章节会做详细讲解。**

**一创建C++ unordered\_map容器的方法**

常见的创建 unordered\_map 容器的方法有以下几种  
1) 通过调用 unordered\_map 模板类的默认构造函数，可以创建空的 unordered\_map 容器。比如：

**std::unordered\_map<std::string, std::string> umap;**

由此，就创建好了一个可存储 <string,string> 类型键值对的 unordered\_map 容器。  
2) 当然，在创建 unordered\_map 容器的同时，可以完成初始化操作。比如：

**std::unordered\_map<std::string, std::string> umap{**

**{"Python教程","http://c.biancheng.net/python/"},**

**{"Java教程","http://c.biancheng.net/java/"},**

**{"Linux教程","http://c.biancheng.net/linux/"} };**

通过此方法创建的 umap 容器中，就包含有 3 个键值对元素。  
3) 另外，还可以调用 unordered\_map 模板中提供的复制（拷贝）构造函数，将现有 unordered\_map 容器中存储的键值对，复制给新建 unordered\_map 容器。  
例如，在第二种方式创建好 umap 容器的基础上，再创建并初始化一个 umap2 容器：

**std::unordered\_map<std::string, std::string> umap2(umap);**

由此，umap2 容器中就包含有 umap 容器中所有的键值对。  
除此之外，C++ 11 标准中还向 unordered\_map 模板类增加了移动构造函数，即以右值引用的方式将临时 unordered\_map 容器中存储的所有键值对，全部复制给新建容器。例如：

**//返回临时 unordered\_map 容器的函数**

**std::unordered\_map <std::string, std::string > retUmap(){**

**std::unordered\_map<std::string, std::string>tempUmap{**

**{"Python教程","http://c.biancheng.net/python/"},**

**{"Java教程","http://c.biancheng.net/java/"},**

**{"Linux教程","http://c.biancheng.net/linux/"} };**

**return tempUmap;**

**}**

**//调用移动构造函数，创建 umap2 容器**

**std::unordered\_map<std::string, std::string> umap2(retUmap());**

**注意，无论是调用复制构造函数还是拷贝构造函数，必须保证 2 个容器的类型完全相同。**  
4) 当然，如果不想全部拷贝，可以使用 unordered\_map 类模板提供的迭代器，在现有 unordered\_map 容器中选择部分区域内的键值对，为新建 unordered\_map 容器初始化。例如：

**//传入 2 个迭代器，**

**std::unordered\_map<std::string, std::string> umap2(++umap.begin(),umap.end());**

通过此方式创建的 umap2 容器，其内部就包含 umap 容器中除第 1 个键值对外的所有其它键值对。

**二C++ unordered\_map容器的成员方法**

unordered\_map 既可以看做是关联式容器，更属于自成一脉的无序容器。因此在该容器模板类中，既包含一些在学习关联式容器时常见的成员方法，还有一些属于无序容器特有的成员方法。  
表 2 列出了 unordered\_map 类模板提供的所有常用的成员方法以及各自的功能。

表 2 unordered\_map类模板成员方法

|  |  |
| --- | --- |
| **成员方法** | **功能** |
| begin() | 返回指向容器中第一个键值对的正向迭代器。 |
| end() | 返回指向容器中最后一个键值对之后位置的正向迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上增加了 const 属性，即该方法返回的迭代器不能用于修改容器内存储的键值对。 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，即该方法返回的迭代器不能用于修改容器内存储的键值对。 |
| empty() | 若容器为空，则返回 true；否则 false。 |
| size() | 返回当前容器中存有键值对的个数。 |
| max\_size() | 返回容器所能容纳键值对的最大个数，不同的操作系统，其返回值亦不相同。 |
| operator[key] | 该模板类中重载了 [] 运算符，其功能是可以向访问数组中元素那样，只要给定某个键值对的键 key，就可以获取该键对应的值。注意，如果当前容器中没有以 key 为键的键值对，则其会使用该键向当前容器中插入一个新键值对。 |
| at(key) | 返回容器中存储的键 key 对应的值，如果 key 不存在，则会抛出 out\_of\_range 异常。 |
| find(key) | 查找以 key 为键的键值对，如果找到，则返回一个指向该键值对的正向迭代器；反之，则返回一个指向容器中最后一个键值对之后位置的迭代器（如果 end() 方法返回的迭代器）。 |
| count(key) | 在容器中查找以 key 键的键值对的个数。 |
| equal\_range(key) | 返回一个 pair 对象，其包含 2 个迭代器，用于表明当前容器中键为 key 的键值对所在的范围。 |
| emplace() | 向容器中添加新键值对，效率比 insert() 方法高。 |
| emplace\_hint() | 向容器中添加新键值对，效率比 insert() 方法高。 |
| insert() | 向容器中添加新键值对。 |
| erase() | 删除指定键值对。 |
| clear() | 清空容器，即删除容器中存储的所有键值对。 |
| swap() | 交换 2 个 unordered\_map 容器存储的键值对，前提是必须保证这 2 个容器的类型完全相等。 |
| bucket\_count() | 返回当前容器底层存储键值对时，使用桶（一个线性链表代表一个桶）的数量。 |
| max\_bucket\_count() | 返回当前系统中，unordered\_map 容器底层最多可以使用多少桶。 |
| bucket\_size(n) | 返回第 n 个桶中存储键值对的数量。 |
| bucket(key) | 返回以 key 为键的键值对所在桶的编号。 |
| load\_factor() | 返回 unordered\_map 容器中当前的负载因子。负载因子，指的是的当前容器中存储键值对的数量（size()）和使用桶数（bucket\_count()）的比值，即 load\_factor() = size() / bucket\_count()。 |
| max\_load\_factor() | 返回或者设置当前 unordered\_map 容器的负载因子。 |
| rehash(n) | 将当前容器底层使用桶的数量设置为 n。 |
| reserve() | 将存储桶的数量（也就是 bucket\_count() 方法的返回值）设置为至少容纳count个元（不超过最大负载因子）所需的数量，并重新整理容器。 |
| hash\_function() | 返回当前容器使用的哈希函数对象。 |

注意，对于实现互换 2 个相同类型 unordered\_map 容器的键值对，除了可以调用该容器模板类中提供的 swap() 成员方法外，STL 标准库还提供了同名的 swap() 非成员函数。

下面的样例演示了表 2 中部分成员方法的用法：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建空 umap 容器

*unordered\_map*<*string*, *string*> umap;

//向 umap 容器添加新键值对

umap.*emplace*("Python教程", "http://c.biancheng.net/python/");

umap.*emplace*("Java教程", "http://c.biancheng.net/java/");

umap.*emplace*("Linux教程", "http://c.biancheng.net/linux/");

//输出 umap 存储键值对的数量

*cout* << "umap size = " << umap.*size*() << *endl*;

//使用迭代器输出 umap 容器存储的所有键值对

for (auto iter = umap.*begin*(); iter != umap.*end*(); ++iter) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

return 0;

}

**程序执行结果为：**

**umap size = 3  
Python教程 http://c.biancheng.net/python/  
Linux教程 http://c.biancheng.net/linux/  
Java教程 http://c.biancheng.net/java/**

**有关表 2 中其它成员方法的用法，后续章节会做详细讲解。当然，读者也可以自行查询 [C++ STL标准库手册](http://www.cplusplus.com/reference/unordered_map/unordered_map/" \t "http://c.biancheng.net/view/_blank)。**

**第三深度剖析C++无序容器的底层实现机制**

在阅读本节内容之前，读者需了解哈希表存储结构的原理，可猛击《[哈希表（散列表）详解](http://c.biancheng.net/view/3437.html" \t "http://c.biancheng.net/view/_blank)》一节。

在了解哈希表存储结构的基础上，本节将具体分析 C++ STL 无序容器（哈希容器）底层的实现原理。  
 C++ STL 标准库中，不仅是 unordered\_map 容器，所有无序容器的底层实现都采用的是哈希表存储结构。更准确地说，是用“链地址法”（又称“开链法”）解决数据存储位置发生冲突的哈希表，整个存储结构如图 1 所示。
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图 1 C++ STL 无序容器存储状态示意图

其中，Pi 表示存储的各个键值对。

可以看到，当使用无序容器存储键值对时，会先申请一整块连续的存储空间，但此空间并不用来直接存储键值对，而是存储各个链表的头指针，各键值对真正的存储位置是各个链表的节点。

**注意，STL 标准库通常选用 vector 容器存储各个链表的头指针。**

不仅如此，在 C++ STL 标准库中，将图 1 中的各个链表称为桶（bucket），每个桶都有自己的编号（从 0 开始）。当有新键值对存储到无序容器中时，整个存储过程分为如下几步：

（1）将该键值对中键的值带入设计好的哈希函数，会得到一个哈希值（一个整数，用 H 表示）；

（2）将 H 和无序容器拥有桶的数量 n 做整除运算（即 H % n），该结果即表示应将此键值对存储到的桶的编号；

（3）建立一个新节点存储此键值对，同时将该节点链接到相应编号的桶上。

另外值得一提的是，哈希表存储结构还有一个重要的属性，称为负载因子（load factor）。该属性同样适用于无序容器，用于衡量容器存储键值对的空/满程序，即负载因子越大，意味着容器越满，即各链表中挂载着越多的键值对，这无疑会降低容器查找目标键值对的效率；反之，负载因子越小，容器肯定越空，但并不一定各个链表中挂载的键值对就越少。  
 举个例子，如果设计的哈希函数不合理，使得各个键值对的键带入该函数得到的哈希值始终相同（所有键值对始终存储在同一链表上）。这种情况下，即便增加桶数是的负载因子减小，该容器的查找效率依旧很差。  
 无序容器中，负载因子的计算方法为：

**负载因子 = 容器存储的总键值对 / 桶数**

默认情况下，无序容器的最大负载因子为 1.0。如果操作无序容器过程中，使得最大复杂因子超过了默认值，则容器会自动增加桶数，并重新进行哈希，以此来减小负载因子的值。需要注意的是，此过程会导致容器迭代器失效，但指向单个键值对的引用或者指针仍然有效。

这也就解释了，为什么我们在操作无序容器过程中，键值对的存储顺序有时会“莫名”的发生变动。  
 C++ STL 标准库为了方便用户更好地管控无序容器底层使用的哈希表存储结构，各个无序容器的模板类中都提供表 2 所示的成员方法。

表 2 无序容器管理哈希表的成员方法

|  |  |
| --- | --- |
| **成员方法** | **功能** |
| bucket\_count() | 返回当前容器底层存储键值对时，使用桶的数量。 |
| max\_bucket\_count() | 返回当前系统中，unordered\_map 容器底层最多可以使用多少个桶。 |
| bucket\_size(n) | 返回第 n 个桶中存储键值对的数量。 |
| bucket(key) | 返回以 key 为键的键值对所在桶的编号。 |
| load\_factor() | 返回 unordered\_map 容器中当前的负载因子。 |
| max\_load\_factor() | 返回或者设置当前 unordered\_map 容器的最大负载因子。 |
| rehash(n) | 尝试重新调整桶的数量为等于或大于 n 的值。如果 n 大于当前容器使用的桶数，则该方法会是容器重新哈希，该容器新的桶数将等于或大于 n。反之，如果 n 的值小于当前容器使用的桶数，则调用此方法可能没有任何作用。 |
| reserve(n) | 将容器使用的桶数（bucket\_count() 方法的返回值）设置为最适合存储 n 个元素的桶数。 |
| hash\_function() | 返回当前容器使用的哈希函数对象。 |

下面的程序以学过的 unordered\_map 容器为例，演示了表 2 中部分成员方法的用法：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建空 umap 容器

*unordered\_map*<*string*, *string*> umap;

*cout* << "umap 初始桶数: " << umap.*bucket\_count*() << *endl*;

*cout* << "umap 初始负载因子: " << umap.*load\_factor*() << *endl*;

*cout* << "umap 最大负载因子: " << umap.*max\_load\_factor*() << *endl*;

//设置 umap 使用最适合存储 9 个键值对的桶数

umap.*reserve*(9);

*cout* << "\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*" << *endl*;

*cout* << "umap 新桶数: " << umap.*bucket\_count*() << *endl*;

*cout* << "umap 新负载因子: " << umap.*load\_factor*() << *endl*;

//向 umap 容器添加 3 个键值对

umap["Python教程"] = "http://c.biancheng.net/python/";

umap["Java教程"] = "http://c.biancheng.net/java/";

umap["Linux教程"] = "http://c.biancheng.net/linux/";

//调用 bucket() 获取指定键值对位于桶的编号

*cout* << "以\"Python教程\"为键的键值对，位于桶的编号为:" << umap.*bucket*("Python教程") << *endl*;

//自行计算某键值对位于哪个桶

auto fn = umap.*hash\_function*();

*cout* << "计算以\"Python教程\"为键的键值对，位于桶的编号为：" << fn("Python教程") % (umap.*bucket\_count*()) << *endl*;

return 0;

}

**程序执行结果为：**

**umap 初始桶数: 8  
umap 初始负载因子: 0  
umap 最大负载因子: 1  
\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
umap 新桶数: 16  
umap 新负载因子: 0  
以"Python教程"为键的键值对，位于桶的编号为:9  
计算以"Python教程"为键的键值对，位于桶的编号为：9**

从输出结果可以看出，对于空的 umap 容器，初始状态下会分配 8 个桶，并且默认最大负载因子为 1.0，但由于其为存储任何键值对，因此负载因子值为 0。  
 与此同时，程序中调用 reverse() 成员方法，是 umap 容器的桶数改为了 16，其最适合存储 9 个键值对。从侧面可以看出，一旦负载因子大于 1.0（9/8 > 1.0），则容器所使用的桶数就会翻倍式（8、16、32、...）的增加。  
 程序最后还演示了如何手动计算出指定键值对存储的桶的编号，其计算结果和使用 bucket() 成员方法得到的结果是一致的。

**关于表 2 中成员方法的具体语法和用法，都很简单，不再过多赘述，感兴趣的读者可自行翻阅 [C++ STL手册](http://www.cplusplus.com/reference/unordered_map/unordered_map/" \t "http://c.biancheng.net/view/_blank)。**

**第四C++ unordered\_map迭代器的用法**

C++ STL 标准库中，unordered\_map 容器迭代器的类型为前向迭代器（又称正向迭代器）。这意味着，假设 p 是一个前向迭代器，则其只能进行 \*p、p++、++p 操作，且 2 个前向迭代器之间只能用 == 和 != 运算符做比较。  
 在 unordered\_map 容器模板中，提供了表 1 所示的成员方法，可用来获取指向指定位置的前向迭代器。

表 1 C++ unordered\_map迭代器相关成员方法

|  |  |
| --- | --- |
| **成员方法** | **功能** |
| begin() | 返回指向容器中第一个键值对的正向迭代器。 |
| end() | 返回指向容器中最后一个键值对之后位置的正向迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上增加了 const 属性，即该方法返回的迭代器不能用于修改容器内存储的键值对。 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，即该方法返回的迭代器不能用于修改容器内存储的键值对。 |
| find(key) | 查找以 key 为键的键值对，如果找到，则返回一个指向该键值对的正向迭代器；反之，则返回一个指向容器中最后一个键值对之后位置的迭代器（如果 end() 方法返回的迭代器）。 |
| equal\_range(key) | 返回一个 pair 对象，其包含 2 个迭代器，用于表明当前容器中键为 key 的键值对所在的范围。 |

值得一提的是，equal\_range(key) 很少用于 unordered\_map 容器，因为该容器中存储的都是键不相等的键值对，即便调用该成员方法，得到的 2 个迭代器所表示的范围中，最多只包含 1 个键值对。事实上，该成员方法更适用于 unordered\_multimap 容器（该容器后续章节会做详细讲解）。

下面的程序演示了表 1 中部分成员方法的用法。

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建 umap 容器

*unordered\_map*<*string*, *string*> umap{

{"Python教程","http://c.biancheng.net/python/"},

{"Java教程","http://c.biancheng.net/java/"},

{"Linux教程","http://c.biancheng.net/linux/"} };

*cout* << "umap 存储的键值对包括：" << *endl*;

//遍历输出 umap 容器中所有的键值对

for (auto iter = umap.*begin*(); iter != umap.*end*(); ++iter) {

*cout* << "<" << iter->*first* << ", " << iter->*second* << ">" << *endl*;

}

//获取指向指定键值对的前向迭代器

*unordered\_map*<*string*, *string*>::*iterator* iter = umap.*find*("Java教程");

*cout* << "umap.find(\"Java教程\") = " << "<" << iter->*first* << ", " << iter->*second* << ">" << *endl*;

return 0;

}

程序执行结果为：

umap 存储的键值对包括：  
<Python教程, http://c.biancheng.net/python/>  
<Linux教程, http://c.biancheng.net/linux/>  
<Java教程, http://c.biancheng.net/java/>  
umap.find("Java教程") = <Java教程, http://c.biancheng.net/java/>

需要注意的是，在操作 unordered\_map 容器过程（尤其是向容器中添加新键值对）中，一旦当前容器的负载因子超过最大负载因子（默认值为 1.0），该容器就会适当增加桶的数量（通常是翻一倍），并自动执行 rehash() 成员方法，重新调整各个键值对的存储位置（此过程又称“重哈希”），此过程很可能导致之前创建的迭代器失效。

**所谓迭代器失效，针对的是那些用于表示容器内某个范围的迭代器，由于重哈希会重新调整每个键值对的存储位置，所以容器重哈希之后，之前表示特定范围的迭代器很可能无法再正确表示该范围。但是，重哈希并不会影响那些指向单个键值对元素的迭代器。**

**举个例子：**

#include <iostream>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建 umap 容器

*unordered\_map*<int, int> umap;

//向 umap 容器添加 50 个键值对

for (int i = 1; i <= 50; i++) {

umap.*emplace*(i, i);

}

//获取键为 49 的键值对所在的范围

auto pair = umap.*equal\_range*(49);

//输出 pair 范围内的每个键值对的键的值

for (auto iter = pair.*first*; iter != pair.*second*; ++iter) {

*cout* << iter->*first* << " ";

}

*cout* << *endl*;

//手动调整最大负载因子数

umap.*max\_load\_factor*(3.0);

//手动调用 rehash() 函数重哈希

umap.*rehash*(10);

//重哈希之后，pair 的范围可能会发生变化

for (auto iter = pair.*first*; iter != pair.*second*; ++iter) {

*cout* << iter->*first* << " ";

}

return 0;

}

**程序执行结果为：**

**49  
49 17**

观察输出结果不难发现，之前用于表示键为 49 的键值对所在范围的 2 个迭代器，重哈希之后表示的范围发生了改变。

**经测试，用于遍历整个容器的 begin()/end() 和 cbegin()/cend() 迭代器对，重哈希只会影响遍历容器内键值对的顺序，整个遍历的操作仍然可以顺利完成。**

**第五C++ STL unordered\_map获取元素的4种方法**

通过前面的学习我们知道，unordered\_map 容器以键值对的方式存储数据。为了方便用户快速地从该类型容器提取出目标元素（也就是某个键值对的值），unordered\_map 容器类模板中提供了以下几种方法。  
  
1) unordered\_map 容器类模板中，实现了对 [ ] 运算符的重载，使得我们可以像“利用下标访问普通数组中元素”那样，通过目标键值对的键获取到该键对应的值。

举个例子：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建 umap 容器

*unordered\_map*<*string*, *string*> umap{

{"Python教程","http://c.biancheng.net/python/"},

{"Java教程","http://c.biancheng.net/java/"},

{"Linux教程","http://c.biancheng.net/linux/"} };

//获取 "Java教程" 对应的值

*string* str = umap["Java教程"];

*cout* << str << *endl*;

return 0;

}

**程序输出结果为：**

**http://c.biancheng.net/java/**

需要注意的是，如果当前容器中并没有存储以 [ ] 运算符内指定的元素作为键的键值对，则此时 [ ] 运算符的功能将转变为：向当前容器中添加以目标元素为键的键值对。

举个例子：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建空 umap 容器

*unordered\_map*<*string*, *string*> umap;

//[] 运算符在 = 右侧

*string* str = umap["STL教程"];

//[] 运算符在 = 左侧

umap["C教程"] = "http://c.biancheng.net/c/";

for (auto iter = umap.*begin*(); iter != umap.*end*(); ++iter) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

return 0;

}

**程序执行结果为：**

**C教程 http://c.biancheng.net/c/  
STL教程**

可以看到，当使用 [ ] 运算符向 unordered\_map 容器中添加键值对时，分为 2 种情况：

当 [ ] 运算符位于赋值号（=）右侧时，则新添加键值对的键为 [ ] 运算符内的元素，其值为键值对要求的值类型的默认值（string 类型默认值为空字符串）；

当 [ ] 运算符位于赋值号（=）左侧时，则新添加键值对的键为 [ ] 运算符内的元素，其值为赋值号右侧的元素。  
2) unordered\_map 类模板中，还提供有 at() 成员方法，和使用 [ ] 运算符一样，at() 成员方法也需要根据指定的键，才能从容器中找到该键对应的值；不同之处在于，如果在当前容器中查找失败，该方法不会向容器中添加新的键值对，而是直接抛出out\_of\_range异常。  
举个例子：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建 umap 容器

*unordered\_map*<*string*, *string*> umap{

{"Python教程","http://c.biancheng.net/python/"},

{"Java教程","http://c.biancheng.net/java/"},

{"Linux教程","http://c.biancheng.net/linux/"} };

//获取指定键对应的值

*string* str = umap.*at*("Python教程");

*cout* << str << *endl*;

//执行此语句会抛出 out\_of\_range 异常

//cout << umap.at("GO教程");

return 0;

}

**程序执行结果为：**

**http://c.biancheng.net/python/**

此程序中，第 13 行代码用于获取 umap 容器中键为“Python教程”对应的值，由于 umap 容器确实有符合条件的键值对，因此可以成功执行；而第 17 行代码，由于当前 umap 容器没有存储以“Go教程”为键的键值对，因此执行此语句会抛出 out\_of\_range 异常。  
  
3) [ ] 运算符和 at() 成员方法基本能满足大多数场景的需要。除此之外，还可以借助 unordered\_map 模板中提供的 find() 成员方法。  
 和前面方法不同的是，通过 find() 方法得到的是一个正向迭代器，该迭代器的指向分以下 2 种情况：

（1）当 find() 方法成功找到以指定元素作为键的键值对时，其返回的迭代器就指向该键值对；

（2）当 find() 方法查找失败时，其返回的迭代器和 end() 方法返回的迭代器一样，指向容器中最后一个键值对之后的位置。  
举个例子：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建 umap 容器

*unordered\_map*<*string*, *string*> umap{

{"Python教程","http://c.biancheng.net/python/"},

{"Java教程","http://c.biancheng.net/java/"},

{"Linux教程","http://c.biancheng.net/linux/"} };

//查找成功

*unordered\_map*<*string*, *string*>::*iterator* iter = umap.*find*("Python教程");

*cout* << iter->*first* << " " << iter->*second* << *endl*;

//查找失败

*unordered\_map*<*string*, *string*>::*iterator* iter2 = umap.*find*("GO教程");

if (iter2 == umap.*end*()) {

*cout* << "当前容器中没有以\"GO教程\"为键的键值对";

}

return 0;

}

**程序执行结果为：**

**Python教程 http://c.biancheng.net/python/  
当前容器中没有以"GO教程"为键的键值对**4) 除了 find() 成员方法之外，甚至可以借助 begin()/end() 或者 cbegin()/cend()，通过遍历整个容器中的键值对来找到目标键值对。  
  
举个例子：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建 umap 容器

*unordered\_map*<*string*, *string*> umap{

{"Python教程","http://c.biancheng.net/python/"},

{"Java教程","http://c.biancheng.net/java/"},

{"Linux教程","http://c.biancheng.net/linux/"} };

//遍历整个容器中存储的键值对

for (auto iter = umap.*begin*(); iter != umap.*end*(); ++iter) {

//判断当前的键值对是否就是要找的

if (!iter->*first*.*compare*("Java教程")) {

*cout* << iter->*second* << *endl*;

break;

}

}

return 0;

}

**程序执行结果为：**

**http://c.biancheng.net/java/**

**以上 4 种方法中，前 2 种方法基本能满足多数场景的需要，建议初学者首选 at() 成员方法！**

**第六C++ unordered\_map insert()用法精讲**

为了方便用户向已建 unordered\_map 容器中添加新的键值对，该容器模板中提供了 insert() 方法，本节就对此方法的用法做详细的讲解。  
 unordered\_map 模板类中，提供了多种语法格式的 insert() 方法，根据功能的不同，可划分为以下几种用法。  
1) insert() 方法可以将 pair 类型的键值对元素添加到 unordered\_map 容器中，其语法格式有 2 种：

**//以普通方式传递参数  
pair<iterator,bool> insert ( const value\_type& val );  
//以右值引用的方式传递参数  
template <class P>  
    pair<iterator,bool> insert ( P&& val );**

**有关右值引用，可阅读《[C++右值引用详解](http://c.biancheng.net/view/439.html" \t "http://c.biancheng.net/view/_blank)》一文，这里不再做具体解释。**

以上 2 种格式中，参数 val 表示要添加到容器中的目标键值对元素；该方法的返回值为 pair类型值，内部包含一个 iterator 迭代器和 bool 变量：

（1）当 insert() 将 val 成功添加到容器中时，返回的迭代器指向新添加的键值对，bool 值为 True；

（2）当 insert() 添加键值对失败时，意味着当前容器中本就存储有和要添加键值对的键相等的键值对，这种情况下，返回的迭代器将指向这个导致插入操作失败的迭代器，bool 值为 False。  
举个例子：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建空 umap 容器

*unordered\_map*<*string*, *string*> umap;

//构建要添加的键值对

*std*::*pair*<*string*, *string*>mypair("STL教程", "http://c.biancheng.net/stl/");

//创建接收 insert() 方法返回值的pair类型变量

*std*::*pair*<*unordered\_map*<*string*, *string*>::*iterator*, bool> ret;

//调用 insert() 方法的第一种语法格式

ret = umap.*insert*(mypair);

*cout* << "bool = " << ret.*second* << *endl*;

*cout* << "iter -> " << ret.*first*->*first* << " " << ret.*first*->*second* << *endl*;

//调用 insert() 方法的第二种语法格式

ret = umap.*insert*(*std*::*make\_pair*("Python教程", "http://c.biancheng.net/python/"));

*cout* << "bool = " << ret.*second* << *endl*;

*cout* << "iter -> " << ret.*first*->*first* << " " << ret.*first*->*second* << *endl*;

return 0;

}

**程序执行结果为：**

**bool = 1  
iter -> STL教程 http://c.biancheng.net/stl/  
bool = 1  
iter -> Python教程 http://c.biancheng.net/python/**

从输出结果很容易看出，两次添加键值对的操作，insert() 方法返回值中的 bool 变量都为 1，表示添加成功，此时返回的迭代器指向的是添加成功的键值对。  
  
2) 除此之外，insert() 方法还可以指定新键值对要添加到容器中的位置，其语法格式如下：

**//以普通方式传递 val 参数  
iterator insert ( const\_iterator hint, const value\_type& val );  
//以右值引用方法传递 val 参数  
template <class P>  
    iterator insert ( const\_iterator hint, P&& val );**

以上 2 种语法格式中，hint 参数为迭代器，用于指定新键值对要添加到容器中的位置；val 参数指的是要添加容器中的键值对；方法的返回值为迭代器：

（1）如果 insert() 方法成功添加键值对，该迭代器指向新添加的键值对；

（2）如果 insert() 方法添加键值对失败，则表示容器中本就包含有相同键的键值对，该方法返回的迭代器就指向容器中键相同的键值对；

**注意，以上 2 种语法格式中，虽然通过 hint 参数指定了新键值对添加到容器中的位置，但该键值对真正存储的位置，并不是 hint 参数说了算，最终的存储位置仍取决于该键值对的键的值。**

举个例子：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建空 umap 容器

*unordered\_map*<*string*, *string*> umap;

//构建要添加的键值对

*std*::*pair*<*string*, *string*>mypair("STL教程", "http://c.biancheng.net/stl/");

//创建接收 insert() 方法返回值的迭代器类型变量

*unordered\_map*<*string*, *string*>::*iterator* iter;

//调用第一种语法格式

iter = umap.*insert*(umap.*begin*(), mypair);

*cout* << "iter -> " << iter->*first* << " " << iter->*second* << *endl*;

//调用第二种语法格式

iter = umap.*insert*(umap.*begin*(), *std*::*make\_pair*("Python教程", "http://c.biancheng.net/python/"));

*cout* << "iter -> " << iter->*first* << " " << iter->*second* << *endl*;

return 0;

}

**程序输出结果为：**

**iter -> STL教程 http://c.biancheng.net/stl/  
iter -> Python教程 http://c.biancheng.net/python/**

3) insert() 方法还支持将某一个 unordered\_map 容器中指定区域内的所有键值对，复制到另一个 unordered\_map 容器中，其语法格式如下：

**template <class InputIterator>  
    void insert ( InputIterator first, InputIterator last );**

其中 first 和 last 都为迭代器，[first, last)表示复制其它 unordered\_map 容器中键值对的区域。  
  
举个例子：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建并初始化 umap 容器

*unordered\_map*<*string*, *string*> umap{ {"STL教程","http://c.biancheng.net/stl/"},

{"Python教程","http://c.biancheng.net/python/"},

{"Java教程","http://c.biancheng.net/java/"} };

//创建一个空的 unordered\_map 容器

*unordered\_map*<*string*, *string*> otherumap;

//指定要拷贝 umap 容器中键值对的范围

*unordered\_map*<*string*, *string*>::*iterator* first = ++umap.*begin*();

*unordered\_map*<*string*, *string*>::*iterator* last = umap.*end*();

//将指定 umap 容器中 [first,last) 区域内的键值对复制给 otherumap 容器

otherumap.*insert*(first, last);

//遍历 otherumap 容器中存储的键值对

for (auto iter = otherumap.*begin*(); iter != otherumap.*end*(); ++iter) {

*cout* << iter->first << " " << iter->*second* << *endl*;

}

return 0;

}

**程序输出结果为：**

**Python教程 http://c.biancheng.net/python/  
Java教程 http://c.biancheng.net/java/**

4) 除了以上 3 种方式，insert() 方法还支持一次向 unordered\_map 容器添加多个键值对，其语法格式如下：

void insert ( initializer\_list<value\_type> il );

其中，il 参数指的是可以用初始化列表的形式指定多个键值对元素。  
举个例子：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建空的 umap 容器

*unordered\_map*<*string*, *string*> umap;

//向 umap 容器同时添加多个键值对

umap.*insert*({ {"STL教程","http://c.biancheng.net/stl/"},

{"Python教程","http://c.biancheng.net/python/"},

{"Java教程","http://c.biancheng.net/java/"} });

//遍历输出 umap 容器中存储的键值对

for (auto iter = umap.*begin*(); iter != umap.*end*(); ++iter) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

return 0;

}

**程序输出结果为：**

**STL教程 http://c.biancheng.net/stl/  
Python教程 http://c.biancheng.net/python/  
Java教程 http://c.biancheng.net/java/**

**总的来说，unordered\_map 模板类提供的 insert() 方法，有以上 4 种用法，读者可以根据实际场景的需要自行选择使用哪一种。**

**第七C++ unordered\_map emplace()和emplace\_hint()方法**

和前面学的 map、set 等容器一样，C++ 11 标准也为 unordered\_map 容器新增了 emplace() 和 emplace\_hint() 成员方法，本节将对它们的用法做详细的介绍。  
 我们知道，实现向已有 unordered\_map 容器中添加新键值对，可以通过调用 insert() 方法，但其实还有更好的方法，即使用 emplace() 或者 emplace\_hint() 方法，它们完成“向容器中添加新键值对”的效率，要比 insert() 方法高。

**至于为什么 emplace()、emplace\_hint() 执行效率会比 insert() 方法高，可阅读《[为什么emplace()、emplace\_hint()执行效率比insert()高](http://c.biancheng.net/view/7183.html" \t "http://c.biancheng.net/view/_blank)》一文，虽然此文的讲解对象为 map 容器，但就这 3 个方法来说，unordered\_map 容器和 map 容器是一样的。**

**一unordered\_map emplace()方法**

emplace() 方法的用法很简单，其语法格式如下：

**template <class... Args>  
    pair<iterator, bool> emplace ( Args&&... args );**

其中，参数 args 表示可直接向该方法传递创建新键值对所需要的 2 个元素的值，其中第一个元素将作为键值对的键，另一个作为键值对的值。也就是说，该方法无需我们手动创建键值对，其内部会自行完成此工作。  
 另外需要注意的是，该方法的返回值为 pair 类型值，其包含一个迭代器和一个 bool 类型值：

（1）当 emplace() 成功添加新键值对时，返回的迭代器指向新添加的键值对，bool 值为 True；

（2）当 emplace() 添加新键值对失败时，说明容器中本就包含一个键相等的键值对，此时返回的迭代器指向的就是容器中键相同的这个键值对，bool 值为 False。

举个例子：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建 umap 容器

*unordered\_map*<*string*, *string*> umap;

//定义一个接受 emplace() 方法的 pair 类型变量

*pair*<*unordered\_map*<*string*, *string*>::*iterator*, bool> ret;

//调用 emplace() 方法

ret = umap.*emplace*("STL教程", "http://c.biancheng.net/stl/");

//输出 ret 中包含的 2 个元素的值

*cout* << "bool =" << ret.*second* << *endl*;

*cout* << "iter ->" << ret.*first*->*first* << " " << ret.*first*->*second* << *endl*;

return 0;

}

**程序执行结果为：**

**bool =1  
iter ->STL教程 http://c.biancheng.net/stl/**

**通过执行结果中 bool 变量的值为 1 可以得知，emplace() 方法成功将新键值对添加到了 umap 容器中。**

**二unordered\_map emplace\_hint()方法**

**emplace\_hint() 方法的语法格式如下：**

**template <class... Args>  
    iterator emplace\_hint ( const\_iterator position, Args&&... args );**

和 emplace() 方法相同，emplace\_hint() 方法内部会自行构造新键值对，因此我们只需向其传递构建该键值对所需的 2 个元素（第一个作为键，另一个作为值）即可。不同之处在于：

（1）emplace\_hint() 方法的返回值仅是一个迭代器，而不再是 pair 类型变量。当该方法将新键值对成功添加到容器中时，返回的迭代器指向新添加的键值对；反之，如果添加失败，该迭代器指向的是容器中和要添加键值对键相同的那个键值对。

（2）emplace\_hint() 方法还需要传递一个迭代器作为第一个参数，该迭代器表明将新键值对添加到容器中的位置。需要注意的是，新键值对添加到容器中的位置，并不是此迭代器说了算，最终仍取决于该键值对的键的值。

**可以这样理解，emplace\_hint() 方法中传入的迭代器，仅是给 unordered\_map 容器提供一个建议，并不一定会被容器采纳。**

举个例子：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建 umap 容器

*unordered\_map*<*string*, *string*> umap;

//定义一个接受 emplace\_hint() 方法的迭代器

*unordered\_map*<*string*, *string*>::*iterator* iter;

//调用 empalce\_hint() 方法

iter = umap.*emplace\_hint*(umap.*begin*(), "STL教程", "http://c.biancheng.net/stl/");

//输出 emplace\_hint() 返回迭代器 iter 指向的键值对的内容

*cout* << "iter ->" << iter->*first* << " " << iter->*second* << *endl*;

return 0;

}

**程序执行结果为：**

**iter ->STL教程 http://c.biancheng.net/stl/**

**第八C++ STL unordered\_map删除元素：erase()和clear()**

C++ STL 标准库为了方便用户可以随时删除 unordered\_map 容器中存储的键值对，unordered\_map 容器类模板中提供了以下 2 个成员方法：

（1）erase()：删除 unordered\_map 容器中指定的键值对；

（2）clear()：删除 unordered\_map 容器中所有的键值对，即清空容器。  
本节就对以上 2 个成员方法的用法做详细的讲解。

**一unordered\_map erase()方法**

为了满足不同场景删除 unordered\_map 容器中键值对的需要，此容器的类模板中提供了 3 种语法格式的 erase() 方法。  
  
1) erase() 方法可以接受一个正向迭代器，并删除该迭代器指向的键值对。该方法的语法格式如下：

**iterator erase ( const\_iterator position );**

其中 position 为指向容器中某个键值对的迭代器，该方法会返回一个指向被删除键值对之后位置的迭代器。

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建 umap 容器

*unordered\_map*<*string*, *string*> umap{

{"STL教程", "http://c.biancheng.net/stl/"},

{"Python教程", "http://c.biancheng.net/python/"},

{"Java教程", "http://c.biancheng.net/java/"} };

//输出 umap 容器中存储的键值对

for (auto iter = umap.*begin*(); iter != umap.*end*(); ++iter) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

*cout* << "erase:" << *endl*;

//定义一个接收 erase() 方法的迭代器

*unordered\_map*<*string*, *string*>::*iterator* ret;

//删除容器中第一个键值对

ret = umap.*erase*(umap.*begin*());

//输出 umap 容器中存储的键值对

for (auto iter = umap.*begin*(); iter != umap.*end*(); ++iter) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

*cout* << "ret = " << ret->*first* << " " << ret->*second* << *endl*;

return 0;

}

**程序执行结果为：**

**STL教程 http://c.biancheng.net/stl/  
Python教程 http://c.biancheng.net/python/  
Java教程 http://c.biancheng.net/java/  
erase:  
Python教程 http://c.biancheng.net/python/  
Java教程 http://c.biancheng.net/java/  
ret = Python教程 http://c.biancheng.net/python/**

可以看到，通过给 erase() 方法传入指向容器中第一个键值对的迭代器，该方法可以将容器中第一个键值对删除，同时返回一个指向被删除键值对之后位置的迭代器。

**注意，如果erase()方法删除的是容器存储的最后一个键值对，则该方法返回的迭代器，将指向容器中最后一个键值对之后的位置（等同于 end() 方法返回的迭代器）。**

2) 我们还可以直接将要删除键值对的键作为参数直接传给 erase() 方法，该方法会自行去 unordered\_map 容器中找和给定键相同的键值对，将其删除。erase() 方法的语法格式如下：

**size\_type erase ( const key\_type& k );**

其中，k 表示目标键值对的键的值；该方法会返回一个整数，其表示成功删除的键值对的数量。  
举个例子：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建 umap 容器

*unordered\_map*<*string*, *string*> umap{

{"STL教程", "http://c.biancheng.net/stl/"},

{"Python教程", "http://c.biancheng.net/python/"},

{"Java教程", "http://c.biancheng.net/java/"} };

//输出 umap 容器中存储的键值对

for (auto iter = umap.*begin*(); iter != umap.*end*(); ++iter) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

int delNum = umap.*erase*("Python教程");

*cout* << "delNum = " << delNum << *endl*;

//再次输出 umap 容器中存储的键值对

for (auto iter = umap.*begin*(); iter != umap.*end*(); ++iter) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

return 0;

}

**程序执行结果为：**

**STL教程 http://c.biancheng.net/stl/  
Python教程 http://c.biancheng.net/python/  
Java教程 http://c.biancheng.net/java/  
delNum = 1  
STL教程 http://c.biancheng.net/stl/  
Java教程 http://c.biancheng.net/java/**

**通过输出结果可以看到，通过将 "Python教程" 传给 erase() 方法，就成功删除了 umap 容器中键为 "Python教程" 的键值对。**3) 除了支持删除 unordered\_map 容器中指定的某个键值对，erase() 方法还支持一次删除指定范围内的所有键值对，其语法格式如下：

iterator erase ( const\_iterator first, const\_iterator last );

其中 first 和 last 都是正向迭代器，[first, last) 范围内的所有键值对都会被 erase() 方法删除；同时，该方法会返回一个指向被删除的最后一个键值对之后一个位置的迭代器。  
  
举个例子：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建 umap 容器

*unordered\_map*<*string*, *string*> umap{

{"STL教程", "http://c.biancheng.net/stl/"},

{"Python教程", "http://c.biancheng.net/python/"},

{"Java教程", "http://c.biancheng.net/java/"} };

//first 指向第一个键值对

*unordered\_map*<*string*, *string*>::*iterator* first = umap.*begin*();

//last 指向最后一个键值对

*unordered\_map*<*string*, *string*>::*iterator* last = --umap.*end*();

//删除[fist,last)范围内的键值对

auto ret = umap.*erase*(first, last);

//输出 umap 容器中存储的键值对

for (auto iter = umap.*begin*(); iter != umap.*end*(); ++iter) {

*cout* << iter->first << " " << iter->*second* << *endl*;

}

*cout* << "ret -> " << ret->first << " " << ret->*second* << *endl*;

return 0;

}

**程序执行结果为：**

**Java教程 http://c.biancheng.net/java/  
ret -> Java教程 http://c.biancheng.net/java/**

可以看到，通过 erase() 方法删除 [first,last) 范围内所有的键值对之后，umap 容器仅剩最后一个键值对，同时该方法返回的迭代器指向的也是该键值对（它是被删除最后一个键值对之后的第一个键值对）。

**二unordered\_map clear()方法**

在个别场景中，可能需要一次性删除 unordered\_map 容器中存储的所有键值对，可以使用 clear() 方法，其语法格式如下：

**void clear()**

举个例子：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建 umap 容器

*unordered\_map*<*string*, *string*> umap{

{"STL教程", "http://c.biancheng.net/stl/"},

{"Python教程", "http://c.biancheng.net/python/"},

{"Java教程", "http://c.biancheng.net/java/"} };

//输出 umap 容器中存储的键值对

for (auto iter = umap.*begin*(); iter != umap.*end*(); ++iter) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

//删除容器内所有键值对

umap.*clear*();

*cout* << "umap size = " << umap.*size*() << *endl*;

return 0;

}

**程序执行结果为：**

**STL教程 http://c.biancheng.net/stl/  
Python教程 http://c.biancheng.net/python/  
Java教程 http://c.biancheng.net/java/  
umap size = 0**

**显然，通过调用 clear() 方法，原本包含 3 个键值对的 umap 容器，变成了空容器。**

**注意，虽然使用 erase() 方法的第 3 种语法格式，可能实现删除 unordered\_map 容器内所有的键值对，但更推荐使用 clear() 方法。**

**第九C++ STL unordered\_multimap容器精讲**

C++ STL 标准库中，除了提供有 unordered\_map 无序关联容器，还提供有和 unordered\_map 容器非常相似的 unordered\_multimap 无序关联容器。  
 和 unordered\_map 容器一样，unordered\_multimap 容器也以键值对的形式存储数据，且底层也采用哈希表结构存储各个键值对。两者唯一的不同之处在于，unordered\_multimap 容器可以存储多个键相等的键值对，而 unordered\_map 容器不行。

**《深度剖析C++ STL无序容器底层原理》一文提到，无序容器中存储的各个键值对，都会哈希存到各个桶（本质为链表）中。而对于 unordered\_multimap 容器来说，其存储的所有键值对中，键相等的键值对会被哈希到同一个桶中存储。**

另外值得一提得是，STL 标准库中实现 unordered\_multimap 容器的模板类并没有定义在以自己名称命名的头文件中，而是和 unordered\_map 容器一样，定义在<unordered\_map>头文件，且位于 std 命名空间中。因此，在使用 unordered\_multimap 容器之前，程序中应包含如下 2 行代码：

#include <unordered\_map>

using namespace std;

注意，第二行代码不是必需的，但如果不用，则后续程序中在使用此容器时，需手动注明 std 命名空间（强烈建议初学者使用）。

**unordered\_multimap 容器模板的定义如下所示：**

**template < class Key, //键（key）的类型**

**class T, //值（value）的类型**

**class Hash = hash<Key>, //底层存储键值对时采用的哈希函数**

**class Pred = equal\_to<Key>, //判断各个键值对的键相等的规则**

**class Alloc = allocator< pair<const Key,T> > // 指定分配器对象的类型**

**> class unordered\_multimap;**

**以上 5 个参数中，必须显式给前 2 个参数传值，且除极个别的情况外，最多只使用前 4 个参数，它们各自的含义和功能如表 1 所示。**

表 1 unordered\_multimap 容器模板类的常用参数

|  |  |
| --- | --- |
| 参数 | 含义 |
| <key,T> | 前 2 个参数分别用于确定键值对中键和值的类型，也就是存储键值对的类型。 |
| Hash = hash<Key> | 用于指明容器在存储各个键值对时要使用的哈希函数，默认使用 STL 标准库提供的 hash<key> 哈希函数。注意，默认哈希函数只适用于基本数据类型（包括 string 类型），而不适用于自定义的结构体或者类。 |
| Pred = equal\_to<Key> | unordered\_multimap 容器可以存储多个键相等的键值对，而判断是否相等的规则，由此参数指定。默认情况下，使用 STL 标准库中提供的 equal\_to<key> 规则，该规则仅支持可直接用 == 运算符做比较的数据类型。 |

注意，当 unordered\_multimap 容器中存储键值对的键为自定义类型时，默认的哈希函数 hash<key> 以及比较函数 equal\_to<key> 将不再适用，这种情况下，需要我们自定义适用的哈希函数和比较函数，并分别显式传递给 Hash 参数和 Pred 参数。

关于给 unordered\_multimap 容器自定义哈希函数和比较函数的方法，后续章节会做详细讲解。

**一创建C++ unordered\_multimap容器的方法**

常见的创建 unordered\_map 容器的方法有以下几种。  
  
1) 利用 unordered\_multimap 容器类模板中的默认构造函数，可以创建空的 unordered\_multimap 容器。比如：

**std::unordered\_multimap<std::string, std::string>myummap;**

如果程序中已经默认指定了 std 命令空间，这里可以省略所有的 std::。

由此，就创建好了一个可存储 <string, string> 类型键值对的 unordered\_multimap 容器，只不过当前容器是空的，即没有存储任何键值对。  
2) 当然，在创建空 unordered\_multimap 容器的基础上，可以完成初始化操作。比如：

**unordered\_multimap<string, string>myummap{**

**{"Python教程","http://c.biancheng.net/python/"},**

**{"Java教程","http://c.biancheng.net/java/"},**

**{"Linux教程","http://c.biancheng.net/linux/"} };**

**通过此方法创建的 myummap 容器中，就包含有 3 个键值对。**  
  
3) 另外，unordered\_multimap 模板中还提供有复制（拷贝）构造函数，可以实现在创建 unordered\_multimap 容器的基础上，用另一 unordered\_multimap 容器中的键值对为其初始化。  
 例如，在第二种方式创建好 myummap 容器的基础上，再创建并初始化一个 myummap2 容器：

**unordered\_multimap<string, string>myummap2(myummap);**

由此，刚刚创建好的 myummap2 容器中，就包含有 myummap 容器中所有的键值对。  
除此之外，C++ 11 标准中还向 unordered\_multimap 模板类增加了移动构造函数，即以右值引用的方式将临时 unordered\_multimap 容器中存储的所有键值对，全部复制给新建容器。例如：

**//返回临时 unordered\_multimap 容器的函数**

**std::unordered\_multimap <std::string, std::string > retUmmap() {**

**std::unordered\_multimap<std::string, std::string>tempummap{**

**{"Python教程","http://c.biancheng.net/python/"},**

**{"Java教程","http://c.biancheng.net/java/"},**

**{"Linux教程","http://c.biancheng.net/linux/"} };**

**return tempummap;**

**}**

**//创建并初始化 myummap 容器**

**std::unordered\_multimap<std::string, std::string> myummap(retummap());**

**注意，无论是调用复制构造函数还是拷贝构造函数，必须保证 2 个容器的类型完全相同。**  
4) 当然，如果不想全部拷贝，可以使用 unordered\_multimap 类模板提供的迭代器，在现有 unordered\_multimap 容器中选择部分区域内的键值对，为新建 unordered\_multimap 容器初始化。例如：

**//传入 2 个迭代器，**

**std::unordered\_multimap<std::string, std::string> myummap2(++myummap.begin(), myummap.end());**

通过此方式创建的 myummap2 容器，其内部就包含 myummap 容器中除第 1 个键值对外的所有其它键值对。

**二C++ unordered\_multimap容器的成员方法**

和 unordered\_map 容器相比，unordered\_multimap 容器的类模板中没有重载 [ ] 运算符，也没有提供 at() 成员方法，除此之外它们完全一致。

**没有提供 [ ] 运算符和 at() 成员方法，意味着 unordered\_multimap 容器无法通过指定键获取该键对应的值，因为该容器允许存储多个键相等的键值对，每个指定的键可能对应多个不同的值。**

unordered\_multimap 类模板提供的成员方法如表 2 所示。

表 2 unordered\_multimap类模板成员方法

|  |  |
| --- | --- |
| 成员方法 | 功能 |
| begin() | 返回指向容器中第一个键值对的正向迭代器。 |
| end() | 返回指向容器中最后一个键值对之后位置的正向迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过在其基础上增加了 const 属性，即该方法返回的迭代器不能用于修改容器内存储的键值对。 |
| cend() | 和 end() 功能相同，只不过在其基础上，增加了 const 属性，即该方法返回的迭代器不能用于修改容器内存储的键值对。 |
| empty() | 若容器为空，则返回 true；否则 false。 |
| size() | 返回当前容器中存有键值对的个数。 |
| max\_size() | 返回容器所能容纳键值对的最大个数，不同的操作系统，其返回值亦不相同。 |
| find(key) | 查找以 key 为键的键值对，如果找到，则返回一个指向该键值对的正向迭代器；反之，则返回一个指向容器中最后一个键值对之后位置的迭代器（如果 end() 方法返回的迭代器）。 |
| count(key) | 在容器中查找以 key 键的键值对的个数。 |
| equal\_range(key) | 返回一个 pair 对象，其包含 2 个迭代器，用于表明当前容器中键为 key 的键值对所在的范围。 |
| emplace() | 向容器中添加新键值对，效率比 insert() 方法高。 |
| emplace\_hint() | 向容器中添加新键值对，效率比 insert() 方法高。 |
| insert() | 向容器中添加新键值对。 |
| erase() | 删除指定键值对。 |
| clear() | 清空容器，即删除容器中存储的所有键值对。 |
| swap() | 交换 2 个 unordered\_multimap 容器存储的键值对，前提是必须保证这 2 个容器的类型完全相等。 |
| bucket\_count() | 返回当前容器底层存储键值对时，使用桶（一个线性链表代表一个桶）的数量。 |
| max\_bucket\_count() | 返回当前系统中，unordered\_multimap 容器底层最多可以使用多少桶。 |
| bucket\_size(n) | 返回第 n 个桶中存储键值对的数量。 |
| bucket(key) | 返回以 key 为键的键值对所在桶的编号。 |
| load\_factor() | 返回 unordered\_multimap 容器中当前的负载因子。负载因子，指的是的当前容器中存储键值对的数量（size()）和使用桶数（bucket\_count()）的比值，即 load\_factor() = size() / bucket\_count()。 |
| max\_load\_factor() | 返回或者设置当前 unordered\_multimap 容器的负载因子。 |
| rehash(n) | 将当前容器底层使用桶的数量设置为 n。 |
| reserve() | 将存储桶的数量（也就是 bucket\_count() 方法的返回值）设置为至少容纳count个元（不超过最大负载因子）所需的数量，并重新整理容器。 |
| hash\_function() | 返回当前容器使用的哈希函数对象。 |

注意，对于实现互换 2 个相同类型 unordered\_multimap 容器的键值对，除了可以调用该容器模板类中提供的 swap() 成员方法外，STL 标准库还提供了同名的 swap() 非成员函数。  
下面的样例演示了表 2 中部分成员方法的用法：

#include <iostream>

#include <string>

#include <unordered\_map>

using namespace *std*;

int *main*()

{

//创建空容器

*std*::*unordered\_multimap*<*std*::*string*, *std*::*string*> myummap;

//向空容器中连续添加 5 个键值对

myummap.*emplace*("Python教程", "http://c.biancheng.net/python/");

myummap.*emplace*("STL教程", "http://c.biancheng.net/stl/");

myummap.*emplace*("Java教程", "http://c.biancheng.net/java/");

myummap.*emplace*("C教程", "http://c.biancheng.net");

myummap.*emplace*("C教程", "http://c.biancheng.net/c/");

//输出 muummap 容器存储键值对的个数

*cout* << "myummmap size = " << myummap.*size*() << *endl*;

//利用迭代器输出容器中存储的所有键值对

for (auto iter = myummap.*begin*(); iter != myummap.*end*(); ++iter) {

*cout* << iter->*first* << " " << iter->*second* << *endl*;

}

return 0;

}

**程序执行结果为：**

**myummmap size = 5  
Python教程 http://c.biancheng.net/python/  
C教程 http://c.biancheng.net  
C教程 http://c.biancheng.net/c/  
STL教程 http://c.biancheng.net/stl/  
Java教程 http://c.biancheng.net/java/**

值得一提的是，unordered\_multimap 模板提供的所有成员方法的用法，都和 unordered\_map 提供的同名成员方法的用法完全相同（仅是调用者发生了改变），由于在讲解 unordered\_map 容器时，已经对大部分成员方法的用法做了详细的讲解，后续不再做重复性地赘述。

**第十C++ STL unordered\_set容器完全攻略**

我们知道，C++ 11 为 STL 标准库增添了 4 种无序（哈希）容器，前面已经对 unordered\_map 和 unordered\_multimap 容器做了详细的介绍，本节再讲解一种无序容器，即 unordered\_set 容器。

unordered\_set 容器，可直译为“无序 set 容器”，即 unordered\_set 容器和 set 容器很像，唯一的区别就在于 set 容器会自行对存储的数据进行排序，而 unordered\_set 容器不会。

总的来说，unordered\_set 容器具有以下几个特性：

（1）不再以键值对的形式存储数据，而是直接存储数据的值；

（2）容器内部存储的各个元素的值都互不相等，且不能被修改。

（3）不会对内部存储的数据进行排序（这和该容器底层采用哈希表结构存储数据有关，可阅读《C++ STL无序容器底层实现原理》一文做详细了解）；

**对于 unordered\_set 容器不以键值对的形式存储数据，读者也可以这样认为，即 unordered\_set 存储的都是键和值相等的键值对，为了节省存储空间，该类容器在实际存储时选择只存储每个键值对的值。**

另外，实现 unordered\_set 容器的模板类定义在<unordered\_set>头文件，并位于 std 命名空间中。这意味着，如果程序中需要使用该类型容器，则首先应该包含如下代码：

#include <unordered\_set>

using namespace std;

注意，第二行代码不是必需的，但如果不用，则程序中只要用到该容器时，必须手动注明 std 命名空间（强烈建议初学者使用）。

**unordered\_set 容器的类模板定义如下：**

**template < class Key, //容器中存储元素的类型**

**class Hash = hash<Key>, //确定元素存储位置所用的哈希函数**

**class Pred = equal\_to<Key>, //判断各个元素是否相等所用的函数**

**class Alloc = allocator<Key> //指定分配器对象的类型**

**> class unordered\_set;**

可以看到，以上 4 个参数中，只有第一个参数没有默认值，这意味着如果我们想创建一个 unordered\_set 容器，至少需要手动传递 1 个参数。事实上，在 99% 的实际场景中最多只需要使用前 3 个参数（各自含义如表 1 所示），最后一个参数保持默认值即可。

表 1 unordered\_set模板类定义

|  |  |
| --- | --- |
| **参数** | **含义** |
| Key | 确定容器存储元素的类型，如果读者将 unordered\_set 看做是存储键和值相同的键值对的容器，则此参数则用于确定各个键值对的键和值的类型，因为它们是完全相同的，因此一定是同一数据类型的数据。 |
| Hash = hash<Key> | 指定 unordered\_set 容器底层存储各个元素时，所使用的哈希函数。需要注意的是，默认哈希函数 hash<Key> 只适用于基本数据类型（包括 string 类型），而不适用于自定义的结构体或者类。 |
| Pred = equal\_to<Key> | unordered\_set 容器内部不能存储相等的元素，而衡量 2 个元素是否相等的标准，取决于该参数指定的函数。 默认情况下，使用 STL 标准库中提供的 equal\_to<key> 规则，该规则仅支持可直接用 == 运算符做比较的数据类型。 |

**注意，如果 unordered\_set 容器中存储的元素为自定义的数据类型，则默认的哈希函数 hash<key> 以及比较函数 equal\_to<key> 将不再适用，只能自己设计适用该类型的哈希函数和比较函数，并显式传递给 Hash 参数和 Pred 参数。至于如何实现自定义，后续章节会做详细讲解。**

**一创建C++ unordered\_set容器**

前面介绍了如何创建 unordered\_map 和 unordered\_multimap 容器，值得一提的是，创建它们的所有方式完全适用于 unordereded\_set 容器。不过，考虑到一些读者可能尚未学习其它无序容器，因此这里还是讲解一下创建 unordered\_set 容器的几种方法。

1) 通过调用 unordered\_set 模板类的默认构造函数，可以创建空的 unordered\_set 容器。比如：

**std::unordered\_set<std::string> uset;**

**如果程序已经引入了 std 命名空间，这里可以省略所有的 std::。**

由此，就创建好了一个可存储 string 类型值的 unordered\_set 容器，该容器底层采用默认的哈希函数 hash<Key> 和比较函数 equal\_to<Key>。

2) 当然，在创建 unordered\_set 容器的同时，可以完成初始化操作。比如：

**std::unordered\_set<std::string> uset{ "http://c.biancheng.net/c/",**

**"http://c.biancheng.net/java/",**

**"http://c.biancheng.net/linux/" };**

**通过此方法创建的 uset 容器中，就包含有 3 个 string 类型元素。**

3) 还可以调用 unordered\_set 模板中提供的复制（拷贝）构造函数，将现有 unordered\_set 容器中存储的元素全部用于为新建 unordered\_set 容器初始化。

**例如，在第二种方式创建好 uset 容器的基础上，再创建并初始化一个 uset2 容器：**

**std::unordered\_set<std::string> uset2(uset);**

**由此，umap2 容器中就包含有 umap 容器中所有的元素。**

除此之外，C++ 11 标准中还向 unordered\_set 模板类增加了移动构造函数，即以右值引用的方式，利用临时 unordered\_set 容器中存储的所有元素，给新建容器初始化。例如：

**//返回临时 unordered\_set 容器的函数**

**std::unordered\_set <std::string> retuset() {**

**std::unordered\_set<std::string> tempuset{ "http://c.biancheng.net/c/",**

**"http://c.biancheng.net/java/",**

**"http://c.biancheng.net/linux/" };**

**return tempuset;**

**}**

**//调用移动构造函数，创建 uset 容器**

**std::unordered\_set<std::string> uset(retuset());**

**注意，无论是调用复制构造函数还是拷贝构造函数，必须保证 2 个容器的类型完全相同。**

4) 当然，如果不想全部拷贝，可以使用 unordered\_set 类模板提供的迭代器，在现有 unordered\_set 容器中选择部分区域内的元素，为新建 unordered\_set 容器初始化。例如：

**//传入 2 个迭代器，**

**std::unordered\_set<std::string> uset2(++uset.begin(),uset.end());**

通过此方式创建的 uset2 容器，其内部就包含 uset 容器中除第 1 个元素外的所有其它元素。

**二C++ unordered\_set容器的成员方法**

unordered\_set 类模板中，提供了如表 2 所示的成员方法。

表 2 unordered\_set 类模板成员方法

|  |  |
| --- | --- |
| **成员方法** | **功能** |
| begin() | 返回指向容器中第一个元素的正向迭代器。 |
| end(); | 返回指向容器中最后一个元素之后位置的正向迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过其返回的是 const 类型的正向迭代器。 |
| cend() | 和 end() 功能相同，只不过其返回的是 const 类型的正向迭代器。 |
| empty() | 若容器为空，则返回 true；否则 false。 |
| size() | 返回当前容器中存有元素的个数。 |
| max\_size() | 返回容器所能容纳元素的最大个数，不同的操作系统，其返回值亦不相同。 |
| find(key) | 查找以值为 key 的元素，如果找到，则返回一个指向该元素的正向迭代器；反之，则返回一个指向容器中最后一个元素之后位置的迭代器（如果 end() 方法返回的迭代器）。 |
| count(key) | 在容器中查找值为 key 的元素的个数。 |
| equal\_range(key) | 返回一个 pair 对象，其包含 2 个迭代器，用于表明当前容器中值为 key 的元素所在的范围。 |
| emplace() | 向容器中添加新元素，效率比 insert() 方法高。 |
| emplace\_hint() | 向容器中添加新元素，效率比 insert() 方法高。 |
| insert() | 向容器中添加新元素。 |
| erase() | 删除指定元素。 |
| clear() | 清空容器，即删除容器中存储的所有元素。 |
| swap() | 交换 2 个 unordered\_map 容器存储的元素，前提是必须保证这 2 个容器的类型完全相等。 |
| bucket\_count() | 返回当前容器底层存储元素时，使用桶（一个线性链表代表一个桶）的数量。 |
| max\_bucket\_count() | 返回当前系统中，unordered\_map 容器底层最多可以使用多少桶。 |
| bucket\_size(n) | 返回第 n 个桶中存储元素的数量。 |
| bucket(key) | 返回值为 key 的元素所在桶的编号。 |
| load\_factor() | 返回 unordered\_map 容器中当前的负载因子。负载因子，指的是的当前容器中存储元素的数量（size()）和使用桶数（bucket\_count()）的比值，即 load\_factor() = size() / bucket\_count()。 |
| max\_load\_factor() | 返回或者设置当前 unordered\_map 容器的负载因子。 |
| rehash(n) | 将当前容器底层使用桶的数量设置为 n。 |
| reserve() | 将存储桶的数量（也就是 bucket\_count() 方法的返回值）设置为至少容纳count个元（不超过最大负载因子）所需的数量，并重新整理容器。 |
| hash\_function() | 返回当前容器使用的哈希函数对象。 |

**注意，此容器模板类中没有重载 [ ] 运算符，也没有提供 at() 成员方法。不仅如此，由于 unordered\_set 容器内部存储的元素值不能被修改，因此无论使用那个迭代器方法获得的迭代器，都不能用于修改容器中元素的值。**

另外，对于实现互换 2 个相同类型 unordered\_set 容器的所有元素，除了调用表 2 中的 swap() 成员方法外，还可以使用 STL 标准库提供的 swap() 非成员函数，它们具有相同的名称，用法也相同（都只需要传入 2 个参数即可），仅是调用方式上有差别。

下面的样例演示了表 2 中部分成员方法的用法：

#include <iostream>

#include <string>

#include <unordered\_set>

using namespace *std*;

int *main*()

{

//创建一个空的unordered\_set容器

*std*::*unordered\_set*<*std*::*string*> uset;

//给 uset 容器添加数据

uset.*emplace*("http://c.biancheng.net/java/");

uset.*emplace*("http://c.biancheng.net/c/");

uset.*emplace*("http://c.biancheng.net/python/");

//查看当前 uset 容器存储元素的个数

*cout* << "uset size = " << uset.*size*() << *endl*;

//遍历输出 uset 容器存储的所有元素

for (auto iter = uset.*begin*(); iter != uset.*end*(); ++iter) {

*cout* << \*iter << *endl*;

}

return 0;

}

**程序执行结果为：**

**uset size = 3**

**http://c.biancheng.net/java/**

**http://c.biancheng.net/c/**

**http://c.biancheng.net/python/**

注意，表 2 中绝大多数成员方法的用法，都和 unordered\_map 容器提供的同名成员方法相同，读者可翻阅前面的文章做详细了解，当然也可以到 C++

STL标准库官网查询。

**第十一C++ STL unordered\_multiset容器详解**

前面章节详细地介绍了 unordered\_set 容器的特定和用法，在此基础上，本节再介绍一个类似的 C++ STL 无序容器，即 unordered\_multiset 容器。  
 所谓“类似”，指的是 unordered\_multiset 容器大部分的特性都和 unordered\_set 容器相同，包括：

（1）unordered\_multiset 不以键值对的形式存储数据，而是直接存储数据的值；

（2）该类型容器底层采用的也是哈希表存储结构（可阅读《[C++ STL无序容器底层实现原理](http://c.biancheng.net/view/7235.html" \t "http://c.biancheng.net/view/_blank)》一文做详细了解），它不会对内部存储的数据进行排序；

（3）unordered\_multiset 容器内部存储的元素，其值不能被修改。  
**和 unordered\_set 容器不同的是，unordered\_multiset 容器可以同时存储多个值相同的元素，且这些元素会存储到哈希表中同一个桶（本质就是链表）上。**

**读者可以这样认为，unordered\_multiset 除了能存储相同值的元素外，它和 unordered\_set 容器完全相同。**

另外值得一提的是，实现 unordered\_multiset 容器的模板类并没有定义在以该容器名命名的文件中，而是和 unordered\_set 容器共用同一个<unordered\_set>头文件，并且也位于 std 命名空间。因此，如果程序中需要使用该类型容器，应包含如下代码：

#include <unordered\_set>

using namespace std;

注意，第二行代码不是必需的，但如果不用，则程序中只要用到该容器时，必须手动注明 std 命名空间（强烈建议初学者使用）。

**unordered\_multiset 容器类模板的定义如下：**

**template < class Key, //容器中存储元素的类型**

**class Hash = hash<Key>, //确定元素存储位置所用的哈希函数**

**class Pred = equal\_to<Key>, //判断各个元素是否相等所用的函数**

**class Alloc = allocator<Key> //指定分配器对象的类型**

**> class unordered\_multiset;**

需要说明的是，在 99% 的实际场景中，最多只需要使用前 3 个参数（各自含义如表 1 所示），最后一个参数保持默认值即可。

表 1 unordered\_multiset 模板类定义

|  |  |
| --- | --- |
| 参数 | 含义 |
| Key | 确定容器存储元素的类型，如果读者将 unordered\_multiset 看做是存储键和值相同的键值对的容器，则此参数则用于确定各个键值对的键和值的类型，因为它们是完全相同的，因此一定是同一数据类型的数据。 |
| Hash = hash<Key> | 指定 unordered\_multiset 容器底层存储各个元素时所使用的哈希函数。需要注意的是，默认哈希函数 hash<Key> 只适用于基本数据类型（包括 string 类型），而不适用于自定义的结构体或者类。 |
| Pred = equal\_to<Key> | 用于指定 unordered\_multiset 容器判断元素值相等的规则。默认情况下，使用 STL 标准库中提供的 equal\_to<key> 规则，该规则仅支持可直接用 == 运算符做比较的数据类型。 |

**总之，如果 unordered\_multiset 容器中存储的元素为自定义的数据类型，则默认的哈希函数 hash<key> 以及比较函数 equal\_to<key> 将不再适用，只能自己设计适用该类型的哈希函数和比较函数，并显式传递给 Hash 参数和 Pred 参数。至于如何实现自定义，后续章节会做详细讲解。**

**一创建C++ unordered\_multiset容器**

考虑到不同场景的需要，unordered\_multiset 容器模板类共提供了以下 4 种创建 unordered\_multiset 容器的方式。  
  
1) 调用 unordered\_multiset 模板类的默认构造函数，可以创建空的 unordered\_multiset 容器。比如：

**std::unordered\_multiset<std::string> umset;**

如果程序已经引入了 std 命名空间，这里可以省略所有的 std::。

由此，就创建好了一个可存储 string 类型值的 unordered\_multiset 容器，该容器底层采用默认的哈希函数 hash<Key> 和比较函数 equal\_to<Key>。  
  
2) 当然，在创建 unordered\_multiset 容器的同时，可以进行初始化操作。比如：

std::unordered\_multiset<std::string> umset{ "http://c.biancheng.net/c/",

"http://c.biancheng.net/java/",

"http://c.biancheng.net/linux/" };

通过此方法创建的 umset 容器中，内部存有 3 个 string 类型元素。  
  
3) 还可以调用 unordered\_multiset 模板中提供的复制（拷贝）构造函数，将现有 unordered\_multiset 容器中存储的元素全部用于为新建 unordered\_multiset 容器初始化。  
  
例如，在第二种方式创建好 umset 容器的基础上，再创建并初始化一个 umset2 容器：

std::unordered\_multiset<std::string> umset2(umset);

由此，umap2 容器中就包含有 umap 容器中所有的元素。  
  
除此之外，C++ 11 标准中还向 unordered\_multiset 模板类增加了移动构造函数，即以右值引用的方式，利用临时 unordered\_multiset 容器中存储的所有元素，给新建容器初始化。例如：

//返回临时 unordered\_multiset 容器的函数

std::unordered\_multiset <std::string> retumset() {

std::unordered\_multiset<std::string> tempumset{ "http://c.biancheng.net/c/",

"http://c.biancheng.net/java/",

"http://c.biancheng.net/linux/" };

return tempumset;

}

//调用移动构造函数，创建 umset 容器

std::unordered\_multiset<std::string> umset(retumset());

注意，无论是调用复制构造函数还是拷贝构造函数，必须保证 2 个容器的类型完全相同。  
4) 当然，如果不想全部拷贝，可以使用 unordered\_multiset 类模板提供的迭代器，在现有 unordered\_multiset 容器中选择部分区域内的元素，为新建 unordered\_multiset 容器初始化。例如：

//传入 2 个迭代器，

std::unordered\_multiset<std::string> umset2(++umset.begin(), umset.end());

通过此方式创建的 umset2 容器，其内部就包含 umset 容器中除第 1 个元素外的所有其它元素。

**二C++ unordered\_multimap容器的成员方法**

值得一提的是，unordered\_multiset 模板类中提供的成员方法，无论是种类还是数量，都和 unordered\_set 类模板一样，如表 2 所示。

表 2 unordered\_set 类模板成员方法

|  |  |
| --- | --- |
| 成员方法 | 功能 |
| begin() | 返回指向容器中第一个元素的正向迭代器。 |
| end(); | 返回指向容器中最后一个元素之后位置的正向迭代器。 |
| cbegin() | 和 begin() 功能相同，只不过其返回的是 const 类型的正向迭代器。 |
| cend() | 和 end() 功能相同，只不过其返回的是 const 类型的正向迭代器。 |
| empty() | 若容器为空，则返回 true；否则 false。 |
| size() | 返回当前容器中存有元素的个数。 |
| max\_size() | 返回容器所能容纳元素的最大个数，不同的操作系统，其返回值亦不相同。 |
| find(key) | 查找以值为 key 的元素，如果找到，则返回一个指向该元素的正向迭代器；反之，则返回一个指向容器中最后一个元素之后位置的迭代器（如果 end() 方法返回的迭代器）。 |
| count(key) | 在容器中查找值为 key 的元素的个数。 |
| equal\_range(key) | 返回一个 pair 对象，其包含 2 个迭代器，用于表明当前容器中值为 key 的元素所在的范围。 |
| emplace() | 向容器中添加新元素，效率比 insert() 方法高。 |
| emplace\_hint() | 向容器中添加新元素，效率比 insert() 方法高。 |
| insert() | 向容器中添加新元素。 |
| erase() | 删除指定元素。 |
| clear() | 清空容器，即删除容器中存储的所有元素。 |
| swap() | 交换 2 个 unordered\_multimap 容器存储的元素，前提是必须保证这 2 个容器的类型完全相等。 |
| bucket\_count() | 返回当前容器底层存储元素时，使用桶（一个线性链表代表一个桶）的数量。 |
| max\_bucket\_count() | 返回当前系统中，容器底层最多可以使用多少桶。 |
| bucket\_size(n) | 返回第 n 个桶中存储元素的数量。 |
| bucket(key) | 返回值为 key 的元素所在桶的编号。 |
| load\_factor() | 返回容器当前的负载因子。所谓负载因子，指的是的当前容器中存储元素的数量（size()）和使用桶数（bucket\_count()）的比值，即 load\_factor() = size() / bucket\_count()。 |
| max\_load\_factor() | 返回或者设置当前 unordered\_map 容器的负载因子。 |
| rehash(n) | 将当前容器底层使用桶的数量设置为 n。 |
| reserve() | 将存储桶的数量（也就是 bucket\_count() 方法的返回值）设置为至少容纳count个元（不超过最大负载因子）所需的数量，并重新整理容器。 |
| hash\_function() | 返回当前容器使用的哈希函数对象。 |

注意，和 unordered\_set 容器一样，unordered\_multiset 模板类也没有重载 [ ] 运算符，没有提供 at() 成员方法。不仅如此，无论是由哪个成员方法返回的迭代器，都不能用于修改容器中元素的值。  
  
另外，对于互换 2 个相同类型 unordered\_multiset 容器存储的所有元素，除了调用表 2 中的 swap() 成员方法外，STL 标准库也提供了 swap() 非成员函数。  
  
下面的样例演示了表 2 中部分成员方法的用法：

#include <iostream>

#include <string>

#include <unordered\_set>

using namespace *std*;

int *main*()

{

//创建一个空的unordered\_multiset容器

*std*::*unordered\_multiset*<*std*::*string*> umset;

//给 uset 容器添加数据

umset.*emplace*("http://c.biancheng.net/java/");

umset.*emplace*("http://c.biancheng.net/c/");

umset.*emplace*("http://c.biancheng.net/python/");

umset.*emplace*("http://c.biancheng.net/c/");

//查看当前 umset 容器存储元素的个数

*cout* << "umset size = " << umset.*size*() << *endl*;

//遍历输出 umset 容器存储的所有元素

for (auto iter = umset.*begin*(); iter != umset.*end*(); ++iter) {

*cout* << \*iter << *endl*;

}

return 0;

}

程序执行结果为：

umset size = 4  
http://c.biancheng.net/java/  
http://c.biancheng.net/c/  
http://c.biancheng.net/c/  
http://c.biancheng.net/python/

注意，表 2 中绝大多数成员方法的用法，都和 unordered\_map 容器提供的同名成员方法相同，读者可翻阅前面的文章做详细了解，当然也可以到[C++ STL标准库](http://www.cplusplus.com/reference/unordered_set/unordered_multiset/" \t "http://c.biancheng.net/view/_blank)官网查询。

**第十二如何自定义C++ STL无序容器的哈希函数和比较规则？**

前面在讲解 unordered\_map、unordered\_multimap、unordered\_set 以及 unordered\_multiset 这 4 种无序关联式容器（哈希容器）时，遗留过一个共性问题，即如何给无序容器自定义一个哈希函数和比较规则？  
 注意，虽然每种无序容器都指定了默认的 hash<key> 哈希函数和 equal\_to<key> 比较规则，但它们仅适用于存储基本类型（比如 int、double、float、string 等）数据的无序容器。换句话说，如果无序容器存储的数据类型为自定义的结构体或类，则 STL 标准库提供的 hash<key> 和 equal\_to<key> 将不再适用。

**一C++无序容器自定义哈希函数**

我们知道，无序容器以键值对的方式存储数据（unordered\_set 和 unordered\_multiset 容器可以看做存储的是键和值相等的键值对），且底层采用哈希表结构存储各个键值对。在此存储结构中，哈希函数的功能是根据各个键值对中键的值，计算出一个哈希值（本质就是一个整数），哈希表可以根据该值判断出该键值对具体的存储位置。  
 简单地理解哈希函数，它可以接收一个元素，并通过内部对该元素做再加工，最终会得出一个整形值并反馈回来。需要注意的是，哈希函数只是一个称谓，其本体并不是普通的函数形式，而是一个函数对象类。因此，如果我们想自定义个哈希函数，就需要自定义一个函数对象类。

**关于什么函数对象类，可阅读《[C++函数对象详解](http://c.biancheng.net/view/354.html" \t "http://c.biancheng.net/view/_blank)》一节做详细了解，由于不是本节重点，这里不再赘述。**

举个例子，假设有如下一个 Person 类：

class Person {

public:

Person(string name, int age) :name(name), age(age) {};

string getName() const;

int getAge() const;

private:

string name;

int age;

};

string Person::getName() const {

return this->name;

}

int Person::getAge() const {

return this->age;

}

在此基础上，假设我们想创建一个可存储 Person 类对象的 unordered\_set 容器，考虑到 Person 为自定义的类型，因此默认的 hash<key> 哈希函数不再适用，这时就需要以函数对象类的方式自定义一个哈希函数。比如：

**class hash\_fun {**

**public:**

**int operator()(const Person &A) const {**

**return A.getAge();**

**}**

**};**

注意，重载 ( ) 运算符时，其参数必须为 const 类型，且该方法也必须用 const 修饰。

可以看到，我们利用 hash\_fun 函数对象类的 ( ) 运算符重载方法，自定义了适用于 Person 类对象的哈希函数。该哈希函数每接收一个 Person 类对象，都会返回该对象的 age 成员变量的值。

**事实上，默认的 hash<key> 哈希函数，其底层也是以函数对象类的形式实现的。**

由此，在创建存储 Person 类对象的 unordered\_set 容器时，可以将 hash\_fun 作为参数传递给该容器模板类中的 Pred 参数：

**std::unordered\_set<Person, hash\_fun> myset；**

但是，此时创建的 myset 容器还无法使用，因为该容器使用的是默认的 std::equal\_to<key> 比较规则，但此规则并不适用于该容器。

**二C++无序容器自定义比较规则**

和哈希函数一样，无论创建哪种无序容器，都需要为其指定一种可比较容器中各个元素是否相等的规则。  
 值得一提的是，默认情况下无序容器使用的 std::equal\_to<key> 比较规则，其本质也是一个函数对象类，底层实现如下：

**template<class T>**

**class equal\_to**

**{**

**public:**

**bool operator()(const T& \_Left, const T& \_Right) const{**

**return (\_Left == \_Right);**

**}**

**};**

可以看到，该规则在底层实现过程中，直接用 == 运算符比较容器中任意 2 个元素是否相等，这意味着，如果容器中存储的元素类型，支持直接用 == 运算符比较是否相等，则该容器可以使用默认的 std::equal\_to<key> 比较规则；反之，就不可以使用。  
 显然，对于我们上面创建的 myset 容器，其内部存储的是 Person 类对象，不支持直接使用 == 运算符做比较。这种情况下，有以下 2 种方式可以解决此问题：

（1）在 Person 类中重载 == 运算符，这会使得 std::equal\_to<key> 比较规则中使用的 == 运算符变得合法，myset 容器就可以继续使用 std::equal\_to<key> 比较规则；

（2）以函数对象类的方式，自定义一个适用于 myset 容器的比较规则。

**1) 重载==运算符**

如果选用第一种解决方式，仍以 Python 类为例，在此类的外部添加如下语句：

**bool operator==(const Person &A, const Person &B) {**

**return (A.getAge() == B.getAge());**

**}**

**注意，这里在重载 == 运算符时，2 个参数必须用 const 修饰。**

可以看到，通过此方式重载的运算符，当 std::equal\_to<key> 函数对象类中直接比较 2 个 Person 类对象时，实际上是在比较这 2 个对象的 age 成员变量是否相等。换句话说，此时的 std::equal\_to<key> 规则的含义为：只要 2 个 Person对象的 age 成员变量相等，就认为这 2 个 Person 对象是相等的。  
  
重载 == 运算符之后，就能以如下方式创建 myset 容器：

**std::unordered\_set<Person, hash\_fun> myset{ {"zhangsan", 40},{"zhangsan", 40},{"lisi", 40},{"lisi", 30} };**

**注意，虽然这里给 myset 容器初始化了 4 个 Person 对象，但由于比较规则以各个类对象的 age 值为准，myset 容器会认为前 3 个 Person 对象是相等的，因此最终 myset 容器只会存储 {"zhangsan", 40} 和 {"lisi", 30}。**

**2) 以函数对象类的方式自定义比较规则**

除此之外，还可以完全舍弃 std::equal\_to<key>，以函数对象类的方式自定义一个比较规则。比如：

**class mycmp {**

**public:**

**bool operator()(const Person &A, const Person &B) const {**

**return (A.getName() == B.getName()) && (A.getAge() == B.getAge());**

**}**

**};**

在 mycmp 规则的基础上，我们可以像如下这样创建 myset 容器：

**std::unordered\_set<Person, hash\_fun, mycmp> myset{ {"zhangsan", 40},{"zhangsan", 40},{"lisi", 40},{"lisi", 30} };**

由此创建的 myset 容器，虽然初始化了 4 个 Person 对象，但 myset 容器根据 mycmp 比较规则，可以识别出前 2 个是相等的，因此最终该容器内部存有  {"zhangsan", 40}、{"lisi", 40} 和 {"lisi", 30} 这 3 个 Person 对象。

**总结**

总的来说，当无序容器中存储的是基本类型（int、double、float、string）数据时，自定义哈希函数和比较规则，都只能以函数对象类的方式实现。  
 而当无序容器中存储的是用结构体或类自定义类型的数据时，自定义哈希函数的方式仍只有一种，即使用函数对象类的形式；而自定义比较规则的方式有两种，要么也以函数对象类的方式，要么仍使用默认的 std::equal\_to<key> 规则，但前提是必须重载 == 运算符。  
如下是本节的完整代码，读者可直接拷贝下来，加深对本节知识的理解：

#include <iostream>

#include <string>

#include <unordered\_set>

using namespace *std*;

class Person {

public:

Person(*string* name, int age) :name(name), age(age) {};

*string* getName() const;

int getAge() const;

private:

*string* name;

int age;

};

*string* Person::getName() const {

return this->name;

}

int Person::getAge() const {

return this->age;

}

//自定义哈希函数

class hash\_fun {

public:

int operator()(const Person& A) const {

return A.getAge();

}

};

//重载 == 运算符，myset 可以继续使用默认的 equal\_to<key> 规则

bool operator==(const Person& A, const Person& B) {

return (A.getAge() == B.getAge());

}

//完全自定义比较规则，弃用 equal\_to<key>

class mycmp {

public:

bool operator()(const Person& A, const Person& B) const {

return (A.getName() == B.getName()) && (A.getAge() == B.getAge());

}

};

int *main*()

{

//使用自定义的 hash\_fun 哈希函数，比较规则仍选择默认的 equal\_to<key>,前提是必须重载 == 运算符

*std*::*unordered\_set*<Person, hash\_fun> myset1{ {"zhangsan", 40},{"zhangsan", 40},{"lisi", 40},{"lisi", 30} };

//使用自定义的 hash\_fun 哈希函数，以及自定义的 mycmp 比较规则

*std*::*unordered\_set*<Person, hash\_fun, mycmp> myset2{ {"zhangsan", 40},{"zhangsan", 40},{"lisi", 40},{"lisi", 30} };

*cout* << "myset1:" << *endl*;

for (auto iter = myset1.*begin*(); iter != myset1.*end*(); ++iter) {

*cout* << iter->getName() << " " << iter->getAge() << *endl*;

}

*cout* << "myset2:" << *endl*;

for (auto iter = myset2.*begin*(); iter != myset2.*end*(); ++iter) {

*cout* << iter->getName() << " " << iter->getAge() << *endl*;

}

return 0;

}

**程序执行结果为：**

**myset1:  
zhangsan 40  
lisi 30  
myset2:  
lisi 40  
zhangsan 40  
lisi 30**

**第十三C++ STL容器这么多，怎样选出最适合的？**

到此为止，本教程已经讲解了 C++ STL 标准库中所有容器的特性、功能以及用法，但考虑到一些读者可能在纠结“什么场景中选用哪个容器”这个问题，本节将带领大家系统回顾一下所学的这些容器，并给出一个解决此问题的思路。  
 值得一提的是，虽然 STL 标准库还有迭代器、算法、函数对象等，但容器仍是大多数 C++ 程序员关注的焦点。首先，和普通数组相比，容器支持动态扩容和收缩，还可以自行管理存储的元素（例如排序），同时还提供有诸多成员方法，大大提高了开发效率等等。其次，每个容器的底层实现，都采用的是精心挑选的数据结构，这意味着在使用这些容器时，不用担心它们的执行效率。  
总的来说，C++ STL 标准库（以 C++ 11 为准）提供了以下几种容器供我们选择：

（1）序列式容器：array、vector、deque、list 和 forward\_list；

（2）关联式容器：map、multimap、set 和 multiset；

（3）无序关联式容器：unordered\_map、unordered\_multimap、unordered\_set 和 unordered\_multiset；

（4）容器适配器：stack、queue 和 priority\_queue。

**注意，容器适配器本质上也属于容器，关于以上各个容器适配器，后续章节会做详细讲解。**

上面是依据容器类型进行分类的。实际上，每个容器所具有的特性都和其底层选用的存储结构息息相关。根据容器底层采用的是连续的存储空间，还是分散的存储空间（以链表或者树作为存储结构），还可以将上面容器分为如下两类：

1、采用连续的存储空间：array、vector、deque；

2、采用分散的存储空间：list、forward\_list 以及所有的关联式容器和哈希容器。

**注意，这里将 deque 容器归为使用连续存储空间的这一类，是存在争议的。因为 deque 容器底层采用一段一段的连续空间存储元素，但是各段存储空间之间并不一定是紧挨着的。关于 deque 容器的底层存储结构（可阅读《[C++ STL deque底层实现原理](http://c.biancheng.net/view/vip_7714.html" \t "http://c.biancheng.net/view/_blank)》一节详细了解），读者理解即可，这里不必深究。**

既然 C++ STL 标准库提供了这么多种容器，在实际场景中我们应该如何选择呢？  
要想选择出适用于该特定场景的最佳容器，需要综合考虑多种实际因素，例如：

（1）是否需要在容器的指定位置插入新元素？如果需要，则只能选择序列式容器，而关联式容器和哈希容器是不行的；

（2）是否对容器中各元素的存储位置有要求？如果没有，则可以考虑使用哈希容器，反之就要避免使用哈希容器；

（3）是否需要使用指定类型的迭代器？举个例子，如果必须是随机访问迭代器，则只能选择 array、vector、deque；如果必须是双向迭代器，则可以考虑 list 序列式容器以及所有的关联式容器；如果必须是前向迭代器，则可以考虑 forward\_list 序列式容器以及所有的哈希容器；

（4）当发生新元素的插入或删除操作时，是否要避免移动容器中的其它元素？如果是，则要避开 array、vector、deque，选择其它容器；

（5）容器中查找元素的效率是否为关键的考虑因素？如果是，则应优先考虑哈希容器。

**当然，以上问题并没有涵盖所有的情形，只是起到一个抛砖引玉的作用。在实际场景中，我们需要考虑更多的因素（例如对比各个容器解决当前问题所需的时间复杂度），经过层层筛选，最终找到适合该场景的那个容器。**

# **第五章 C++（STL）容器适配器**

容器适配器是一个封装了序列容器的类模板，它在一般序列容器的基础上提供了一些不同的功能。之所以称作适配器类，是因为它可以通过适配容器现有的接口来提供不同的功能。  
本章将介绍 3 种容器适配器，分别是 stack、queue、priority\_queue：

（1）stack<T>：是一个封装了 deque<T> 容器的适配器类模板，默认实现的是一个后入先出（Last-In-First-Out，LIFO）的压入栈。stack<T> 模板定义在头文件 stack 中。

（2）queue<T>：是一个封装了 deque<T> 容器的适配器类模板，默认实现的是一个先入先出（First-In-First-Out，LIFO）的队列。可以为它指定一个符合确定条件的基础容器。queue<T> 模板定义在头文件 queue 中。

（3）priority\_queue<T>：是一个封装了 vector<T> 容器的适配器类模板，默认实现的是一个会对元素排序，从而保证最大元素总在队列最前面的队列。priority\_queue<T> 模板定义在头文件 queue 中。

适配器类在基础序列容器的基础上实现了一些自己的操作，显然也可以添加一些自己的操作。它们提供的优势是简化了公共接口，而且提高了代码的可读性。本章我们会详细地探讨这些适配器的应用。

**第一什么是适配器，C++ STL容器适配器详解**

在详解什么是容器适配器之前，初学者首先要理解适配器的含义。  
 其实，容器适配器中的“适配器”，和生活中常见的电源适配器中“适配器”的含义非常接近。我们知道，无论是电脑、手机还是其它电器，充电时都无法直接使用 220V 的交流电，为了方便用户使用，各个电器厂商都会提供一个适用于自己产品的电源线，它可以将 220V 的交流电转换成适合电器使用的低压直流电。  
 从用户的角度看，电源线扮演的角色就是将原本不适用的交流电变得适用，因此其又被称为电源适配器。  
再举一个例子，假设一个代码模块 A，它的构成如下所示：

**class A{**

**public:**

**void f1(){}**

**void f2(){}**

**void f3(){}**

**void f4(){}**

**};**

**现在我们需要设计一个模板 B，但发现，其实只需要组合一下模块 A 中的 f1()、f2()、f3()，就可以实现模板 B 需要的功能。其中 f1() 单独使用即可，而 f2() 和 f3() 需要组合起来使用，如下所示：**

**class B{**

**private:**

**A \* a;**

**public:**

**void g1(){**

**a->f1();**

**}**

**void g2(){**

**a->f2();**

**a->f3();**

**}**

**};**

可以看到，就如同是电源适配器将不适用的交流电变得适用一样，模板 B 将不适合直接拿来用的模板 A 变得适用了，因此我们可以将模板 B 称为 B 适配器。  
 容器适配器也是同样的道理，简单的理解容器适配器，其就是将不适用的序列式容器（包括 vector、deque 和 list）变得适用。容器适配器的底层实现和模板 A、B 的关系是完全相同的，即通过封装某个序列式容器，并重新组合该容器中包含的成员函数，使其满足某些特定场景的需要。

**容器适配器本质上还是容器，只不过此容器模板类的实现，利用了大量其它基础容器模板类中已经写好的成员函数。当然，如果必要的话，容器适配器中也可以自创新的成员函数。**

**需要注意的是，[STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 中的容器适配器，其内部使用的基础容器并不是固定的，用户可以在满足特定条件的多个基础容器中自由选择。**

**一STL容器适配器的种类**

STL 提供了 3 种容器适配器，分别为 stack 栈适配器、queue 队列适配器以及 priority\_queue 优先权队列适配器。其中，各适配器所使用的默认基础容器以及可供用户选择的基础容器，如表 1 所示。

表 1 STL 容器适配器及其基础容器

|  |  |  |
| --- | --- | --- |
| 容器适配器 | 基础容器筛选条件 | 默认使用的基础容器 |
| stack | 基础容器需包含以下成员函数：  empty()  size()  back()  push\_back()  pop\_back()  满足条件的基础容器有 vector、deque、list。 | deque |
| queue | 基础容器需包含以下成员函数：  empty()  size()  front()  back()  push\_back()  pop\_front()  满足条件的基础容器有 deque、list。 | deque |
| priority\_queue | 基础容器需包含以下成员函数：  empty()  size()  front()  push\_back()  pop\_back()  满足条件的基础容器有vector、deque。 | vector |

**不同场景下，由于不同的序列式容器其底层采用的[数据结构](http://c.biancheng.net/data_structure/" \t "http://c.biancheng.net/view/_blank)不同，因此容器适配器的执行效率也不尽相同。但通常情况下，使用默认的基础容器即可。当然，我们也可以手动修改，具体的修改容器适配器基础容器的方法，后续讲解具体的容器适配器会详细介绍。**

**第二 C++ stack（STL stack）容器适配器用法详解**

stack 栈适配器是一种单端开口的容器（如图 1 所示），实际上该容器模拟的就是栈存储结构，即无论是向里存数据还是从中取数据，都只能从这一个开口实现操作。
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图 1 stack 适配器示意图

如图 1 所示，stack 适配器的开头端通常称为栈顶。由于数据的存和取只能从栈顶处进行操作，因此对于存取数据，stack 适配器有这样的特性，即每次只能访问适配器中位于最顶端的元素，也只有移除 stack 顶部的元素之后，才能访问位于栈中的元素。

**栈中存储的元素满足“后进先出（简称LIFO）”的准则，stack 适配器也同样遵循这一准则。**

**一stack容器适配器的创建**

由于 stack 适配器以模板类 stack<T,Container=deque<T>>（其中 T 为存储元素的类型，Container 表示底层容器的类型）的形式位于<stack>头文件中，并定义在 std 命名空间里。因此，在创建该容器之前，程序中应包含以下 2 行代码：

#include <stack>

u[sin](http://c.biancheng.net/ref/sin.html" \t "http://c.biancheng.net/view/_blank)g namespace std;

std 命名空间也可以在使用 stack 适配器时额外注明。

创建 stack 适配器，大致分为如下几种方式。  
1) 创建一个不包含任何元素的 stack 适配器，并采用默认的 deque 基础容器：

**std::stack<int> values;**

**上面这行代码，就成功创建了一个可存储 int 类型元素，底层采用 deque 基础容器的 stack 适配器。**2) 上面提到，stack<T,Container=deque<T>> 模板类提供了 2 个参数，通过指定第二个模板类型参数，我们可以使用出 deque 容器外的其它序列式容器，只要该容器支持 empty()、size()、back()、push\_back()、pop\_back() 这 5 个成员函数即可。  
 在介绍适配器时提到，序列式容器中同时包含这 5 个成员函数的，有 vector、deque 和 list 这 3 个容器。因此，stack 适配器的基础容器可以是它们 3 个中任何一个。例如，下面展示了如何定义一个使用 list 基础容器的 stack 适配器：

**std::stack<std::string, std::list<int>> values;**  
3) 可以用一个基础容器来初始化 stack 适配器，只要该容器的类型和 stack 底层使用的基础容器类型相同即可。例如：

**std::list<int> values {1, 2, 3};**

**std::stack<int,std::list<int>> my\_stack (values);**

**注意，初始化后的 my\_stack 适配器中，栈顶元素为 3，而不是 1。另外在第 2 行代码中，stack 第 2 个模板参数必须显式指定为 list<int>（必须为 int 类型，和存储类型保持一致），否则 stack 底层将默认使用 deque 容器，也就无法用 lsit 容器的内容来初始化 stack 适配器。**  
4) 还可以用一个 stack 适配器来初始化另一个 stack 适配器，只要它们存储的元素类型以及底层采用的基础容器类型相同即可。例如：

**std::list<int> values{ 1, 2, 3 };**

**std::stack<int, std::list<int>> my\_stack1(values);**

**std::stack<int, std::list<int>> my\_stack=my\_stack1;**

**//std::stack<int, std::list<int>> my\_stack(my\_stack1);**  
可以看到，和使用基础容器不同，使用 stack 适配器给另一个 stack 进行初始化时，有 2 种方式，使用哪一种都可以。

注意，第 3、4 种初始化方法中，my\_stack 适配器的数据是经过拷贝得来的，也就是说，操作 my\_stack 适配器，并不会对 values 容器以及 my\_stack1 适配器有任何影响；反过来也是如此。

**二stack容器适配器支持的成员函数**

和其他序列容器相比，stack 是一类存储机制简单、提供成员函数较少的容器。表 1 列出了 stack 容器支持的全部成员函数。

表 1 stack容器适配器支持的成员函数

|  |  |
| --- | --- |
| 成员函数 | 功能 |
| empty() | 当 stack 栈中没有元素时，该成员函数返回 true；反之，返回 false。 |
| size() | 返回 stack 栈中存储元素的个数。 |
| top() | 返回一个栈顶元素的引用，类型为 T&。如果栈为空，程序会报错。 |
| push(const T& val) | 先复制 val，再将 val 副本压入栈顶。这是通过调用底层容器的 push\_back() 函数完成的。 |
| push(T&& obj) | 以移动元素的方式将其压入栈顶。这是通过调用底层容器的有右值引用参数的 push\_back() 函数完成的。 |
| pop() | 弹出栈顶元素。 |
| emplace(arg...) | arg... 可以是一个参数，也可以是多个参数，但它们都只用于构造一个对象，并在栈顶直接生成该对象，作为新的栈顶元素。 |
| swap(stack<T> & other\_stack) | 将两个 stack 适配器中的元素进行互换，需要注意的是，进行互换的 2 个 stack 适配器中存储的元素类型以及底层采用的基础容器类型，都必须相同。 |

下面这个例子中演示了表 1 中部分成员函数的用法：

#include <iostream>

#include <stack>

#include <list>

using namespace *std*;

int *main*()

{

//构建 stack 容器适配器

*list*<int> values{ 1, 2, 3 };

*stack*<int, *list*<int>> my\_stack(values);

//查看 my\_stack 存储元素的个数

*cout* << "size of my\_stack: " << my\_stack.*size*() << *endl*;

//将 my\_stack 中存储的元素依次弹栈，直到其为空

while (!my\_stack.*empty*())

{

*cout* << my\_stack.*top*() << *endl*;

//将栈顶元素弹栈

my\_stack.*pop*();

}

return 0;

}

**运行结果为：**

**size of my\_stack: 3  
3  
2  
1**

**表 1 中其它成员函数的用法也非常简单，这里不再给出具体示例，后续章节用法会做具体介绍。**

**第三stack容器适配器实现计算器（含实现代码）**

前面章节中，已经对 stack 容器适配器及其用法做了详细的讲解。本节将利用 stack 适配器实现一个简单的计算机程序，此计算机支持基本的加（+）、 减（-）、乘（\*）、除（/）、幂（^）运算。  
这里，先给大家展示出完整的实现代码，读者可先自行思考该程序的实现流程。当然，后续也会详细的讲解：

#include <iostream>

#include <cmath> // pow()

#include <stack> // stack<T>

#include <algorithm> // remove()

#include <stdexcept> // runtime\_error

#include <string> // string

using *std*::*string*;

// 返回运算符的优先级，值越大，优先级越高

inline *size\_t* precedence(const char op)

{

if (op == '+' || op == '-')

return 1;

if (op == '\*' || op == '/')

return 2;

if (op == '^')

return 3;

throw *std*::*runtime\_error*{ *string* {"表达中包含无效的运算符"} + op };

}

// 计算

double execute(*std*::*stack*<char>& ops, *std*::*stack*<double>& operands)

{

double result{};

double rhs{ operands.*top*() }; // 得到右操作数

operands.*pop*();

double lhs{ operands.*top*() }; // 得到做操作数

operands.*pop*();

switch (ops.*top*()) // 根据两个操作数之间的运算符，执行相应计算

{

case '+':

result = lhs + rhs;

break;

case '-':

result = lhs - rhs;

break;

case '\*':

result = lhs \* rhs;

break;

case '/':

result = lhs / rhs;

break;

case '^':

result = *std*::*pow*(lhs, rhs);

break;

default:

throw *std*::*runtime\_error*{ *string*{"invalid operator: "} + ops.*top*() };

}

ops.*pop*(); //计算完成后，该运算符要弹栈

operands.*push*(result);//将新计算出来的结果入栈

return result;

}

int *main*()

{

*std*::*stack*<double> operands; //存储表达式中的运算符

*std*::*stack*<char> operators; //存储表达式中的数值

*string* exp; //接受用户输入的表达式文本

try

{

while (true)

{

*std*::*cout* << "输入表达式(按Enter结束):" << *std*::*endl*;

*std*::*getline*(*std*::*cin*, exp, '\n');

if (exp.*empty*()) break;

//移除用户输入表达式中包含的无用的空格

exp.*erase*(*std*::*remove*(*std*::*begin*(exp), *std*::*end*(exp), ' '), *std*::*end*(exp));

*size\_t* index{};

//每个表达式必须以数字开头,index表示该数字的位数

operands.*push*(*std*::*stod*(exp, &index)); // 将表达式中第一个数字进栈

*std*::*cout* << index << *std*::*endl*;

while (true)

{

operators.*push*(exp[index++]); // 将运算符进栈

*size\_t* i{};

operands.*push*(*std*::*stod*(exp.*substr*(index), &i)); //将运算符后的数字也进栈,并将数字的位数赋值给 i。

index += i; //更新 index

if (index == exp.*length*())

{

while (!operators.*empty*()) //如果 operators不为空，表示还没有计算完

execute(operators, operands);

break;

}

//如果表达式还未遍历完，但子表达式中的运算符优先级比其后面的运算符优先级大，就先计算当前的子表达式的值

while (!operators.*empty*() && precedence(exp[index]) <= precedence(operators.*top*()))

execute(operators, operands);

}

*std*::*cout* << "result = " << operands.*top*() << *std*::*endl*;

}

}

catch (const *std*::*exception*& e)

{

*std*::*cerr* << e.*what*() << *std*::*endl*;

}

*std*::*cout* << "计算结束" << *std*::*endl*;

return 0;

}

**下面是一些示例输出：**

**输入表达式(按Enter结束):  
5\*2-3  
result = 7  
输入表达式(按Enter结束):  
4+4\*2  
result = 12  
输入表达式(按Enter结束):↙   <--键入Enter  
计算结束**

**一 计算器程序的实现流程**

了解一个程序的功能，通常是从 main() 函数开始。因此，下面从 main() 函数开始，给大家讲解程序的整个实现过程。  
 首先，我们创建 2 个 stack 适配器，operands 负责将表达式中的运算符逐个压栈，operators 负责将表达式的数值逐个压栈，同时还需要一个 string 类型的 exp，用于接收用户输入的表达式。  
 正如上面代码中所有看到的，所有的实现代码都包含在一个由 try 代码块包裹着的 while 循环中，这样既可以实现用户可以多次输入表达式的功能（当输入的表达式为一个空字符串时，循环结束），还可以捕获程序运行过程中抛出的任何异常（在 catch 代码块中，调用异常对象的成员函数 what() 会将错误信息输出到标准错误流中）。  
 当用户输入完要计算的表达式之后，由于整个表达式是以字符串的形式接收的，考虑到字符串中可能掺杂空格，影响后续对字符串的处理，因此又必须借助 remove() 函数来移除输入表达式中的多余空格（第 70 行代码处）。  
 得到统一格式的表达式之后，接下来才是实现计算功能的核心，其实现思路为：  
1) 因为所有的运算符都需要两个操作数，所以有效的输入表达式格式为“操作数 运算符 操作数 运算符 操作数...”，即序列的第一个和最后一个元素肯定都是操作数，每对操作数之间有一个运算符。由于有效表达式总是以操作数开头，所以第一个操作数在分析表达式的嵌套循环之前被提取出来。  
2) 在循环中，输入字符串的运算符会被压入 operators 栈。在确认没有到达字符串末尾后，再从 exp 提取第二个操作数。这时 stod() 的第一个参数是从 index 开始的 exp 字符串，它是被压入 operators 栈的运算符后的所有字符。此时字符串中第一个运算符的索引为 i，因为 i 是相对于 index 的，所以我们会将 index 加上 i 的值，使它指向操作数后的一个运算符（如果是 exp 中的最后一个操作数，它会指向字符串末尾的下一个位置）。  
3) 当 index 的值超过 exp 的最后一个字符时，会执行 operators 容器中剩下的运算符。如果没有到达字符串末尾，operators 容器也不为空，我们会比较 operators 栈顶运算符和 exp 中下一个运算符的优先级。如果栈顶运算符的优先级高于下一个运算符，就先执行栈顶的运算符。否则，就不执行栈顶运算符，在下一次循环开始时，将下一个运算符压入 operators 栈。通过这种方式，就可以正确计算出带优先级的表达式的值。  
以“5-2\*3+1”为例，以上程序的计算过程如下：  
1) 取  5 和 2 进 operands 栈容器，同时它们之间的 - 运算符进 operators 栈容器，判断后续是否还有表达式，显然还有“\*3+1”，这种情况下，取 operators 栈顶运算符 - 和后续的 \* 运算符做优先级比较，由于 \* 的优先级更高，此时继续将后续的 \* 和 3 分别进栈；

**此时，operands 中从栈顶依次存储的是 3、2、5，operators 容器中从栈顶依次存储的是 \*、-。**

2) 继续判断后续是否还有表达式，由于还有“+1”，则取 operators 栈顶运算符 \* 和 + 运算符做优先级比较，显然前者的优先级更高，此时将 operands 栈顶的 2 个元素（2 和 3）取出并弹栈，同时将 operators 栈顶元素（\*）取出并弹栈，计算它们组成的表达式 2\*3，并将计算结果再入 operands 栈。

**计算到这里，operands 中从栈顶依次存储的是 6、5，operators 中从栈顶依次存储的是 -。**

3) 由于 operator 容器不空，因此继续取新的栈顶运算符“-”和“+”做优先级比较，由于它们的优先级是相同的，因为继续将 operands 栈顶的 2 个元素（5 和 6）取出并弹栈，同时将 operators 栈顶元素（-） 取出并弹栈，计算它们组成的表达式“5-6”，并将计算结果 -1 再入 operands 栈。

**此时，operands 中从栈顶依次存储的是 -1，operator 为空。**

4）由于此时 operator 栈为空，因此将后续“+1”表达式中的 1 和 + 分别进栈。由于后续再无其他表达式，此时就可以直接取 operands 位于栈顶的 2 个元素（-1 和 1），和 operator 的栈顶运算符（+），执行 -1+1 运算，并将计算结果再入 operands 栈。  
  
**通过以上几步，最终“5-2\*3+1”的计算结果 0 位于 operands 的栈顶。**

**第四C++ STL queue容器适配器详解**

和 stack 栈容器适配器不同，queue 容器适配器有 2 个开口，其中一个开口专门用来输入数据，另一个专门用来输出数据，如图 1 所示。
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图 1 queue容器适配器

这种存储结构最大的特点是，最先进入 queue 的元素，也可以最先从 queue 中出来，即用此容器适配器存储数据具有“先进先出（简称 "FIFO" ）”的特点，因此 queue 又称为队列适配器。

**其实，[STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) queue 容器适配器模拟的就是队列这种存储结构，因此对于任何需要用队列进行处理的序列来说，使用 queue 容器适配器都是好的选择。**

**一queue容器适配器的创建**

queue 容器适配器以模板类 queue<T,Container=deque<T>>（其中 T 为存储元素的类型，Container 表示底层容器的类型）的形式位于<queue>头文件中，并定义在 std 命名空间里。因此，在创建该容器之前，程序中应包含以下 2 行代码：

#include <queue>

u[sin](http://c.biancheng.net/ref/sin.html" \t "http://c.biancheng.net/view/_blank)g namespace std;

创建 queue 容器适配器的方式大致可分为以下几种。  
1) 创建一个空的 queue 容器适配器，其底层使用的基础容器选择默认的 deque 容器：

std::queue<int> values;

通过此行代码，就可以成功创建一个可存储 int 类型元素，底层采用 deque 容器的 queue 容器适配器。  
2) 当然，也可以手动指定 queue 容器适配器底层采用的基础容器类型。通过学习 《[STL容器适配器详解](http://c.biancheng.net/view/6967.html" \t "http://c.biancheng.net/view/_blank)》一节我们知道，queue 容器适配器底层容器可以选择 deque 和 list。

**作为 queue 容器适配器的基础容器，其必须提供 front()、back()、push\_back()、pop\_front()、empty() 和 size() 这几个成员函数，符合条件的序列式容器仅有 deque 和 list。**

例如，下面创建了一个使用 list 容器作为基础容器的空 queue 容器适配器：

std::queue<int, std::list<int>> values;

注意，在手动指定基础容器的类型时，其存储的数据类型必须和 queue 容器适配器存储的元素类型保持一致。  
3) 可以用基础容器来初始化 queue 容器适配器，只要该容器类型和 queue 底层使用的基础容器类型相同即可。例如：

**std::deque<int> values{1,2,3};**

**std::queue<int> my\_queue(values);**

**由于 my\_queue 底层采用的是 deque 容器，和 values 类型一致，且存储的也都是 int 类型元素，因此可以用 values 对 my\_queue 进行初始化。**  
4) 还可以直接通过 queue 容器适配器来初始化另一个 queue 容器适配器，只要它们存储的元素类型以及底层采用的基础容器类型相同即可。例如：

**std::deque<int> values{1,2,3};**

**std::queue<int> my\_queue1(values);**

**std::queue<int> my\_queue(my\_queue1);**

**//或者使用**

**//std::queue<int> my\_queue = my\_queue1;**

注意，和使用基础容器不同，使用 queue 适配器给另一个 queue 进行初始化时，有 2 种方式，使用哪一种都可以。

**值得一提的是，第 3、4 种初始化方法中 my\_queue 容器适配器的数据是经过拷贝得来的，也就是说，操作 my\_queue 容器适配器中的数据，并不会对 values 容器以及 my\_queue1 容器适配器有任何影响；反过来也是如此。**

**queue容器适配器支持的成员函数**

**queue 容器适配器和 stack 有一些成员函数相似，但在一些情况下，工作方式有些不同。表 2 罗列了 queue 容器支持的全部成员函数。**

表 2 queue容器适配器支持的成员函数

|  |  |
| --- | --- |
| 成员函数 | 功能 |
| empty() | 如果 queue 中没有元素的话，返回 true。 |
| size() | 返回 queue 中元素的个数。 |
| front() | 返回 queue 中第一个元素的引用。如果 queue 是常量，就返回一个常引用；如果 queue 为空，返回值是未定义的。 |
| back() | 返回 queue 中最后一个元素的引用。如果 queue 是常量，就返回一个常引用；如果 queue 为空，返回值是未定义的。 |
| push(const T& obj) | 在 queue 的尾部添加一个元素的副本。这是通过调用底层容器的成员函数 push\_back() 来完成的。 |
| emplace() | 在 queue 的尾部直接添加一个元素。 |
| push(T&& obj) | 以移动的方式在 queue 的尾部添加元素。这是通过调用底层容器的具有右值引用参数的成员函数 push\_back() 来完成的。 |
| pop() | 删除 queue 中的第一个元素。 |
| swap(queue<T> &other\_queue) | 将两个 queue 容器适配器中的元素进行互换，需要注意的是，进行互换的 2 个 queue 容器适配器中存储的元素类型以及底层采用的基础容器类型，都必须相同。 |

和 stack 一样，queue 也没有迭代器，因此访问元素的唯一方式是遍历容器，通过不断移除访问过的元素，去访问下一个元素。

下面这个例子中演示了表 2 中部分成员函数的用法：

#include <iostream>

#include <queue>

#include <list>

using namespace *std*;

int *main*()

{

//构建 queue 容器适配器

*std*::*deque*<int> values{ 1,2,3 };

*std*::*queue*<int> my\_queue(values);//{1,2,3}

//查看 my\_queue 存储元素的个数

*cout* << "size of my\_queue: " << my\_queue.*size*() << *endl*;

//访问 my\_queue 中的元素

while (!my\_queue.*empty*())

{

*cout* << my\_queue.*front*() << *endl*;

//访问过的元素出队列

my\_queue.*pop*();

}

return 0;

}

**运行结果为：**

**size of my\_queue: 3  
1  
2  
3**

表 2 中其它成员函数的用法也非常简单，这里不再给出具体示例，后续章节用法会做具体介绍。

**第五C++ queue容器适配器模拟超市结账环节**

前面章节介绍了 queue 容器适配器的具有用法，本节将利用 queue 模拟超市中结账环节运转的程序。  
 在超市营业过程中，结账队列的长度是超市运转的关键因素。它会影响超市可容纳的顾客数，因为太长的队伍会使顾客感到气馁，从而放弃排队，这和医院可用病床数会严重影响应急处理设施的运转，是同样的道理。  
 首先，我们要在头文件 Customer.h 中定义一个类来模拟顾客：

#ifndef CUSTOMER\_H

#define CUSTOMER\_H

class Customer

{

protected:

*size\_t* service\_t{}; //顾客结账需要的时间

public:

explicit Customer(*size\_t* st = 10) :service\_t{ st } {}

//模拟随着时间的变化，顾客结账所需时间也会减短

Customer& time\_decrement()

{

if (service\_t > 0)

--service\_t;

return \*this;

}

bool done() const { return service\_t == 0; }

};

#endif

这里只有一个成员变量 service\_t，用来记录顾客结账需要的时间。每个顾客的结账时间都不同。每过一分钟，会调用一次 time\_decrement() 函数，这个函数会减少 service\_t 的值，它可以反映顾客结账所花费的时间。当 service\_t 的值为 0 时，成员函数 done() 返回 true。  
 超市的每个结账柜台都有一队排队等待的顾客。Checkout.h 中定义的 Checkout 类如下：

#ifndef CHECKOUT\_H

#define CHECKOUT\_H

#include <queue> // For queue container

#include "Customer.h"

class Checkout

{

private:

*std*::*queue*<Customer> customers; //该队列等到结账的顾客数量

public:

void add(const Customer& customer) { customers.*push*(customer); }

*size\_t* qlength() const { return customers.*size*(); }

void time\_increment()

{

if (!customers.*empty*())

{

//有顾客正在等待结账，如果顾客结账了，就出队列

if (customers.*front*().time\_decrement().*done*())

customers.*pop*();

}

}

bool operator<(const Checkout& other) const { return qlength() < other.qlength(); }

bool operator>(const Checkout& other) const { return qlength() > other.qlength(); }

};

#endif

可以看到，queue 容器是 Checkout 唯一的成员变量，用来保存等待结账的 Customer 对象。成员函数 add() 可以向队列中添加新顾客。只能处理队列中的第一个元素。 每过一分钟，调用一次 Checkout 对象的成员函数 time\_increment(}，它会调用第一个 Customer 对象的成员函数 time\_decrement() 来减少剩余的等待时间，然后再调用成员函数 done()。如果 done() 返回 true，表明顾客结账完成，因此把他从队列中移除。Checkout 对象的比较运算符可以比较队列的长度。  
 为了模拟超市结账，我们需要有随机数生成的功能。因此打算使用 <random> 头文件中的一个非常简单的工具，但不打算深入解释它。我们会在教程后面的章节深入探讨 random 头文件中的内容。程序使用了一个 uniform\_int\_distribution() 类型的实例。顾名思义，它定义的整数值在最大值和最小值之间均匀分布。在均匀分布中，所有这个范围内的值都可能相等。可以在 10 和 100 之间定义如下分布：

**std::uniform\_int\_distribution<> d {10, 100};**

这里只定义了分布对象 d，它指定了整数值分布的范围。为了获取这个范围内的随机数，我们需要使用一个随机数生成器，然后把它作为参数传给 d 的调用运算符，从而返回一个随机整数。 random 头文件中定义了几种随机数生成器。这里我们使用最简单的一个，可以按如下方式定义：

**std::random\_device random\_number\_engine;**

为了在 d 分布范围内生成随机数，我们可以这样写：

**auto value = d(random\_number\_engine);**

**value 的值在 d 分布范围内。**  
  
完整模拟器的源文件如下：

#include <iostream> // For standard streams

#include <iomanip> // For stream manipulators

#include <vector> // For vector container

#include <string> // For string class

#include <numeric> // For accumulate()

#include <algorithm> // For min\_element & max\_element

#include <random> // For random number generation

#include "Customer.h"

#include "Checkout.h"

using *std*::*string*;

using distribution = *std*::*uniform\_int\_distribution*<>;

// 以横向柱形图的方式输出每个服务时间出现的次数

void histogram(const *std*::*vector*<int>& v, int min)

{

*string* bar(60, '\*');

for (*size\_t* i{}; i < v.*size*(); ++i)

{

*std*::*cout* << *std*::*setw*(3) << i + min << " " //结账等待时间为 index + min

<< *std*::*setw*(4) << v[i] << " " //输出出现的次数

<< bar.*substr*(0, v[i])

<< (v[i] > static\_cast<int>(bar.*size*()) ? "..." : "")

<< *std*::*endl*;

}

}

int *main*()

{

*std*::*random\_device* random\_n;

//设置最大和最小的结账时间，以分钟为单位

int service\_t\_min{ 2 }, service\_t\_max{ 15 };

distribution service\_t\_d{ service\_t\_min, service\_t\_max };

//设置在超市开业时顾客的人数

int min\_customers{ 15 }, max\_customers{ 20 };

distribution n\_1st\_customers\_d{ min\_customers, max\_customers };

// 设置顾客到达的最大和最小的时间间隔

int min\_arr\_interval{ 1 }, max\_arr\_interval{ 5 };

distribution arrival\_interval\_d{ min\_arr\_interval, max\_arr\_interval };

*size\_t* n\_checkouts{};

*std*::*cout* << "输入超市中结账柜台的数量：";

*std*::*cin* >> n\_checkouts;

if (!n\_checkouts)

{

*std*::*cout* << "结账柜台的数量必须大于 0，这里将默认设置为 1" << *std*::*endl*;

n\_checkouts = 1;

}

*std*::*vector*<Checkout> checkouts{ n\_checkouts };

*std*::*vector*<int> service\_times(service\_t\_max - service\_t\_min + 1);

//等待超市营业的顾客人数

int count{ n\_1st\_customers\_d(random\_n) };

*std*::*cout* << "等待超市营业的顾客人数：" << count << *std*::*endl*;

int added{};

int service\_t{};

while (added++ < count)

{

service\_t = service\_t\_d(random\_n);

*std*::*min\_element*(*std*::*begin*(checkouts), *std*::*end*(checkouts))->*add*(Customer(service\_t));

++service\_times[service\_t - service\_t\_min];

}

*size\_t* time{};

const *size\_t* total\_time{ 600 }; // 设置超市持续营业的时间

*size\_t* longest\_q{}; // 等待结账最长队列的长度

// 新顾客到达的时间

int new\_cust\_interval{ arrival\_interval\_d(random\_n) };

//模拟超市运转的过程

while (time < total\_time)

{

++time; //时间增长

// 新顾客到达

if (--new\_cust\_interval == 0)

{

service\_t = service\_t\_d(random\_n); // 设置顾客结账所需要的时间

*std*::*min\_element*(*std*::*begin*(checkouts), *std*::*end*(checkouts))->*add*(Customer(service\_t));

++service\_times[service\_t - service\_t\_min]; // 记录结账需要等待的时间

//记录最长队列的长度

for (auto& checkout : checkouts)

longest\_q = *std*::*max*(longest\_q, checkout.qlength());

new\_cust\_interval = arrival\_interval\_d(random\_n);

}

// 更新每个队列中第一个顾客的结账时间

for (auto& checkout : checkouts)

checkout.time\_increment();

}

*std*::*cout* << "最大的队列长度为：" << longest\_q << *std*::*endl*;

*std*::*cout* << "\n各个结账时间出现的次数：:\n";

histogram(service\_times, service\_t\_min);

*std*::*cout* << "\n总的顾客数："

<< *std*::*accumulate*(*std*::*begin*(service\_times), *std*::*end*(service\_times), 0)

<< *std*::*endl*;

return 0;

}

直接使用 using 指令可以减少代码输入，简化代码。顾客结账信息记录在 vector 中。结账时间减去 service\_times 的最小值可以用来索引需要自增的 vector 元素，这导致 vector 的第一个元素会记录下最少结账时间出现的次数。histogram() 函数会以水平条形图的形式生成每个服务时间出现次数的柱状图。  
 程序中 checkouts 的值为 600，意味着将模拟开业时间设置为 600 分钟，也可以用参数输入这个时间。main() 函数生成了顾客结账时间，超市开门时等在门外的顾客数，以及顾客到达时间间隔的分布对象。我们可以轻松地将这个程序扩展为每次到达的顾客数是一个处于一定范围内的随机数。  
 通过调用 min\_element() 算法可以找到最短的 Checkout 对象队列，因此顾客总是可以被分配到最短的结账队列。在这次模拟开始前，当超市开门营业时，在门外等待的顾客的初始序列被添加到 Checkout 对象中，然后结账时间记录被更新。  
 模拟在 while 循环中进行，在每次循环中，time 都会增加 1 分钟。在下一个顾客到达期间，new\_cust\_interval 会在每次循环中减小，直到等于 0。用新的随机结账时间生成新的顾客，然后把它加到最短的 Checkout 对象队列中。这个时候也会更新变量 longest\_q，因为在添加新顾客后，可能出现新的最长队列。然后调用每个 Checkout 对象的 time\_increment() 函数来处理队列中的第一个顾客。  
**下面是一些示例输出：**

**输入超级中结账柜台的数量：2  
等待超市营业的顾客人数：20  
最大的队列长度为：43  
  
各个结账时间出现的次数：  
  2   13 \*\*\*\*\*\*\*\*\*\*\*\*\*  
  3   20 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
  4   11 \*\*\*\*\*\*\*\*\*\*\*  
  5   16 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
  6   12 \*\*\*\*\*\*\*\*\*\*\*\*  
  7   18 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
  8   17 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
  9   18 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
10   10 \*\*\*\*\*\*\*\*\*\*  
11   22 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
12   19 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
13   13 \*\*\*\*\*\*\*\*\*\*\*\*\*  
14   16 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
15   18 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
  
总的顾客数：223**

**这里有 2 个结账柜台，最长队列的长度达到 43，已经长到会让顾客放弃付款。**  
以上代码还可以做更多改进，让模拟更加真实，例如，均匀分配并不符合实际，顾客通常成群结队到来。可以增加一些其他的因素，比如收银员休息时间、某个收银员生病工作状态不佳，这些都会导致顾客不选择这个柜台结账。

**第六C++ STL priority\_queue容器适配器详解**

priority\_queue 容器适配器模拟的也是队列这种存储结构，即使用此容器适配器存储元素只能“从一端进（称为队尾），从另一端出（称为队头）”，且每次只能访问 priority\_queue 中位于队头的元素。  
 但是，priority\_queue 容器适配器中元素的存和取，遵循的并不是 “First in,First out”（先入先出）原则，而是“First in，Largest out”原则。直白的翻译，指的就是先进队列的元素并不一定先出队列，而是优先级最大的元素最先出队列。

注意，“First in，Largest out”原则是笔者为了总结 priority\_queue 存取元素的特性自创的一种称谓，仅为了方便读者理解。

那么，priority\_queue 容器适配器中存储的元素，优先级是如何评定的呢？很简单，每个 priority\_queue 容器适配器在创建时，都制定了一种排序规则。根据此规则，该容器适配器中存储的元素就有了优先级高低之分。  
 举个例子，假设当前有一个 priority\_queue 容器适配器，其制定的排序规则是按照元素值从大到小进行排序。根据此规则，自然是 priority\_queue 中值最大的元素的优先级最高。  
 priority\_queue 容器适配器为了保证每次从队头移除的都是当前优先级最高的元素，每当有新元素进入，它都会根据既定的排序规则找到优先级最高的元素，并将其移动到队列的队头；同样，当 priority\_queue 从队头移除出一个元素之后，它也会再找到当前优先级最高的元素，并将其移动到队头。  
 基于 priority\_queue 的这种特性，因此该容器适配器有被称为优先级队列。

**priority\_queue 容器适配器“First in，Largest out”的特性，和它底层采用堆结构存储数据是分不开的。有关该容器适配器的底层实现，后续章节会进行深度剖析。**

**[STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 中，priority\_queue 容器适配器的定义如下：**

**template <typename T,**

**typename Container=std::vector<T>,**

**typename Compare=std::less<T> >**

**class priority\_queue{**

**//......**

**}**

可以看到，priority\_queue 容器适配器模板类最多可以传入 3 个参数，它们各自的含义如下：

（1）typename T：指定存储元素的具体类型；

（2）typename Container：指定 priority\_queue 底层使用的基础容器，默认使用 vector 容器。

**作为 priority\_queue 容器适配器的底层容器，其必须包含 empty()、size()、front()、push\_back()、pop\_back() 这几个成员函数，[STL](http://c.biancheng.net/stl/" \t "http://c.biancheng.net/view/_blank) 序列式容器中只有 vector 和 deque 容器符合条件。**

（3）typename Compare：指定容器中评定元素优先级所遵循的排序规则，默认使用std::less<T>按照元素值从大到小进行排序，还可以使用std::greater<T>按照元素值从小到大排序，但更多情况下是使用自定义的排序规则。

**其中，std::less<T> 和 std::greater<T> 都是以函数对象的方式定义在 <function> 头文件中。关于如何自定义排序规则，后续章节会做详细介绍。**

**一创建priority\_queue的几种方式**

由于 priority\_queue 容器适配器模板位于<queue>头文件中，并定义在 std 命名空间里，因此在试图创建该类型容器之前，程序中需包含以下 2 行代码：

#include <queue>

u[sin](http://c.biancheng.net/ref/sin.html" \t "http://c.biancheng.net/view/_blank)g namespace std;  
创建 priority\_queue 容器适配器的方法，大致有以下几种。  
1) 创建一个空的 priority\_queue 容器适配器，第底层采用默认的 vector 容器，排序方式也采用默认的 std::less<T> 方法：

std::priority\_queue<int> values;  
2) 可以使用普通数组或其它容器中指定范围内的数据，对 priority\_queue 容器适配器进行初始化：

//使用普通数组

int values[]{4,1,3,2};

std::priority\_queue<int>copy\_values(values,values+4);//{4,2,3,1}

//使用序列式容器

std::array<int,4>values{ 4,1,3,2 };

std::priority\_queue<int>copy\_values(values.begin(),values.end());//{4,2,3,1}

注意，以上 2 种方式必须保证数组或容器中存储的元素类型和 priority\_queue 指定的存储类型相同。另外，用来初始化的数组或容器中的数据不需要有序，priority\_queue 会自动对它们进行排序。  
3) 还可以手动指定 priority\_queue 使用的底层容器以及排序规则，比如：

int values[]{ 4,1,2,3 };

std::priority\_queue<int, std::deque<int>, std::greater<int> >copy\_values(values, values+4);//{1,3,2,4}

事实上，std::less<T> 和 std::greater<T> 适用的场景是有限的，更多场景中我们会使用自定义的排序规则。

由于自定义排序规则的方式不只一种，因此这部分知识将在后续章节做详细介绍。

priority\_queue提供的成员函数

priority\_queue 容器适配器提供了表 2 所示的这些成员函数。

表 2 priority\_queue 提供的成员函数

|  |  |
| --- | --- |
| 成员函数 | 功能 |
| empty() | 如果 priority\_queue 为空的话，返回 true；反之，返回 false。 |
| size() | 返回 priority\_queue 中存储元素的个数。 |
| top() | 返回 priority\_queue 中第一个元素的引用形式。 |
| push(const T& obj) | 根据既定的排序规则，将元素 obj 的副本存储到 priority\_queue 中适当的位置。 |
| push(T&& obj) | 根据既定的排序规则，将元素 obj 移动存储到 priority\_queue 中适当的位置。 |
| emplace(Args&&... args) | Args&&... args 表示构造一个存储类型的元素所需要的数据（对于类对象来说，可能需要多个数据构造出一个对象）。此函数的功能是根据既定的排序规则，在容器适配器适当的位置直接生成该新元素。 |
| pop() | 移除 priority\_queue 容器适配器中第一个元素。 |
| swap(priority\_queue<T>& other) | 将两个 priority\_queue 容器适配器中的元素进行互换，需要注意的是，进行互换的 2 个 priority\_queue 容器适配器中存储的元素类型以及底层采用的基础容器类型，都必须相同。 |

和 queue 一样，priority\_queue 也没有迭代器，因此访问元素的唯一方式是遍历容器，通过不断移除访问过的元素，去访问下一个元素。

下面的程序演示了表 2 中部分成员函数的具体用法：

#include <iostream>

#include <queue>

#include <array>

#include <functional>

using namespace *std*;

int *main*()

{

//创建一个空的priority\_queue容器适配器

*std*::*priority\_queue*<int>values;

//使用 push() 成员函数向适配器中添加元素

values.*push*(3);//{3}

values.*push*(1);//{3,1}

values.*push*(4);//{4,1,3}

values.*push*(2);//{4,2,3,1}

//遍历整个容器适配器

while (!values.*empty*())

{

//输出第一个元素并移除。

*std*::*cout* << values.*top*() << " ";

values.*pop*();//移除队头元素的同时，将剩余元素中优先级最大的移至队头

}

return 0;

}

**运行结果为：**

**4 3 2 1**

**表 2 中其它成员函数的用法也非常简单，这里不再给出具体示例，后续章节用法会做具体介绍。**

**第七 priority\_queue容器适配器实现自定义排序**

前面讲解 priority\_queue 容器适配器时，还遗留一个问题，即当 <function> 头文件提供的排序方式（std::less<T> 和 std::greater<T>）不再适用时，如何自定义一个满足需求的排序规则。  
 首先，无论 priority\_queue 中存储的是基础数据类型（int、double 等），还是 string 类对象或者自定义的类对象，都可以使用函数对象的方式自定义排序规则。例如：

#include<iostream>

#include<queue>

using namespace *std*;

//函数对象类

template <typename T>

class cmp

{

public:

//重载 () 运算符

bool operator()(T a, T b)

{

return a > b;

}

};

int *main*()

{

int a[] = { 4,2,3,5,6 };

*priority\_queue*<int, *vector*<int>, cmp<int> > pq(a, a + 5);

while (!pq.*empty*())

{

*cout* << pq.*top*() << " ";

pq.*pop*();

}

return 0;

}

**运行结果为：**

**2 3 4 5 6**

注意，C++ 中的 struct 和 class 非常类似，前者也可以包含成员变量和成员函数，因此上面程序中，函数对象类 cmp 也可以使用 struct 关键字创建：

**struct cmp**

**{**

**//重载 () 运算符**

**bool operator()(T a, T b)**

**{**

**return a > b;**

**}**

**};**

可以看到，通过在 cmp 类（结构体）重载的 () 运算符中自定义排序规则，并将其实例化后作为 priority\_queue 模板的第 3 个参数传入，即可实现为 priority\_queue 容器适配器自定义比较函数。  
 除此之外，当 priority\_queue 容器适配器中存储的数据类型为结构体或者类对象（包括 string 类对象）时，还可以通过重载其 > 或者 < 运算符，间接实现自定义排序规则的目的。

**注意，此方式仅适用于 priority\_queue 容器中存储的为类对象或者结构体变量，也就是说，当存储类型为类的指针对象或者结构体指针变量时，此方式将不再适用，而只能使用函数对象的方式。**

要想彻底理解这种方式的实现原理，首先要搞清楚 std::less<T> 和 std::greater<T> 各自的底层实现。实际上，<function> 头文件中的 std::less<T> 和 std::greater<T> ，各自底层实现采用的都是函数对象的方式。比如，std::less<T> 的底层实现代码为：

**template <typename T>**

**struct less {**

**//定义新的排序规则**

**bool operator()(const T &\_lhs, const T &\_rhs) const {**

**return \_lhs < \_rhs;**

**}**

**};**

**std::greater<T> 的底层实现代码为：**

**template <typename T>**

**struct greater {**

**bool operator()(const T &\_lhs, const T &\_rhs) const {**

**return \_lhs > \_rhs;**

**}**

**};**

可以看到，std::less<T> 和 std::greater<T> 底层实现的唯一不同在于，前者使用 < 号实现从大到小排序，后者使用 > 号实现从小到大排序。  
 那么，是否可以通过重载 < 或者 > 运算符修改 std::less<T> 和 std::greater<T> 的排序规则，从而间接实现自定义排序呢？答案是肯定的，举个例子：

#include<queue>

#include<iostream>

using namespace *std*;

class node {

public:

node(int x = 0, int y = 0) :x(x), y(y) {}

int x, y;

};

//新的排序规则为：先按照 x 值排序，如果 x 相等，则按 y 的值排序

bool operator < (const node& a, const node& b) {

if (a.x > b.x) return 1;

else if (a.x == b.x)

if (a.y >= b.y) return 1;

return 0;

}

int *main*() {

//创建一个 priority\_queue 容器适配器，其使用默认的 vector 基础容器以及 less 排序规则。

*priority\_queue*<node> pq;

pq.*push*(node(1, 2));

pq.*push*(node(2, 2));

pq.*push*(node(3, 4));

pq.*push*(node(3, 3));

pq.*push*(node(2, 3));

*cout* << "x y" << *endl*;

while (!pq.*empty*()) {

*cout* << pq.*top*().x << " " << pq.*top*().y << *endl*;

pq.*pop*();

}

return 0;

}

**输出结果为：**

**x y  
1 2  
2 2  
2 3  
3 3  
3 4**

可以看到，通过重载 < 运算符，使得 std::less<T> 变得适用了。

**读者还可以自行尝试，通过重载 > 运算符，赋予 std::greater<T> 和之前不同的排序方式。**

当然，也可以以友元函数或者成员函数的方式重载 > 或者 < 运算符。需要注意的是，以成员函数的方式重载 > 或者 < 运算符时，该成员函数必须声明为 const 类型，且参数也必须为 const 类型，至于参数的传值方式是采用按引用传递还是按值传递，都可以（建议采用按引用传递，效率更高）。  
例如，将上面程序改为以成员函数的方式重载 < 运算符：

class node {

public:

node(int x = 0, int y = 0) :x(x), y(y) {}

int x, y;

bool operator < (const node &b) const{

if ((\*this).x > b.x) return 1;

else if ((\*this).x == b.x)

if ((\*this).y >= b.y) return 1;

return 0;

}

};

同样，在以友元函数的方式重载 < 或者 > 运算符时，要求参数必须使用 const 修饰。例如，将上面程序改为以友元函数的方式重载 < 运算符。例如：

[纯文本复制](http://c.biancheng.net/view/vip_7728.html)

class node {

public:

node(int x = 0, int y = 0) :x(x), y(y) {}

int x, y;

friend bool operator < (const node &a, const node &b);

};

//新的排序规则为：先按照 x 值排序，如果 x 相等，则按 y 的值排序

bool operator < (const node &a, const node &b){

if (a.x > b.x) return 1;

else if (a.x == b.x)

if (a.y >= b.y) return 1;

return 0;

}

总的来说，以函数对象的方式自定义 priority\_queue 的排序规则，适用于任何情况；而以重载 > 或者 < 运算符间接实现 priority\_queue 自定义排序的方式，仅适用于 priority\_queue 中存储的是结构体变量或者类对象（包括 string 类对象）。

**第八深度剖析priority\_queue容器的底层实现**

priority\_queue 优先级队列之所以总能保证优先级最高的元素位于队头，最重要的原因是其底层采用堆数据结构存储结构。  
 有读者可能会问，priority\_queue 底层不是采用 vector 或 deque 容器存储数据吗，这里又说使用堆结构存储数据，它们之间不冲突吗？显然，它们之间是不冲突的。  
 首先，vector 和 deque 是用来存储元素的容器，而堆是一种数据结构，其本身无法存储数据，只能依附于某个存储介质，辅助其组织数据存储的先后次序。其次，priority\_queue 底层采用 vector 或者 deque 作为基础容器，这毋庸置疑。但由于 vector 或 deque 容器并没有提供实现 priority\_queue 容器适配器 “First in,Largest out” 特性的功能，因此 STL 选择使用堆来重新组织 vector 或 deque 容器中存储的数据，从而实现该特性。

**注意，虽然不使用堆结构，通过编写算法调整 vector 或者 deque 容器中存储元素的次序，也能使其具备 “First in,Largest out” 的特性，但执行效率通常没有使用堆结构高。**

**那么，堆到底是什么，它又是怎样组织数据的呢？**

**一priority\_queue底层的堆存储结构**

以下内容要求读者对数据结构中的树存储结构有一定的了解，如果没有，请先阅读《[树存储结构](http://c.biancheng.net/data_structure/tree/" \t "http://c.biancheng.net/view/_blank)》一章。

简单的理解堆，它在是完全二叉树的基础上，要求树中所有的父节点和子节点之间，都要满足既定的排序规则：

（1）如果排序规则为从大到小排序，则表示堆的完全二叉树中，每个父节点的值都要不小于子节点的值，这种堆通常称为大顶堆；

（2）如果排序规则为从小到大排序，则表示堆的完全二叉树中，每个父节点的值都要不大于子节点的值，这种堆通常称为小顶堆；  
图 1 展示了一个由 {10,20,15,30,40,25,35,50,45} 这些元素构成的大顶堆和小顶堆。其中经大顶堆组织后的数据先后次序变为 {50,45,40,20,25,35,30,10,15}，而经小顶堆组织后的数据次序为{10,20,15,25,50,30,40,35,45}。

可以确定的一点是，无论是通过大顶堆或者小顶堆，总可以筛选出最大或最小的那个元素（优先级最大），并将其移至序列的开头，此功能也正是 priority\_queue 容器适配器所需要的。  
 为了验证 priority\_queue 底层确实采用堆存储结构实现的，我们可以尝试用堆结合基础容器 vector 或 deque 实现 priority\_queue。值得庆幸的是，STL 已经为我们封装好了可以使用堆存储结构的方法，它们都位于 <algorithm> 头文件中。表 2 中列出了常用的几个和堆存储结构相关的方法。
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图 1 使用堆结构重新组织数据

表 2 STL对堆存储结构的支持

|  |  |
| --- | --- |
| 函数 | 功能 |
| make\_heap(first,last,comp) | 选择位于 [first,last) 区域内的数据，并根据 comp 排序规则建立堆，其中 fist 和 last 可以是指针或者迭代器，默认是建立大顶堆。 |
| push\_heap(first,last,comp) | 当向数组或容器中添加数据之后，此数据可能会破坏堆结构，该函数的功能是重建堆。 |
| pop\_heap(first,last,comp) | 将位于序列头部的元素（优先级最高）移动序列尾部，并使[first,last-1] 区域内的元素满足堆存储结构。 |
| sort\_heap(first,last,comp) | 对 [first,last) 区域内的元素进行堆排序，将其变成一个有序序列。 |
| is\_heap\_until(first,last,comp) | 发现[first,last)区域内的最大堆。 |
| is\_heap(first,last,comp) | 检查 [first,last) 区域内的元素，是否为堆结构。 |

以上方法的实现，基于堆排序算法的思想，有关该算法的具体实现原理，可阅读《[堆排序](http://c.biancheng.net/view/3448.html" \t "http://c.biancheng.net/view/_blank)》一节做详细了解。

下面例子中，使用了表 2 中的部分函数，并结合 vector 容器提供的成员函数，模拟了 priority\_queue 容器适配器部分成员函数的底层实现：

#include <iostream>

#include <vector>

#include<algorithm>

using namespace *std*;

void display(*vector*<int>& val) {

for (auto v : val) {

*cout* << v << " ";

}

*cout* << *endl*;

}

int *main*()

{

*vector*<int>values{ 2,1,3,4 };

//建立堆

*make\_heap*(values.*begin*(), values.*end*());//{4,2,3,1}

display(values);

//添加元素

*cout* << "添加元素：\n";

values.*push\_back*(5);

display(values);

*push\_heap*(values.*begin*(), values.*end*());//{5,4,3,1,2}

display(values);

//移除元素

*cout* << "移除元素：\n";

*pop\_heap*(values.*begin*(), values.*end*());//{4,2,3,1,5}

display(values);

values.*pop\_back*();

display(values);

return 0;

}

**运行结果为：**

**4 2 3 1  
添加元素：  
4 2 3 1 5  
5 4 3 1 2  
移除元素：  
4 2 3 1 5  
4 2 3 1**

上面程序可以用 priority\_queue 容器适配器等效替代：

#include<iostream>

#include<queue>

#include<vector>

using namespace *std*;

int *main*()

{

//创建优先级队列

*std*::*vector*<int>values{ 2,1,3,4 };

*std*::*priority\_queue*<int>copy\_values(values.*begin*(), values.*end*());

//添加元素

copy\_values.*push*(5);

//移除元素

copy\_values.*pop*();

return 0;

}

如果调试此程序，查看各个阶段 priority\_queue 中存储的元素，可以发现，它和上面程序的输出结果是一致。也就是说，此程序在创建 priority\_queue 之后，其存储的元素依次为 {4,2,3,1}，同样当添加元素 5 之后，其存储的元素依次为 {5,4,3,1,2}，移除一个元素之后存储的元素依次为 {4,2,3,1}。

**第六章 C++ STL迭代器适配器完全攻略**

本章将介绍 5 种迭代器适配器，分别是反向迭代器适配器、插入型迭代器适配器、流迭代器适配器、流缓冲区迭代器适配器、移动迭代器适配器。

初学者完全可以将迭代器适配器视为普通迭代器。之所以称为迭代器适配器，是因为这些迭代器是在输入迭代器、输出迭代器、正向迭代器、双向迭代器或者随机访问迭代器这些基础迭代器的基础上实现的。也就是说，使用迭代器适配器的过程中，其本质就是在操作某种基础迭代器。

不同的迭代器适配器，其功能大不相同，这些知识都会在本章中做详细讲解。

**第一C++ STL迭代器适配器是什么？**

通过学习 C++ STL 标准库中的容器我们知道，无论是序列式容器还是关联式容器（包括哈希容器），要想遍历容器中存储的数据，就只能用使用该容器模板类中提供的迭代器。  
 《[C++ STL迭代器](http://c.biancheng.net/view/6675.html" \t "http://c.biancheng.net/view/_blank)》一节提到，C++ STL 标准库中迭代器大致分为 5 种类型，分别是输入迭代器、输出迭代器、前向迭代器、双向迭代器以及随机访问迭代器。值得一提的是，这 5 种迭代器是 STL 标准库提供的最基础的迭代器，很多场景中遍历容器的需求，它们并不适合。  
 举个例子，假设有一个 list 容器，现在需要逆序输出该容器中存储的所有元素。要知道，list 容器模板类提供的是双向迭代器，如果使用该类型迭代器实现逆序操作，实现代码如下：

#include <iostream>

#include <list>

using namespace *std*;

int *main*()

{

*std*::*list*<int> values{ 1,2,3,4,5 };

//找到遍历的开头位置和结尾位置

*std*::*list*<int>::*iterator* begin = --values.*end*();

*std*::*list*<int>::*iterator* end = --values.*begin*();

//开始遍历

while (begin != end)

{

*cout* << \*begin << " ";

--begin;

}

return 0;

}

**程序执行结果为：**

**5 4 3 2 1**

相比上面这种实现思路，C++ STL 标准库中还提供有更简单的方法，就是使用迭代器适配器。

**关于适配器，在讲解容器适配器时就已经做过详细的讲解，这里不再做过多赘述，读者可阅读《[C++ STL容器适配器](http://c.biancheng.net/view/6967.html" \t "http://c.biancheng.net/view/_blank)》一节做详细了解。**

所谓迭代器适配器，其本质也是一个模板类，比较特殊的是，该模板类是借助以上 5 种基础迭代器实现的。换句话说，迭代器适配器模板类的内部实现，是通过对以上 5 种基础迭代器拥有的成员方法进行整合、修改，甚至为了实现某些功能还会添加一些新的成员方法。由此，将基础迭代器“改头换面”，就变成了本节要讲的迭代器适配器。

**本质上讲，迭代器适配器仍属于迭代器，可以理解为是基础迭代器的“翻新版”或者“升级版”。同时，“xxx 迭代器适配器”通常直接称为“xxx 迭代器”。**

**一 C++ STL迭代器适配器种类**

C++ 11 标准中，迭代器适配器供有 4 类，它们各自的名称和功能如表 1 所示。

表 1 C++ STL迭代器适配器种类

|  |  |
| --- | --- |
| 名称 | 功能 |
| 反向迭代器（reverse\_iterator） | 又称“逆向迭代器”，其内部重新定义了递增运算符（++）和递减运算符（--），专门用来实现对容器的逆序遍历。 |
| 安插型迭代器（inserter或者insert\_iterator） | 通常用于在容器的任何位置添加新的元素，需要注意的是，此类迭代器不能被运用到元素个数固定的容器（比如 array）上。 |
| 流迭代器（istream\_iterator / ostream\_iterator） 流缓冲区迭代器（istreambuf\_iterator / ostreambuf\_iterator） | 输入流迭代器用于从文件或者键盘读取数据；相反，输出流迭代器用于将数据输出到文件或者屏幕上。 输入流缓冲区迭代器用于从输入缓冲区中逐个读取数据；输出流缓冲区迭代器用于将数据逐个写入输出流缓冲区。 |
| 移动迭代器（move\_iterator） | 此类型迭代器是 C++ 11 标准中新添加的，可以将某个范围的类对象移动到目标范围，而不需要通过拷贝去移动。 |

以上 4 种迭代器的用法，后续章节会做详细介绍。  
实际上，前面在学习各种容器的迭代器时，我们经常会使用到反向迭代器。下面样例，演示了用反向迭代器适配器遍历 list 容器的实现过程：

#include <iostream>

#include <list>

using namespace *std*;

int *main*()

{

*std*::*list*<int> values{ 1,2,3,4,5 };

//找到遍历的起点和终点，这里无需纠结定义反向迭代器的语法，后续会详细讲解

*std*::*reverse\_iterator*<*std*::*list*<int>::*iterator*> begin = values.*rbegin*();

*std*::*reverse\_iterator*<*std*::*list*<int>::*iterator*> end = values.*rend*();

while (begin != end) {

*cout* << \*begin << " ";

//注意，这里是 ++，因为反向迭代器内部互换了 ++ 和 -- 的含义

++begin;

}

return 0;

}

**程序执行结果为：**

**5 4 3 2 1**

可以看到，程序中通过调用 list 容器模板类提供的 rbegin() 和 rend()，就可以获得逆序遍历容器所需要的反向迭代器，从而轻松实现逆序输出容器中存储的所有数据。

**第二 C++ STL 反向迭代器适配器（reverse\_iterator）详解**

我们知道，C++ 11 的 STL 标准库提供有 4 种迭代器适配器，本节开始将一一介绍它们的功能和用法，这里先讲解反向迭代器适配器。  
 反向迭代器适配器（reverse\_iterator），可简称为反向迭代器或逆向迭代器，常用来对容器进行反向遍历，即从容器中存储的最后一个元素开始，一直遍历到第一个元素。  
 值得一提的是，反向迭代器底层可以选用双向迭代器或者随机访问迭代器作为其基础迭代器。不仅如此，通过对 ++（递增）和 --（递减）运算符进行重载，使得：

（1）当反向迭代器执行 ++ 运算时，底层的基础迭代器实则在执行 -- 操作，意味着反向迭代器在反向遍历容器；

（2）当反向迭代器执行 -- 运算时，底层的基础迭代器实则在执行 ++ 操作，意味着反向迭代器在正向遍历容器。  
 另外，实现反向迭代器的模板类定义在 <iterator> 头文件，并位于 std 命名空间中。因此，在使用反向迭代器时，需包含如下语句：

#include <iterator>

using namespace std;

注意，第二行代码不是必需的，但如果不用，则程序中只要创建该迭代器时，必须手动注明 std 命名空间（强烈建议初学者使用）。

**反向迭代器的模板类定义如下：**

**template <class Iterator>**

**class reverse\_iterator;**

**注意，Iterator 模板参数指的是模板类中所用的基础迭代器的类型，只能选择双向迭代器或者随机访问迭代器。**

这意味着，如果想使用反向迭代器实现逆序遍历容器，则该容器的迭代器类型必须是双向迭代器或者随机访问迭代器。

**一 C++ STL反向迭代器的创建**

reverse\_iterator 模板类中共提供了 3 种创建反向迭代器的方法，这里以 vector<int> 容器的随机访问迭代器作为基础迭代器为例。  
1) 调用该类的默认构造方法，即可创建了一个不指向任何对象的反向迭代器，例如：

std::reverse\_iterator<std::vector<int>::iterator> my\_reiter;

由此，我们就创建好了一个没有指向任何对象的 my\_reiter 反向迭代器。  
2) 当然，在创建反向迭代器的时候，我们可以直接将一个基础迭代器作为参数传递给新建的反向迭代器。例如：

**//创建并初始化一个 myvector 容器**

**std::vector<int> myvector{1,2,3,4,5};**

**//创建并初始化 my\_reiter 迭代器**

**std::reverse\_iterator<std::vector<int>::iterator> my\_reiter(myvector.end());**

我们知道，反向迭代器是通过操纵内部的基础迭代器实现逆向遍历的，但是反向迭代器的指向和底层基础迭代器的指向并不相同。以上面创建的 my\_reiter 为例，其内部的基础迭代器指向的是 myvector 容器中元素 5 之后的位置，但是 my\_reiter 指向的却是元素 5。  
 也就是说，反向迭代器的指向和其底层基础迭代器的指向具有这样的关系，即反向迭代器的指向总是距离基础迭代器偏左 1 个位置；反之，基础迭代器的指向总是距离反向迭代器偏右 1 个位置处。它们的关系如图 1 所示。  
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图 1 反向迭代器和基础迭代器的关系

其中，begin 和 end 表示基础迭代器，r(begin) 和 r(end) 分别表示有 begin 和 end 获得的反向迭代器。  
3) 除了第 2 种初始化方式之外，reverse\_iterator 模板类还提供了一个复制（拷贝）构造函数，可以实现直接将一个反向迭代器复制给新建的反向迭代器。比如：

**//创建并初始化一个 vector 容器**

**std::vector<int> myvector{1,2,3,4,5};**

**//调用复制构造函数初始化反向迭代器的 2 种方式**

**std::reverse\_iterator<std::vector<int>::iterator> my\_reiter(myvector.rbegin());**

**//std::reverse\_iterator<std::vector<int>::iterator> my\_reiter = myvector.rbegin();**

由此，my\_reiter 反向迭代器指向的就是 myvector 容器中最后一个元素（也就是 5）之后的位置。

**二C++ STL reverse\_iterator模板类中的成员**

前面在学习每一种容器时，都提供有大量的成员函数。但迭代器模板类不同，其内部更多的是对运算符的重载。  
reverse\_iterator模板类中，重载了如表 1 所示的这些运算符。

表 1 reverse\_iterator重载的运算符

|  |  |
| --- | --- |
| 重载运算符 | 功能 |
| operator\* | 以引用的形式返回当前迭代器指向的元素。 |
| operator+ | 返回一个反向迭代器，其指向距离当前指向的元素之后 n 个位置的元素。此操作要求基础迭代器为随机访问迭代器。 |
| operator++ | 重载前置 ++ 和后置 ++ 运算符。 |
| operator+= | 当前反向迭代器前进 n 个位置，此操作要求基础迭代器为随机访问迭代器。 |
| operator- | 返回一个反向迭代器，其指向距离当前指向的元素之前 n 个位置的元素。此操作要求基础迭代器为随机访问迭代器。 |
| operator-- | 重载前置 -- 和后置 -- 运算符。 |
| operator-= | 当前反向迭代器后退 n 个位置，此操作要求基础迭代器为随机访问迭代器。 |
| operator-> | 返回一个指针，其指向当前迭代器指向的元素。 |
| operator[n] | 访问和当前反向迭代器相距 n 个位置处的元素。 |

下面程序演示了表 1 中部分运算符的用法：

#include <iostream>

#include <iterator>

#include <vector>

using namespace *std*;

int *main*() {

//创建并初始化一个 vector 容器

*std*::*vector*<int> myvector{ 1,2,3,4,5,6,7,8 };

//创建并初始化一个反向迭代器

*std*::*reverse\_iterator*<*std*::*vector*<int>::*iterator*> my\_reiter(myvector.*rbegin*());//指向 8

*cout* << \*my\_reiter << *endl*;// 8

*cout* << \*(my\_reiter + 3) << *endl*;// 5

*cout* << \*(++my\_reiter) << *endl*;// 7

*cout* << my\_reiter[4] << *endl*;// 3

return 0;

}

**程序执行结果为：**

**8  
5  
7  
3**

可以看到，首先 my\_reiter 方向迭代器指向 myvector 容器中元素 8，后续我们调用了如下几个运算符：

（1）通过重载的 \* 运算符，输出其指向的元素 8；

（2）通过重载的 + 运算符，输出了距离当前指向位置为 3 的元素 5；

（3）通过重载的前置 ++ 运算符，将反向迭代器前移了 1 位，即指向了元素 7，并将其输出；

（4）通过重载的 [ ] 运算符，输出了距离当前位置为 4 的元素 3。  
除此之外，reverse\_iterator 模板类还提供了 base() 成员方法，该方法可以返回当前反向迭代器底层所使用的基础迭代器。举个例子：

#include <iostream>

#include <iterator>

#include <vector>

using namespace *std*;

int *main*() {

//创建并初始化一个 vector 容器

*std*::*vector*<int> myvector{ 1,2,3,4,5,6,7,8 };

//创建并初始化反向迭代器 begin，其指向元素 1 之前的位置

*std*::*reverse\_iterator*<*std*::*vector*<int>::*iterator*> begin(myvector.*begin*());

//创建并初始化反向迭代器 begin，其指向元素 8

*std*::*reverse\_iterator*<*std*::*vector*<int>::*iterator*> end(myvector.*end*());

//begin底层基础迭代器指向元素 1，end底层基础迭代器指向元素 8 之后的位置

for (auto iter = begin.*base*(); iter != end.*base*(); ++iter) {

*std*::*cout* << \*iter << ' ';

}

return 0;

}

**程序执行结果为：**

**1 2 3 4 5 6 7 8**

**注意程序中第 13 行代码，begin 和 end 都是反向迭代器，通过调用 base() 成员方法，可以获取各自底层对应的基础迭代器。由于基础迭代器类型为随机访问迭代器，因此其 ++ 操作实现的就是普通意义上的正向遍历。**

**第三 C++ STL插入迭代器适配器（insert\_iterator）**

《[C++ STL反向迭代器](http://c.biancheng.net/view/7274.html" \t "http://c.biancheng.net/view/_blank)》一节讲解了反向迭代器适配器的功能和用法，本节继续讲解 C++ STL 标准库提供的另一类型迭代器适配器，即插入迭代器适配器。  
 插入迭代器适配器（insert\_iterator），简称插入迭代器或者插入器，其功能就是向指定容器中插入元素。值得一提的是，根据插入位置的不同，C++ STL 标准库提供了 3 种插入迭代器，如表 1 所示。

表 1 C++ STL插入迭代器适配器种类

|  |  |
| --- | --- |
| 迭代器适配器 | 功能 |
| back\_insert\_iterator | 在指定容器的尾部插入新元素，但前提必须是提供有 push\_back() 成员方法的容器（包括 vector、deque 和 list）。 |
| front\_insert\_iterator | 在指定容器的头部插入新元素，但前提必须是提供有 push\_front() 成员方法的容器（包括 list、deque 和 forward\_list）。 |
| insert\_iterator | 在容器的指定位置之前插入新元素，前提是该容器必须提供有 insert() 成员方法。 |

接下来，将逐个对表 1 中这 3 种插入迭代器的用法做详细的讲解。

**一 C++ STL back\_insert\_iterator迭代器**

back\_insert\_iterator 迭代器可用于在指定容器的末尾处添加新元素。  
需要注意的是，由于此类型迭代器的底层实现需要调用指定容器的 push\_back() 成员方法，这就意味着，此类型迭代器并不适用于 STL 标准库中所有的容器，它只适用于包含 push\_back() 成员方法的容器。

**C++ STL 标准库中，提供有 push\_back() 成员方法的容器包括 vector、deque 和 list。**

另外，back\_insert\_iterator 迭代器定义在 <iterator> 头文件，并位于 std 命名空间中，因此在使用该类型迭代器之前，程序应包含如下语句：

#include <iterator>

using namespace std;

注意，第二行代码不是必需的，但如果不用，则程序中只要创建该类型的迭代器，就必须手动注明 std 命名空间（强烈建议初学者使用）。

和反向迭代器不同，back\_insert\_iterator 插入迭代器的定义方式仅有一种，其语法格式如下：

std::back\_insert\_iterator<Container> back\_it (container);

其中，Container 用于指定插入的目标容器的类型；container 用于指定具体的目标容器。  
举个例子：

//创建一个 vector 容器

std::vector<int> foo;

//创建一个可向 foo 容器尾部添加新元素的迭代器

std::back\_insert\_iterator< std::vector<int> > back\_it(foo);

**当然，如果程序中已经引入了 std 命名空间，则以上程序中所有的 std:: 都可以省略。**

在此基础上，back\_insert\_iterator 迭代器模板类中还对赋值运算符（=）进行了重载，借助此运算符，我们可以直接将新元素插入到目标容器的尾部。例如：

#include <iostream>

#include <iterator>

#include <vector>

using namespace *std*;

int *main*() {

//创建一个 vector 容器

*std*::*vector*<int> foo;

//创建一个可向 foo 容器尾部添加新元素的迭代器

*std*::*back\_insert\_iterator*< *std*::*vector*<int> > back\_it(foo);

//将 5 插入到 foo 的末尾

back\_it = 5;

//将 4 插入到当前 foo 的末尾

back\_it = 4;

//将 3 插入到当前 foo 的末尾

back\_it = 3;

//将 6 插入到当前 foo 的末尾

back\_it = 6;

//输出 foo 容器中的元素

for (*std*::*vector*<int>::*iterator* it = foo.*begin*(); it != foo.*end*(); ++it)

*std*::*cout* << \*it << ' ';

return 0;

}

**程序执行结果为：**

**5 4 3 6**

通过借助赋值运算符，我们依次将 5、4、3、6 插入到 foo 容器中的末尾。这里需要明确的是，每次插入新元素时，该元素都会插入到当前 foo 容器的末尾。换句话说，程序中 11-17 行的每个赋值语句，都可以分解为以下这 2 行代码：

**//pos表示指向容器尾部的迭代器，value 表示要插入的元素**

**pos = foo.insert(pos,value);**

**++pos;**

可以看到，每次将新元素插入到容器的末尾后，原本指向容器末尾的迭代器会后移一位，指向容器新的末尾。  
 除此之外，C++ STL 标准库为了方便用户创建 back\_insert\_iterator 类型的插入迭代器，提供了 back\_inserter() 函数，其语法格式如下：

**template <class Container>  
    back\_insert\_iterator<Container> back\_inserter (Container& x);**

其中，Container 表示目标容器的类型。  
显然在使用该函数时，只需要为其传递一个具体的容器（vector、deque 或者 list）做参数，此函数即可返回一个 back\_insert\_iterator 类型的插入迭代器。因此，上面程序中的第 9 行代码，可替换成如下语句：

**std::back\_insert\_iterator< std::vector<int> > back\_it = back\_inserter(foo);**

通过接收 back\_inserter() 的返回值，我们也可以得到完全一样的 back\_it 插入迭代器。

有关此类型迭代器的底层实现，[C++ STL back\_insert\_iterator官方手册](http://www32.cplusplus.com/reference/iterator/back_insert_iterator/" \t "http://c.biancheng.net/view/_blank)给出了具体的实现代码，有兴趣的读者可自行前往查看。

**二 C++ STL front\_insert\_iterator迭代器**

和 back\_insert\_iterator 正好相反，front\_insert\_iterator 迭代器的功能是向目标容器的头部插入新元素。  
 并且，由于此类型迭代器的底层实现需要借助目标容器的 push\_front() 成员方法，这意味着，只有包含 push\_front() 成员方法的容器才能使用该类型迭代器。

**C++ STL 标准库中，提供有 push\_front() 成员方法的容器，仅有 deque、list 和 forward\_list。**

另外，front\_insert\_iterator 迭代器定义在 <iterator> 头文件，并位于 std 命名空间中，因此在使用该类型迭代器之前，程序应包含如下语句：

#include <iterator>

using namespace std;

值得一提的是，定义 front\_insert\_iterator 迭代器的方式和 back\_insert\_iterator 完全相同，并且 C++ STL 标准库也提供了 front\_inserter() 函数来快速创建该类型迭代器。  
举个例子：

#include <iostream>

#include <iterator>

#include <forward\_list>

using namespace *std*;

int *main*() {

//创建一个 forward\_list 容器

*std*::*forward\_list*<int> foo;

//创建一个前插入迭代器

//std::front\_insert\_iterator< std::forward\_list<int> > front\_it(foo);

*std*::*front\_insert\_iterator*< *std*::*forward\_list*<int> > front\_it = *front\_inserter*(foo);

//向 foo 容器的头部插入元素

front\_it = 5;

front\_it = 4;

front\_it = 3;

front\_it = 6;

for (*std*::*forward\_list*<int>::*iterator* it = foo.*begin*(); it != foo.*end*(); ++it)

*std*::*cout* << \*it << ' ';

return 0;

}

**程序执行结果为：**

**6 3 4 5**

同样，[C++ STL back\_insert\_iterator官方手册](http://www32.cplusplus.com/reference/iterator/back_insert_iterator/" \t "http://c.biancheng.net/view/_blank)也给出了此类型迭代器底层实现的参考代码，有兴趣的读者可自行前往查看。

**三 C++ STL insert\_iterator迭代器**

当需要向容器的任意位置插入元素时，就可以使用 insert\_iterator 类型的迭代器。  
需要说明的是，该类型迭代器的底层实现，需要调用目标容器的 insert() 成员方法。但幸运的是，STL 标准库中所有容器都提供有 insert() 成员方法，因此 insert\_iterator 是唯一可用于关联式容器的插入迭代器。  
 和前 2 种插入迭代器一样，insert\_iterator 迭代器也定义在 <iterator> 头文件，并位于 std 命名空间中，因此在使用该类型迭代器之前，程序应包含如下语句：

#include <iterator>

using namespace std;

不同之处在于，定义 insert\_iterator 类型迭代器的语法格式如下：

std::insert\_iterator<Container> insert\_it (container,it);

其中，Container 表示目标迭代器的类型，参数 container 表示目标迭代器，而 it 是一个基础迭代器，表示新元素的插入位置。  
 和前 2 种插入迭代器相比，insert\_iterator 迭代器除了定义时需要多传入一个参数，它们的用法完全相同。除此之外，C++ STL 标准库中还提供有 inserter() 函数，可以快速创建 insert\_iterator 类型迭代器。  
  
举个例子：

#include <iostream>

#include <iterator>

#include <list>

using namespace *std*;

int *main*() {

//初始化为 {5,5}

*std*::*list*<int> foo(2, 5);

//定义一个基础迭代器，用于指定要插入新元素的位置

*std*::*list*<int>::*iterator* it = ++foo.*begin*();

//创建一个 insert\_iterator 迭代器

//std::insert\_iterator< std::list<int> > insert\_it(foo, it);

*std*::*insert\_iterator*< *std*::*list*<int> > insert\_it = *inserter*(foo, it);

//向 foo 容器中插入元素

insert\_it = 1;

insert\_it = 2;

insert\_it = 3;

insert\_it = 4;

//输出 foo 容器存储的元素

for (*std*::*list*<int>::*iterator* it = foo.*begin*(); it != foo.*end*(); ++it)

*std*::*cout* << \*it << ' ';

return 0;

}

**程序执行结果为：**

**5 1 2 3 4 5**

需要注意的是，如果 insert\_iterator 迭代器的目标容器为关联式容器，由于该类型容器内部会自行对存储的元素进行排序，因此我们指定的插入位置只起到一个提示的作用，即帮助关联式容器从指定位置开始，搜索正确的插入位置。但是，如果提示位置不正确，会使的插入操作的效率更加糟糕。

**[C++ STL insert\_iterator官方手册](http://www32.cplusplus.com/reference/iterator/insert_iterator/" \t "http://c.biancheng.net/view/_blank)中给出了此类型迭代器底层实现的参考代码，有兴趣的读者可自行前往查看。**

**总结**

本节讲解了 3 种插入迭代器，虽然它们都可以借助重载的赋值运算符，实现向目标容器的指定位置插入新元素，但在实际应用中，它们通常和 copy() 函数连用，即作为 copy() 函数的第 3 个参数。

有关 copy() 函数的具体用法，由于不是本节重点，这里不再赘述，后续章节会做详细讲解。

**第四 C++ STL流迭代器(istream\_iterator和ostream\_iterator)**

流迭代器也是一种迭代器适配器，不过和之前讲的迭代器适配器有所差别，它的操作对象不再是某个容器，而是流对象。即通过流迭代器，我们可以读取指定流对象中的数据，也可以将数据写入到流对象中。

**通常情况下，我们经常使用的 cin、cout 就属于流对象，其中 cin 可以获取键盘输入的数据，cout 可以将指定数据输出到屏幕上。除此之外，更常见的还有文件 I/O 流等。关于什么流，更详细的介绍可阅读《[C++流类和流对象](http://c.biancheng.net/view/272.html" \t "http://c.biancheng.net/view/_blank)》一文。**

介于流对象又可细分为输入流对象（istream）和输出流对象（ostream），C++ STL 标准库中，也对应的提供了 2 类流迭代器：

（1）将绑定到输入流对象的迭代器称为输入流迭代器（istream\_iterator），其可以用来读取输入流中的数据；

（2）将绑定到输出流对象的迭代器称为输出流迭代器（ostream\_iterator），其用来将数据写入到输出流中。  
接下来，就分别讲解这 2 个流迭代器的用法。

**一 C++ STL输入流迭代器（istream\_iterator）**

输入流迭代器用于直接从指定的输入流中读取元素，该类型迭代器本质上就是一个输入迭代器，这意味着假设 p 是一个输入流迭代器，则其只能进行 ++p、p++、\*p 操作，同时输入迭代器之间也只能使用 == 和 != 运算符。  
 实际上，输入流迭代器的底层是通过重载 ++ 运算符实现的，该运算符内部会调用operator >>读取数据。也就是说，假设 iit 为输入流迭代器，则只需要执行 ++iit 或者 iit++，即可读取一个指定类型的元素。  
 值得一提的是，istream\_iterator 定义在<iterator>头文件，并位于 std 命名空间中，因此使用此迭代器之前，程序中应包含如下语句：

#include <iterator>

using namespace std;

第二行代码不是必需的，但如果不用，则程序中在创建该类型的迭代器时，必须手动注明 std 命名空间（强烈建议初学者使用）。

创建输入流迭代器的方式有 3 种，分别为：  
1) 调用 istream\_iterator 模板类的默认构造函数，可以创建出一个具有结束标志的输入流迭代器。要知道，当我们从输入流中不断提取数据时，总有将流中数据全部提取完的那一时刻，这一时刻就可以用此方式构建的输入流迭代器表示。  
例如：

std::istream\_iterator<double> eos;

由此，即创建了一个可读取 double 类型元素，并代表结束标志的输入流迭代器。  
2) 除此之外，还可以创建一个可用来读取数据的输入流迭代器，比如：

std::istream\_iterator<double> iit(std::cin);

这里创建了一个可从标准输入流 cin 读取数据的输入流迭代器。值得注意的一点是，通过此方式创建的输入流迭代器，其调用的构造函数中，会自行尝试去指定流中读取一个指定类型的元素。  
3) istream\_iterator 模板类还支持用已创建好的 istream\_iterator 迭代器为新建 istream\_iterator 迭代器初始化，例如，在上面 iit 的基础上，再创建一个相同的 iit2 迭代器：

std::istream\_iterator<double> iit2(iit1);

由此，就创建好了一个和 iit1 完全相同的输入流迭代器。  
  
下面程序演示了输入流迭代器的用法：

#include <iostream>

#include <iterator>

using namespace *std*;

int *main*() {

//用于接收输入流中的数据

double value1, value2;

*cout* << "请输入 2 个小数: ";

//创建表示结束的输入流迭代器

*istream\_iterator*<double> eos;

//创建一个可逐个读取输入流中数据的迭代器，同时这里会让用户输入数据

*istream\_iterator*<double> iit(*cin*);

//判断输入流中是否有数据

if (iit != eos) {

//读取一个元素，并赋值给 value1

value1 = \*iit;

}

//如果输入流中此时没有数据，则用户要输入一个；反之，如果流中有数据，iit 迭代器后移一位，做读取下一个元素做准备

iit++;

if (iit != eos) {

//读取第二个元素，赋值给 value2

value2 = \*iit;

}

//输出读取到的 2 个元素

*cout* << "value1 = " << value1 << *endl*;

*cout* << "value2 = " << value2 << *endl*;

return 0;

}

**程序执行结果为：**

**请输入 2 个小数: 1.2 2.3  
value1 = 1.2  
value2 = 2.3**

**注意，只有读取到 EOF 流结束符时，程序中的 iit 才会和 eos 相等。另外，Windows 平台上使用 Ctrl+Z 组合键输入 ^Z 表示 EOF 流结束符，此结束符需要单独输入，或者输入换行符之后再输入才有效。**

**二 C++ STL输出流迭代器（ostream\_iterator）**

和输入流迭代器恰好相反，输出流迭代器用于将数据写到指定的输出流（如 cout）中。另外，该类型迭代器本质上属于输出迭代器，假设 p 为一个输出迭代器，则它能执行 ++p、p++、\*p=t 以及 \*p++=t 等类似操作。  
 其次，输出迭代器底层是通过重载赋值（=）运算符实现的，即借助该运算符，每个赋值给输出流迭代器的元素都会被写入到指定的输出流中。  
 值得一提的是，实现 ostream\_iterator 迭代器的模板类也定义在<iterator>头文件，并位于 std 命名空间中，因此在使用此类型迭代器时，程序也应该包含以下 2 行代码：

#include <iterator>

using namespace std;  
ostream\_iterator 模板类中也提供了 3 种创建 ostream\_iterator 迭代器的方法。  
  
1) 通过调用该模板类的默认构造函数，可以创建了一个指定输出流的迭代器：

std::ostream\_iterator<int> out\_it(std::cout);

由此，我们就创建了一个可将 int 类型元素写入到输出流（屏幕）中的迭代器。  
2) 在第一种方式的基础上，还可以为写入的元素之间指定一个分隔符，例如：

std::ostream\_iterator<int> out\_it(std::cout，",");

和第一种写入方式不同之处在于，此方式在向输出流写入 int 类型元素的同时，还会附带写入一个逗号（,）。  
3) 另外，在创建输出流迭代器时，可以用已有的同类型的迭代器，为其初始化。例如，利用上面已创建的 out\_it，再创建一个完全相同的 out\_it1：

std::ostream\_iterator<int> out\_it1(out\_it);  
下面程序演示了 ostream\_iterator 输出流迭代器的功能：

#include <iostream>

#include <iterator>

#include <string>

using namespace *std*;

int *main*() {

//创建一个输出流迭代器

*ostream\_iterator*<*string*> out\_it(*cout*);

//向 cout 输出流写入 string 字符串

\*out\_it = "http://c.biancheng.net/stl/";

*cout* << *endl*;

//创建一个输出流迭代器，设置分隔符 ,

*ostream\_iterator*<int> out\_it1(*cout*, ",");

//向 cout 输出流依次写入 1、2、3

\*out\_it1 = 1;

\*out\_it1 = 2;

\*out\_it1 = 3;

return 0;

}

**程序输出结果为：**

**http://c.biancheng.net/stl/  
1,2,3,**

在实际场景中，输出流迭代器常和 copy() 函数连用，即作为该函数第 3 个参数。比如：

#include <iostream>

#include <iterator>

#include <vector>

#include <algorithm> // std::copy

using namespace *std*;

int *main*() {

//创建一个 vector 容器

*vector*<int> myvector;

//初始化 myvector 容器

for (int i = 1; i < 10; ++i) {

myvector.*push\_back*(i);

}

//创建输出流迭代器

*std*::*ostream\_iterator*<int> out\_it(*std*::*cout*, ", ");

//将 myvector 容器中存储的元素写入到 cout 输出流中

*std*::*copy*(myvector.*begin*(), myvector.*end*(), out\_it);

return 0;

}

**程序执行结果为：**

**1, 2, 3, 4, 5, 6, 7, 8, 9,**

**有关 copy() 函数，由于不是本节重点，这里不再介绍，后续章节会做详细讲解。**

**第五 C++ STL流缓冲区迭代器（streambuf\_iterator）**

《[C++ STL流迭代器](http://c.biancheng.net/view/vip_7730.html" \t "http://c.biancheng.net/view/_blank)》一节中，讲解了输入流迭代器和输出迭代器的功能和用法，在此基础上，本节继续讲解输入流缓冲区迭代器。

**在学习本节之前，读者有必要先了解什么是缓冲区，可阅读《[进入缓冲区（缓存）的世界](http://c.biancheng.net/view/vip_1797.html" \t "http://c.biancheng.net/view/_blank)》一节做详细了解。**

我们知道在 C++ STL 标准库中，流迭代器又细分为输入流迭代器和输出流迭代器，流缓冲区迭代器也是如此，其又被细分为输入流缓冲区迭代器和输出流缓冲区迭代器：

（1）输入流缓冲区迭代器（istreambuf\_iterator）：从输入流缓冲区中读取字符元素；

（2）输出流缓冲区迭代器（ostreambuf\_iterator）：将连续的字符元素写入到输出缓冲区中。  
流缓冲区迭代器和流迭代器最大的区别在于，前者仅仅会将元素以字符的形式（包括 char、wchar\_t、char16\_t 及 char32\_t 等）读或者写到流缓冲区中，由于不会涉及数据类型的转换，读写数据的速度比后者要快。  
接下来，将一一对它们的功能和用法做讲解。

**一 C++ STL输入流缓冲区迭代器（istreambuf\_iterator）**

istreambuf\_iterator 输入流缓冲区迭代器的功能是从指定的流缓冲区中读取字符元素。  
值得一提的是，该类型迭代器本质是一个输入迭代器，即假设 p 是一个输入流迭代器，则其只能进行 ++p、p++、\*p 操作，同时迭代器之间也只能使用 == 和 != 运算符。  
 另外，实现该类型迭代器的模板类也定义在<iterator>头文件，并位于 std 命名空间中。因此，在创建并使用该类型迭代器之前，程序中应包含如下代码：

#include <iterator>

using namespace std;

第二行代码不是必需的，但如果不用，则程序中在创建该类型的迭代器时，必须手动注明 std 命名空间（强烈建议初学者使用）。

创建输入流缓冲区迭代器的常用方式，有以下 2 种：  
1) 通过调用 istreambuf\_iterator 模板类中的默认构造函数，可以创建一个表示结尾的输入流缓冲区迭代器。要知道，当我们从流缓冲区中不断读取数据时，总有读取完成的那一刻，这一刻就可以用此方式构建的流缓冲区迭代器表示。  
举个例子：

std::istreambuf\_iterator<char> end\_in;

其中，<> 尖括号中用于指定从流缓冲区中读取的字符类型。  
2) 当然，我们还可以指定要读取的流缓冲区，比如：

std::istreambuf\_iterator<char> in{ std::cin };

除此之外，还可以传入流缓冲区的地址，比如：

std::istreambuf\_iterator<char> in {std::cin.rdbuf()};

其中，rdbuf() 函数的功能是获取指定流缓冲区的地址。

无论是传入流缓冲区，还是传入其地址，它们最终构造的输入流缓冲区迭代器是一样的。

下面程序演示了输入流缓冲区迭代器的用法：

#include <iostream> // std::cin, std::cout

#include <iterator> // std::istreambuf\_iterator

#include <string> // std::string

using namespace *std*;

int *main*() {

//创建结束流缓冲区迭代器

*istreambuf\_iterator*<char> eos;

//创建一个从输入缓冲区读取字符元素的迭代器

*istreambuf\_iterator*<char> iit(*cin*);

*string* mystring;

*cout* << "向缓冲区输入元素：\n";

//不断从缓冲区读取数据，直到读取到 EOF 流结束符

while (iit != eos) {

mystring += \*iit++;

}

*cout* << "string：" << mystring;

return 0;

}

程序执行结果为：

**向缓冲区输入元素：  
abc ↙  
^Z ↙  
string：  
abc**

注意，只有读取到 EOF 流结束符时，程序中的 iit 才会和 eos 相等。在 Windows 平台上，使用 Ctrl+Z 组合键输入 ^Z 表示 EOF 流结束符，此结束符需要单独输入，或者输入换行符之后再输入才有效。

**二 C++ STL输出流缓冲区迭代器（ostreambuf\_iterator）**

和 istreambuf\_iterator 输入流缓冲区迭代器恰恰相反，ostreambuf\_iterator 输出流缓冲区迭代器用于将字符元素写入到指定的流缓冲区中。   
 实际上，该类型迭代器本质上是一个输出迭代器，这意味着假设 p 为一个输出迭代器，则它仅能执行 ++p、p++、\*p=t 以及 \*p++=t 操作。  
 另外，和 ostream\_iterator 输出流迭代器一样，istreambuf\_iterator 迭代器底层也是通过重载赋值（=）运算符实现的。换句话说，即通过赋值运算符，每个赋值给输出流缓冲区迭代器的字符元素，都会被写入到指定的流缓冲区中。  
 需要指出的是，istreambuf\_iterator 类模板也定义在<iterator>头文件，并位于 std 命名空间中，因此使用该类型迭代器，程序中需要包含以下代码：

#include <iterator>

using namespace std;  
在此基础上，创建输出流缓冲区迭代器的常用方式有以下 2 种：  
1) 通过传递一个流缓冲区对象，即可创建一个输出流缓冲区迭代器，比如：

std::ostreambuf\_iterator<char> out\_it (std::cout);

同样，尖括号 <> 中用于指定要写入字符的类型，可以是 char、wchar\_t、char16\_t 以及 char32\_t 等。  
  
2) 还可以借助 rdbuf()，传递一个流缓冲区的地址，也可以成功创建输出流缓冲区迭代器：

std::ostreambuf\_iterator<char> out\_it (std::cout.rdbuf());

下面程序演示了输出流缓冲区迭代器的用法：

#include <iostream> // std::cin, std::cout

#include <iterator> // std::ostreambuf\_iterator

#include <string> // std::string

#include <algorithm> // std::copy

int *main*() {

//创建一个和输出流缓冲区相关联的迭代器

*std*::*ostreambuf\_iterator*<char> out\_it(*std*::*cout*); // stdout iterator

//向输出流缓冲区中写入字符元素

\*out\_it = 'S';

\*out\_it = 'T';

\*out\_it = 'L';

//和 copy() 函数连用

*std*::*string* mystring("\nhttp://c.biancheng.net/stl/");

//将 mystring 中的字符串全部写入到输出流缓冲区中

*std*::*copy*(mystring.*begin*(), mystring.*end*(), out\_it);

return 0;

}

**程序执行结果为：**

**STL  
http://c.biancheng.net/stl/**

**有关 copy() 函数的具体用法，后续章节会做详细讲解。**

**第六 C++ STL move\_iterator移动迭代器用法详解**

C++ 11 还为 STL 标准库增添了一种迭代器适配器，即本节要讲的 move\_iterator 移动迭代器适配器。  
 move\_iterator 迭代器适配器，又可简称为移动迭代器，其可以实现以移动而非复制的方式，将某个区域空间中的元素移动至另一个指定的空间。  
举个例子，前面讲了 vector 容器，该类型容器支持如下初始化的方式（程序一）：

#include <iostream>

#include <vector>

#include <list>

#include <string>

using namespace *std*;

int *main*()

{

//创建并初始化一个 vector 容器

*vector*<*string*> myvec{ "STL","Python","Java" };

//再次创建一个 vector 容器，利用 myvec 为其初始化

*vector*<*string*>othvec(myvec.*begin*(), myvec.*end*());

*cout* << "myvec:" << *endl*;

//输出 myvec 容器中的元素

for (auto ch : myvec) {

*cout* << ch << " ";

}

*cout* << *endl* << "othvec:" << *endl*;

//输出 othvec 容器中的元素

for (auto ch : othvec) {

*cout* << ch << " ";

}

return 0;

}

**程序执行结果为：**

**myvec:  
STL Python Java  
othvec:  
STL Python Java**

注意程序第 11 行，初始化 othvec 容器是通过复制 myvec 容器中的元素实现的。也就是说，othvec 容器从 myvec 容器中复制了一份 "STL"、"Python"、"Java" 并存储起来，此过程不会影响 myvec 容器。  
 那么，如果不想采用复制的方式，而就是想 myvec 容器中存储的元素全部移动到 othvec 容器中，该怎么办呢？没错，就是采用移动迭代器。  
 值得一提的是，实现移动迭代器的模板类定义在 <iterator> 头文件，并位于 std 命名空间中。因此，在使用该类型迭代器时，程序中应包含如下代码：

#include <iterator>

using namespace std;

第二行代码不是必需的，但如果不用，则程序中在创建该类型的迭代器时，必须手动注明 std 命名空间（强烈建议初学者使用）。  
**实现 move\_iterator 移动迭代器的模板类定义如下：**

**template <class Iterator>**

**class move\_iterator;**

**可以看到，在使用此迭代器时，需要传入一个基础迭代器 Iterator。**  
注意，此基础迭代器的类型虽然没有明确要求，但该模板类中某些成员方法的底层实现，需要此基础迭代器为双向迭代器或者随机访问迭代器。也就是说，如果指定的 Iterator 类型仅仅是输入迭代器，则某些成员方法将无法使用。

**实际上，在 move\_iterator 模板类中就包含有指定 Iterator 类型的基础迭代器，整个模板类也是借助此基础迭代器实现的。关于 move\_iterator 的底层实现，[C++ STL move\_iterator手册](http://www32.cplusplus.com/reference/iterator/move_iterator/" \t "http://c.biancheng.net/view/_blank)给出了详细的参考代码，有兴趣的读者可自行研究。**

**一 C++ STL move\_iterator的创建**

move\_iterator 模板类中，提供了 4 种创建 move\_iterator 迭代器的方法。  
1) 通过调用该模板类的默认构造函数，可以创建一个不指向任何对象的移动迭代器。比如：

//将 vector 容器的随机访问迭代器作为新建移动迭代器底层使用的基础迭代器

typedef std::vector<std::string>::iterator Iter;

//调用默认构造函数，创建移动迭代器

std::move\_iterator<Iter>mIter;

如果程序中引入了 std 命名空间，则上面代码中所有的 std:: 都可以省略。

由此，我们就创建好了一个 mIter 移动迭代器，该迭代器底层使用的是 vector 容器的随机访问迭代器，但这里没有为此基础迭代器明确指向，所以 mIter 迭代器也不知向任何对象。  
2) 当然，在创建 move\_iterator 迭代器的同时，也可以为其初始化。比如：

//创建一个 vector 容器

std::vector<std::string> myvec{ "one","two","three" };

//将 vector 容器的随机访问迭代器作为新建移动迭代器底层使用的基础迭代器

typedef std::vector<std::string>::iterator Iter;

//创建并初始化移动迭代器

std::move\_iterator<Iter>mIter(myvec.begin());

这里，我们创建了一个 mIter 移动迭代器，同时还为底层使用的随机访问迭代器做了初始化，即令其指向 myvec 容器的第一个元素。  
3) move\_iterator 模板类还支持用已有的移动迭代器初始化新建的同类型迭代器，比如，在上面创建好 mIter 迭代器的基础上，还可以向如下这样为新建的移动迭代器初始化：

std::move\_iterator<Iter>mIter2(mIter);

//还可以使用 = 运算符，它们是等价的

//std::move\_iterator<Iter>mIter2 = mIter;

这样创建的 mIter2 迭代器和 mIter 迭代器完全一样。也就是说，mIter2 底层会复制 mIter 迭代器底层使用的基础迭代器。  
4) 以上 3 种创建 move\_iterator 迭代器的方式，其本质都是直接调用 move\_iterator 模板类中的构造方法实现的。除此之外，C++ STL 标准库还提供了一个 make\_move\_iterator()函数，通过调用此函数可以快速创建一个 move\_iterator 迭代器。  
**C++ STL 标准库中，make\_move\_iterator() 是以函数模板的形式提供的，其语法格式如下：**

**template <class Iterator>  
  move\_iterator<Iterator> make\_move\_iterator (const Iterator& it);**

**其中，参数 it 为基础迭代器，用于初始化新建迭代器。同时，该函数会返回一个创建好的移动迭代器。**  
举个例子：

typedef std::vector<std::string>::iterator Iter;

std::vector<std::string> myvec{ "one","two","three" };

//将 make\_move\_iterator() 的返回值赋值给同类型的 mIter 迭代器

std::move\_iterator<Iter>mIter = make\_move\_iterator(myvec.begin());

下面程序对程序一做了修改，即运用移动迭代器为 othvec 容器初始化：

#include <iostream>

#include <vector>

#include <list>

#include <string>

using namespace *std*;

int *main*()

{

//创建并初始化一个 vector 容器

*vector*<*string*> myvec{ "STL","Python","Java" };

//再次创建一个 vector 容器，利用 myvec 为其初始化

*vector*<*string*>othvec(*make\_move\_iterator*(myvec.*begin*()), *make\_move\_iterator*(myvec.*end*()));

*cout* << "myvec:" << *endl*;

//输出 myvec 容器中的元素

for (auto ch : myvec) {

*cout* << ch << " ";

}

*cout* << *endl* << "othvec:" << *endl*;

//输出 othvec 容器中的元素

for (auto ch : othvec) {

*cout* << ch << " ";

}

return 0;

}

**程序执行结果为：**

**myvec:  
  
othvec:  
STL Python Java**

通过和程序一做对比不难看出它们的区别，由于程序第 11 行为 othvec 容器初始化时，使用的是移动迭代器，其会将 myvec 容器中的元素直接移动到 othvec 容器中。

**注意，即便通过移动迭代器将容器中某区域的元素移动到了其他容器中，该区域内仍可能残留有之前存储的元素，但这些元素是不能再被使用的，否则极有可能使程序产生各种其他错误。**  
 和其他迭代器适配器一样，move\_iterator 模板类中也提供有 base() 成员方法，通过该方法，我们可以获取到当前移动迭代器底层所使用的基础迭代器。  
举个例子：

#include <iostream>

#include <vector>

#include <list>

#include <string>

using namespace *std*;

int *main*()

{

typedef *std*::*vector*<*std*::*string*>::*iterator* Iter;

//创建并初始化一个 vector 容器

*vector*<*std*::*string*> myvec{ "STL","Java","Python" };

//创建 2 个移动迭代器

*std*::*move\_iterator*<Iter>begin = *make\_move\_iterator*(myvec.*begin*());

*std*::*move\_iterator*<Iter>end = *make\_move\_iterator*(myvec.*end*());

//以复制的方式初始化 othvec 容器

*vector* <*std*::*string*> othvec(begin.*base*(), end.*base*());

*cout* << "myvec:" << *endl*;

//输出 myvec 容器中的元素

for (auto ch : myvec) {

*cout* << ch << " ";

}

*cout* << *endl* << "othvec:" << *endl*;

//输出 othvec 容器中的元素

for (auto ch : othvec) {

*cout* << ch << " ";

}

return 0;

}

**程序执行结果为：**

**myvec:  
STL Java Python  
othvec:  
STL Java Python**

显然，通过调用 base() 成员方法，初始化 othvec 容器的方式转变为以复制而非移动的方式，因此 myvec 容器不会受到影响。

**第七 C++ STL advance()函数用法详解**

通过前面的学习，已经讲解了 C++ STL 标准库中所有的基础迭代器以及迭代器适配器的用法。但除此之外，为了方便用户操作这些迭代器，C++ STL 标准库中还提供有一些辅助函数，如表 1 所示。

表 1 C++ STL迭代器辅助函数

|  |  |
| --- | --- |
| 迭代器辅助函数 | 功能 |
| advance(it, n) | it 表示某个迭代器，n 为整数。该函数的功能是将 it 迭代器前进或后退 n 个位置。 |
| distance(first, last) | first 和 last 都是迭代器，该函数的功能是计算 first 和 last 之间的距离。 |
| begin(cont) | cont 表示某个容器，该函数可以返回一个指向 cont 容器中第一个元素的迭代器。 |
| end(cont) | cont 表示某个容器，该函数可以返回一个指向 cont 容器中最后一个元素之后位置的迭代器。 |
| prev(it) | it 为指定的迭代器，该函数默认可以返回一个指向上一个位置处的迭代器。注意，it 至少为双向迭代器。 |
| next(it) | it 为指定的迭代器，该函数默认可以返回一个指向下一个位置处的迭代器。注意，it 最少为前向迭代器。 |

本节先讲解 advance() 函数，其他函数后续章节会做详细介绍。

**一 C++ STL advance()函数**

**advance() 函数用于将迭代器前进（或者后退）指定长度的距离，其语法格式如下：**

**template <class InputIterator, class Distance>  
    void advance (InputIterator& it, Distance n);**

**其中 it 指的是目标迭代器，n 通常为一个整数。**  
需要注意的是，如果 it 为输入迭代器或者前向迭代器，则 n 必须为一个正数，即表示将 it 右移（前进） n 个位置；反之，如果 it 为双向迭代器或者随机访问迭代器，则 n 为正数时表示将 it 右移（前进） n 个位置，n 为负数时表示将 it 左移（后退） n 个位置。  
 另外，根据 it 类型是否为随机访问迭代器，advance() 函数底层采用了不同的实现机制：

（1）当 it 为随机访问迭代器时，由于该类型迭代器支持 p+n 或者 p-n（其中 p 就是一个随机访问迭代器）运算，advance() 函数底层采用的就是 it+n 操作实现的；

（2）当 it 为其他类型迭代器时，它们仅支持进行 ++ 或者 -- 运算，这种情况下，advance() 函数底层是通过重复执行 n 个 ++ 或者 -- 操作实现的。  
 值得一提的是，advance() 函数定义在<iterator>头文件，并位于 std 命名空间中。因此，程序在使用该函数之前，应包含如下 2 行代码：

#include <iterator>

using namespace std;

第二行代码不是必须的，但如果不引用，则后续在使用 advance() 函数时，需要额外标注 std 命名空间（强烈建议初学者使用）。

为了让读者更好地知晓 advance() 函数的功能，首先以 forward\_list 容器（仅支持使用前向迭代器）为例，下面程序演示了 advance() 函数的功能：

#include <iostream> // std::cout

#include <iterator> // std::advance

#include <forward\_list>

using namespace *std*;

int *main*() {

//创建一个 forward\_list 容器

*forward\_list*<int> mylist{ 1,2,3,4 };

//it为前向迭代器，其指向 mylist 容器中第一个元素

*forward\_list*<int>::*iterator* it = mylist.*begin*();

//借助 advance() 函数将 it 迭代器前进 2 个位置

*advance*(it, 2);

*cout* << "\*it = " << \*it;

return 0;

}

**程序执行结果为：**

**\*it = 3**

**此程序中，由于 it 为前向迭代器，其只能进行 ++ 操作，即只能前进（右移），所以 advance() 函数的第 2 个参数只能为正数。**  
  
下面程序以 vector 容器为例，演示了 advance() 函数的功能：

#include <iostream> // std::cout

#include <iterator> // std::advance

#include <vector>

using namespace *std*;

int *main*() {

//创建一个 vector 容器

*vector*<int> myvector{ 1,2,3,4 };

//it为随机访问迭代器，其指向 myvector 容器中第一个元素

*vector*<int>::*iterator* it = myvector.*begin*();

//借助 advance() 函数将 it 迭代器前进 2 个位置

*advance*(it, 2);

*cout* << "1、\*it = " << \*it << *endl*;

//继续使用it，其指向 myvector 容器中最后一个元素之后的位置

it = myvector.*end*();

//借助 advance() 函数将 it 迭代器后退 3 个位置

*advance*(it, -3);

*cout* << "2、\*it = " << \*it;

return 0;

}

**程序执行结果为：**

**1、\*it = 3  
2、\*it = 2**

**注意，advance() 函数本身不会检测 it 迭代器移动 n 个位置的可行性，如果 it 迭代器的移动位置超出了合理范围，it 迭代器的指向将无法保证，此时使用 \*it 将会导致程序崩溃。**

**第八 C++ STL distance()函数用法详解**

我们知道，作用于同一容器的 2 个同类型迭代器可以有效指定一个区间范围。在此基础上，如果想获取该指定范围内包含元素的个数，就可以借助本节要讲的 distance() 函数。  
**distance() 函数用于计算两个迭代器表示的范围内包含元素的个数，其语法格式如下：**

**template<class InputIterator>  
  typename iterator\_traits<InputIterator>::difference\_type distance (InputIterator first, InputIterator last);**

其中，first 和 last 都为迭代器，其类型可以是输入迭代器、前向迭代器、双向迭代器以及随机访问迭代器；该函数会返回[first, last)范围内包含的元素的个数。  
注意，first 和 last 的迭代器类型，直接决定了 distance() 函数底层的实现机制：

（1）当 first 和 last 为随机访问迭代器时，distance() 底层直接采用 last - first 求得 [first, last) 范围内包含元素的个数，其时间复杂度为O(1)常数阶；

（2）当 first 和 last 为非随机访问迭代器时，distance() 底层通过不断执行 ++first（或者 first++）直到 first==last，由此来获取 [first, last) 范围内包含元素的个数，其时间复杂度为O(n)线性阶。  
另外，distance() 函数定义在<iterator>头文件，并位于 std 命名空间中。因此在使用此函数前，程序中应包含如下代码：

#include <iterator>

using namespace std;  
下面程序以 list 容器（其迭代器类型为双向迭代器）为例，演示了 distance() 函数的用法：

#include <iostream> // std::cout

#include <iterator> // std::distance

#include <list> // std::list

using namespace *std*;

int *main*() {

//创建一个空 list 容器

*list*<int> mylist;

//向空 list 容器中添加元素 0~9

for (int i = 0; i < 10; i++) {

mylist.*push\_back*(i);

}

//指定 2 个双向迭代器，用于执行某个区间

*list*<int>::*iterator* first = mylist.*begin*();//指向元素 0

*list*<int>::*iterator* last = mylist.*end*();//指向元素 9 之后的位置

//获取 [first,last) 范围内包含元素的个数

*cout* << "distance() = " << *distance*(first, last);

return 0;

}

**程序执行结果为：**

**distance() = 10**

**第九 如何将const\_iterator转换为iterator类型迭代器？**

前面章节中，已经详细介绍了 advance() 和 distance() 函数各自的功能和用法。在此基础上，本节继续讲解如何利用这 2 个函数实现将 const\_iterator 迭代器转换为 iterator 迭代器，或者将 const\_reverse\_iterator 迭代器转换为 reverse\_iterator 迭代器。

**注意，上面提到的 iterator、const\_iterator、reverse\_iterator 和 const\_reverse\_iterator 是 C++ STL 标准库提供了 4 种基础迭代器，关于它们各自的特性和功能可以阅读 《[C++ STL迭代器](http://c.biancheng.net/view/6675.html" \t "http://c.biancheng.net/view/_blank)》一节，这里不再重复赘述。**

要知道，C++ STL标准库为了方便用户更轻松地操作容器，每个容器的模板类都提供有丰富且实用的方法。在这些方法中，有些是以 const\_iterator 类型迭代器作为参数，也就意味着在使用此类方法时，需要为其传入一个 const\_iterator 类型的迭代器。  
**例如，vector 容器模板类中提供有 insert() 方法，该方法的语法格式如下：**

**iterator insert (const\_iterator position, const value\_type& val);**

**注意，此方法有多种语法格式，这里仅列举了其中的一种。有关该方法的具体用法，读者可阅读《[C++ STL vector插入元素](http://c.biancheng.net/view/6834.html" \t "http://c.biancheng.net/view/_blank)》一节，这里不再做详细赘述。**

可以看到，如果想调用此格式的 insert() 方法，就需要为其传入一个 const\_iterator 类型的迭代器。例如：

#include <iostream>

#include <vector>

using namespace *std*;

int *main*()

{

*vector*<int>value{ 1,2,3,4,5 };

//定义一个 const\_iterator 类型的迭代器

*vector*<int>::*const\_iterator* citer = value.*cbegin*();

value.*insert*(citer, 10);

for (auto iter = value.*begin*(); iter != value.*end*(); ++iter) {

*cout* << \*iter << " ";

}

return 0;

}

**程序执行结果为：**

**10 1 2 3 4 5**

**显然通过调用 insert() 方法，并将指向 value 容器中元素 1 位置处的 const\_iterator 类型迭代器作为该方法的实参，就成功将 10 插入到了 value 容器的指定位置。**  
 那么，是不是给 insert() 方法传递其它类型迭代器就不行呢？当然不是，对于给 const\_iterator 类型的迭代器传值，还可以使用 iterator 类型迭代器，但不能使用 const\_reverse\_iterator 和 reverse\_iterator 类型迭代器，这是为什么呢？  
 实际上，当我们将某一类型的迭代器传递给 insert() 方法中 const\_iterator 类型的 position 形参时，即便类型不匹配，编译器也不会立即报错，而是先尝试将其类型转换成 const\_iterator 类型，如果转换成功，则程序仍可以正常执行；反之如果转换失败，编译器才会报错。

**C++ 中，通常将编译器自行尝试进行类型转换的整个过程称为隐式转换（或者自动类型转换）。**

对于 C++ STL 标准库中的这 4 种基础迭代器来说，C++ 编译器的隐式转换仅支持以下 2 种情况：

（1）将 iterator 类型的迭代器隐式转换为 const\_iterator 类型的迭代器；

（2）将 reverse\_iterator 类型的迭代器隐式转换为 const\_reverse\_iterator 类型的迭代器。

**注意，以上 2 种隐式转换是单向的，即编译器只支持从 iterator 转换为 const\_iterator，从 reverse\_iterator 转换为 const\_reverse\_iterator，但不支持逆向转换。**

有些读者可能会好奇，既然隐式转换无法做到，还有其他方式可以实现从 const\_iterator 到 iterator、从 const\_reverse\_iterator 到 reverse\_iterator 的转换吗？  
 很多读者可能会想到使用强制类型转换（const\_cast）的方式。但可以明确的是，强制类型转换并不适用于迭代器，因为 const\_cast 的功能仅是去掉某个类型的 const 修饰符，但 const\_iterator 和iterator 是完全不同的 2 个类，同样 const\_reverse\_iterator 和 reverse\_iterator 也是完全不同的 2 个类，它们仅仅是类名有 const 的差别，但并不是 const T 和 T 的关系。  
  
 这里给读者推荐一种实现方式，就是使用 advance() 和 distance() 这 2 个函数，其语法格式如下：

**//将 const\_iterator 转换为 iterator  
advance(iter, distance<cont<T>::const\_iterator>(iter,citer));  
//将 const\_reverse\_iterator 转换为 reverse\_iterator  
advance(iter, distance<cont<T>::const\_reverse\_iterator>(iter,citer));**

**其中，citer 为指向某个容器（比如 cont）任意位置的 const\_iterator（或者 const\_reverse\_iterator）类型迭代器，而 iter 通常初始为指向 cont 容器中第一个元素的 iterator（或者 reverse\_iterator）类型迭代器。通过套用此格式，最终 iter 会变成一个指向和 citer 一样的 iterator（或者 reverse\_iterator）类型迭代器。**

注意，在使用 distance() 函数时，必须额外指明 2 个参数为 const 迭代器类型，否则会因为传入的 iter 和 citer 类型不一致导致 distance() 函数编译出错。

该实现方式的本质是，先创建一个迭代器 citer，并将其初始化为指向容器中第一个元素的位置。在此基础上，通过计算和目标迭代器 iter 的距离（调用 distance()），将其移动至和 iter 同一个位置（调用 advance()），由此就可以间接得到一个指向同一位置的 iter 迭代器。  
  
举个例子：

#include <iostream>

#include <vector>

using namespace *std*;

int *main*()

{

*vector*<int>value{ 1,2,3,4,5 };

//定义一个 const\_iterator 类型的迭代器，其指向最后一个元素

*vector*<int>::*const\_iterator* citer = --value.*cend*();

//初始化一个非 const 迭代器，另其指向

*vector*<int>::*iterator* iter = value.*begin*();

//将 iter 变成和 citer 同样指向的迭代器

*advance*(iter, *distance*<*vector*<int>::*const\_iterator*>(iter, citer));

*cout* << "\*citer = " << \*citer << *endl*;

*cout* << "\*iter = " << \*iter << *endl*;

return 0;

}

**程序执行结果为：**

**\*citer = 5  
\*iter = 5**

可以看到，通过使用 advance() 和 distance() 函数的组合格式，最终可以得到一个和 citer 指向相同但类型为 iterator 的迭代器。

注意，此方法的实现效率仍取决于目标容器的迭代器类型，如果是随机访问迭代器，则该方法的执行效率为 O(1)；反之，则执行效率为 O(n)。

**第十 C++ STL begin()和end()函数用法**

在前面章节中，我们已经对 C++ STL标准库提供的所有容器做了系统的讲解。读者可能已经注意到，无论是序列式容器还是关联式容器（包括哈希容器），不仅模板类内部提供有 begin() 和 end() 成员方法，C++ STL 标准库中还提供有同名且具有相同功能的 begin() 和 end() 函数。  
 首先需要说明的是，begin() 和 end() 是以函数模板的形式定义的，但它们的模板并没有位于某一个头文件中，而是很多头文件中都有它们的定义。

**C++ STL 标准库中，包含 begin() 和 end() 函数模板的头文件包括：<iterator>, <array>, <deque>, <forward\_list>, <list>, <map>, <regex>（正则表达式的头文件）, <set>, <string>, <unordered\_map>, <unordered\_set> 以及 <vector>。**

不仅如此，begin() 和 end() 都位于 std 命名空间中。因此，在使用这 2 个函数之前，程序中应引入容纳它们函数模板的头文件以及 std 命名空间。  
 在实际的使用场景中，begin() 和 end() 函数往往会一起使用的。根据作用对象的不同，begin() 和 end() 函数可细分为以下 2 个功能。

**一begin()和end()参数为容器**

当将某个具体容器（比如 cont）作为参数分别传给 begin() 和 end() 函数时，其中 begin() 底层会执行 cont.begin() 语句，而 end() 底层会执行 cont.end() 语句，它们最终会将得到的迭代器作为函数的返回值反馈回来。  
 当作用对象为容器时，end() 和 begin() 函数的语法格式是完全一样的，这里以 begin() 函数为例，有以下 2 种格式：

**//① 非 const 修改的容器作为参数，begin() 函数返回的为非 const 类型的迭代器  
template <class Container>  
    auto begin (Container& cont)  
//② 传入 const 修饰的容器，begin() 函数返回的为 const 类型的迭代器  
template <class Container>  
    auto begin (const Container& cont)**

其中，cont 表示指定的容器；同时，函数会返回一个有特定指向的迭代器，且此迭代器的类型也取决于 cont 容器。

**以上 2 种格式的区别仅在与传入的容器是否有 const 修饰，即如果有，则通过该函数获得的迭代器也有 const 修饰（不能用于修改容器中存储的数据）；反之就没有。**

举个例子：

#include <iostream> // std::cout

#include <vector> // std::vector, std::begin, std::end

using namespace *std*;

int *main*() {

//创建并初始化 vector 容器

*std*::*vector*<int> myvector{ 1,2,3,4,5 };

//调用 begin() 和 end() 函数遍历 myvector 容器

for (auto it = *begin*(myvector); it != *end*(myvector); ++it)

*cout* << \*it << ' ';

return 0;

}

**程序执行结果为：**

**1 2 3 4 5**

**程序第 8 行中，begin(myvector) 等同于执行 myvector.begin()，而 end(myvector) 也等同于执行 myvector.end()。**

**二 begin()和end()参数为数组**

除了可以将指定容器作为参数传给 begin() 和 end() 之外，还可以指定数组作为参数传给它们。  
 将指定数组传给 begin() 函数，其会返回一个指向该数组首个元素的指针；将指定数组传给 end() 函数，其会返回一个指向数组中最后一个元素之后位置的指针。  
 同样，数组作为参数时，end() 函数的语法格式和 begin() 函数也完全一样，这里仅给出了 begin() 函数的语法格式：

**template <class T, size\_t N>  
  T\* begin (T(&arr)[N]);**

其中 T 为数组中存储元素的类型，N 为数组的长度；(&arr)[N] 表示以引用的方式传递数组作为参数。  
  
举个例子：

#include <iostream> // std::cout

#include <vector> // std::vector, std::begin, std::end

using namespace *std*;

int *main*() {

//定义一个普通数组

int arr[] = { 1,2,3,4,5 };

//创建一个空 vector 容器

*vector*<int> myvector;

//将数组中的元素添加到 myvector 容器中存储

for (int\* it = *begin*(arr); it != *end*(arr); ++it)

myvector.*push\_back*(\*it);

//输出 myvector 容器中存储的元素

for (auto it = myvector.*begin*(); it != myvector.*end*(); ++it)

*cout* << \*it << ' ';

return 0;

}

**程序执行结果为：**

**1 2 3 4 5**

注意程序中第 10 行，这里用整数指针 it 接收 begin(arr) 的返回值，同时该循环会一直循环到 it 指向 arr 数组中最后一个元素之后的位置。

**第十一 C++ STL prev()和next()函数用法详解**

《[C++ STL advance()函数](http://c.biancheng.net/view/7370.html" \t "http://c.biancheng.net/view/_blank)》一节中，详细讲解了 advance() 函数的功能，其可以将指定迭代器前移或后移 n 个位置的距离。  
但值得一提的是，advance() 函数移动的是源迭代器，举个例子：

#include <iostream> // std::cout

#include <iterator> // std::advance

#include <vector>

using namespace *std*;

int *main*() {

//创建一个 vector 容器

*vector*<int> myvector{ 1,2,3,4 };

//it为随机访问迭代器，其指向 myvector 容器中第一个元素

*vector*<int>::*iterator* it = myvector.*begin*();

//输出 it 迭代器指向的数据

*cout* << "移动前的 \*it = " << \*it << *endl*;

//借助 advance() 函数将 it 迭代器前进 2 个位置

*advance*(it, 2);

*cout* << "移动后的 \*it = " << \*it << *endl*;

return 0;

}

**程序执行结果为：**

**移动前的 \*it = 1  
移动后的 \*it = 3**

通过程序的运行结果不难看出，advance() 函数没有任何返回值，其移动的是 it 迭代器本身。  
  
这就产生一个问题，若我们不想移动 it 迭代器本身，而仅仅是想在 it 迭代器的基础上，得到一个移动指定位置的新迭代器，显然 advance() 函数是不合适的，这时就可以使用 C++ STL 标准库提供的另外 2 个函数，即 prev() 和 next() 函数。

**一 C++ STL prev()函数**

prev 原意为“上一个”，但 prev() 的功能远比它的本意大得多，该函数可用来获取一个距离指定迭代器 n 个元素的迭代器。  
**prev() 函数的语法格式如下：**

**template <class BidirectionalIterator>  
    BidirectionalIterator prev (BidirectionalIterator it, typename iterator\_traits<BidirectionalIterator>::difference\_type n = 1);**

其中，it 为源迭代器，其类型只能为双向迭代器或者随机访问迭代器；n 为指定新迭代器距离 it 的距离，默认值为 1。该函数会返回一个距离 it 迭代器 n 个元素的新迭代器。

**注意，当 n 为正数时，其返回的迭代器将位于 it 左侧；反之，当 n 为负数时，其返回的迭代器位于 it 右侧。**

举个例子：

#include <iostream> // std::cout

#include <iterator> // std::next

#include <list> // std::list

using namespace *std*;

int *main*() {

//创建并初始化一个 list 容器

*std*::*list*<int> mylist{ 1,2,3,4,5 };

*std*::*list*<int>::*iterator* it = mylist.*end*();

//获取一个距离 it 迭代器 2 个元素的迭代器，由于 2 为正数，newit 位于 it 左侧

auto newit = *prev*(it, 2);

*cout* << "prev(it, 2) = " << \*newit << *endl*;

//n为负数，newit 位于 it 右侧

it = mylist.*begin*();

newit = *prev*(it, -2);

*cout* << "prev(it, -2) = " << \*newit;

return 0;

}

**程序执行结果为：**

**prev(it, 2) = 4  
prev(it, -2) = 3**

可以看到，当 it 指向 mylist 容器最后一个元素之后的位置时，通过 prev(it, 2) 可以获得一个新迭代器 newit，其指向的是距离 it 左侧 2 个元素的位置（其存储的是元素 4）；当 it 指向 mylist 容器中首个元素时，通过 prev(it, -2) 可以获得一个指向距离 it 右侧 2 个位置处的新迭代器。

**注意，prev() 函数自身不会检验新迭代器的指向是否合理，需要我们自己来保证其合理性。**

**二 C++ STL next()函数**

和 prev 相反，next 原意为“下一个”，但其功能和 prev() 函数类似，即用来获取一个距离指定迭代器 n 个元素的迭代器。  
  
**next() 函数的语法格式如下：**

**template <class ForwardIterator>  
    ForwardIterator next (ForwardIterator it, typename iterator\_traits<ForwardIterator>::difference\_type n = 1);**

其中 it 为源迭代器，其类似可以为前向迭代器、双向迭代器以及随机访问迭代器；n 为指定新迭代器距离 it 的距离，默认值为 1。该函数会返回一个距离 it 迭代器 n 个元素的新迭代器。

需要注意的是，当 it 为前向迭代器时，n 只能为正数，该函数最终得到的新迭代器位于 it 右侧；当 it 为双向迭代器或者随机访问迭代器时，若 n 为正数，则得到的新迭代器位于 it 右侧，反之位于 it 左侧。

举个例子：

#include <iostream> // std::cout

#include <iterator> // std::next

#include <list> // std::list

using namespace *std*;

int *main*() {

//创建并初始化一个 list 容器

*std*::*list*<int> mylist{ 1,2,3,4,5 };

*std*::*list*<int>::*iterator* it = mylist.*begin*();

//获取一个距离 it 迭代器 2 个元素的迭代器，由于 2 为正数，newit 位于 it 右侧

auto newit = *next*(it, 2);

*cout* << "next(it, 2) = " << \*newit << *endl*;

//n为负数，newit 位于 it 左侧

it = mylist.*end*();

newit = *next*(it, -2);

*cout* << "next(it, -2) = " << \*newit;

return 0;

}

**程序执行结果为：**

**next(it, 2) = 3  
next(it, -2) = 4**

可以看到，和 prev() 函数恰好相反，当 n 值为 2 时，next(it, 2) 函数获得的新迭代器位于 it 迭代器的右侧，距离 2 个元素；反之，当 n 值为 -2 时，新迭代器位于 it 迭代器的左侧，距离 2 个元素。

注意，和 prev() 函数一样，next() 函数自身也不会检查新迭代器指向的有效性，需要我们自己来保证。

**第七章 C++ STL常用算法（排序、合并、搜索和分区）**

本章将介绍一些同排序和合并松散关联的算法。其中有两组算法专门提供排序和合并功能，一组为给定值范围内的元素提供分区机制，另一组提供了在范围内查找一个或多个元素的方法。

与此同时，本章还会介绍STL提供的更多算法。这些算法通常可以分为两类：会改变它们所应用序列的算法以及不改变它们所应用序列的算法。本章会按照它们的用法分类，而不会按照是否改变序列来分类。如果知道算法做了些什么，显然就会知道它是否改变它所应用的数据。

**第一 C++ sort()排序函数用法详解**

C++ STL 标准库提供有很多实用的排序函数，如表 1 所示。通过调用它们，我们可以很轻松地实现对普通数组或者容器中指定范围内的元素进行排序。

表 1 C++ STL 排序函数

|  |  |
| --- | --- |
| 函数名 | 用法 |
| sort (first, last) | 对容器或普通数组中 [first, last) 范围内的元素进行排序，默认进行升序排序。 |
| stable\_sort (first, last) | 和 sort() 函数功能相似，不同之处在于，对于 [first, last) 范围内值相同的元素，该函数不会改变它们的相对位置。 |
| partial\_sort (first, middle, last) | 从 [first,last) 范围内，筛选出 muddle-first 个最小的元素并排序存放在 [first，middle) 区间中。 |
| partial\_sort\_copy (first, last, result\_first, result\_last) | 从 [first, last) 范围内筛选出 result\_last-result\_first 个元素排序并存储到 [result\_first, result\_last) 指定的范围中。 |
| is\_sorted (first, last) | 检测 [first, last) 范围内是否已经排好序，默认检测是否按升序排序。 |
| is\_sorted\_until (first, last) | 和 is\_sorted() 函数功能类似，唯一的区别在于，如果 [first, last) 范围的元素没有排好序，则该函数会返回一个指向首个不遵循排序规则的元素的迭代器。 |
| void nth\_element (first, nth, last) | 找到 [first, last) 范围内按照排序规则（默认按照升序排序）应该位于第 nth 个位置处的元素，并将其放置到此位置。同时使该位置左侧的所有元素都比其存放的元素小，该位置右侧的所有元素都比其存放的元素大。 |

对于表 1 中罗列的这些函数，本教程会一一进行讲解，这里先介绍 sort() 函数。

**一 C++ sort()排序函数**

C++ STL 标准库中的 sort()  函数，本质就是一个模板函数。正如表 1 中描述的，该函数专门用来对容器或普通数组中指定范围内的元素进行排序，排序规则默认以元素值的大小做升序排序，除此之外我们也可以选择标准库提供的其它排序规则（比如std::greater<T>降序排序规则），甚至还可以自定义排序规则。

**sort() 函数是基于快速排序实现的，有关快速排序的具体实现过程，感兴趣的读者可阅读《[快速排序（QSort，快排）算法](http://c.biancheng.net/view/vip_3445.html" \t "http://c.biancheng.net/view/_blank)》一文。**

需要注意的是，sort() 函数受到底层实现方式的限制，它仅适用于普通数组和部分类型的容器。换句话说，只有普通数组和具备以下条件的容器，才能使用 sort() 函数：

（1）容器支持的迭代器类型必须为随机访问迭代器。这意味着，sort() 只对 array、vector、deque 这 3 个容器提供支持。

（2）如果对容器中指定区域的元素做默认升序排序，则元素类型必须支持<小于运算符；同样，如果选用标准库提供的其它排序规则，元素类型也必须支持该规则底层实现所用的比较运算符；

（3）sort() 函数在实现排序时，需要交换容器中元素的存储位置。这种情况下，如果容器中存储的是自定义的类对象，则该类的内部必须提供移动构造函数和移动赋值运算符。

另外还需要注意的一点是，对于指定区域内值相等的元素，sort() 函数无法保证它们的相对位置不发生改变。例如，有如下一组数据：

**2 1 2 3 2**

可以看到，该组数据中包含多个值为 2 的元素，此时如果使用 sort() 函数进行排序，则值为 2 的这 3 个元素的相对位置可能会发生改变，比如排序结果为：

**1 2 2 2 3**

可以看到，原本红色的元素 2 位于绿色 2 和橙色 2 的左侧，但经过 sort() 函数排序之后，它们的相对位置发生了改变，即红色 2 移动到了绿色 2 和橙色 2 的右侧。

实际场景中，如果需要保证值相等元素的相对位置不发生改变，可以选用 stable\_sort() 排序函数。有关该函数的具体用法，后续章节会做详细讲解。   
 值得一提的是，sort() 函数位于<algorithm>头文件中，因此在使用该函数前，程序中应包含如下语句：

#include <algorithm>

**sort() 函数有 2 种用法，其语法格式分别为：**

**//对 [first, last) 区域内的元素做默认的升序排序**

**void sort (RandomAccessIterator first, RandomAccessIterator last);**

**//按照指定的 comp 排序规则，对 [first, last) 区域内的元素进行排序**

**void sort (RandomAccessIterator first, RandomAccessIterator last, Compare comp);**

其中，first 和 last 都为随机访问迭代器，它们的组合 [first, last) 用来指定要排序的目标区域；另外在第 2 种格式中，comp 可以是 C++ STL 标准库提供的排序规则（比如 std::greater<T>），也可以是自定义的排序规则。

**关于如何自定义一个排序规则，除了《[C++ STL关联式容器自定义排序规则](http://c.biancheng.net/view/7213.html" \t "http://c.biancheng.net/view/_blank)》一节介绍的 2 种方式外，还可以直接定义一个具有 2 个参数并返回 bool 类型值的函数作为排序规则。**

举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::sort

#include <vector> // std::vector

//以普通函数的方式实现自定义排序规则

bool mycomp(int i, int j) {

return (i < j);

}

//以函数对象的方式实现自定义排序规则

class mycomp2 {

public:

bool operator() (int i, int j) {

return (i < j);

}

};

int *main*() {

*std*::*vector*<int> myvector{ 32, 71, 12, 45, 26, 80, 53, 33 };

//调用第一种语法格式，对 32、71、12、45 进行排序

*std*::*sort*(myvector.*begin*(), myvector.*begin*() + 4); //(12 32 45 71) 26 80 53 33

//调用第二种语法格式，利用STL标准库提供的其它比较规则（比如 greater<T>）进行排序

*std*::*sort*(myvector.*begin*(), myvector.*begin*() + 4, *std*::*greater*<int>()); //(71 45 32 12) 26 80 53 33

//调用第二种语法格式，通过自定义比较规则进行排序

*std*::*sort*(myvector.*begin*(), myvector.*end*(), mycomp2());//12 26 32 33 45 53 71 80

//输出 myvector 容器中的元素

for (*std*::*vector*<int>::*iterator* it = myvector.*begin*(); it != myvector.*end*(); ++it) {

*std*::*cout* << \*it << ' ';

}

return 0;

}

**程序执行结果为：**

**12 26 32 33 45 53 71 80**

可以看到，程序中分别以函数和函数对象的方式自定义了具有相同功能的 mycomp 和 mycomp2 升序排序规则。需要注意的是，和为关联式容器设定排序规则不同，给 sort() 函数指定排序规则时，需要为其传入一个函数名（例如 mycomp ）或者函数对象（例如 std::greater<int>() 或者 mycomp2()）。  
  
那么，sort() 函数的效率怎么样吗？该函数实现排序的平均时间复杂度为N\*log2N（其中 N 为指定区域 [first, last) 中 last 和 first 的距离）。

**第二 C++ stable\_sort()用法详解**

通过阅读《[C++ sort()排序函数](http://c.biancheng.net/view/7457.html" \t "http://c.biancheng.net/view/_blank)》一节，读者已经了解了 sort() 函数的功能和用法。值得一提的是，当指定范围内包含多个相等的元素时，sort() 排序函数无法保证不改变它们的相对位置。那么，如果既要完成排序又要保证相等元素的相对位置，该怎么办呢？可以使用 stable\_sort() 函数。

**有些场景是需要保证相等元素的相对位置的。例如对于一个保存某种事务（比如银行账户）的容器，在处理这些事务之前，为了能够有序更新这些账户，需要按照账号对它们进行排序。而这时就很有可能出现相等的账号（即同一账号在某段时间做多次的存取钱操作），它们的相对顺序意味着添加到容器的时间顺序，此顺序不能修改，否则很可能出现账户透支的情况。**

**值得一提的是，stable\_sort() 函数完全可以看作是 sort() 函数在功能方面的升级版。换句话说，stable\_sort() 和 sort() 具有相同的使用场景，就连语法格式也是相同的（后续会讲），只不过前者在功能上除了可以实现排序，还可以保证不改变相等元素的相对位置。**

注意，关于 stable\_sort() 函数的使用场景，《[C++ sort() 排序函数](http://c.biancheng.net/view/7457.html" \t "http://c.biancheng.net/view/_blank)》一节已经做了详细的介绍，这里不再赘述。另外，stable\_sort() 函数是基于归并排序实现的，关于此排序算法的具体实现过程，感兴趣的读者可阅读《[归并排序算法](http://c.biancheng.net/view/vip_3449.html" \t "http://c.biancheng.net/view/_blank)》一文。

和 sort() 函数一样，实现 stable\_sort() 的函数模板也位于<algorithm>头文件中，因此在使用该函数前，程序也应包含如下语句：

#include <algorithm>

并且，table\_sort() 函数的用法也有 2 种，其语法格式和 sort() 函数完全相同（仅函数名不同）：

**//对 [first, last) 区域内的元素做默认的升序排序**

**void stable\_sort ( RandomAccessIterator first, RandomAccessIterator last );**

**//按照指定的 comp 排序规则，对 [first, last) 区域内的元素进行排序**

**void stable\_sort ( RandomAccessIterator first, RandomAccessIterator last, Compare comp );**

**其中，first 和 last 都为随机访问迭代器，它们的组合 [first, last) 用来指定要排序的目标区域；另外在第 2 种格式中，comp 可以是 C++ STL 标准库提供的排序规则（比如 std::greater<T>），也可以是自定义的排序规则。**  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::stable\_sort

#include <vector> // std::vector

//以普通函数的方式实现自定义排序规则

bool mycomp(int i, int j) {

return (i < j);

}

//以函数对象的方式实现自定义排序规则

class mycomp2 {

public:

bool operator() (int i, int j) {

return (i < j);

}

};

int *main*() {

*std*::*vector*<int> myvector{ 32, 71, 12, 45, 26, 80, 53, 33 };

//调用第一种语法格式，对 32、71、12、45 进行排序

*std*::*stable\_sort*(myvector.*begin*(), myvector.*begin*() + 4); //(12 32 45 71) 26 80 53 33

//调用第二种语法格式，利用STL标准库提供的其它比较规则（比如 greater<T>）进行排序

*std*::*stable\_sort*(myvector.*begin*(), myvector.*begin*() + 4, *std*::*greater*<int>()); //(71 45 32 12) 26 80 53 33

//调用第二种语法格式，通过自定义比较规则进行排序,这里也可以换成 mycomp2()

*std*::*stable\_sort*(myvector.*begin*(), myvector.*end*(), mycomp);//12 26 32 33 45 53 71 80

//输出 myvector 容器中的元素

for (*std*::*vector*<int>::*iterator* it = myvector.*begin*(); it != myvector.*end*(); ++it) {

*std*::*cout* << \*it << ' ';

}

return 0;

}

**程序执行结果为：**

**12 26 32 33 45 53 71 80**

那么，stable\_sort() 函数的效率怎么样呢？当可用空间足够的情况下，该函数的时间复杂度可达到O(N\*log2(N))；反之，时间复杂度为O(N\*log2(N)2)，其中 N 为指定区域 [first, last) 中 last 和 first 的距离。

**第三 C++ partial\_sort()函数详解**

假设这样一种情境，有一个存有 100 万个元素的容器，但我们只想从中提取出值最小的 10 个元素，该如何实现呢？  
 通过前面的学习，读者可能会想到使用 sort() 或者 stable\_sort() 排序函数，即通过对容器中存储的 100 万个元素进行排序，就可以成功筛选出最小的 10 个元素。但仅仅为了提取 10 个元素，却要先对 100 万个元素进行排序，可想而知这种实现方式的效率是非常低的。  
 对于解决类似的问题，C++ STL 标准库提供了更高效的解决方案，即使用 partial\_sort() 或者 partial\_sort\_copy() 函数，本节就对这 2 个排序函数的功能和用法做详细的讲解。  
 首先需要说明的是，partial\_sort() 和 partial\_sort\_copy() 函数都位于 <algorithm> 头文件中，因此在使用这 2 个函数之前，程序中应引入此头文件：

#include <algorithm>

**一 C++ partial\_sort()排序函数**

要知道，一个函数的功能往往可以从它的函数名中体现出来，以 partial\_sort() 函数为例，partial sort 可直译为“部分排序”。partial\_sort() 函数的功能确是如此，即该函数可以从指定区域中提取出部分数据，并对它们进行排序。  
 但“部分排序”仅仅是对 partial\_sort() 函数功能的一个概括，如果想彻底搞清楚它的功能，需要结合该函数的语法格式。partial\_sort() 函数有 2 种用法，其语法格式分别为：

**//按照默认的升序排序规则，对 [first, last) 范围的数据进行筛选并排序**

**void partial\_sort (RandomAccessIterator first,**

**RandomAccessIterator middle,**

**RandomAccessIterator last);**

**//按照 comp 排序规则，对 [first, last) 范围的数据进行筛选并排序**

**void partial\_sort (RandomAccessIterator first,**

**RandomAccessIterator middle,**

**RandomAccessIterator last,**

**Compare comp);**

其中，first、middle 和 last 都是随机访问迭代器，comp 参数用于自定义排序规则。  
partial\_sort() 函数会以交换元素存储位置的方式实现部分排序的。具体来说，partial\_sort() 会将 [first, last) 范围内最小（或最大）的 middle-first 个元素移动到 [first, middle) 区域中，并对这部分元素做升序（或降序）排序。  
 需要注意的是，partial\_sort() 函数受到底层实现方式的限制，它仅适用于普通数组和部分类型的容器。换句话说，只有普通数组和具备以下条件的容器，才能使用 partial\_sort() 函数：

（1）容器支持的迭代器类型必须为随机访问迭代器。这意味着，partial\_sort() 函数只适用于 array、vector、deque 这 3 个容器。

（2）当选用默认的升序排序规则时，容器中存储的元素类型必须支持 <小于运算符；同样，如果选用标准库提供的其它排序规则，元素类型也必须支持该规则底层实现所用的比较运算符；

（3）partial\_sort() 函数在实现过程中，需要交换某些元素的存储位置。因此，如果容器中存储的是自定义的类对象，则该类的内部必须提供移动构造函数和移动赋值运算符。  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::partial\_sort

#include <vector> // std::vector

using namespace *std*;

//以普通函数的方式自定义排序规则

bool mycomp1(int i, int j) {

return (i > j);

}

//以函数对象的方式自定义排序规则

class mycomp2 {

public:

bool operator() (int i, int j) {

return (i > j);

}

};

int *main*() {

*std*::*vector*<int> myvector{ 3,2,5,4,1,6,9,7 };

//以默认的升序排序作为排序规则，将 myvector 中最小的 4 个元素移动到开头位置并排好序

*std*::*partial\_sort*(myvector.*begin*(), myvector.*begin*() + 4, myvector.*end*());

*cout* << "第一次排序:\n";

for (*std*::*vector*<int>::*iterator* it = myvector.*begin*(); it != myvector.*end*(); ++it)

*std*::*cout* << \*it << ' ';

*cout* << "\n第二次排序:\n";

// 以指定的 mycomp2 作为排序规则，将 myvector 中最大的 4 个元素移动到开头位置并排好序

*std*::*partial\_sort*(myvector.*begin*(), myvector.*begin*() + 4, myvector.*end*(), mycomp2());

for (*std*::*vector*<int>::*iterator* it = myvector.*begin*(); it != myvector.*end*(); ++it)

*std*::*cout* << \*it << ' ';

return 0;

}

**程序执行结果为：**

**第一次排序:  
1 2 3 4 5 6 9 7  
第二次排序:  
9 7 6 5 1 2 3 4**

值得一提的是，partial\_sort() 函数实现排序的平均时间复杂度为N\*log(M)，其中 N 指的是 [first, last) 范围的长度，M 指的是 [first, middle) 范围的长度。

**二 C++ partial\_sort\_copy()排序函数**

partial\_sort\_copy() 函数的功能和 partial\_sort() 类似，唯一的区别在于，前者不会对原有数据做任何变动，而是先将选定的部分元素拷贝到另外指定的数组或容器中，然后再对这部分元素进行排序。  
 partial\_sort\_copy() 函数也有 2 种语法格式，分别为：

**//默认以升序规则进行部分排序**

**RandomAccessIterator partial\_sort\_copy (**

**InputIterator first,**

**InputIterator last,**

**RandomAccessIterator result\_first,**

**RandomAccessIterator result\_last);**

**//以 comp 规则进行部分排序**

**RandomAccessIterator partial\_sort\_copy (**

**InputIterator first,**

**InputIterator last,**

**RandomAccessIterator result\_first,**

**RandomAccessIterator result\_last,**

**Compare comp);**

其中，first 和 last 为输入迭代器；result\_first 和 result\_last 为随机访问迭代器；comp 用于自定义排序规则。  
 partial\_sort\_copy() 函数会将 [first, last) 范围内最小（或最大）的 result\_last-result\_first 个元素复制到 [result\_first, result\_last) 区域中，并对该区域的元素做升序（或降序）排序。  
 值得一提的是，[first, last] 中的这 2 个迭代器类型仅限定为输入迭代器，这意味着相比 partial\_sort() 函数，partial\_sort\_copy() 函数放宽了对存储原有数据的容器类型的限制。换句话说，partial\_sort\_copy() 函数还支持对 list 容器或者 forward\_list 容器中存储的元素进行“部分排序”，而 partial\_sort() 函数不行。  
 但是，介于 result\_first 和 result\_last 仍为随机访问迭代器，因此 [result\_first, result\_last) 指定的区域仍仅限于普通数组和部分类型的容器，这和 partial\_sort() 函数对容器的要求是一样的。  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::partial\_sort\_copy

#include <list> // std::list

using namespace *std*;

bool mycomp1(int i, int j) {

return (i > j);

}

class mycomp2 {

public:

bool operator() (int i, int j) {

return (i > j);

}

};

int *main*() {

int myints[5] = { 0 };

*std*::*list*<int> mylist{ 3,2,5,4,1,6,9,7 };

//按照默认的排序规则进行部分排序

*std*::*partial\_sort\_copy*(mylist.*begin*(), mylist.*end*(), myints, myints + 5);

*cout* << "第一次排序：\n";

for (int i = 0; i < 5; i++) {

*cout* << myints[i] << " ";

}

//以自定义的 mycomp2 作为排序规则，进行部分排序

*std*::*partial\_sort\_copy*(mylist.*begin*(), mylist.*end*(), myints, myints + 5, mycomp2());

*cout* << "\n第二次排序：\n";

for (int i = 0; i < 5; i++) {

*cout* << myints[i] << " ";

}

return 0;

}

**程序执行结果为：**

**第一次排序：  
1 2 3 4 5  
第二次排序：  
9 7 6 5 4**

可以看到，程序中调用了 2 次 partial\_sort\_copy() 函数，其作用分别是：

（1）第 20 行：采用默认的升序排序规则，在 mylist 容器中筛选出最小的 5 个元素，然后将它们复制到 myints[5] 数组中，并对这部分元素进行升序排序；

（2）第 27 行：采用自定义的 mycomp2 降序排序规则，从 mylist 容器筛选出最大的 5 个元素，同样将它们复制到 myints[5] 数组中，并对这部分元素进行降序排序；  
 值得一提的是，partial\_sort\_copy() 函数实现排序的平均时间复杂度为N\*log(min(N,M))，其中 N 指的是 [first, last) 范围的长度，M 指的是 [result\_first, result\_last) 范围的长度。

**第四 C++ nth\_element()用法详解**

前面章节中，已经给大家介绍了 sort()、stable\_sort()、partial\_sort() 这些函数的功能和用法，本节再介绍一个排序函数，即 nth\_element() 函数。  
 不过，在系统讲解 nth\_element() 函数之前，我们先形成一个共识，即在有序序列中，我们可以称第 n 个元素为整个序列中“第 n 大”的元素。比如，下面是一个升序序列：

2 4 6 8 10

在这个序列中，我们可以称元素 6 为整个序列中“第 3 小”的元素，并位于第 3 的位置处；同样，元素 8 为整个序列中“第 4 小”的元素，并位于第 4 的位置处。  
 简单的理解 nth\_element() 函数的功能，当采用默认的升序排序规则（std::less<T>）时，该函数可以从某个序列中找到第 n 小的元素 K，并将 K 移动到序列中第 n 的位置处。不仅如此，整个序列经过 nth\_element() 函数处理后，所有位于 K 之前的元素都比 K 小，所有位于 K 之后的元素都比 K 大。  
 当然，我们也可以将 nth\_element() 函数的排序规则自定义为降序排序，此时该函数会找到第 n 大的元素 K 并将其移动到第 n 的位置处，同时所有位于 K 之前的元素都比 K 大，所有位于 K 之后的元素都比 K 小。  
以下面这个序列为例：

3 4 1 2 5

假设按照升序排序，并通过 nth\_element() 函数查找此序列中第 3 小的元素，则最终得到的序列可能为：

2 1 3 4 5

显然，nth\_element() 函数找到了第 3 小的元素 3 并将其位于第 3 的位置，同时元素 3 之前的所有元素都比该元素小，元素 3 之后的所有元素都比该元素大。  
 要知道，nth\_element() 本质也是一个函数模板，定义在<algorithm>头文件中。因此，如果程序中想使用该函数，就需要提前引入这个头文件：

#include <algorithm>  
**nth\_element() 函数有以下 2 种语法格式：**

**//排序规则采用默认的升序排序**

**void nth\_element (RandomAccessIterator first,**

**RandomAccessIterator nth,**

**RandomAccessIterator last);**

**//排序规则为自定义的 comp 排序规则**

**void nth\_element (RandomAccessIterator first,**

**RandomAccessIterator nth,**

**RandomAccessIterator last,**

**Compare comp);**

**其中，各个参数的含义如下：**

**（1）first 和 last：都是随机访问迭代器，[first, last) 用于指定该函数的作用范围（即要处理哪些数据）；**

**（2）nth：也是随机访问迭代器，其功能是令函数查找“第 nth 大”的元素，并将其移动到 nth 指向的位置；**

**（3）comp：用于自定义排序规则。**  
注意，鉴于 nth\_element() 函数中各个参数的类型，其只能对普通数组或者部分容器进行排序。换句话说，只有普通数组和符合以下全部条件的容器，才能使用使用 nth\_element() 函数：

1、容器支持的迭代器类型必须为随机访问迭代器。这意味着，nth\_element() 函数只适用于 array、vector、deque 这 3 个容器。

2、当选用默认的升序排序规则时，容器中存储的元素类型必须支持 <小于运算符；同样，如果选用标准库提供的其它排序规则，元素类型也必须支持该规则底层实现所用的比较运算符；

3、nth\_element() 函数在实现过程中，需要交换某些元素的存储位置。因此，如果容器中存储的是自定义的类对象，则该类的内部必须提供移动构造函数和移动赋值运算符。

举个例子：

#include <iostream>

#include <algorithm> // std::nth\_element

#include <vector> // std::vector

using namespace *std*;

//以普通函数的方式自定义排序规则

bool mycomp1(int i, int j) {

return (i > j);

}

//以函数对象的方式自定义排序规则

class mycomp2 {

public:

bool operator() (int i, int j) {

return (i > j);

}

};

int *main*() {

*std*::*vector*<int> myvector{ 3,1,2,5,4 };

//默认的升序排序作为排序规则

*std*::*nth\_element*(myvector.*begin*(), myvector.*begin*() + 2, myvector.*end*());

*cout* << "第一次nth\_element排序：\n";

for (*std*::*vector*<int>::*iterator* it = myvector.*begin*(); it != myvector.*end*(); ++it) {

*std*::*cout* << \*it << ' ';

}

//自定义的 mycomp2() 或者 mycomp1 降序排序作为排序规则

*std*::*nth\_element*(myvector.*begin*(), myvector.*begin*() + 3, myvector.*end*(), mycomp1);

*cout* << "\n第二次nth\_element排序：\n";

for (*std*::*vector*<int>::*iterator* it = myvector.*begin*(); it != myvector.*end*(); ++it) {

*std*::*cout* << \*it << ' ';

}

return 0;

}

**程序执行结果可能为（不唯一）：**

**第一次nth\_element排序：  
1 2 3 4 5  
第二次nth\_element排序：  
5 4 3 2 1**

上面程序中，共调用了 2 次 nth\_elelment() 函数：

（1）第 20 行：nth\_element() 函数采用的是默认的升序排序，nth 参数设置为 myvector.begin()+2，即指向的是 myvector 容器中第 3 个元素所在的位置。因此，nth\_element() 函数会查找“第 3 小”的元素 3，并将其移动到 nth 指向的位置，同时使 nth 之前的所有元素都比 3 小，使 nth 之后的所有元素都比 3 大。

（2）第 26 行：nth\_element() 函数采用的是默认的降序排序，nth 参数设置为 myvector.begin()+3，即指向的是 myvector 容器中第 4 个元素所在的位置。因此，nth\_element() 函数会查找“第 4 大”的元素 2，并将其移动到 nth 指向的位置，同时使 nth 之前的所有元素都比 2 大，使 nth 之后的所有元素都比 2 小。

**第五 C++ is\_sorted()函数完全攻略**

我们知道，排序操作是比较耗费时间的，尤其当数据量很大的时候。因此在设计程序时，我们应该有意识的去避免执行一些不必要的排序操作。  
那么，何谓不必要的排序操作呢？举个例子，有这样一组数据：

1 2 3 4 5

这本就是一组有序的数据，如果我们恰巧需要这样的升序序列，就没有必要再执行排序操作。  
因此，当程序中涉及排序操作时，我们应该为其包裹一层判断语句，像如下这样：

//...

if(不是有序序列){

//执行排序算法

}

//...

注意这里的“不是有序序列”，即只要该序列不符合我们指定的排序规则，就不是有序序列。

那么，怎样才能判断一个序列是否为有序序列呢？很简单，使用 is\_sorted() 函数即可，此函数专门用于判断某个序列是否为有序序列。

**一 C++ is\_sorted()函数**

和之前学习的其它排序函数（比如 sorted() 函数）一样，is\_sorted() 函数本质上就是一个函数模板，定义在<algorithm>头文件中。因为，在使用该函数之前，程序中必须先引入此头文件：

#include <algorithm>  
**is\_sorted() 函数有 2 种语法格式，分别是：**

**//判断 [first, last) 区域内的数据是否符合 std::less<T> 排序规则，即是否为升序序列**

**bool is\_sorted (ForwardIterator first, ForwardIterator last);**

**//判断 [first, last) 区域内的数据是否符合 comp 排序规则**

**bool is\_sorted (ForwardIterator first, ForwardIterator last, Compare comp);**

其中，first 和 last 都为正向迭代器（这意味着该函数适用于大部分容器），[first, last) 用于指定要检测的序列；comp 用于指定自定义的排序规则。

**注意，如果使用默认的升序排序规则，则 [first, last) 指定区域内的元素必须支持使用 < 小于运算符做比较；同样，如果指定排序规则为 comp，也要保证 [first, last) 区域内的元素支持该规则内部使用的比较运算符。**

另外，该函数会返回一个 bool 类型值，即如果 [first, last) 范围内的序列符合我们指定的排序规则，则返回 true；反之，函数返回 false。值得一提得是，如果 [first, last) 指定范围内只有 1 个元素，则该函数始终返回 true。  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::is\_sorted

#include <vector> // std::array

#include <list> // std::list

using namespace *std*;

//以普通函数的方式自定义排序规则

bool mycomp1(int i, int j) {

return (i > j);

}

//以函数对象的方式自定义排序规则

class mycomp2 {

public:

bool operator() (int i, int j) {

return (i > j);

}

};

int *main*() {

*vector*<int> myvector{ 3,1,2,4 };

*list*<int> mylist{ 1,2,3,4 };

//调用第 2 种语法格式的 is\_sorted() 函数，该判断语句会得到执行

if (!*is\_sorted*(myvector.*begin*(), myvector.*end*(), mycomp2())) {

*cout* << "开始对 myvector 容器排序" << *endl*;

//对 myvector 容器做降序排序

*sort*(myvector.*begin*(), myvector.*end*(), mycomp2());

//输出 myvector 容器中的元素

for (auto it = myvector.*begin*(); it != myvector.*end*(); ++it) {

*cout* << \*it << " ";

}

}

//调用第一种语法格式的 is\_sorted() 函数，该判断语句得不到执行

if (!*is\_sorted*(mylist.*begin*(), mylist.*end*())) {

*cout* << "开始对 mylist 排序" << *endl*;

//......

}

return 0;

}

**程序执行结果为：**

**开始对 myvector 容器排序  
4 3 2 1**

结合输出结果可以看到，虽然 myvector 容器中的数据为降序序列，但我们需要的是升序序列。因此第 22 行代码中 is\_sorted() 函数的返回值为 false，而 !false 即 true，所以此 if 判断语句会得到执行。  
同样在 33 行代码中，mylist 容器中存储的数据为升序序列，和 is\_sorted() 函数的要求相符，因此该函数的返回值为 true，而 !true 即 false，所以此 if 判断语句将无法得到执行。

**C++标准库官方网站给出了 is\_sorted() 函数底层实现的等效代码，感兴趣的读者可自行前往查看。**

**二 C++ is\_sorted\_until()函数**

和 is\_sorted() 函数相比，is\_sorted\_until() 函数不仅能检测出某个序列是否有序，还会返回一个正向迭代器，该迭代器指向的是当前序列中第一个破坏有序状态的元素。  
 is\_sorted\_until() 函数的定义也位于<algorithm>头文件中。因为，在使用该函数之前，程序中必须先引入此头文件：

#include <algorithm>

**is\_sorted\_until() 函数有以下 2 种语法格式：**

**//排序规则为默认的升序排序**

**ForwardIterator is\_sorted\_until (ForwardIterator first, ForwardIterator last);**

**//排序规则是自定义的 comp 规则**

**ForwardIterator is\_sorted\_until (ForwardIterator first,**

**ForwardIterator last,**

**Compare comp);**

其中，first 和 last 都为正向迭代器（这意味着该函数适用于大部分容器），[first, last) 用于指定要检测的序列；comp 用于指定自定义的排序规则。

**注意，如果使用默认的升序排序规则，则 [first, last) 指定区域内的元素必须支持使用 < 小于运算符做比较；同样，如果指定排序规则为 comp，也要保证 [first, last) 区域内的元素支持该规则内部使用的比较运算符。**

可以看到，该函数会返回一个正向迭代器。对于第一种语法格式来说，该函数返回的是指向序列中第一个破坏升序规则的元素；对于第二种语法格式来说，该函数返回的是指向序列中第一个破坏 comp 排序规则的元素。注意，如果 [first, last) 指定的序列完全满足默认排序规则或者 comp 排序规则的要求，则该函数将返回一个和 last 迭代器指向相同的正向迭代器。  
  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::is\_sorted\_until

#include <vector> // std::array

#include <list> // std::list

using namespace *std*;

//以普通函数的方式自定义排序规则

bool mycomp1(int i, int j) {

return (i > j);

}

//以函数对象的方式自定义排序规则

class mycomp2 {

public:

bool operator() (int i, int j) {

return (i > j);

}

};

int *main*() {

*vector*<int> myvector{ 3,1,2,4 };

*list*<int> mylist{ 1,2,3,4 };

//如果返回值为 myvector.end()，则表明 myvector 容器中的序列符合 mycomp2() 规则

if (*is\_sorted\_until*(myvector.*begin*(), myvector.*end*(), mycomp2()) != myvector.*end*()) {

*cout* << "开始对 myvector 容器排序" << *endl*;

//对 myvector 容器做降序排序

*sort*(myvector.*begin*(), myvector.*end*(), mycomp2());

//输出 myvector 容器中的元素

for (auto it = myvector.*begin*(); it != myvector.*end*(); ++it) {

*cout* << \*it << " ";

}

}

//该判断语句得不到执行

if (*is\_sorted\_until*(mylist.*begin*(), mylist.*end*()) != mylist.*end*()) {

*cout* << "开始对 mylist 排序" << *endl*;

//......

}

return 0;

}

**程序执行结果为：**

**开始对 myvector 容器排序  
4 3 2 1**

**第六 C++ STL标准库这么多排序函数，该如何选择？**

通过前面的学习我们知道，C++ STL 标准库共提供了 4 种排序函数，这里先带大家回顾一下，如表 1 所示。

表 1 C++ STL排序函数

|  |  |
| --- | --- |
| 排序函数 | 功能 |
| sort() | 对指定范围内所有的数据进行排序，排序后各个元素的相对位置很可能发生改变。 |
| stable\_sort() | 对指定范围内所有的数据进行排序，并确保排序后各个元素的相对位置不发生改变。 |
| partial\_sort() | 对指定范围内最大或最小的 n 个元素进行排序。 |
| nth\_element() | 调整指定范围内元素的存储位置，实现位于位置 n 的元素正好是全排序情况下的第 n 个元素，并且按照全排序规则排在位置 n 之前的元素都在该位置之前，按照全排序规则排在位置 n 之后的元素都在该位置之后。 |

关于以上 4 种排序函数各自的用法，读者可阅读之前的文章，这里不再过多赘述。

值得一提的是，以上 4 种排序函数在使用时，都要求传入随机访问迭代器，因此这些函数都只适用于 array、vector、deque 以及普通数组。

**当操作对象为 list 或者 forward\_list 序列式容器时，其容器模板类中都提供有 sort() 排序方法，借助此方法即可实现对容器内部元素进行排序。其次，对关联式容器（包括哈希容器）进行排序是没有实际意义的，因为这类容器会根据既定的比较函数（和哈希函数）维护内部元素的存储位置。**

那么，当需要对普通数组或者 array、vector 或者 deque 容器中的元素进行排序时，怎样选择最合适（效率最高）的排序函数呢？这里为大家总结了以下几点：

（1）如果需要对所有元素进行排序，则选择 sort() 或者 stable\_sort() 函数；

（2）如果需要保持排序后各元素的相对位置不发生改变，就只能选择 stable\_sort() 函数，而另外 3 个排序函数都无法保证这一点；

（3）如果需要对最大（或最小）的 n 个元素进行排序，则优先选择 partial\_sort() 函数；

（4）如果只需要找到最大或最小的 n 个元素，但不要求对这 n 个元素进行排序，则优先选择 nth\_element() 函数。  
 除此之外，很多读者都关心这些排序函数的性能。总的来说，函数功能越复杂，做的工作越多，它的性能就越低（主要体现在时间复杂度上）。对于以上 4 种排序函数，综合考虑它们的时间和空间效率，其性能之间的比较如下所示：

**nth\_element() > partial\_sort() > sort() > stable\_sort()       <--从左到右，性能由高到低**

建议大家，在实际选择排序函数时，应更多从所需要完成的功能这一角度去考虑，而不是一味地追求函数的性能。换句话说，如果你选择的算法更有利于实现所需要的功能，不仅会使整个代码的逻辑更加清晰，还会达到事半功倍的效果。

**第七 自定义STL算法规则，应优先使用函数对象！**

作为一门面向对象的编程语言，使用 C++ 编写程序有一个缺点，即随着代码面向对象程度的提高，其执行效率反而会降低。例如，经实验证明几乎在所有情况下，直接操作一个 double 类型变量的执行效率，要比操作一个含 double 类型成员属性的类对象更高。  
 对于大多数读者来说，以上所说是很容易想通的，因为它符合我们对高级编程语言的认知。但本节要介绍的内容，一定程序上会打破这个认知。  
 前面章节中，我们学习了 STL 标准库中所有的排序算法，比如 sort()、stable\_sort() 以及 nth\_element() 等。不知读者有没有发现，这些排序算法都单独提供了带有 comp 参数的语法格式，借助此参数，我们可以自定义排序规则。  
  
**以 sort() 排序函数为例，其语法格式有以下 2 种：**

**//无 comp 参数**

**void sort (RandomAccessIterator first, RandomAccessIterator last);**

**//有 comp 参数**

**void sort (RandomAccessIterator first, RandomAccessIterator last, Compare comp);**

显然仅从使用语法上看，它们唯一的区别在于，第 2 种多了一个 comp 参数。

事实上，对于 STL 标准库中的每个算法，只要用户需要自定义规则，该算法都会提供有带 comp 参数的语法格式。

本质上讲，comp 参数用于接收用户自定义的函数，其定义的方式有 2 种，既可以是普通函数，也可以是函数对象。例如：

#include <iostream> // std::cout

#include <algorithm> // std::sort

#include <vector> // std::vector

//以普通函数的方式实现自定义排序规则

inline bool mycomp(int i, int j) {

return (i < j);

}

//以函数对象的方式实现自定义排序规则

class mycomp2 {

public:

bool operator() (int i, int j) {

return (i < j);

}

};

int *main*() {

*std*::*vector*<int> myvector{ 32, 71, 12, 45, 26, 80, 53, 33 };

//调用普通函数定义的排序规则

*std*::*sort*(myvector.*begin*(), myvector.*end*(), mycomp);

//调用函数对象定义的排序规则

//std::sort(myvector.begin(), myvector.end(), mycomp2());

for (*std*::*vector*<int>::*iterator* it = myvector.*begin*(); it != myvector.*end*(); ++it) {

*std*::*cout* << \*it << ' ';

}

return 0;

}

**程序执行结果为：**

**12 26 32 33 45 53 71 80**

注意，为了提高执行效率，其函数都定义为内联函数（在类内部定义的函数本身就是内联函数）。至于为什么内联函数比普通函数的执行效率高，可阅读《[C++ inline内联函数](http://c.biancheng.net/view/2201.html" \t "http://c.biancheng.net/view/_blank)》一文。

要知道，函数对象可以理解为伪装成函数的对象，根据以往的认知，函数对象的执行效率应该不如普通函数。但事实恰恰相反，即便如上面程序那样，将普通函数定义为更高效的内联函数，其执行效率也无法和函数对象相比。

通过在 4 个不同的 STL 平台上，对包含 100 万个 double 类型数据的 vector 容器进行排序，最差情况下使用函数对象的执行效率要比普通内联函数高 50%，最好情况下则高 160%。

那么，是什么原因导致了它们执行效率上的差异呢？以 mycomp2() 函数对象为例，其 mycomp2::operator() 也是一个内联函数，编译器在对 sort() 函数进行实例化时会将该函数直接展开，这也就意味着，展开后的 sort() 函数内部不包含任何函数调用。  
 而如果使用 mycomp 作为参数来调用 sort() 函数，情形则大不相同。要知道，C++ 并不能真正地将一个函数作为参数传递给另一个函数，换句话说，如果我们试图将一个函数作为参数进行传递，编译器会隐式地将它转换成一个指向该函数的指针，并将该指针传递过去。  
  
也就是说，上面程序中的如下代码：

**std::sort(myvector.begin(), myvector.end(), mycomp);**

**并不是真正地将 mycomp 传递给 sort() 函数，它传递的仅是一个指向 mycomp() 函数的指针。当 sort() 函数被实例化时，编译器生成的函数声明如下所示：**

**std::sort(vector<int>::iterator first,**

**vector<int>::iterator last,**

**bool (\*comp)(int, int));**

可以看到，参数 comp 只是一个指向函数的指针，所以 sort() 函数内部每次调用 comp 时，编译器都会通过指针产生一个间接的函数调用。

**也正是基于这个原因，C++ sort() 函数要比 C 语言 qsort() 函数的执行效率更高。读者可能会问，程序中 comp() 函数也是内联函数，为什么 C++ 不像函数对象那样去处理呢？具体原因我们无从得知，事实上也没必要关心，也许是编译器开发者觉得这种优化不值得去做。**

除了效率上的优势之外，相比普通函数，以函数对象的方式自定义规则还有很多隐藏的优势。例如在某些特殊情况下，以普通函数的形式编写的代码看似非常合理，但就是无法通过编译，这也许是由于 STL 标准库的原因，也许是编译器缺陷所至，甚至两者都有可能。而使用函数对象的方式，则可以有效避开这些“坑”，而且还大大提升的代码的执行效率。  
 总之，以函数对象的方式为 STL 算法自定义规则，具有效率在内的诸多优势。当调用带有 comp 参数的 STL 算法时，除非调用 STL 标准库自带的比较函数，否则应优先以函数对象的方式自定义规则。

**第八 C++ merge()和inplace\_merge()函数用法（详解版）**

有些场景中，我们需要将 2 个有序序列合并为 1 个有序序列，这时就可以借助 merge() 或者 inplace\_merge() 函数实现。  
 值得一提的是，merge() 和 inplace\_merge() 函数都定义在<algorithm>头文件中，因此在使用它们之前，程序中必须提前引入该头文件：

#include <algorithm>

**一 C++ merge()函数**

merge() 函数用于将 2 个有序序列合并为 1 个有序序列，前提是这 2 个有序序列的排序规则相同（要么都是升序，要么都是降序）。并且最终借助该函数获得的新有序序列，其排序规则也和这 2 个有序序列相同。  
  **举个例子，假设有 2 个序列，分别为5,10,15,20,25和7,14,21,28,35,42，显然它们不仅有序，而且都是升序序列。因此借助 merge() 函数，我们就可以轻松获得如下这个有序序列：**

**5 7 10 15 17 20 25 27 37 47 57**

可以看到，该序列不仅包含以上 2 个序列中所有的元素，并且其本身也是一个升序序列。  
值得一提的是，C++ STL 标准库的开发人员考虑到用户可能需要自定义排序规则，因此为 **merge() 函数设计了以下 2 种语法格式：**

**//以默认的升序排序作为排序规则**

**OutputIterator merge (InputIterator1 first1, InputIterator1 last1,**

**InputIterator2 first2, InputIterator2 last2,**

**OutputIterator result);**

**//以自定义的 comp 规则作为排序规则**

**OutputIterator merge (InputIterator1 first1, InputIterator1 last1,**

**InputIterator2 first2, InputIterator2 last2,**

**OutputIterator result, Compare comp);**

可以看到，first1、last1、first2 以及 last2 都为输入迭代器，[first1, last1) 和 [first2, last2) 各用来指定一个有序序列；result 为输出迭代器，用于为最终生成的新有序序列指定存储位置；comp 用于自定义排序规则。同时，该函数会返回一个输出迭代器，其指向的是新有序序列中最后一个元素之后的位置。

**注意，当采用第一种语法格式时，[first1, last1) 和 [first2, last2) 指定区域内的元素必须支持 < 小于运算符；同样当采用第二种语法格式时，[first1, last1) 和 [first2, last2) 指定区域内的元素必须支持 comp 排序规则内的比较运算符。**

举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::merge

#include <vector> // std::vector

using namespace *std*;

int *main*() {

//first 和 second 数组中各存有 1 个有序序列

int first[] = { 5,10,15,20,25 };

int second[] = { 7,17,27,37,47,57 };

//用于存储新的有序序列

*vector*<int> myvector(11);

//将 [first,first+5) 和 [second,second+6) 合并为 1 个有序序列，并存储到 myvector 容器中。

*merge*(first, first + 5, second, second + 6, myvector.*begin*());

//输出 myvector 容器中存储的元素

for (*vector*<int>::*iterator* it = myvector.*begin*(); it != myvector.*end*(); ++it) {

*cout* << \*it << ' ';

}

return 0;

}

**程序执行结果为：**

**5 7 10 15 17 20 25 27 37 47 57**

可以看到，first 数组和 second 数组中各存有 1 个升序序列，通过借助 merge() 函数，我们成功地将它们合并成了一个有序序列，并存储到 myvector 容器中。

**注意，merge() 函数底层是通过拷贝的方式实现合并操作的。换句话说，上面程序在采用 merge() 函数实现合并操作的同时，并不会对 first 和 second 数组有任何影响。有关该函数的具体实现过程，可查看 [C++ STL merge() 官网](http://www.cplusplus.com/reference/algorithm/merge/" \t "http://c.biancheng.net/view/_blank)。**

实际上，对于 2 个有序序列是各自存储（像 first 和 second 这样）还是存储到一起，merge() 函数并不关心，只需要给它传入恰当的迭代器（或指针），该函数就可以正常工作。因此，我们还可以将上面程序改写为：

**//该数组中存储有 2 个有序序列**

**int first[] = { 5,10,15,20,25,7,17,27,37,47,57 };**

**//用于存储新的有序序列**

**vector<int> myvector(11);**

**//将 [first,first+5) 和 [first+5,first+11) 合并为 1 个有序序列，并存储到 myvector 容器中。**

**merge(first, first + 5, first + 5, first +11 , myvector.begin());**

可以看到，2 个有序序列全部存储到了 first 数组中，但只要给 merge() 函数传入正确的指针，仍可以将它们合并为 1 个有序序列。

**感兴趣的读者，可自行验证这段程序，其最终会得到和上面程序相同的 myvector 容器。**

二 C++ inplace\_merge()函数

事实上，当 2 个有序序列存储在同一个数组或容器中时，如果想将它们合并为 1 个有序序列，除了使用 merge() 函数，更推荐使用 inplace\_merge() 函数。  
和 merge() 函数相比，inplace\_merge() 函数的语法格式要简单很多：

**//默认采用升序的排序规则**

**void inplace\_merge (BidirectionalIterator first, BidirectionalIterator middle,**

**BidirectionalIterator last);**

**//采用自定义的 comp 排序规则**

**void inplace\_merge (BidirectionalIterator first, BidirectionalIterator middle,**

**BidirectionalIterator last, Compare comp);**

其中，first、middle 和 last 都为双向迭代器，[first, middle) 和 [middle, last) 各表示一个有序序列。  
 和 merge() 函数一样，inplace\_merge() 函数也要求 [first, middle) 和 [middle, last) 指定的这 2 个序列必须遵循相同的排序规则，且当采用第一种语法格式时，这 2 个序列中的元素必须支持 < 小于运算符；同样，当采用第二种语法格式时，这 2 个序列中的元素必须支持 comp 排序规则内部的比较运算符。不同之处在于，merge() 函数会将最终合并的有序序列存储在其它数组或容器中，而 inplace\_merge() 函数则将最终合并的有序序列存储在 [first, last) 区域中。  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::merge

using namespace *std*;

int *main*() {

//该数组中存储有 2 个有序序列

int first[] = { 5,10,15,20,25,7,17,27,37,47,57 };

//将 [first,first+5) 和 [first+5,first+11) 合并为 1 个有序序列。

*inplace\_merge*(first, first + 5, first + 11);

for (int i = 0; i < 11; i++) {

*cout* << first[i] << " ";

}

return 0;

}

**程序执行结果为：**

**5 7 10 15 17 20 25 27 37 47 57**

可以看到，first 数组中包含 2 个升序序列，借助 inplace\_merge() 函数，实现了将这 2 个序列合并为 1 个升序序列，且新序列仍存储在 first 数组中。

**第九 C++ find()函数用法详解**

find() 函数本质上是一个模板函数，用于在指定范围内查找和目标元素值相等的第一个元素。  
**如下为 find() 函数的语法格式：**

**InputIterator find (InputIterator first, InputIterator last, const T& val);**

**其中，first 和 last 为输入迭代器，[first, last) 用于指定该函数的查找范围；val 为要查找的目标元素。**

正因为 first 和 last 的类型为输入迭代器，因此该函数适用于所有的序列式容器。

另外，该函数会返回一个输入迭代器，当 find() 函数查找成功时，其指向的是在 [first, last) 区域内查找到的第一个目标元素；如果查找失败，则该迭代器的指向和 last 相同。  
 值得一提的是，find() 函数的底层实现，其实就是用==运算符将 val 和 [first, last) 区域内的元素逐个进行比对。这也就意味着，[first, last) 区域内的元素必须支持==运算符。  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::find

#include <vector> // std::vector

using namespace *std*;

int *main*() {

//find() 函数作用于普通数组

char stl[] = "http://c.biancheng.net/stl/";

//调用 find() 查找第一个字符 'c'

char\* p = *find*(stl, stl + *strlen*(stl), 'c');

//判断是否查找成功

if (p != stl + *strlen*(stl)) {

*cout* << p << *endl*;

}

//find() 函数作用于容器

*std*::*vector*<int> myvector{ 10,20,30,40,50 };

*std*::*vector*<int>::*iterator* it;

it = *find*(myvector.*begin*(), myvector.*end*(), 30);

if (it != myvector.*end*())

*cout* << "查找成功：" << \*it;

else

*cout* << "查找失败";

return 0;

}

**程序执行结果为：**

**c.biancheng.net/stl/  
查找成功：30**

可以看到，find() 函数除了可以作用于序列式容器，还可以作用于普通数组。  
对于 find() 函数的底层实现，C++ 标准库中给出了参数代码，感兴趣的读者可自行研究：

**template<class InputIterator, class T>**

**InputIterator find (InputIterator first, InputIterator last, const T& val)**

**{**

**while (first!=last) {**

**if (\*first==val) return first;**

**++first;**

**}**

**return last;**

**}**

**第十 能用STL算法，绝不自己实现！**

前面章节已经介绍了很多算法函数，比如 find()、merge()、sort() 等。不知读者有没有发现，每个算法函数都至少要用一对迭代器来指明作用区间，并且为了实现自己的功能，每个函数内部都势必会对指定区域内的数据进行遍历操作。  
 举几个例子，find() 函数会对指定区域的数据逐个进行遍历，确认其是否为要查找的目标元素；merge() 函数内部也会分别对 2 个有序序列做逐个遍历，从而将它们合并为一个有序序列；sort() 函数在对指定区域内的元素进行排序时，其底层也会遍历每个元素。  
 事实上，虽然这些算法函数的内部实现我们不得而知，但无疑都会用到循环结构。可以这么说，STL 标准库中几乎所有的算法函数，其底层都是借助循环结构实现的。  
 在此基础上，由于 STL 标准库使用场景很广，因此很多需要手动编写循环结构实现的功能，用 STL 算法函数就能完成。举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::for\_each

#include <string> // std::string

#include <vector> // std::vector

#include <functional>

using namespace *std*;

class Address {

public:

Address(*string* url) :url(url) {};

void display() {

*cout* << "url:" << this->url << *endl*;

}

private:

*string* url;

};

int *main*() {

*vector*<Address>adds{ Address("http://c.biancheng.net/stl/"),

Address("http://c.biancheng.net/java/"),

Address("http://c.biancheng.net/python/") };

//手动编写循环结构

*cout* << "first：\n";

for (auto it = adds.*begin*(); it != adds.*end*(); ++it) {

(\*it).display();

}

//调用 STL 标准库中的算法函数

*cout* << "second：\n";

*for\_each*(adds.*begin*(), adds.*end*(), *mem\_fun\_ref*(&Address::display));

return 0;

}

**程序执行结果为：**

**first：  
url:http://c.biancheng.net/stl/  
url:http://c.biancheng.net/java/  
url:http://c.biancheng.net/python/  
second：  
url:http://c.biancheng.net/stl/  
url:http://c.biancheng.net/java/  
url:http://c.biancheng.net/python/**

可以看到，对于输出 adds 容器中存储的元素，除了可以手动编写循环结构实现，还可以使用 STL 标准库提供的 for\_each() 函数。  
 那么，手动编写循环结构和调用 STL 算法函数相比，哪种实现方式更好呢？毫无疑问，直接调用算法会更好，理由有以下几个：

（1）算法函数通常比自己写的循环结构效率更高；

（2）自己写循环比使用算法函数更容易出错；

（3）相比自己编写循环结构，直接调用算法函数的代码更加简洁明了。

（4）使用算法函数编写的程序，可扩展性更强，更容易维护；

后面 3 个理由相信读者很容易理解，接下来重点讲一下“为什么算法函数的效率更高”。

**一 为什么STL算法效率更高**

仍以上面程序为例，如下是我们手动编写的循环代码：

for (auto it = adds.begin(); it != adds.end(); ++it) {

(\*it).display();

}

此段代码中，每一次循环都要执行一次 end() 方法，事实上该方法并不需要多次调用，因为它的值自始至终都没有发生改变。也就是说，end() 方法只需要调用一次就够啦，for\_each() 函数就对这一点进行了优化：

**for\_each(adds.begin(), adds.end(), mem\_fun\_ref(&Address::display));**

可以看到，通过将 end() 方法作为参数传入 for\_each() 函数，该方法只执行了 1 次。当然，这也仅是众多优化中的一处。事实上，STL 标准库的开发者对每个算法函数的底层实现代码都多了优化，使它们的执行效率达到最高。  
 **有读者可能会说，难道我们自己对循环结构进行优化不行吗？可以，但是其执行效率仍无法和算法函数相提并论。**  
 一方面，STL 开发者可以根据他们对容器底层的了解，对整个遍历过程进行优化，而这是我们难以做到的。以 deque 容器为例，该容器底层会将数据存储在多个大小固定的连续空间中。对于这些连续空间的遍历，只有 STL 开发者才知道这些连续空间的大小，才知道如何控制指针逐个遍历这些连续空间。  
 另一方面，某些 STL 函数的底层实现使用了复杂的科学计算方法，并不是普通 C++ 程序员能驾驭的。例如，在实现对某个序列进行排序时，我们很难编写出比 sort() 函数更高效的代码。

**总之，STL 开发者比使用者更了解内部的实现细节，他们会充分利用这些知识来对算法进行优化。**

当然，只有熟悉 STL 标准库提供的函数，才能在实际编程时想到使用它们。作为一个专业的 C++ 程序员，我们必须熟悉 STL 标准库中的每个算法函数，并清楚它们各自的功能。

**C++ STL 标准库中包含 70 多个算法函数，如果考虑到函数的重载，大约有 100 多个不同的函数模板。本章仅介绍一些常用的算法函数，如果想了解全部的 STL 算法，读者可参考[C++ STL标准库官网](http://www.cplusplus.com/reference/algorithm/" \t "http://c.biancheng.net/view/_blank)。**

**第十一 STL算法和容器中的成员方法同名时，该如何选择？**

通过前面的学习，我们已经掌握了一些 STL 算法的功能和用法。值得一提的是，STL 标准库提供有 70 多种算法函数，其中有些函数名称和 STL 容器模板类中提供的成员方法名相同。  
 例如，**STL 标准库提供了 sort() 和 merge() 函数，而 list 容器模板类中也提供有同名的 sort() 和 merge() 成员方法。再比如，STL 标准库提供有 count()、find()、lower\_bound()、upper\_bound() 以及 equal\_range() 这些函数，而每个关联式容器（除哈希容器外）也提供有相同名称的成员方法。** 那么，当某个 STL 容器提供有和算法同名的成员方法时，应该使用哪一个呢？大多数**情况下，我们应该使用 STL 容器提供的成员方法，而不是同名的 STL 算法，原因包括：**

**（1）虽然同名，但它们的底层实现并不完全相同。相比同名的算法，容器的成员方法和自身结合地更加紧密。**

**（2）相比同名的算法，STL 容器提供的成员方法往往执行效率更高；**举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::find

#include <set> // std::set

#include <string> // std::string

using namespace *std*;

//为 set 容器自定义排序规则，即按照字符串长度进行排序

class mycomp {

public:

bool operator() (const *string*& i, const *string*& j) const {

return i.*length*() < j.*length*();

}

};

int *main*() {

//定义 set 容器，其排序规则为 mycomp

*std*::*set*<*string*, mycomp> myset{ "123","1234","123456" };

//调用 set 容器成员方法

*set*<*string*>::*iterator* iter = myset.*find*(*string*("abcd"));

if (iter == myset.*end*()) {

*cout* << "查找失败" << *endl*;

}

else {

*cout* << \*iter << *endl*;

}

//调用 find() 函数

auto iter2 = *find*(myset.*begin*(), myset.*end*(), *string*("abcd"));

if (iter2 == myset.*end*()) {

*cout* << "查找失败" << *endl*;

}

else {

*cout* << \*iter << *endl*;

}

return 0;

}

**程序执行结果为：**

**1234  
查找失败**

可以看到，程序中分别调用了 find() 函数和 set 容器自带的 find() 成员方法，都用于查找 "abcd" 这个字符串，但查找结果却不相同。其中，find() 成员方法成功找到了和 "abcd" 长度相同的 "1234"，但 find() 函数却查找失败。  
 之所以会这样，是因为 find() 成员方法和 find() 函数底层的实现机制不同。前者会依照 mycomp() 规则查找和 "abcd" 匹配的元素，**而 find() 函数底层仅会依据 "==" 运算符查找 myset 容器中和 "abcd" 相等的元素，所以会查找失败。** 不仅如此，无论是序列式容器还是关联式容器，成员方法的执行效率要高于同名的 STL 算法。仍以 find() 函数和 set 容器中的 find() 成员方法为例。要知道，find() 函数是通过“逐个比对”来实现查找的，它以线性时间运行；而由于 set 容器底层存储结构采用的是红黑树，所以 find() 成员方法以对数时间运行，而非线性时间。  
 换句话说，对于含有一百万个元素的 set 容器，如果使用 find() 成员方法查找目标元素，其最差情况下的比对次数也不会超过 40 次（平均只需要比对 20 次就可以查找成功）；而使用同名的 find() 函数查找目标元素，最差情况下要比对一百万次（平均比对 50 万次才能查找成功）。

所谓“最差情况”，指的是当前 set 容器中未存储有目标元素。

并且需要注意的一点是，虽然有些容器提供的成员方法和某个 STL 算法同名，但该容器只能使用自带的成员方法，而不适用同名的 STL 算法。比如，sort() 函数根本不能应用到 list 容器上，因为该类型容器仅支持双向迭代器，而 sort() 函数的参数类型要求为随机访问迭代器；merge() 函数和 list 容器的 merge() 成员方法之间也存在行为上的不同，即 merge() 函数是不允许修改源数据的，而 list::merge() 成员方法就是对源数据做修改。  
  **总之，当读者需要在 STL 算法与容器提供的同名成员方法之间做选择的时候，应优先考虑成员方法。几乎可以肯定地讲，成员方法的性能更优越，也更贴合当前要操作的容器。**

**第十二 C++ find\_if()和find\_if\_not()函数用法详解**

继《[C++ find()函数](http://c.biancheng.net/view/7489.html" \t "http://c.biancheng.net/view/_blank)》一节后，本节再讲解 2 个和 find() 功能类似的函数，分别为 find\_if()函数和 find\_if\_not() 函数。  
 值得一提的是，find\_if() 和 find\_if\_not() 函数都定义在<algorithm>头文件中。因此在使用它们之前，程序中要先引入此头文件：

#include <algorithm>

**一 C++ find\_if()函数**

和 find() 函数相同，find\_if() 函数也用于在指定区域内执行查找操作。不同的是，前者需要明确指定要查找的元素的值，而后者则允许自定义查找规则。  
 所谓自定义查找规则，实际上指的是有一个形参且返回值类型为 bool 的函数。值得一提的是，该函数可以是一个普通函数（又称为一元谓词函数），比如：

**bool mycomp(int i) {**

**return ((i%2)==1);**

**}**

上面的 mycomp() 就是一个一元谓词函数，其可用来判断一个整数是奇数还是偶数。

如果读者想更深层次地了解 C++ 谓词函数，可阅读《[C++谓词函数](http://c.biancheng.net/view/1513.html" \t "http://c.biancheng.net/view/_blank)》一节。

**也可以是一个函数对象，比如：**

**//以函数对象的形式定义一个 find\_if() 函数的查找规则**

**class mycomp2 {**

**public:**

**bool operator()(const int& i) {**

**return ((i % 2) == 1);**

**}**

**};**

**此函数对象的功能和 mycomp() 函数一样。**  
 确切地说，find\_if() 函数会根据指定的查找规则，在指定区域内查找第一个符合该函数要求（使函数返回 true）的元素。  
  
**find\_if() 函数的语法格式如下：**

**InputIterator find\_if (InputIterator first, InputIterator last, UnaryPredicate pred);**

其中，first 和 last 都为输入迭代器，其组合 [first, last) 用于指定要查找的区域；pred 用于自定义查找规则。

**值得一提的是，由于 first 和 last 都为输入迭代器，意味着该函数适用于所有的序列式容器。甚至当采用适当的谓词函数时，该函数还适用于所有的关联式容器（包括哈希容器）。**

同时，该函数会返回一个输入迭代器，当查找成功时，该迭代器指向的是第一个符合查找规则的元素；反之，如果 find\_if() 函数查找失败，则该迭代器的指向和 last 迭代器相同。  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::find\_if

#include <vector> // std::vector

using namespace *std*;

//自定义一元谓词函数

bool mycomp(int i) {

return ((i % 2) == 1);

}

//以函数对象的形式定义一个 find\_if() 函数的查找规则

class mycomp2 {

public:

bool operator()(const int& i) {

return ((i % 2) == 1);

}

};

int *main*() {

*vector*<int> myvector{ 4,2,3,1,5 };

//调用 find\_if() 函数，并以 IsOdd() 一元谓词函数作为查找规则

*vector*<int>::*iterator* it = *find\_if*(myvector.*begin*(), myvector.*end*(), mycomp2());

*cout* << "\*it = " << \*it;

return 0;

}

**程序执行结果为：**

**\*it = 3**

结合程序执行结果不难看出，对于 myvector 容器中的元素 4 和 2 来说，它们都无法使 (i%2)==1 这个表达式成立，因此 mycomp2() 返回 false；而对于元素 3 来说，它可以使 mycomp2() 函数返回 true，因此，find\_if() 函数找到的第一个元素就是元素 3。  
  
  **值得一提的是，[C++ STL find\_if()官网](http://www.cplusplus.com/reference/algorithm/find_if/" \t "http://c.biancheng.net/view/_blank)给出了 find\_if() 函数底层实现的参考代码（如下所示），感兴趣的读者可自行分析，这里不做过多描述：**

**template<class InputIterator, class UnaryPredicate>**

**InputIterator find\_if (InputIterator first, InputIterator last, UnaryPredicate pred)**

**{**

**while (first!=last) {**

**if (pred(\*first)) return first;**

**++first;**

**}**

**return last;**

**}**

**二 C++ find\_if\_not()函数**

find\_if\_not() 函数和 find\_if() 函数的功能恰好相反，通过上面的学习我们知道，find\_if() 函数用于查找符合谓词函数规则的第一个元素，而 find\_if\_not() 函数则用于查找第一个不符合谓词函数规则的元素。  
**find\_if\_not() 函数的语法规则如下所示：**

**InputIterator find\_if\_not (InputIterator first, InputIterator last, UnaryPredicate pred);**

**其中，first 和 last 都为输入迭代器，[first, last) 用于指定查找范围；pred 用于自定义查找规则。**

**和 find\_if() 函数一样，find\_if\_not() 函数也适用于所有的容器，包括所有序列式容器和关联式容器。**

同样，该函数也会返回一个输入迭代器，当 find\_if\_not() 函数查找成功时，该迭代器指向的是查找到的那个元素；反之，如果查找失败，该迭代器的指向和 last 迭代器相同。  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::find\_if\_not

#include <vector> // std::vector

using namespace *std*;

//自定义一元谓词函数

bool mycomp(int i) {

return ((i % 2) == 1);

}

int *main*() {

*vector*<int> myvector{ 4,2,3,1,5 };

//调用 find\_if() 函数，并以 mycomp() 一元谓词函数作为查找规则

*vector*<int>::*iterator* it = *find\_if\_not*(myvector.*begin*(), myvector.*end*(), mycomp);

*cout* << "\*it = " << \*it;

return 0;

}

程序执行结果为：

\*it = 4

可以看到，由于第一个元素 4 就不符合 (i%2)==1，因此 find\_if\_not() 成功找到符合条件的元素，并返回一个指向该元素的迭代器。  
 **find\_if\_not() 函数的底层实现和 find\_if() 函数非常类似，[C++ STL find\_if\_not()官网](http://www.cplusplus.com/reference/algorithm/find_if_not/" \t "http://c.biancheng.net/view/_blank)给出了该函数底层实现的参考代码，感兴趣的读者可自行分析，这里不做过多描述：**

**template<class InputIterator, class UnaryPredicate>**

**InputIterator find\_if\_not (InputIterator first, InputIterator last, UnaryPredicate pred)**

**{**

**while (first!=last) {**

**if (!pred(\*first)) return first;**

**++first;**

**}**

**return last;**

**}**

**第十三 C++ find\_end()函数详解**

Find\_end() 函数定义在<algorithm>头文件中，常用于在序列 A 中查找序列 B 最后一次出现的位置。例如，有如下 2 个序列：

**序列 A：1,2,3,4,5,1,2,3,4,5  
序列 B：1,2,3**

通过观察不难发现，序列 B 在序列 A 中出现了 2 次，而借助 find\_end() 函数，可以轻松的得到序列 A 中最后一个（也就是第 2 个） {1,2,3}。  
  
find\_end() 函数的语法格式有 2 种：

**//查找序列 [first1, last1) 中最后一个子序列 [first2, last2)**

**ForwardIterator find\_end (ForwardIterator first1, ForwardIterator last1,**

**ForwardIterator first2, ForwardIterator last2);**

**//查找序列 [first2, last2) 中，和 [first2, last2) 序列满足 pred 规则的最后一个子序列**

**ForwardIterator find\_end (ForwardIterator first1, ForwardIterator last1,**

**ForwardIterator first2, ForwardIterator last2,**

**BinaryPredicate pred);**

其中，各个参数的含义如下：

**（1）first1、last1：都为正向迭代器，其组合 [first1, last1) 用于指定查找范围（也就是上面例子中的序列 A）；**

**（2）first2、last2：都为正向迭代器，其组合 [first2, last2) 用于指定要查找的序列（也就是上面例子中的序列 B）；**

**（3）pred：用于自定义查找规则。该规则实际上是一个包含 2 个参数且返回值类型为 bool 的函数（第一个参数接收 [first1, last1) 范围内的元素，第二个参数接收 [first2, last2) 范围内的元素）。函数定义的形式可以是普通函数，也可以是函数对象。**

**实际上，第一种语法格式也可以看做是包含一个默认的 pred 参数，该参数指定的是一种相等规则，即在 [first1, last1) 范围内查找和 [first2, last2) 中各个元素对应相等的子序列；而借助第二种语法格式，我们可以自定义一个当前场景需要的匹配规则。**

同时，find\_end() 函数会返回一个正向迭代器，当函数查找成功时，该迭代器指向查找到的子序列中的第一个元素；反之，如果查找失败，则该迭代器的指向和 last1 迭代器相同。  
  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::find\_end

#include <vector> // std::vector

using namespace *std*;

//以普通函数的形式定义一个匹配规则

bool mycomp1(int i, int j) {

return (i % j == 0);

}

//以函数对象的形式定义一个匹配规则

class mycomp2 {

public:

bool operator()(const int& i, const int& j) {

return (i % j == 0);

}

};

int *main*() {

*vector*<int> myvector{ 1,2,3,4,8,12,18,1,2,3 };

int myarr[] = { 1,2,3 };

//调用第一种语法格式

*vector*<int>::*iterator* it = *find\_end*(myvector.*begin*(), myvector.*end*(), myarr, myarr + 3);

if (it != myvector.*end*()) {

*cout* << "最后一个{1,2,3}的起始位置为：" << it - myvector.*begin*() << ",\*it = " << \*it << *endl*;

}

int myarr2[] = { 2,4,6 };

//调用第二种语法格式

it = *find\_end*(myvector.*begin*(), myvector.*end*(), myarr2, myarr2 + 3, mycomp2());

if (it != myvector.*end*()) {

*cout* << "最后一个{2,3,4}的起始位置为：" << it - myvector.*begin*() << ",\*it = " << \*it;

}

return 0;

}

**程序执行结果为：**

**匹配{1,2,3}的起始位置为：7,\*it = 1  
匹配{2,3,4}的起始位置为：4,\*it = 8**

上面程序中共调用了 2 次 find\_end() 函数：

（1）第 22 行代码：调用了第一种语法格式的 find\_end() 函数，其功能是在 myvector 容器中查找和 {1,2,3} 相等的最后一个子序列，显然最后一个 {1,2,3} 中元素 1 的位置下标为 7（myvector 容器下标从 0 开始）；

（2）第 29 行代码：调用了第二种格式的 find\_end() 函数，其匹配规则为 mycomp2，即在 myvector 容器中找到最后一个子序列，该序列中的元素能分别被 {2、4、6} 中的元素整除。显然，myvector 容器中 {4,8,12} 和 {8,12,18} 都符合，该函数会找到后者并返回一个指向元素 8 的迭代器。

**注意，find\_end() 函数的第一种语法格式，其底层是借助 == 运算符实现的。这意味着，如果 [first1, last1] 和 [first2, last2] 区域内的元素为自定义的类对象或结构体变量时，使用该函数之前需要对 == 运算符进行重载。**

**C++ STL标准库官方给出了 find\_end() 函数底层实现的参考代码，感兴趣的读者可自行分析，这里不再做过多描述：**

**template<class ForwardIterator1, class ForwardIterator2>**

**ForwardIterator1 find\_end(ForwardIterator1 first1, ForwardIterator1 last1,**

**ForwardIterator2 first2, ForwardIterator2 last2)**

**{**

**if (first2 == last2) return last1; // specified in C++11**

**ForwardIterator1 ret = last1;**

**while (first1 != last1)**

**{**

**ForwardIterator1 it1 = first1;**

**ForwardIterator2 it2 = first2;**

**while (\*it1 == \*it2) { // or: while (pred(\*it1,\*it2)) for version (2)**

**++it1; ++it2;**

**if (it2 == last2) { ret = first1; break; }**

**if (it1 == last1) return ret;**

**}**

**++first1;**

**}**

**return ret;**

**}**

另外，C++ STL 标准库还提供了和 find\_end() 函数功能恰恰相反的 search() 函数，有关该函数的用法，可阅读《[C++ search() 函数](http://c.biancheng.net/view/7503.html" \t "http://c.biancheng.net/view/_blank)》一节。

**第十四 C++ find\_first\_of()函数完全攻略**

在某些情境中，我们可能需要在 A 序列中查找和 B 序列中任意元素相匹配的第一个元素，这时就可以使用 find\_first\_of() 函数。  
 仅仅用一句话概述 find\_first\_of() 函数的功能，读者可能并不理解。别急，下面我们将从语法格式的角度继续阐述该函数的功能。  
  
find\_first\_of() 函数定义于<algorithm>头文件中，因此使用该函数之前，程序中要先引入此头文件：

#include <algorithm>

**find\_first\_of() 函数有 2 种语法格式，分别是：**

**//以判断两者相等作为匹配规则**

**InputIterator find\_first\_of (InputIterator first1, InputIterator last1,**

**ForwardIterator first2, ForwardIterator last2);**

**//以 pred 作为匹配规则**

**InputIterator find\_first\_of (InputIterator first1, InputIterator last1,**

**ForwardIterator first2, ForwardIterator last2,**

**BinaryPredicate pred);**

其中，各个参数的含义如下：

（1）first1、last1：都为输入迭代器，它们的组合 [first1, last1) 用于指定该函数要查找的范围；

（2）first2、last2：都为正向迭代器，它们的组合 [first2, last2) 用于指定要进行匹配的元素所在的范围；

（3）pred：可接收一个包含 2 个形参且返回值类型为 bool 的函数，该函数可以是普通函数（又称为二元谓词函数），也可以是函数对象。

**有关谓词函数，读者可阅读《[C++谓词函数](http://c.biancheng.net/view/1513.html" \t "http://c.biancheng.net/view/_blank)》一节详细了解。**

find\_first\_of() 函数用于在 [first1, last1) 范围内查找和 [first2, last2) 中任何元素相匹配的第一个元素。如果匹配成功，该函数会返回一个指向该元素的输入迭代器；反之，则返回一个和 last1 迭代器指向相同的输入迭代器。  
值得一提的是，不同语法格式的匹配规则也是不同的：

（1）第 1 种语法格式：逐个取 [first1, last1) 范围内的元素（假设为 A），和 [first2, last2) 中的每个元素（假设为 B）做 A==B 运算，如果成立则匹配成功；

（2）第 2 种语法格式：逐个取 [first1, last1) 范围内的元素（假设为 A），和 [first2, last2) 中的每个元素（假设为 B）一起带入 pred(A, B) 谓词函数，如果函数返回 true 则匹配成功。

**注意，当采用第一种语法格式时，如果 [first1, last1) 或者 [first2, last2) 范围内的元素类型为自定义的类对象或者结构体变量，此时应对 == 运算符进行重载，使其适用于当前场景。**

举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::find\_first\_of

#include <vector> // std::vector

using namespace *std*;

//自定义二元谓词函数，作为 find\_first\_of() 函数的匹配规则

bool mycomp(int c1, int c2) {

return (c2 % c1 == 0);

}

//以函数对象的形式定义一个 find\_first\_of() 函数的匹配规则

class mycomp2 {

public:

bool operator()(const int& c1, const int& c2) {

return (c2 % c1 == 0);

}

};

int *main*() {

char url[] = "http://c.biancheng.net/stl/";

char ch[] = "stl";

//调用第一种语法格式，找到 url 中和 "stl" 任一字符相同的第一个字符

char\* it = *find\_first\_of*(url, url + 27, ch, ch + 4);

if (it != url + 27) {

*cout* << "\*it = " << \*it << '\n';

}

*vector*<int> myvector{ 5,7,3,9 };

int inter[] = { 4,6,8 };

//调用第二种语法格式，找到 myvector 容器中和 3、5、7 任一元素有 c2%c1=0 关系的第一个元素

*vector*<int>::*iterator* iter = *find\_first\_of*(myvector.*begin*(), myvector.*end*(), inter, inter + 3, mycomp2());

if (iter != myvector.*end*()) {

*cout* << "\*iter = " << \*iter;

}

return 0;

}

**程序执行结果为：**

**\*it = t  
\*iter = 3**

此程序给读者演示了 find\_first\_of() 函数 2 种语法格式的用法。其中第 20 行代码中 find\_first\_of() 函数发挥的功能是，在 url 字符数组中逐个查找和 's'、't'、'l' 这 3 个字符相等的字符，显然 url 数组第 2 个字符 't' 就符合此规则。  
 在第 29 行代码中，find\_first\_of() 会逐个提取 myvector 容器中的每个元素（假设为 A），并尝试和 inter 数组中的每个元素（假设为 B）一起带入 mycomp2(A, B) 函数对象中。显然，当将 myvector 容器中的元素 3 和 inter 数组中的元素 6 带入该函数时，c2 % c1=0 表达式第一次成立。  
 C++ STL 标准库给出了 find\_first\_of() 函数底层实现的参考代码，感兴趣的读者可自行分析：

template<class InputIt, class ForwardIt, class BinaryPredicate>

InputIt find\_first\_of(InputIt first, InputIt last,

ForwardIt s\_first, ForwardIt s\_last,

BinaryPredicate p)

{

for (; first != last; ++first) {

for (ForwardIt it = s\_first; it != s\_last; ++it) {

//第二种语法格式换成 if (p(\*first, \*it))

if (p(\*first, \*it)) {

return first;

}

}

}

return last;

}

**第十五 C++ adjacent\_find()函数用法详解**

adjacent\_find() 函数用于在指定范围内查找 2 个连续相等的元素。该函数的语法格式为：

**//查找 2 个连续相等的元素**

**ForwardIterator adjacent\_find (ForwardIterator first, ForwardIterator last);**

**//查找 2 个连续满足 pred 规则的元素**

**ForwardIterator adjacent\_find (ForwardIterator first, ForwardIterator last,**

**BinaryPredicate pred);**

其中，first 和 last 都为正向迭代器，其组合 [first, last) 用于指定该函数的查找范围；pred 用于接收一个包含 2 个参数且返回值类型为 bool 的函数，以实现自定义查找规则。

**值得一提的是，pred 参数接收的函数既可以定义为普通函数，也可以用函数对象的形式定义。有关谓词函数，读者可阅读《[C++谓词函数](http://c.biancheng.net/view/1513.html" \t "http://c.biancheng.net/view/_blank)》一节详细了解。**

**另外，该函数会返回一个正向迭代器，当函数查找成功时，该迭代器指向的是连续相等元素的第 1 个元素；而如果查找失败，该迭代器的指向和 last 迭代器相同。**  
值得一提的是，adjacent\_find() 函数定义于<algorithm>头文件中，因此使用该函数之前，程序中要先引入此头文件：

#include <algorithm>

举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::adjacent\_find

#include <vector> // std::vector

using namespace *std*;

//以创建普通函数的形式定义一个查找规则

bool mycomp1(int i, int j) {

return (i == j);

}

//以函数对象的形式定义一个查找规则

class mycomp2 {

public:

bool operator()(const int& \_Left, const int& \_Right) {

return (\_Left == \_Right);

}

};

int *main*() {

*std*::*vector*<int> myvector{ 5,20,5,30,30,20,10,10,20 };

//调用第一种语法格式

*std*::*vector*<int>::*iterator* it = *adjacent\_find*(myvector.*begin*(), myvector.*end*());

if (it != myvector.*end*()) {

*cout* << "one : " << \*it << '\n';

}

//调用第二种格式，也可以使用 mycomp1

it = *adjacent\_find*(++it, myvector.*end*(), mycomp2());

if (it != myvector.*end*()) {

*cout* << "two : " << \*it;

}

return 0;

}

**程序执行结果为：**

**one : 30  
two : 10**

可以看到，程序中调用了 2 次 adjacent\_find() 函数：

（1）第 19 行：使用该函数的第一种语法格式，查找整个 myvector 容器中首个连续 2 个相等的元素，显然最先找到的是 30；

（2）第 25 行：使用该函数的第二种语法格式，查找 {30,20,10,10,20} 部分中是否有连续 2 个符合 mycomp2 规则的元素。不过，程序中自定义的 mycomp1 或 mycomp2 查找规则也是查找 2 个连续相等的元素，因此最先找到的是元素 10。

**注意，对于第一种语法格式的 adjacent\_find() 函数，其底层使用的是 == 运算符来判断连续 2 个元素是否相等。这意味着，如果指定区域内的元素类型为自定义的类对象或者结构体变量时，需要先对 == 运算符进行重载，然后才能使用此函数。**

C++ STL标准库官方给出了 adjacent\_find() 函数底层实现的参考代码，感兴趣的读者可自行分析，这里不再做过多描述：

template <class ForwardIterator>

ForwardIterator adjacent\_find (ForwardIterator first, ForwardIterator last)

{

if (first != last)

{

ForwardIterator next=first; ++next;

while (next != last) {

if (\*first == \*next) // 或者 if (pred(\*first,\*next)), 对应第二种语法格式

return first;

++first; ++next;

}

}

return last;

}

**第十六 C++ search()函数用法完全攻略**

通过《[C++ find\_end()函数](http://c.biancheng.net/view/7500.html" \t "http://c.biancheng.net/view/_blank)》一节的讲解我们知道，find\_end() 函数用于在序列 A 中查找序列 B 最后一次出现的位置。那么，如果想知道序列 B 在序列 A 中第一次出现的位置，该如何实现呢？可以借助 search() 函数。  
 search() 函数定义在<algorithm>头文件中，其功能恰好和 find\_end() 函数相反，用于在序列 A 中查找序列 B 第一次出现的位置。  
例如，仍以如下两个序列为例：

**序列 A：1,2,3,4,5,1,2,3,4,5  
序列 B：1,2,3**

可以看到，序列 B 在序列 A 中出现了 2 次。借助 find\_end() 函数，我们可以找到序列 A 中最后一个（也就是第 2 个）{1,2,3}；而借助 search() 函数，我们可以找到序列 A 中第 1 个 {1,2,3}。  
**和 find\_end() 相同，search() 函数也提供有以下 2 种语法格式：**

**//查找 [first1, last1) 范围内第一个 [first2, last2) 子序列**

**ForwardIterator search (ForwardIterator first1, ForwardIterator last1,**

**ForwardIterator first2, ForwardIterator last2);**

**//查找 [first1, last1) 范围内，和 [first2, last2) 序列满足 pred 规则的第一个子序列**

**ForwardIterator search (ForwardIterator first1, ForwardIterator last1,**

**ForwardIterator first2, ForwardIterator last2,**

**BinaryPredicate pred);**

其中，各个参数的含义分别为：

（1）first1、last1：都为正向迭代器，其组合 [first1, last1) 用于指定查找范围（也就是上面例子中的序列 A）；

（2）first2、last2：都为正向迭代器，其组合 [first2, last2) 用于指定要查找的序列（也就是上面例子中的序列 B）；

（3）pred：用于自定义查找规则。该规则实际上是一个包含 2 个参数且返回值类型为 bool 的函数（第一个参数接收 [first1, last1) 范围内的元素，第二个参数接收 [first2, last2) 范围内的元素）。函数定义的形式可以是普通函数，也可以是函数对象。

实际上，第一种语法格式也可以看做是包含一个默认的 pred 参数，该参数指定的是一种相等规则，即在 [first1, last1) 范围内查找和 [first2, last2) 中各个元素对应相等的子序列；而借助第二种语法格式，我们可以自定义一个当前场景需要的匹配规则。

同时，search() 函数会返回一个正向迭代器，当函数查找成功时，该迭代器指向查找到的子序列中的第一个元素；反之，如果查找失败，则该迭代器的指向和 last1 迭代器相同。  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::search

#include <vector> // std::vector

using namespace *std*;

//以普通函数的形式定义一个匹配规则

bool mycomp1(int i, int j) {

return (i % j == 0);

}

//以函数对象的形式定义一个匹配规则

class mycomp2 {

public:

bool operator()(const int& i, const int& j) {

return (i % j == 0);

}

};

int *main*() {

*vector*<int> myvector{ 1,2,3,4,8,12,18,1,2,3 };

int myarr[] = { 1,2,3 };

//调用第一种语法格式

*vector*<int>::*iterator* it = *search*(myvector.*begin*(), myvector.*end*(), myarr, myarr + 3);

if (it != myvector.*end*()) {

*cout* << "第一个{1,2,3}的起始位置为：" << it - myvector.*begin*() << ",\*it = " << \*it << *endl*;

}

int myarr2[] = { 2,4,6 };

//调用第二种语法格式

it = *search*(myvector.*begin*(), myvector.*end*(), myarr2, myarr2 + 3, mycomp2());

if (it != myvector.*end*()) {

*cout* << "第一个{2,3,4}的起始位置为：" << it - myvector.*begin*() << ",\*it = " << \*it;

}

return 0;

}

**程序执行结果为：**

**第一个{1,2,3}的起始位置为：0,\*it = 1  
第一个{2,3,4}的起始位置为：3,\*it = 4**

通过程序的执行结果可以看到，第 22 行代码借助 search() 函数找到了 myvector 容器中第一个 {1,2,3}，并返回了一个指向元素 1 的迭代器（其下标位置为 0）。  
 而在第 29 行中，search() 函数使用的是第 2 种格式，其自定义了 mycomp2 匹配规则，即在 myvector 容器中找到第一个连续的 3 个元素，它们能分别被 2、4、6 整除。显然，myvector 容器中符合要求的子序列有 2 个，分别为 {4,8,12} 和 {8,12,18}，但 search() 函数只会查找到第一个，并返回指向元素 4 的迭代器（其下标为 3）。

**注意，search() 函数的第一种语法格式，其底层是借助 == 运算符实现的。这意味着，如果 [first1, last1] 和 [first2, last2] 区域内的元素为自定义的类对象或结构体变量时，使用该函数之前需要对 == 运算符进行重载。**

C++ STL标准库官方给出了 search() 函数底层实现的参考代码，感兴趣的读者可自行分析，这里不再做过多描述：

template<class ForwardIterator1, class ForwardIterator2>

ForwardIterator1 search(ForwardIterator1 first1, ForwardIterator1 last1,

ForwardIterator2 first2, ForwardIterator2 last2)

{

if (first2 == last2) return first1;

while (first1 != last1)

{

ForwardIterator1 it1 = first1;

ForwardIterator2 it2 = first2;

while (\*it1 == \*it2) { // 或者 while (pred(\*it1,\*it2)) 对应第二种语法格式

if (it2 == last2) return first1;

if (it1 == last1) return last1;

++it1; ++it2;

}

++first1;

}

return last1;

}

**第十七 C++ search\_n()函数用法**

《[C++ search()函数](http://c.biancheng.net/view/7503.html" \t "http://c.biancheng.net/view/_blank)》一节中，已经详细介绍了 search() 函数的功能和用法。在此基础上，本节再介绍一个功能类似的函数，即 search\_n() 函数。  
 和 search() 一样，search\_n() 函数也定义在<algorithm>头文件中，用于在指定区域内查找第一个符合要求的子序列。不同之处在于，前者查找的子序列中可包含多个不同的元素，而后者查找的只能是包含多个相同元素的子序列。  
**关于 search() 函数和 search\_n() 函数的区别，给大家举个例子，下面有 3 个序列：**

**序列 A：1,2,3,4,4,4,1,2,3,4,4,4  
序列 B：1,2,3  
序列 C：4,4,4**

如果想查找序列 B 在序列 A 中第一次出现的位置，就只能使用 search() 函数；而如果想查找序列 C 在序列 A 中第一次出现的位置，既可以使用 search() 函数，也可以使用 search\_n() 函数。  
  
**search\_n() 函数的语法格式如下：**

**//在 [first, last] 中查找 count 个 val 第一次连续出现的位置**

**ForwardIterator search\_n (ForwardIterator first, ForwardIterator last,**

**Size count, const T& val);**

**//在 [first, last] 中查找第一个序列，该序列和 count 个 val 满足 pred 匹配规则**

**ForwardIterator search\_n ( ForwardIterator first, ForwardIterator last,**

**Size count, const T& val, BinaryPredicate pred );**

其中，各个参数的含义分别为：

（1）first、last：都为正向迭代器，其组合 [first, last) 用于指定查找范围（也就是上面例子中的序列 A）；

（2）count、val：指定要查找的元素个数和元素值，以上面的序列 B 为例，该序列实际上就是 3 个元素 4，其中 count 为 3，val 为 4；

（3）pred：用于自定义查找规则。该规则实际上是一个包含 2 个参数且返回值类型为 bool 的函数（第一个参数接收[first, last) 范围内的元素，第二个参数接收 val）。函数定义的形式可以是普通函数，也可以是函数对象。

**实际上，第一种语法格式也可以看做是包含一个默认的 pred 参数，该参数指定的是一种相等规则，即在 [first, last) 范围内查找和 count 个 val 相等的子序列；而借助第二种语法格式，我们可以自定义一个当前场景需要的匹配规则。**

同时，search\_n() 函数会返回一个正向迭代器，当函数查找成功时，该迭代器指向查找到的子序列中的第一个元素；反之，如果查找失败，则该迭代器的指向和 last 迭代器相同。  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::search\_n

#include <vector> // std::vector

using namespace *std*;

//以普通函数的形式定义一个匹配规则

bool mycomp1(int i, int j) {

return (i % j == 0);

}

//以函数对象的形式定义一个匹配规则

class mycomp2 {

public:

bool operator()(const int& i, const int& j) {

return (i % j == 0);

}

};

int *main*() {

int a[] = { 1,2,3,4,4,4,1,2,3,4,4,4 };

//调用第一种语法格式,查找 myvector 容器中第一个 {4,4,4}

int\* it = *search\_n*(a, a + 12, 3, 4);

if (it != a + 12) {

*cout* << "one：" << it - a << ",\*it = " << \*it << *endl*;

}

*vector*<int> myvector{ 1,2,4,8,3,4,6,8 };

//调用第二种语法格式，以自定义的 mycomp2 作为匹配规则，查找 myvector 容器中和 {16,16,16} 满足 mycomp2 规则的序列

*vector*<int>::*iterator* iter = *search\_n*(myvector.*begin*(), myvector.*end*(), 3, 2, mycomp2());

if (iter != myvector.*end*()) {

*cout* << "two：" << iter - myvector.*begin*() << ",\*iter = " << \*iter;

}

return 0;

}

**程序执行结果为：**

**one：3,\*it = 4  
two：1,\*iter = 2**

程序中先后调用了 2 种语法格式的 search\_n() 函数，其中第 28 行代码中，search\_n() 函数不再采用默认的相等匹配规则，而是采用了自定义了 mycomp2 匹配规则。这意味着，该函数会去 myvector 容器中查找一个子序列，该序列中的 3 个元素都满足和 2 有 (i%j == 0) 的关系。显然，myvector 容器中符合条件的子序列有 2 个，分别为 {2,4,8} 和 {4,6,8}，但 search\_n() 函数只会查找到 {2,4,8}。

**注意，search\_n() 函数的第一种语法格式，其底层是借助 == 运算符实现的。这意味着，如果 [first, last] 区域内的元素为自定义的类对象或结构体变量时，使用此格式的 search\_n() 函数之前，需要对 == 运算符进行重载。**

C++ STL标准库官方给出了 search\_n() 函数底层实现的参考代码，感兴趣的读者可自行分析，这里不再做过多描述：

template<class ForwardIterator, class Size, class T>

ForwardIterator search\_n (ForwardIterator first, ForwardIterator last,

Size count, const T& val)

{

ForwardIterator it, limit;

Size i;

limit=first; std::advance(limit,std::distance(first,last)-count);

while (first!=limit)

{

it = first; i=0;

while (\*it==val) // 或者 while (pred(\*it,val))，对应第二种格式

{ ++it; if (++i==count) return first; }

++first;

}

return last;

}

**第十八 C++ partition()和stable\_partition()函数详解**

partition 可直译为“分组”，partition() 函数可根据用户自定义的筛选规则，重新排列指定区域内存储的数据，使其分为 2 组，第一组为符合筛选条件的数据，另一组为不符合筛选条件的数据。  
 举个例子，假设有一个数组 a[9]，其存储数据如下：

**1 2 3 4 5 6 7 8 9**

在此基础上，如果设定筛选规则为 i%2=0（其中 i 即代指数组 a 中的各个元素），则借助 partition() 函数，a[9] 数组中存储数据的顺序可能变为：

1 9 3 7 5 6 4 8 2

其中 {1,9,3,7,5} 为第一组，{6,4,8,2} 为第二组。显然前者中的各个元素都符合筛选条件，而后者则都不符合。由此还可看出，partition() 函数只会根据筛选条件将数据进行分组，并不关心分组后各个元素具体的存储位置。

**如果想在分组之后仍不改变各元素之间的相对位置，可以选用 stable\_partition() 函数。有关此函数的功能和用法，本节后续会做详细讲解。**

值得一提得是，partition() 函数定义于<algorithm>头文件中，因此在使用该函数之前，程序中应先引入此头文件：

#include <algorithm>

**如下为 partition() 函数的语法格式：**

**ForwardIterator partition (ForwardIterator first,**

**ForwardIterator last,**

**UnaryPredicate pred);**

其中，first 和 last 都为正向迭代器，其组合 [first, last) 用于指定该函数的作用范围；pred 用于指定筛选规则。

**所谓筛选规则，其本质就是一个可接收 1 个参数且返回值类型为 bool 的函数，可以是普通函数，也可以是一个函数对象。**

同时，partition() 函数还会返回一个正向迭代器，其指向的是两部分数据的分界位置，更确切地说，指向的是第二组数据中的第 1 个元素。  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::partition

#include <vector> // std::vector

using namespace *std*;

//以普通函数的方式定义partition()函数的筛选规则

bool mycomp(int i) { return (i % 2) == 0; }

//以函数对象的形式定义筛选规则

class mycomp2 {

public:

bool operator()(const int& i) {

return (i % 2 == 0);

}

};

int *main*() {

*std*::*vector*<int> myvector{ 1,2,3,4,5,6,7,8,9 };

*std*::*vector*<int>::*iterator* bound;

//以 mycomp2 规则，对 myvector 容器中的数据进行分组

bound = *std*::*partition*(myvector.*begin*(), myvector.*end*(), mycomp2());

for (*std*::*vector*<int>::*iterator* it = myvector.*begin*(); it != myvector.*end*(); ++it) {

*cout* << \*it << " ";

}

*cout* << "\nbound = " << \*bound;

return 0;

}

**程序执行结果为：**

**8 2 6 4 5 3 7 1 9  
bound = 5**

可以看到，程序中借助 partition() 对 myvector 容器中的数据进行了再加工，基于 mycomp2() 筛选规则，能够被 2 整除的元素位于第 1 组，不能被 2 整除的元素位于第 2 组。  
 同时，parition() 函数会返回一个迭代器，通过观察程序的执行结果可以看到，该迭代器指向的是元素 5，同时也是第 2 组数据中的第 1 个元素。

值得一提的是，[C++ STL partition()函数官方](http://www.cplusplus.com/reference/algorithm/partition/" \t "http://c.biancheng.net/view/_blank)给出了该函数底层实现的参考代码，感兴趣的读者可自行前往分析，这里不再做过多描述。

**一 C++ stable\_partition()函数**

前面提到，partition() 函数只负责对指定区域内的数据进行分组，并不保证各组中元素的相对位置不发生改变。而如果想在分组的同时保证不改变各组中元素的相对位置，可以使用 stable\_partition() 函数。  
 也就是说，stable\_partition() 函数可以保证对指定区域内数据完成分组的同时，不改变各组内元素的相对位置。  
仍以数组 a[9] 举例，其存储的数据如下：

1 2 3 4 5 6 7 8 9

假定筛选规则为 i%2=0（其中 i 即代指数组 a 中的各个元素），则借助 stable\_partition() 函数，a[9] 数组中存储数据的顺序为：

2 4 6 8 1 3 5 7 9

其中 {2,4,6,8} 为一组，{1,3,5,7,9} 为另一组。通过和先前的 a[9] 对比不难看出，各个组中元素的相对位置没有发生改变。

**所谓元素的相对位置不发生改变，以 {2,4,6,8} 中的元素 4 为例，在原 a[9] 数组中，该元素位于 2 的右侧，6 和 8 的左侧；在经过 stable\_partition() 函数处理后的 a[9] 数组中，元素 4 仍位于 2 的右侧，6 和 8 的左侧。因此，该元素的相对位置确实没有发生改变。**

**stable\_partition() 函数定义在<algorithm>头文件中，其语法格式如下：**

**BidirectionalIterator stable\_partition (BidirectionalIterator first,**

**BidirectionalIterator last,**

**UnaryPredicate pred);**

**其中，first 和 last 都为双向迭代器，其组合 [first, last) 用于指定该函数的作用范围；pred 用于指定筛选规则。**  
 同时，stable\_partition() 函数还会返回一个双向迭代器，其指向的是两部分数据的分界位置，更确切地说，指向的是第二组数据中的第 1 个元素。  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::stable\_partition

#include <vector> // std::vector

using namespace *std*;

//以普通函数的方式定义partition()函数的筛选规则

bool mycomp(int i) { return (i % 2) == 1; }

//以函数对象的形式定义筛选规则

class mycomp2 {

public:

bool operator()(const int& i) {

return (i % 2 == 1);

}

};

int *main*() {

*std*::*vector*<int> myvector{ 1,2,3,4,5,6,7,8,9 };

*std*::*vector*<int>::*iterator* bound;

//以 mycomp2 规则，对 myvector 容器中的数据进行分组

bound = *std*::*stable\_partition*(myvector.*begin*(), myvector.*end*(), mycomp);

for (*std*::*vector*<int>::*iterator* it = myvector.*begin*(); it != myvector.*end*(); ++it) {

*cout* << \*it << " ";

}

*cout* << "\nbound = " << \*bound;

return 0;

}

**程序执行结果为：**

**1 3 5 7 9 2 4 6 8  
bound = 2**

**第十九 C++ partition\_copy()函数详解**

《C++ partition()和stable\_partition()函数》一节中，已经详细介绍了 partition() 和 stable\_partition() 函数的功能和用法。不知道读者是否发现，这 2 个函数在实现功能时，都直接修改了原序列中元素的存储位置。

而在某些场景中，我们需要类似 partition() 或者 stable\_partition() 函数“分组”的功能，但并不想对原序列做任何修改。这种情况下，就可以考虑使用 partition\_copy() 函数。

和 stable\_partition() 一样，partition\_copy() 函数也能按照某个筛选规则对指定区域内的数据进行“分组”，并且分组后不会改变各个元素的相对位置。更重要的是，partition\_copy() 函数不会对原序列做修改，而是以复制的方式将序列中各个元组“分组”到其它的指定位置存储。

举个例子，有如下一个数组 a[10]：

1 2 3 4 5 6 7 8 9

假设筛选条件为 i % 2 == 0（也就是筛选出偶数），如果借助 stable\_partition() 函数，则数组 a[10] 中元素的存储顺序会变成：

2 4 6 8 1 3 5 7 9

**而如果选用同样的筛选规则，使用 partition\_copy() 函数还需要为其配备 2 个存储空间（例如 b[10] 和 c[10]），其中 b[10] 用于存储符合筛选条件的偶数，而 c[10] 用于存储不符合筛选条件的奇数，也就是说，partition\_copy() 函数执行的最终结果为：**

**a[10]: 1 2 3 4 5 6 7 8 9**

**b[10] : 2 4 6 8**

**c[10] : 1 3 5 7 9**

注意，这里仅展示了 b[10] 和 c[10] 数组中存储的有效数据。

**值得一提的是，partition\_copy() 函数定义在<algorithm>头文件中，其语法格式如下：**

**pair<OutputIterator1, OutputIterator2> partition\_copy(**

**InputIterator first, InputIterator last,**

**OutputIterator1 result\_true, OutputIterator2 result\_false,**

**UnaryPredicate pred);**

其中，各个参数的含义为：

（1）first、last：都为输入迭代器，其组合[first, last) 用于指定该函数处理的数据区域；

（2）result\_true：为输出迭代器，其用于指定某个存储区域，以存储满足筛选条件的数据；

（3）result\_false：为输出迭代器，其用于指定某个存储区域，以存储满足筛选条件的数据；

（4）pred：用于指定筛选规则，其本质就是接收一个具有 1 个参数且返回值类型为 bool 的函数。注意，该函数既可以是普通函数，还可以是一个函数对象。

除此之外，该函数还会返回一个 pair 类型值，其包含 2 个迭代器，第一个迭代器指向的是 result\_true 区域内最后一个元素之后的位置；第二个迭代器指向的是 result\_false 区域内最后一个元素之后的位置

举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::partition\_copy

#include <vector> // std::vector

using namespace *std*;

//以普通函数的方式定义筛选规则

bool mycomp(int i) { return (i % 2) == 0; }

//以函数对象的形式定义筛选规则

class mycomp2 {

public:

bool operator()(const int& i) {

return (i % 2 == 0);

}

};

int *main*() {

*vector*<int> myvector{ 1,2,3,4,5,6,7,8,9 };

int b[10] = { 0 }, c[10] = { 0 };

//以 mycomp 规则，对 myvector 容器中的数据进行分组，这里的 mycomp 还可以改为 mycomp2()，即以 mycomp2 为筛选规则

*pair*<int\*, int\*> result = *partition\_copy*(myvector.*begin*(), myvector.*end*(), b, c, mycomp);

*cout* << "b[10]：";

for (int\* p = b; p < result.*first*; p++) {

*cout* << \*p << " ";

}

*cout* << "\nc[10]：";

for (int\* p = c; p < result.*second*; p++) {

*cout* << \*p << " ";

}

return 0;

}

**程序执行结果为：**

**b[10]：2 4 6 8**

**c[10]：1 3 5 7 9**

程序中仅演示了如何用数组来存储 partition\_copy() 函数分组后的数据，当然也可以用容器来存储。

C++ 标准库中还给出了 partition\_copy() 函数底层实现的参考代码，感兴趣的读者可自行研究，这里不再进行过多赘述。

template <class InputIterator, class OutputIterator1,

class OutputIterator2, class UnaryPredicate pred>

pair<OutputIterator1, OutputIterator2>

partition\_copy(InputIterator first, InputIterator last,

OutputIterator1 result\_true, OutputIterator2 result\_false,

UnaryPredicate pred)

{

while (first != last) {

if (pred(\*first)) {

\*result\_true = \*first;

++result\_true;

}

else {

\*result\_false = \*first;

++result\_false;

}

++first;

}

return std::make\_pair(result\_true, result\_false);

}

**第二十 C++ partition\_point()函数**

在前面章节中，我们系统学习了 partition()、stable\_partition() 和 partition\_copy() 这 3 个函数，它们的功能本质上都是根据某个筛选规则对指定范围内的数据进行分组（即符合条**件的为一组，不符合条件的为另一组），并且反馈给我们两组数据之间的分界位置。**

**事实上，有些数据本身就已经是按照某个筛选规则分好组的，例如：**

**1,2,3,4,5,6,7 <-- 根据规则 i<4，{1,2,3} 为一组，{4,5,6,7} 为另一组**

**2,4,6,8,1,3,5,7,9 <-- 根据规则 i%2=0，{2,4,6,8} 为一组，{1,3,5,7,9} 为另一组**

类似上面这样已经“分好组”的数据，在使用时会有一个问题，即不知道两组数据之间的分界在什么位置。有读者可能想到，再调用一次 partition()、stale\_partition() 或者 partition\_copy() 不就可以了吗？这种方法确实可行，但对已经分好组的数据再进行一次分组，是没有任何必要的。  
 实际上，对于如何在已分好组的数据中找到分界位置，C++ 11标准库提供了专门解决此问题的函数，即 partition\_point() 函数。  
**partition\_point() 函数定义在<algorithm>头文件中，其语法格式为：**

**ForwardIterator partition\_point (ForwardIterator first, ForwardIterator last,**

**UnaryPredicate pred);**

**其中，first 和 last 为正向迭代器，[first, last) 用于指定该函数的作用范围；pred 用于指定数据的筛选规则。**

所谓筛选规则，其实就是包含 1 个参数且返回值类型为 bool 的函数，此函数可以是一个普通函数，也可以是一个函数对象。

同时，该函数会返回一个正向迭代器，该迭代器指向的是 [first, last] 范围内第一个不符合 pred 筛选规则的元素。  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::partition\_point

#include <vector> // std::vector

using namespace *std*;

//以普通函数的方式定义筛选规则

bool mycomp(int i) { return (i % 2) == 0; }

//以函数对象的形式定义筛选规则

class mycomp2 {

public:

bool operator()(const int& i) {

return (i % 2 == 0);

}

};

int *main*() {

*vector*<int> myvector{ 2,4,6,8,1,3,5,7,9 };

//根据 mycomp 规则，为 myvector 容器中的数据找出分界

*vector*<int>::*iterator* iter = *partition\_point*(myvector.*begin*(), myvector.*end*(), mycomp);

//输出第一组的数据

for (auto it = myvector.*begin*(); it != iter; ++it) {

*cout* << \*it << " ";

}

*cout* << "\n";

//输出第二组的数据

for (auto it = iter; it != myvector.*end*(); ++it) {

*cout* << \*it << " ";

}

*cout* << "\n\*iter = " << \*iter;

return 0;

}

**程序执行结果为：**

**2 4 6 8  
1 3 5 7 9  
\*iter = 1**

通过分析程序并结合输出结果可以看到，partition\_point() 返回了一个指向元素 1 的迭代器，而该元素为 myvector 容器中第一个不符合 mycomp 规则的元素，同时其也可以第二组数据中第一个元素。  
 值得一提的是，C++ 11标准库中给出了 partition\_point() 函数底层实现的参考代码（如下所示），感兴趣的读者可自行分析，这里不再进行赘述：

template <class ForwardIterator, class UnaryPredicate>

ForwardIterator partition\_point (ForwardIterator first, ForwardIterator last,

UnaryPredicate pred)

{

auto n = distance(first,last);

while (n>0)

{

ForwardIterator it = first;

auto step = n/2;

std::advance (it,step);

if (pred(\*it)) { first=++it; n-=step+1; }

else n=step;

}

return first;

}

**第二十一 C++ lower\_bound()函数用法详解**

前面章节中，已经给大家系统地介绍了几个查找函数，如 find()、find\_if()、search() 等。值得一提的是，这些函数的底层实现都采用的是顺序查找（逐个遍历）的方式，在某些场景中的执行效率并不高。例如，当指定区域内的数据处于有序状态时，如果想查找某个目标元素，更推荐使用二分查找的方法（相比顺序查找，二分查找的执行效率更高）。  
 幸运的是，除了前面讲过的几个函数外，C++ STL标准库中还提供有 lower\_bound()、upper\_bound()、equal\_range() 以及 binary\_search() 这 4 个查找函数，它们的底层实现采用的都是二分查找的方式。  
 从本节开始，将给大家系统地讲解这 4 个二分查找函数的功能和用法，这里先从lower\_bound() 函数开始讲起。

有关二分查找算法的实现原理，感兴趣的读者可阅读《[二分查找（折半查找）](http://c.biancheng.net/view/3428.html" \t "http://c.biancheng.net/view/_blank)》一节做详细了解。

**一 C++ lower\_bound()函数**

lower\_bound() 函数用于在指定区域内查找不小于目标值的第一个元素。也就是说，使用该函数在指定范围内查找某个目标值时，最终查找到的不一定是和目标值相等的元素，还可能是比目标值大的元素。  
**lower\_bound() 函数定义在<algorithm>头文件中，其语法格式有 2 种，分别为：**

**//在 [first, last) 区域内查找不小于 val 的元素**

**ForwardIterator lower\_bound (ForwardIterator first, ForwardIterator last,**

**const T& val);**

**//在 [first, last) 区域内查找第一个不符合 comp 规则的元素**

**ForwardIterator lower\_bound (ForwardIterator first, ForwardIterator last,**

**const T& val, Compare comp);**

其中，first 和 last 都为正向迭代器，[first, last) 用于指定函数的作用范围；val 用于指定目标元素；comp 用于自定义比较规则，此参数可以接收一个包含 2 个形参（第二个形参值始终为 val）且返回值为 bool 类型的函数，可以是普通函数，也可以是函数对象。

实际上，第一种语法格式也设定有比较规则，只不过此规则无法改变，即使用 < 小于号比较 [first, last) 区域内某些元素和 val 的大小，直至找到一个不小于 val 的元素。这也意味着，如果使用第一种语法格式，则 [first,last) 范围的元素类型必须支持 < 运算符。

此外，该函数还会返回一个正向迭代器，当查找成功时，迭代器指向找到的元素；反之，如果查找失败，迭代器的指向和 last 迭代器相同。  
 再次强调，该函数仅适用于已排好序的序列。所谓“已排好序”，指的是 [first, last) 区域内所有令 element<val（或者 comp(element,val)，其中 element 为指定范围内的元素）成立的元素都位于不成立元素的前面。  
举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::lower\_bound

#include <vector> // std::vector

using namespace *std*;

//以普通函数的方式定义查找规则

bool mycomp(int i, int j) { return i > j; }

//以函数对象的形式定义查找规则

class mycomp2 {

public:

bool operator()(const int& i, const int& j) {

return i > j;

}

};

int *main*() {

int a[5] = { 1,2,3,4,5 };

//从 a 数组中找到第一个不小于 3 的元素

int\* p = *lower\_bound*(a, a + 5, 3);

*cout* << "\*p = " << \*p << *endl*;

*vector*<int> myvector{ 4,5,3,1,2 };

//根据 mycomp2 规则，从 myvector 容器中找到第一个违背 mycomp2 规则的元素

*vector*<int>::*iterator* iter = *lower\_bound*(myvector.*begin*(), myvector.*end*(), 3, mycomp2());

*cout* << "\*iter = " << \*iter;

return 0;

}

**程序执行结果为：**

**\*p = 3  
\*iter = 3**

**注意，myvector 容器中存储的元素看似是乱序的，但对于元素 3 来说，大于 3 的所有元素都位于其左侧，小于 3 的所有元素都位于其右侧，且查找规则选用的是 mycomp2()，其查找的就是第一个不大于 3 的元素，因此 lower\_bound() 函数是可以成功运行的。  
 C++ STL标准库给出了 lower\_bound() 函数底层实现的参考代码（如下所示），感兴趣的读者可自行研究，这里不再赘述：**

template <class ForwardIterator, class T>

ForwardIterator lower\_bound (ForwardIterator first, ForwardIterator last, const T& val)

{

ForwardIterator it;

iterator\_traits<ForwardIterator>::difference\_type count, step;

count = distance(first,last);

while (count>0)

{

it = first; step=count/2; advance (it,step);

if (\*it<val) { //或者 if (comp(\*it,val))，对应第 2 种语法格式

first=++it;

count-=step+1;

}

else count=step;

}

return first;

}

**第二十二 C++ upper\_bound()函数**

《[C++ lower\_bound()](http://c.biancheng.net/view/7521.html" \t "http://c.biancheng.net/view/_blank)》一节中，系统地介绍了 lower\_bound() 二分法查找函数的功能和用法，在此基础上，本节再讲解一个功能类似的查找函数，即 upper\_bound() 函数。  
 upper\_bound() 函数定义在<algorithm>头文件中，用于在指定范围内查找大于目标值的**第一个元素。该函数的语法格式有 2 种，分别是：**

**//查找[first, last)区域中第一个大于 val 的元素。**

**ForwardIterator upper\_bound (ForwardIterator first, ForwardIterator last,**

**const T& val);**

**//查找[first, last)区域中第一个不符合 comp 规则的元素**

**ForwardIterator upper\_bound (ForwardIterator first, ForwardIterator last,**

**const T& val, Compare comp);**

其中，first 和 last 都为正向迭代器，[first, last) 用于指定该函数的作用范围；val 用于执行目标值；comp 作用自定义查找规则，此参数可接收一个包含 2 个形参（第一个形参值始终为 val）且返回值为 bool 类型的函数，可以是普通函数，也可以是函数对象。

实际上，第一种语法格式也设定有比较规则，即使用 < 小于号比较 [first, last) 区域内某些元素和 val 的大小，直至找到一个大于 val 的元素，只不过此规则无法改变。这也意味着，如果使用第一种语法格式，则 [first,last) 范围的元素类型必须支持 < 运算符。

同时，该函数会返回一个正向迭代器，当查找成功时，迭代器指向找到的元素；反之，如果查找失败，迭代器的指向和 last 迭代器相同。  
 另外，由于 upper\_bound() 底层实现采用的是二分查找的方式，因此该函数仅适用于“已排好序”的序列。注意，这里所说的“已排好序”，并不要求数据完全按照某个排序规则进行升序或降序排序，而仅仅要求 [first, last) 区域内所有令 element<val（或者 comp(val, element）成立的元素都位于不成立元素的前面（其中 element 为指定范围内的元素）。

有关二分查找算法，读者可阅读《[二分查找算法](http://c.biancheng.net/view/3428.html" \t "http://c.biancheng.net/view/_blank)》一节。

举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::upper\_bound

#include <vector> // std::vector

using namespace *std*;

//以普通函数的方式定义查找规则

bool mycomp(int i, int j) { return i > j; }

//以函数对象的形式定义查找规则

class mycomp2 {

public:

bool operator()(const int& i, const int& j) {

return i > j;

}

};

int *main*() {

int a[5] = { 1,2,3,4,5 };

//从 a 数组中找到第一个大于 3 的元素

int\* p = *upper\_bound*(a, a + 5, 3);

*cout* << "\*p = " << \*p << *endl*;

*vector*<int> myvector{ 4,5,3,1,2 };

//根据 mycomp2 规则，从 myvector 容器中找到第一个违背 mycomp2 规则的元素

*vector*<int>::*iterator* iter = *upper\_bound*(myvector.*begin*(), myvector.*end*(), 3, mycomp2());

*cout* << "\*iter = " << \*iter;

return 0;

}

**程序执行结果为：**

**\*p = 4  
\*iter = 1**

借助输出结果可以看出，upper\_bound() 函数的功能和 lower\_bound() 函数不同，前者查找的是大于目标值的元素，而后者查找的不小于（大于或者等于）目标值的元素。

此程序中演示了 upper\_bound() 函数的 2 种适用场景，其中 a[5] 数组中存储的为升序序列；而 myvector 容器中存储的序列虽然整体是乱序的，但对于目标元素 3 来说，所有符合 mycomp2(3, element) 规则的元素都位于其左侧，不符合的元素都位于其右侧，因此 upper\_bound() 函数仍可正常执行。  
  
C++ STL标准库给出了 upper\_bound() 函数底层实现的参考代码（如下所示），感兴趣的读者可自行研究，这里不再赘述：template <class ForwardIterator, class T>

ForwardIterator upper\_bound (ForwardIterator first, ForwardIterator last, const T& val)

{

ForwardIterator it;

iterator\_traits<ForwardIterator>::difference\_type count, step;

count = std::distance(first,last);

while (count>0)

{

it = first; step=count/2; std::advance (it,step);

if (!(val<\*it)) // 或者 if (!comp(val,\*it)), 对应第二种语法格式

{ first=++it; count-=step+1; }

else count=step;

}

return first;

}

**第二十三 C++ equel\_range()函数详解**

equel\_range() 函数定义在<algorithm>头文件中，用于在指定范围内查找等于目标值的所有元素。  
 值得一提的是，当指定范围内的数据支持用 < 小于运算符直接做比较时，可以使用如下格式的 equel\_range() 函数：

**//找到 [first, last) 范围中所有等于 val 的元素**

**pair<ForwardIterator,ForwardIterator> equal\_range (ForwardIterator first, ForwardIterator last, const T& val);**

如果指定范围内的数据为自定义的类型（用结构体或类），就需要自定义比较规则，这种情况下可以使用如下格式的 equel\_range() 函数：

/**/找到 [first, last) 范围内所有等于 val 的元素**

**pair<ForwardIterator,ForwardIterator> equal\_range (ForwardIterator first, ForwardIterator last, const T& val, Compare comp);**

以上 2 种格式中，first 和 last 都为正向迭代器，[first, last) 用于指定该函数的作用范围；val 用于指定目标值；comp 用于指定比较规则，此参数可接收一个包含 2 个形参（第二个形参值始终为 val）且返回值为 bool 类型的函数，可以是普通函数，也可以是函数对象。  
 同时，该函数会返回一个 pair 类型值，其包含 2 个正向迭代器。当查找成功时：

（1）第 1 个迭代器指向的是 [first, last) 区域中第一个等于 val 的元素；

（2）第 2 个迭代器指向的是 [first, last) 区域中第一个大于 val 的元素。

反之如果查找失败，则这 2 个迭代器要么都指向大于 val 的第一个元素（如果有），要么都和 last 迭代器指向相同。  
 需要注意的是，由于 equel\_range() 底层实现采用的是二分查找的方式，因此该函数仅适用于“已排好序”的序列。所谓“已排好序”，并不是要求 [first, last) 区域内的数据严格按照某个排序规则进行升序或降序排序，只要满足“所有令 element<val（或者 comp(element,val）成立的元素都位于不成立元素的前面（其中 element 为指定范围内的元素）”即可。

有关二分查找算法，读者可阅读《[二分查找算法](http://c.biancheng.net/view/3428.html" \t "http://c.biancheng.net/view/_blank)》一节。

举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::equal\_range

#include <vector> // std::vector

using namespace *std*;

//以普通函数的方式定义查找规则

bool mycomp(int i, int j) { return i > j; }

//以函数对象的形式定义查找规则

class mycomp2 {

public:

bool operator()(const int& i, const int& j) {

return i > j;

}

};

int *main*() {

int a[9] = { 1,2,3,4,4,4,5,6,7 };

//从 a 数组中找到所有的元素 4

*pair*<int\*, int\*> range = *equal\_range*(a, a + 9, 4);

*cout* << "a[9]：";

for (int\* p = range.*first*; p < range.*second*; ++p) {

*cout* << \*p << " ";

}

*vector*<int>myvector{ 7,8,5,4,3,3,3,3,2,1 };

*pair*<*vector*<int>::*iterator*, *vector*<int>::*iterator*> range2;

//在 myvector 容器中找到所有的元素 3

range2 = *equal\_range*(myvector.*begin*(), myvector.*end*(), 3, mycomp2());

*cout* << "\nmyvector：";

for (auto it = range2.*first*; it != range2.*second*; ++it) {

*cout* << \*it << " ";

}

return 0;

}

**程序执行结果为：**

**a[9]：4 4 4  
myvector：3 3 3 3**

此程序中演示了 equal\_range() 函数的 2 种适用场景，其中 a[9] 数组中存储的为升序序列；而 myvector 容器中存储的序列虽然整体是乱序的，但对于目标元素 3 来说，所有符合 mycomp2(element, 3) 规则的元素都位于其左侧，不符合的元素都位于其右侧，因此 equal\_range() 函数仍可正常执行。  
 实际上，equel\_range() 函数的功能完全可以看做是 lower\_bound() 和 upper\_bound() 函数的合体。C++ STL标准库给出了 equel\_range() 函数底层实现的参考代码（如下所示），感兴趣的读者可自行研究，这里不再赘述：

**//对应第一种语法格式**

**template <class ForwardIterator, class T>**

**pair<ForwardIterator,ForwardIterator> equal\_range (ForwardIterator first, ForwardIterator last, const T& val)**

**{**

**ForwardIterator it = std::lower\_bound (first,last,val);**

**return std::make\_pair ( it, std::upper\_bound(it,last,val) );**

**}**

**//对应第二种语法格式**

**template<class ForwardIterator, class T, class Compare>**

**std::pair<ForwardIt,ForwardIt> equal\_range(ForwardIterator first, ForwardIterator last, const T& val, Compare comp)**

**{**

**ForwardIterator it = std::lower\_bound (first,last,val,comp);**

**return std::make\_pair ( it, std::upper\_bound(it,last,val,comp) );**

**}**

有关 lower\_bound() 函数的功能和用法，可阅读《[C++ lower\_bound()函数](http://c.biancheng.net/view/7521.html" \t "http://c.biancheng.net/view/_blank)》一节；有关 upper\_bound() 函数的功能和用法，可阅读《[C++ upper\_bound()函数](http://c.biancheng.net/view/7527.html" \t "http://c.biancheng.net/view/_blank)》一节。

**第二十四 C++ binary\_search()函数详解**

binary\_search() 函数定义在<algorithm>头文件中，用于查找指定区域内是否包含某个目标元素。  
**该函数有 2 种语法格式，分别为：**

**//查找 [first, last) 区域内是否包含 val**

**bool binary\_search (ForwardIterator first, ForwardIterator last,**

**const T& val);**

**//根据 comp 指定的规则，查找 [first, last) 区域内是否包含 val**

**bool binary\_search (ForwardIterator first, ForwardIterator last,**

**const T& val, Compare comp);**

其中，first 和 last 都为正向迭代器，[first, last) 用于指定该函数的作用范围；val 用于指定要查找的目标值；comp 用于自定义查找规则，此参数可接收一个包含 2 个形参（第一个形参值为 val）且返回值为 bool 类型的函数，可以是普通函数，也可以是函数对象。  
 同时，该函数会返回一个 bool 类型值，如果 binary\_search() 函数在 [first, last) 区域内成功找到和 val 相等的元素，则返回 true；反之则返回 false。  
 需要注意的是，由于 binary\_search() 底层实现采用的是二分查找的方式，因此该函数仅适用于“已排好序”的序列。所谓“已排好序”，并不是要求 [first, last) 区域内的数据严格按照某个排序规则进行升序或降序排序，只要满足“所有令 element<val（或者 comp(val, element）成立的元素都位于不成立元素的前面（其中 element 为指定范围内的元素）”即可。

有关二分查找算法，读者可阅读《二分查找算法》一节。

举个例子：

#include <iostream> // std::cout

#include <algorithm> // std::binary\_search

#include <vector> // std::vector

using namespace *std*;

//以普通函数的方式定义查找规则

bool mycomp(int i, int j) { return i > j; }

//以函数对象的形式定义查找规则

class mycomp2 {

public:

bool operator()(const int& i, const int& j) {

return i > j;

}

};

int *main*() {

int a[7] = { 1,2,3,4,5,6,7 };

//从 a 数组中查找元素 4

bool haselem = *binary\_search*(a, a + 9, 4);

*cout* << "haselem：" << haselem << *endl*;

*vector*<int>myvector{ 4,5,3,1,2 };

//从 myvector 容器查找元素 3

bool haselem2 = *binary\_search*(myvector.*begin*(), myvector.*end*(), 3, mycomp2());

*cout* << "haselem2：" << haselem2;

return 0;

}

**程序执行结果为：**

**haselem：1  
haselem2：1**

此程序中演示了 binary\_search() 函数的 2 种适用场景，其中 a[7] 数组中存储的为升序序列；而 myvector 容器中存储的序列虽然整体是乱序的，但对于目标元素 3 来说，所有符合 mycomp2(element, 3) 规则的元素都位于其左侧，不符合的元素都位于其右侧，因此 binary\_search() 函数仍可正常执行。  
 C++ STL标准库给出了 binary\_search() 函数底层实现的参考代码（如下所示），感兴趣的读者可自行研究，这里不再赘述：

**//第一种语法格式的实现**

**template <class ForwardIterator, class T>**

**bool binary\_search (ForwardIterator first, ForwardIterator last, const T& val)**

**{**

**first = std::lower\_bound(first,last,val);**

**return (first!=last && !(val<\*first));**

**}**

**//第二种语法格式的底层实现**

**template<class ForwardIt, class T, class Compare>**

**bool binary\_search(ForwardIt first, ForwardIt last, const T& val, Compare comp)**

**{**

**first = std::lower\_bound(first, last, val, comp);**

**return (!(first == last) && !(comp(val, \*first)));**

**}**

**有关 lower\_bound() 函数的功能和用法，可阅读《[C++ lower\_bound()函数](http://c.biancheng.net/view/7521.html" \t "http://c.biancheng.net/view/_blank)》**一节；有关 upper\_bound() 函数的功能和用法，可阅读《[C++ upper\_bound()函数](http://c.biancheng.net/view/7527.html" \t "http://c.biancheng.net/view/_blank)》一节。

**第二十五 C++(STL) all\_of、any\_of及none\_of算法详解**

algorithm 头文件中定义了 3 种算法，用来检查在算法应用到序列中的元素上时，什么时候使谓词返回 true。这些算法的前两个参数是定义谓词应用范围的输入迭代器；第三个参数指定了谓词。检查元素是否能让谓词返回 true 似乎很简单，但它却是十分有用的。  
 例如，可以检查所有学生是否通过了考试，或者检查所有学生是否都参加了课程，或者检查有没有眼睛发绿的 Person 对象，甚至可以检查每个 Dog 对象是否度过了它自己的一天。谓词可以简单，也可以复杂，这取决于你。检查元素属性的三种算法是：

（1）all\_of() 算法会返回 true，前提是序列中的所有元素都可以使谓词返回 true。

（2）any\_of() 算法会返回 true，前提是序列中的任意一个元素都可以使谓词返回 true。

（3）none\_of() 算法会返回 true，前提是序列中没有元素可以使谓词返回 true。

**想象它们是如何工作的并不难。下面的一些代码用来说明如何使用 none\_of() 算法：**

**std::vector<int> ages {22, 19, 46, 75, 54, 19, 27, 66, 61, 33, 22, 19};**

**int min\_age{18};**

**std::cout << "There are "<< (std::none\_of(std::begin(ages), std::end(ages),[min\_age](int age) { return age < min\_age; }) ? "no": "some") << " people under " << min\_age << std::endl;**

这个谓词是一个 lambda 表达式，用来将传入的 ages 容器中的元素和 min\_age 的值作比较。用 none\_of() 返回的布尔值来选择包含在输出信息中的是“no”还是“some”。当 ages 中没有元素小于 min\_age 时，none\_of() 算法会返回 true。在这种情况下，会选择“no”。当然，用 any\_of() 也能产生同样的结果：

**std::cout << "There are "<< (std::any\_of(std::begin(ages), std::end(ages),[min\_age] (int age) { return age < min\_age;}) ? "some":"no") <<" people under " << min\_age << std::endl;**

**只有在有一个或多个元素小于 min\_age 时，any\_of() 算法才会返回 true。**  
这里没有元素小于 min\_age，所以也会选择“no”。  
下面是一段代码，用来展示用 all\_of() 检查 ages 容器中的元素：

**int good\_age{100};**

**std::cout << (std::all\_of(std::begin(ages), std::end(ages),[good\_age] (int age) { return age < good\_age; }) ? "None": "Some") << " of the people are centenarians." << std::endl;**

这个 lambda 表达式会将 ages 中的元素和 good\_age 的值作比较，good\_age 的值为 100。所有的元素都小于 100，所以 all\_of() 会返回 true，而且输出消息会正确报告没有记录的百岁老人。  
 count 和 count\_if 可以告诉我们，在前两个参数指定的范围内，有多少满足指定的第三个参数条件的元素。count() 会返回等同于第三个参数的元素的个数。count\_if() 会返回可以使作为第三个参数的谓词返回 true 的元素个数。  
下面是一些将这些算法应用到 ages 容器的示例：

std::vector<int> ages {22, 19, 46, 75, 54, 19, 27, 66, 61, 33, 22, 19};

int the\_age{19};

std::cout << "There are "<< std::count(std::begin(ages),std::end(ages),the\_age)<< " people aged "<< the\_age << std::endl;

int max\_age{60};

std::cout << "There are "<< std::count\_if(std::begin(ages), std::end(ages),[max\_age](int age) { return age > max\_age; }) << " people aged over " << max\_age << std::endl;

在第一条输出语句中使用 count() 算法来确定 ages 中等于 the\_age 的元素个数，第二条输出语句使用 count\_if() 来报告大于 max\_age 的元素个数。  
  
 当我们想知道序列元素是否有某种特性或有多少满足标准时，本节中的所有算法都可以用来了解关于序列元素的基本特性的信息。如果想要知道具体的一序列中哪个元素匹配可以使用前面章节介绍的 find() 算法。

**第二十六 C++ equal(STL equal)比较算法详解**

可以用和比较字符串类似的方式来比较序列。如果两个序列的长度相同，并且对应元素都相等，equal() 算法会返回 true。有 4 个版本的 equal() 算法，其中两个用 == 运算符来比较元素，另外两个用我们提供的作为参数的函数对象来比较元素，所有指定序列的迭代器都必须至少是输入迭代器。  
 用 == 运算符来比较两个序列的第一个版本期望 3 个输入迭代器参数，前两个参数是第一个序列的开始和结束迭代器，第三个参数是第二个序列的开始迭代器。如果第二个序列中包含的元素少于第一个序列，结果是未定义的。用 == 运算符的第二个版本期望 4 个参数：第一个序列的开始和结束迭代器，第二个序列的开始和结束迭代器，如果两个序列的长度不同，那么结果总是为 false。本节会演示这两个版本，但推荐使用接受 4 个参数的版本，因为它不会产生未定义的行为。  
下面是一个演示如何应用它们的示例：

// U[sin](http://c.biancheng.net/ref/sin.html" \t "http://c.biancheng.net/view/_blank)g the equal() algorithm

#include <iostream> // For standard streams

#include <vector> // For vector container

#include <algorithm> // For equal() algorithm

#include <iterator> // For stream iterators

#include <string> // For string class

using *std*::*string*;

int *main*()

{

*std*::*vector*<*string*> words1{ "one", "two", "three", "four", "five", "six", "seven", "eight", "nine" };

*std*::*vector*<*string*> words2{ "two", "three", "four", "five", "six", "seven", "eight", "nine", "ten" };

auto iter1 = *std*::*begin*(words1);

auto end\_iter1 = *std*::*end*(words1);

auto iter2 = *std*::*begin*(words2);

auto end\_iter2 = *std*::*end*(words2);

*std*::*cout* << "Container - words1:";

*std*::*copy*(iter1, end\_iter1, *std*::*ostream\_iterator*<*string*>{*std*::*cout*, " "});

*std*::*cout* << "\nContainer - words2:";

*std*::*copy*(iter2, end\_iter2, *std*::*ostream\_iterator*<*string*>{*std*::*cout*, " "});

*std*::*cout* << *std*::*endl*;

*std*::*cout* << "\n1. Compare from words1[1] to end with words2:";

*std*::*cout* << *std*::*boolalpha* << *std*::*equal*(iter1 + 1, end\_iter1, iter2) << *std*::*endl*;

*std*::*cout* << "2. Compare from words2[0] to second-to-last with words1:";

*std*::*cout* << *std*::*boolalpha* << *std*::*equal*(iter2, end\_iter2 - 1, iter1) << *std*::*endl*;

*std*::*cout* << "3. Compare from words1[1] to words1[5] with words2:";

*std*::*cout* << *std*::*boolalpha* << *std*::*equal*(iter1 + 1, iter1 + 6, iter2) << *std*::*endl*;

*std*::*cout* << "4. Compare first 6 from words1 with first 6 in words2:";

*std*::*cout* << *std*::*boolalpha* << *std*::*equal*(iter1, iter1 + 6, iter2, iter2 + 6) << *std*::*endl*;

*std*::*cout* << "5. Compare all words1 with words2:";

*std*::*cout* << *std*::*boolalpha* << *std*::*equal*(iter1, end\_iter1, iter2) << *std*::*endl*;

*std*::*cout* << "6. Compare all of words1 with all of words2:";

*std*::*cout* << *std*::*boolalpha* << *std*::*equal*(iter1, end\_iter1, iter2, end\_iter2) << *std*::*endl*;

*std*::*cout* << "7. Compare from words1[1] to end with words2 from first to second-to-last:";

*std*::*cout* << *std*::*boolalpha* << *std*::*equal*(iter1 + 1, end\_iter1, iter2, end\_iter2 - 1) << *std*::*endl*;

}

**输出结果为：**

**Container - words1: one two three four five six seven eight nine  
Container - words2: two three four five six seven eight nine ten  
1.Compare from words1[1] to end with words2: true  
2.Compare from words2[0] to second-to-last with words1: false  
3.Compare from words1[1] to wordsl[5] with words2: true  
4.Compare first 6 from words1 with first 6 in words2: false  
5.Compare all wordsl with words2: false  
6.Compare all of words1 with all of words2: false  
7.Compare from words1[1] to end with words2 from first to second\_to\_last: true**

在这个示例中，对来自于 words1 和 words2 容器的元素的不同序列进行了比较。equal() 调用产生这些输出的原因如下：

（1）第 1 条语句的输出为 true，因为 words1 的第二个元素到最后一个元素都从 words2 的第一个元素开始匹配。第二个序列的元素个数比第一个序列的元素个数多 1，但 第一个序列的元素个数决定了比较多少个对应的元素。

（2）第 2 条语句的输出为 false，因为有直接的不匹配；words2 和 words1 的第一个元素不同。

（3）第 3 条语句的输出为 true，因为 word1 中从第二个元素开始的 5 个元素和 words2 的前五个元素相等。

（4）在第 4 条语句中，words2 的元素序列是由开始和结束迭代器指定的。序列长度相同，但它们的第一个元素不同，所以结果为 false。

在第 5 条语句中，两个序列的第一个元素直接就不匹配，所以结果为 false。

（5）第 6 条语句的输出为 false，因为序列是不同的。这条语句不同于前面的 equal() 调用，因为指定了第二个序列的结束迭代器。

（6）第 7 条语句会从 words1 的第二个元素开始，与 word2 从第一个元素开始比较相同个数的元素，所以输出为 true。  
 当用 equal() 从开始迭代器开始比较两个序列时，第二个序列用来和第一个序列比较的元素个数由第一个序列的长度决定。就算第二个序列比第一个序列的元素多，equal() 仍然会返回 true。如果为两个序列提供了开始和结束迭代器，为了使结果为 true，序列必须是相同的长度。  
 尽管可以用 equal() 来比较两个同种类型的容器的全部内容，但最好还是使用容器的成员函数 operator==() 来做这些事。示例中的第 6 条输出语句可以这样写：

**std::cout << std::boolalpha << (words1 == words2) << " "; // false**

这两个版本的 equal() 接受一个谓词作为额外的参数。这个谓词定义了元素之间的等价 比较。下面是一个说明它们用法的代码段：

std::vector<string> r1 { "three", "two", "ten"};

std::vector<string> r2 {"twelve", "ten", "twenty" };

std::cout << std::boolalpha<< std::equal (std::begin (r1) , std::end (r1) , std::begin (r2),[](const string& s1, const string& s2) { return s1[0] = s2[0]; })<< std::endl; // true

std::cout << std::boolalpha<<std::equal(std::begin(r1), std::end(r1), std::begin(r2), std::end(r2),[](const string& s1, const string& s2) { return s1[0] == s2[0]; }) << std::endl; // true

在 equal() 的第一次使用中，第二个序列是由开始迭代器指定的。谓词是一个在字符串 参数的第一个字符相等时返回 true 的 lambda 表达式。最后一条语句表明，equal() 算法可以使用两个全范围的序列，并使用相同的谓词。  
 不应该用 equal() 来比较来自于无序 map 或 set 容器中的元素序列。在无序容器中，一组给定元素的顺序可能和保存在另一个无序容器中的一组相等元素不同，因为不同容器的元素很可能会被分配到不同的格子中。

**第二十七 C++ mismatch(STL mismatch)算法详解**

equal() 算法可以告诉我们两个序列是否匹配。mismatch() 算法也可以告诉我们两个序列是否匹配，而且如果不匹配，它还能告诉我们不匹配的位置。  
 mismatch() 的 4 个版本和 equal() 一样有相同的参数——第二个序列有或没有结束迭代器，有或没有定义比较的额外的函数对象参数。mismatch() 返回的 pair 对象包含两个迭代器。它的 first 成员是一个来自前两个参数所指定序列的迭代器，second 是来自于第二个序列的迭代器。当序列不匹配时，pair 包含的迭代器指向第一对不匹配的元素；因此这个 pair 对象为 pair<iter1+n，iter2 + n>，这两个序列中索引为 n 的元素是第一个不匹配的元素。  
 当序列匹配时，pair 的成员取决于使用的 mismatch() 的版本和具体情况。iter1 和 end\_iter1 表示定义第一个序列的迭代器，iter2 和 end\_iter2 表示第二个序列的开始和结束迭代器。返回的匹配序列的 pair 的内容如下：  
对于 mismatch(iter1，end\_iter1，iter2):

（1）返回 pair<end\_iter1，(iter2 + (end\_ter1 - iter1))>，pair 的成员 second 等于 iter2 加上第一个序列的长度。如果第二个序列比第一个序列短，结果是未定义的。

对于 mismatch(iterl, end\_iter1, iter2, end\_iter2)：

（1）当第一个序列比第二个序列长时，返回 pair<end\_iter1, (iter2 + (end\_iter1 - iter1))>，所以成员 second 为 iter2 加上第一个序列的长度。

（2）当第二个序列比第一个序列长时，返回 pair<(iter1 + (end\_iter2 - iter2)),end\_iter2>， 所以成员 first 等于 iter1 加上第二个序列的长度。

（3）当序列的长度相等时，返回 pair<end\_iter1, end\_iter2>。

不管是否添加一个用于比较的函数对象作为参数，上面的情况都同样适用。  
下面是一个使用带有默认相等比较的 mismatch() 的示例：

// U[sin](http://c.biancheng.net/ref/sin.html" \t "http://c.biancheng.net/view/_blank)g the mismatch() algorithm

#include <iostream> // For standard streams

#include <vector> // For vector container

#include <algorithm> // For equal() algorithm

#include <string> // For string class

#include <iterator> // For stream iterators

using *std*::*string*;

using word\_iter = *std*::*vector*<*string*>::*iterator*;

int *main*()

{

*std*::*vector*<*string*> words1{ "one", "two", "three", "four", "five", "six", "seven", "eight", "nine" };

*std*::*vector*<*string*> words2{ "two", "three", "four", "five", "six", "eleven", "eight", "nine", "ten" };

auto iter1 = *std*::*begin*(words1);

auto end\_iter1 = *std*::*end*(words1);

auto iter2 = *std*::*begin*(words2);

auto end\_iter2 = *std*::*end*(words2);

// Lambda expression to output mismatch() result

auto print\_match = [](const *std*::*pair*<word\_iter, word\_iter>& pr, const word\_iter& end\_iter)

{

if (pr.*first* != end\_iter)

*std*::*cout* << "\nFirst pair of words that differ are " << \*pr.*first* << " and " << \*pr.*second* << *std*::*endl*;

else

*std*::*cout* << "\nRanges are identical." << *std*::*endl*;

};

*std*::*cout* << "Container - words1: ";

*std*::*copy*(iter1, end\_iter1, *std*::*ostream\_iterator*<*string*>{*std*::*cout*, " "});

*std*::*cout* << "\nContainer - words2: ";

*std*::*copy*(iter2, end\_iter2, *std*::*ostream\_iterator*<*string*>{*std*::*cout*, " "});

*std*::*cout* << *std*::*endl*;

*std*::*cout* << "\nCompare from words1[1] to end with words2:";

print\_match(*std*::*mismatch*(iter1 + 1, end\_iter1, iter2), end\_iter1);

*std*::*cout* << "\nCompare from words2[0] to second-to-last with words1:";

print\_match(*std*::*mismatch*(iter2, end\_iter2 - 1, iter1), end\_iter2 - 1);

*std*::*cout* << "\nCompare from words1[1] to words1[5] with words2:";

print\_match(*std*::*mismatch*(iter1 + 1, iter1 + 6, iter2), iter1 + 6);

*std*::*cout* << "\nCompare first 6 from words1 with first 6 in words2:";

print\_match(*std*::*mismatch*(iter1, iter1 + 6, iter2, iter2 + 6), iter1 + 6);

*std*::*cout* << "\nCompare all words1 with words2:";

print\_match(*std*::*mismatch*(iter1, end\_iter1, iter2), end\_iter1);

*std*::*cout* << "\nCompare all of words2 with all of words1:";

print\_match(*std*::*mismatch*(iter2, end\_iter2, iter1, end\_iter1), end\_iter2);

*std*::*cout* << "\nCompare from words1[1] to end with words2[0] to second-to-last:";

print\_match(*std*::*mismatch*(iter1 + 1, end\_iter1, iter2, end\_iter2 - 1), end\_iter1);

}

注意 words2 中的内容和前面示例中的有些不同。每一次应用 mismatch() 的结果都是由定义为 print\_match 的 lambda 表达式生成的。它的参数是一个 pair 对象和一个 vector<string> 容器的迭代器。使用 using 指令生成 word\_iter 别名可以使 lambda 表达式的定义更简单。  
 在 main() 的代码中使用了不同版本的 mismatch()，它们都没有包含比较函数对象的参数。如果第二个序列只用开始迭代器指定，为了和第一个序列匹配，它只需要有和第一个序列相等长度的元素，但也可以更长。如果第二个序列是完全指定的，会由最短的序列来确定比较多少个元素。  
  
**输出如下：**

**Container - words1: one two three four five six seven eight nine  
Container - words2: two three four five six eleven eight nine ten  
  
Compare from words1[1] to end with words2:  
First pair of words that differ are seven and eleven  
  
Compare from words2[0] to second-to-last with words1:  
First pair of words that differ are two and one  
  
Compare from words1[1] to words1[5] with words2:  
Ranges are identical.  
  
Compare first 6 from words1 with first 6 in words2:  
First pair of words that differ are one and two  
  
Compare all words1 with words2:  
First pair of words that differ are one and two  
  
Compare all of words2 with all of words1:  
First pair of words that differ are two and one  
  
Compare from words1[1] to end with words2[0] to second-to-last:  
First pair of words that differ are seven and eleven**

输出显示了每个 mismatch() 的运用结果。 在我们提供自己的函数对象时，就可以完全灵活地定义相等比较。例如：

**std::vector<string> range1 {"one", "three", "five", "ten"};**

**std::vector<string> range2 {"nine", "five", "eighteen”，"seven"};**

**auto pr = std::mismatch( std::begin(range1), std::end(range1),std:rbegin(range2), std::end(range2),[](const string& s1, const string& s2) { return s1.back() = s2.back(); });**

**if(pr.first == std::end(range1) || pr.second == std::end(range2))**

**std::cout << "The ranges are identical." << std::endl;**

**else**

**std::cout << \*pr.first << " is not equal to " << \*pr.second <<std::endl;**

当两个字符串的最后一个字符相等时，这个比较会返回 true，所以这段代码的输出为：

five is not equal to eighteen

当然，这是正确的，而且根据比较函数，“one”等于“nine”，“three”等于“five”。

**第二十八 C++（STL） lexicographical\_compare字符串排序算法详解**

两个字符串的字母排序是通过从第一个字符开始比较对应字符得到的。第一对不同的对应字符决定了哪个字符串排在首位。字符串的顺序就是不同字符的顺序。如果字符串的长度相同，而且所有的字符都相等，那么这些字符串就相等。如果字符串的长度不同，短字符串的字符序列和长字符串的初始序列是相同的，那么短字符串小于长字符串。因此 “age” 在“beauty” 之前，“a lull” 在 “a storm” 之前。显然，“the chicken” 而不是 “the egg” 会排在首位。  
 对于任何类型的对象序列来说，字典序都是字母排序思想的泛化。从两个序列的第一个元素开始依次比较对应的元素，前两个对象的不同会决定序列的顺序。显然，序列中的对象必须是可比较的。  
 lexicographical\_compare()算法可以比较由开始和结束迭代器定义的两个序列。它的前两个参数定义了第一个序列，第 3 和第 4 个参数分别是第二个序列的开始和结束迭代器。默认用 < 运算符来比较元素，但在需要时，也可以提供一个实现小于比较的函数对象作为可选的第 5 个参数。如果第一个序列的字典序小于第二个，这个算法会返回 true，否则返回 false。所以，返回 false 表明第一个序列大于或等于第二个序列。  
 序列是逐个元素比较的。第一对不同的对应元素决定了序列的顺序。如果序列的长度不同，而且短序列和长序列的初始元素序列匹配，那么短序列小于长序列。长度相同而且对应元素都相等的两个序列是相等的。空序列总是小于非空序列。下面是一个使用 lexicographical\_compare() 的示例：

std::vector<string> phrase1 {"the", "tigers", "of", "wrath"};

std::vector<string> phrase2 {"the", "horses", "of", "instruction"};

auto less = std::lexicographical\_compare (std::begin (phrase1), std: :end (phrase1),

std::begin(phrase2), std::end(phrase2)); std::copy(std::begin(phrase1), std::end(phrase1), std::ostream\_iterator<string>{std::cout, " "});

std::cout << (less ? "are":"are not") << " less than ";

std::copy(std::begin(phrase2), std::end(phrase2), std::ostream\_iterator <string>{std::cout, " "});

std::cout << std::endl;

因为这些序列的第二个元素不同，而且“tigers”大于“horses”，这段代码会生成如下 输出：

the tigers of wrath are not less than the horses of instruction

可以在 lexicographical\_compare() 调用中添加一个参数，得到相反的结果：

auto less = std::lexicographical\_compare (std::begin (phrase1), std::end (phrase1),std::begin(phrase2), std::end(phrase2), [](const string& s1, const string& s2) { return s1.length() < s2.length(); });

这个算法会使用作为第 3 个参数的 lambda 表达式来比较元素。这里会比较序列中字符串的长度，因为 phrase1 中第 4 个元素的长度小于 phrase2 中对应的元素，所以 phrase1 小于 phrase2。

**第二十九 C++ next\_permutation(STL next\_permutation)算法详解**

排列就是一次对对象序列或值序列的重新排列。例如，“ABC”中字符可能的排列是：

"ABC", "ACB", "BAC", "BCA", "CAB", "CBA"

三个不同的字符有 6 种排列，这个数字是从 3\*2\*1 得到的。一般来说，n 个不同的字 符有 n! 种排列，n! 是 nx(n\_1)x(n-2)...x2x1。很容易明白为什么要这样算。有 n 个对象 时，在序列的第一个位置就有 n 种可能的选择。对于第一个对象的每一种选择，序列的第 二个位置还剩下 n-1 种选择，因此前两个有 nx((n-1) 种可能选择。在选择了前两个之后， 第三个位置还剩下 n-2 种选择，因此前三个有 nx(n-1)x(n-2) 种可能选择，以此类推。序列的末尾是 Hobson 选择，因为只剩下 1 种选择。  
 对于包含相同元素的序列来说，只要一个序列中的元素顺序不同，就是一种排列。next\_permutation() 会生成一个序列的重排列，它是所有可能的字典序中的下一个排列，默认使用 < 运算符来做这些事情。它的参数为定义序列的迭代器和一个返回布尔值的函数，这个函数在下一个排列大于上一个排列时返回 true，如果上一个排列是序列中最大的，它返回 false，所以会生成字典序最小的排列。  
下面展示了如何生成一个包含 4 个整数的 vector 的排列：

**std::vector<int> range {1,2,3,4};**

**do {**

**std::copy (std::begin(range), std::end(range), std::ostream\_iterator<int>{std::cout, " "});**

**std::cout << std::endl;**

**}while(std::next\_permutation(std::begin(range), std::end(range)));**

当 next\_permutation() 返回 false 时，循环结束，表明到达最小排列。这样恰好可以生成 序列的全部排列，这只是因为序列的初始排列为 1、2、3、4，这是排列集合中的第一个排列。有一种方法可以得到序列的全排列，就是使用 next\_permutation() 得到的最小排列：

**std::vector<string> words { "one", "two", "three", "four", "five", "six", "seven", "eight"};**

**while(std::next\_permutation(std::begin(words)， std::end(words)));**

**do**

**{**

**std::copy(std::begin(words), std::end(words), std::ostream\_iterator<string>{std::cout, " "});**

**std::cout << std::endl;**

**} while(std::next\_permutation(std::begin(words), std::end(words)));**

words 中的初始序列不是最小的排列序列，循环会继续进行，直到 words 包含最小排列。do-wliile 循环会输出全部的排列。如果想执行这段代码，需要记住它会生成 8! 种排列，从而输出 40320 行，因此首先可能会减少 words 中元素的个数。  
 当排列中的每个元素都小于或等于它后面的元素时，它就是元素序列的最小排列，所以可以用 min\_element() 来返回一个指向序列中最小元素的迭代器，然后用 iter\_swap() 算法交换两个迭代器指向的元素，从而生成最小的排列，例如：

**std::vector<string> words { "one", "two", "three", "four", "five","six",**

**"seven", "eight"};**

**for (auto iter = std::begin(words); iter != std::end(words)-1 ;++iter)**

**std::iter\_swap(iter, std::min\_element(iter, std::end(words)));**

[for 循环](http://c.biancheng.net/view/172.html" \t "http://c.biancheng.net/view/_blank)从序列的第一个迭代器开始遍历，直到倒数第二个迭代器。for 循环体中的语句会交换 iter 指向的元素和 min\_element() 返回的迭代器所指向的元素。这样最终会生成一个最小排列，然后可以用它作为 next\_permutation() 的起始点来生成全排列。  
 在开始生成全排列之前，可以先生成一个原始容器的副本，然后在循环中改变它，从 而避免到达最小排列的全部开销。

**std::vector<string> words {"one","two", "three", "four", "five", "six", "seven", "eight"};**

**auto words\_copy = words; // Copy the original**

**do {**

**std::copy(std::begin(words), std::end(words), std::ostream\_iterator<string>{std::cout, " "});**

**std::cout << std::endl;**

**std::next\_permutation(std::begin(words), std::end(words));**

**}while(words != words\_copy); // Continue until back to the original**

循环现在会继续生成新的排列，直到到达原始排列。下面是一个找出单词中字母的全部排列的示例：

// Finding rearrangements of the letters in a word

#include <iostream> // For standard streams

#include <iterator> // For iterators and begin() and end()

#include <string> // For string class

#include <vector> // For vector container

#include <algorithm> // For next\_permutation()

using *std*::*string*;

int *main*()

{

*std*::*vector*<*string*> words;

*string* word;

while (true)

{

*std*::*cout* << "\nEnter a word, or Ctrl+z to end: ";

if ((*std*::*cin* >> word).*eof*()) break;

*string* word\_copy{ word };

do

{

words.*push\_back*(word);

*std*::*next\_permutation*(*std*::*begin*(word), *std*::*end*(word));

} while (word != word\_copy);

*size\_t* count{}, max{ 8 };

for (const auto& wrd : words)

*std*::*cout* << wrd << ((++count % max == 0) ? '\n' : ' ');

*std*::*cout* << *std*::*endl*;

words.*clear*(); // Remove previous permutations

}

}

这段代码会从标准输入流读取一个单词到 word 中，然后在 word\_copy 中生成一个副本，将 word 中字符的全排列保存到 words 容器中。这个程序会继续处理单词直到按下 Ctrl+Z 组合键。用 word 的副本来判断是否已经保存了全排列。然后所有的排列会被写入输出流，8 个一行。像之前说的那样，随着被排列元素个数的增加，排列的个数增加也很快，所以这里不要尝试使用太长的单词。  
 可以为 next\_permutation() 提供一个函数对象作为第三个参数，从而用这个函数对象定 义的比较函数来代替默认的比较函数。下面展示如何使用这个版本的函数，通过比较最后 一个字母的方式来生成 words 序列的排列：

**std::vector<string> words { "one", "two", "four", "eight"};**

**do {**

**std::copy(std:rbegin(words), std::end(words), std::ostream\_iterator<string> {std::cout, " "});**

**std::cout << std::endl;**

**} while(std::next\_permutation(std::begin(words), std::end(words),[](const string& s1, const strings s2) {return s1.back() < s2.back(); }));**

**通过传入一个 lambda 表达式作为 next\_permutation() 的最后一个参数，这段代码会生成 words 中元素的全部 24 种排列。**

**第三十 C++ prev\_permutation(STL prev\_permutation)算法详解**

next\_permutation() 是按照字典升序的方式生成的排列。当我们想以降序的方式生成排列时，可以使用 prev\_permutation()。  
 prev\_permutation 和 next\_permutation() 一样有两个版本，默认使用 < 来比较元素。因为排列是以降序的方式生成的，所以算法大多数时候会返回 true。当生成最大排列时，返回 false。例如：

**std::vector<double> data {44.5, 22.0, 15.6, 1.5};**

**do {**

**std::copy(std::begin(data), std::end(data), std::ostream\_iterator<double> {std::cout, " "});**

**std::cout << std::endl;**

**} while(std::prev\_permutation(std::begin(data), std::end(data)));**

这段代码会输出 data 中 4 个 double 值的全部 24 种排列，因为初始序列是最大排列，所以 prev\_permutation() 会在输入最小排列时，才返回 false。

**第三十一 C++ is\_permutation（STL is\_permutation）算法详解**

is\_permutation() 算法可以用来检查一个序列是不是另一个序列的排列，如果是，会返回 true。下面是在这个算法中使用 lambda 表达式的示例：

*std*::*vector*<double> data1{ 44.5, 22.0, 15.6, 1.5 };

*std*::*vector*<double> data2{ 22.5, 44.5, 1.5, 15.6 };

*std*::*vector*<double> data3{ 1.5, 44.5, 15.6, 22.0 };

auto test = [](const auto& d1, const auto& d2)

{

*std*::copy(*std*::*begin*(d1), *std*::*end*(d1), *std*::*ostream\_iterator*<double> {*std*::*cout*, " "});

*std*::*cout* << (*is\_permutation*(*std*::*begin*(d1), *std*::*end*(d1), *std*::*begin*{ d2), *std*::*end*(d2)) ? "is" : "is not") >> " a permutation of ";

*std*::copy(*std*::*begin*(d2), *std*::*end*(d2), *std*::*ostream\_iterator*<double>{*std*::*cout*, " "});

*std*::*cout* << *std*::*endl*;

};

test(data1, data2);

test(data1, data3);

test(data3, data2);

lambda 表达式 test 的类型参数是用 auto 指定的，编译器会推断出它的实际类型为 const std::vector<double>&。使用 auto 来指定类型参数的 lambda 表达式叫作泛型 lambda。lambda 表达式 test 用 is\_permutation() 来评估参数是否是另一种排列。  
 算法的参数是一对用来定义被比较范围的迭代器。返回的布尔值会用来选择输出两个字符串中的哪一个。输出如下：

44.5 22 15.6 1.5 is not a permutation of 22.5 44.5 1.5 15.6  
44.5 22 15.6 1.5 is a permutation of 1.5 44.5 15.6 22  
1.5 44.5 15.6 22 is not a permutation of 22.5 44.5 1.5 15.6

另一个版本的 is\_permutation() 允许只用开始迭代器指定第二个序列。在这种情况下，第二个序列可以包含比第一个序列还要多的元素，但是只会被认为拥有第一个序列中的元素个数。  
 然而，并不推荐使用它，因为如果第二个序列包含的元素少于第一个序列，会产生未定义的错误。接下来会展示一些使用这个函数的代码。我们可以在 data3 中添加一些元素，但它的初始序列仍然会是 data1 的一个排列。例如：

*std*::*vector*<double> data1{ 44.5, 22.0, 15.6, 1.5 };

*std*::*vector*<double> data3{ 1.5, 44.5, 15.6, 22.0, 88.0, 999.0 }; *std*::copy(*std*::*begin*(data1), *std*::*end*(data1), *std*::*ostream\_iterator* <double> {*std*::*cout*, " "});

*std*::*cout* << (*is\_permutation*(*std*::*begin*(data1), *std*::*end*(data1), *std*::*begin*(data3)) ? "is" : "is not") << " a permutation of ";

*std*::copy(*std*::*begin*(data3), *std*::*end*(data3), *std*::*ostream\_iterator* <double> {*std*::*cout*, " "});

*std*::*cout* << *std*::*endl*;

这里会确认 data1 是 data3 的一个排列，因为只考虑 data3 的前 4 个元素。每一个版本的 is\_permutation() 都可以添加一个额外的参数来指定所使用的比较。

**第三十二 C++ copy\_n(STL copy\_n)算法详解**

copy\_n() 算法可以从源容器复制指定个数的元素到目的容器中。第一个参数是指向第一个源元素的输入迭代器，第二个参数是需要复制的元素的个数，第三个参数是指向目的容器的第一个位置的迭代器。这个算法会返回一个指向最后一个被复制元素的后一个位置的迭代器，或者只是第三个参数——输出迭代器——如果第二个参数为 0。下面是一个使用它的示例：

std::*vector*<*string*> names{ "A1","Beth", "Carol", "Dan", "Eve","Fred","George" ,"Harry", "Iain", "Joe" };

std::*unordered\_set*<*string*> more\_names{ "Janet", "John" };

std::copy\_n(std:*rbegin*(names) + 1, 3, std::*inserter*(more\_names, std::*begin*(more\_names)));

这个 copy\_n() 操作会从 names 的第二个元素开始复制 3 个元素到关联容器 more\_names 中。目的容器是由一个 unordered\_set 容器的 insert\_iterator 对象指定的，它是由 inserter() 函数模板生成的。insert\_iterator 对象会调用容器的成员函数 insert() 来向容器中添加元素。  
 当然，copy\_n() 的目的地址也可是以流迭代器：

*std*::copy\_n(*std*::*begin*(more\_names), more\_names.*size*() - 1, *std*::*ostream\_iterator*<*string*> {*std*::*cout*, " "});

这样会输出 more\_names 中除了最后一个元素之外的全部元素。注意，如果被复制元素的个数超过了实际元素的个数，程序会因此崩溃。如果元素的个数为 0 或负数，copy\_n() 算法什么也不做。

**第三十三 C++ copy\_if(STL copy\_if)算法详解**

copy\_if() 算法可以从源序列复制使谓词返回 true 的元素，所以可以把它看作一个过滤器。前两个参数定义源序列的输入迭代器，第三个参数是指向目的序列的第一个位置的输出迭代器，第 4 个参数是一个谓词。会返回一个输出迭代器，它指向最后一个被复制元素的下一个位置。下面是一个使用 copy\_if() 的示例：

*std*::*vector*<*string*> names{ "A1", "Beth", "Carol", "Dan", "Eve","Fred", "George", "Harry", "Iain", "Joe" };

*std*::*unordered\_set*<*string*> more\_names{ "Jean", "John" };

*size\_t* max\_length{ 4 };

*std*::copy\_if(*std*::*begin*(names), *std*::*end*(names), *std*::*inserter*(more\_names, *std*::*begin*(more\_names)), [max\_length](const *string*& s) { return s.*length*() <= max\_length; });

因为作为第 4 个参数的 lambda 表达式所添加的条件，这里的 copy\_if() 操作只会复制 names 中的 4 个字符串或更少。目的容器是一个 unordered\_set 容器 more\_names，它已经包含两个含有 4 个字符的名称。和前面的章节一样，insert\_itemtor 会将元素添加到限定的关联容器中。如果想要展示它是如何工作的，可以用 copy() 算法列出 more\_names 的内容：

*std*::copy(*std*::*begin*(more\_names), *std*::*end*(more\_names), *std*::*ostream* iterator <*string*>{*std*::*cout*, " "});

*std*::*cout* << *std*::*endl*;

当然，copy\_if() 的目的容器也可以是一个流迭代器：

*std*::*vector*<*string*> names{ "Al", "Beth", "Carol", "Dan", "Eve","Fred", "George", "Harry", "Iain", "Joe" };

*size\_t* max\_length{ 4 };

*std*::copy\_if(*std*::*begin*(names), *std*::*end*(names), *std*::*ostream* *iterator*< *string*> {*std*::*cout*, " "}, [max\_length](const *string*& s) { return s.*length*() > max\_length; });

*std*::*cout* << *std*::*endl*;

这里会将 names 容器中包含的含有 4 个以上字符的名称写到标准输出流中。这段代码会输出如下内容：

Carol George Harry

输入流迭代器可以作为 copy\_if() 算法的源，也可以将它用在其他需要输入迭代器的算法上。例如：

*std*::*unordered\_set*<*string*> names;

*size\_t* max\_length{ 4 };

*std*::*cout* << "Enter names of less than 5 letters. Enter Ctrl+Z on a separate line to end:\n";

*std*::copy\_if(*std*::*istream\_iterator*<*string*>{*std*::*cin*}, *std*::*istream* *iterator*<*string*>{}, *std*::*inserter*(names, *std*::*begin*(names)), [max\_length](const *string*& s) { return s.*length*() <= max\_length; });

*std*::copy(*std*::*begin*(names), *std*::*end*(names), *std*::*ostream\_iterator* <*string*>{*std*::*cout*, " "});

*std*::*cout* << *std*::*endl*;

容器 names 最初是一个空的 unordered\_set。只有当从标准输入流读取的姓名的长度小于或等于 4 个字符时，copy\_if() 算法才会复制它们。执行这段代码可能会产生如下输出：

*Enter* *names* *of* *less* than 5 letters.*Enter* Ctrl + Z on *a* separate *line* *to* *end* :

Jim Bethany Jean Al Algernon Bill Adwina Ella Frederick Don ^ Z

Ella Jim Jean Al Bill Don

超过 5 个字母的姓名可以从 cin 读入，但是被忽略掉，因为在这种情况下第 4 个参数 的判定会返回 false。因此，输入的 10 个姓名里面只有 6 个会被存储在容器中。

**第三十四 C++ copy\_backward(STL copy\_backward)算法详解**

不要被 copy\_backward() 算法的名称所误导，它不会逆转元素的顺序。它只会像 copy() 那样复制元素，但是从最后一个元素开始直到第一个元素。  
 copy\_backward() 会复制前两个迭代器参数指定的序列。第三个参数是目的序列的结束迭代器，通过将源序列中的最后一个元素复制到目的序列的结束迭代器之前，源序列会被复制到目的序列中，如图 1 所示。copy\_backward() 的 3 个参数都必须是可以自增或自减的双向迭代器，这意味着这个算法只能应用到序列容器的序列上。
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图 1 copy\_backward() 的工作方式

图 1 说明了源序列 from 的最后一个元素是如何先被复制到目的序列 to 的最后一个元素的。从源序列的反向，将每一个元素依次复制到目的序列的前一个元素之前的位置。在进行这个操作之前，目的序列中的元素必须存在，因此目的序列至少要有和源序列一样多的元素，但也可以有更多。copy\_backward() 算法会返回一个指向最后一个被复制元素的迭代器，在目的序列的新位置，它是一个开始迭代器。  
 我们可能会好奇，相对于普通的从第一个元素开始复制的 copy() 算法，copy\_backward() 提供了哪些优势。  
 一个回答是，在序列重叠时，可以用 copy() 将元素复制到重叠的目的序列剩下的位置——也就是目的序列第一个元素之前的位置。如果想尝试用 copy() 算法将元素复制到同一个序列的右边，这个操作不会成功，因为被复制的元素在复制之前会被重写。如果想将它们复制到右边，可以使用 copy\_backward()，只要目的序列的结束迭代器在源序列的结束迭代器的右边。图 2 说明了在将元素复制到重叠的序列的右边时，这两个算法的不同。
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图 2 从右复制重叠序列  
图 2 展示了在序列右边的前三个位置运用 copy() 和 copy\_backward() 算法的结果。在想将元素复制到右边时，copy() 算法显然不能如我们所愿，因为一些元素在复制之前会被重写。在这种情况下，copy\_backward() 可以做到我们想做的事。相反在需要将元素复制到 序列的左边时，copy() 可以做到，但 copy\_backward() 做不到。  
  
下面是一个说明 copy\_backward() 用法的示例：

**std::deque<string> song{ "jingle", "bells"，"jingle", "all", "the", "way"};**

**song.resize(song.size()+2); // Add 2 elements**

**std::copy\_backward(std::begin(song), std::begin(song)+6, std::end(song));**

**std::copy(std::begin(song), std::end(song), std::ostream iterator <string> {std::cout, " "});**

**std::cout << std::endl;**

为了能够在右边进行序列的反向复制操作，需要添加一些额外的元素，可以通过使用 deque 的成员函数 resize() 来增加 deque 容器的元素个数。copy\_backward() 算法会将原有的元素复制到向右的两个位置，保持前两个元素不变，所以这段代码的输出如下：

**jingle bells jingle bells jingle all the way**

**第三十五 C++ reverse\_copy(STL reverse\_copy)算法详解**

reverse\_copy() 算法可以将源序列复制到目的序列中，目的序列中的元素是逆序的。定义源序列的前两个迭代器参数必须是双向迭代器。目的序列由第三个参数指定，它是目的序列的开始迭代器，也是一个输出迭代器。如果序列是重叠的，函数的行为是未定义的。这个算法会返回一个输出迭代器，它指向目的序列最后一个元素的下一个位置。  
下面是一个使用 reverse\_copy() 和 copy\_if() 的示例：

// Testing for palindromes using reverse\_copy()

#include <iostream> // For standard streams

#include <iterator> // For stream iterators and begin() and end()

#include <algorithm> // For reverse\_copy() and copy\_if()

#include <cctype> // For toupper() and isalpha()

#include <string>

using *std*::*string*;

int *main*()

{

while (true)

{

*string* sentence;

*std*::*cout* << "Enter a sentence or Ctrl+Z to end: ";

*std*::*getline*(*std*::*cin*, sentence);

if (*std*::*cin*.*eof*()) break;

// Copy as long as the characters are alphabetic & convert to upper case

*string* only\_letters;

*std*::*copy\_if*(*std*::*begin*(sentence), *std*::*end*(sentence), *std*::*back\_inserter*(only\_letters), [](char ch) { return *std*::*isalpha*(ch); });

*std*::*for\_each*(*std*::*begin*(only\_letters), *std*::*end*(only\_letters), [](char& ch) { ch = *toupper*(ch); });

// Make a reversed copy

*string* reversed;

*std*::*reverse\_copy*(*std*::*begin*(only\_letters), *std*::*end*(only\_letters), *std*::*back\_inserter*(reversed));

*std*::*cout* << '"' << sentence << '"' << (only\_letters == reversed ? " is" : " is not") << " a palindrome." << *std*::*endl*;

}

}

这个程序会检查一条语句(也可以是很多条语句)是否是回文的。回文语句是指正着读或反着读都相同的句子，前提是忽略一些像空格或标点这样的细节。while 使我们可以检查尽可能多的句子。用 getline() 读一条句子到 sentence 中。如果读到 Ctrl+Z，输入流中会设置 1 个EOF标志，它会结束循环。用 copy\_if() 将 sentence 中的字母复制到 only\_letters。这个 lambda 表达式只在参数是学母时返回 true，所以其他的任何字符都会被忽略。然后用 back\_inserter() 生成的 back\_insert\_iterator 对象将这些字符追加到 only\_letter。  
 for\_each() 算法会将三个参数指定的函数对象应用到前两个参数定义的序列的元素上，因此这里会将 only\_letters 中的字符全部转换为大写。然后用 reverse\_copy() 算法生成和 only\_letters 的内容相反的内容。比较 only\_letters 和 reversed 来判断输入的语句是否为回文。  
**该程序的输出结果为：**

**Enter a sentence or Ctrl+Z to end: Lid off a daffodil.  
"Lid off a daffodil." is a palindrome.  
Enter a sentence or Ctrl+Z to end: Engaga le jeu que je le gagne.  
"Engaga le jeu que je le gagne." is not a palindrome.  
Enter a sentence or Ctrl+Z to end: ^Z**

reverse() 算法可以在原地逆序它的两个双向迭代器参数所指定序列的元素。可以如下 所示用它来代替上述程序中的 reverse\_copy():

**string reversed {only\_letters};**

**std::reverse(std::begin(reversed), std::end(reversed));**

这两条语句会替换上述程序中 reversed 的定义和 reverse\_copy() 调用。它们生成一个 only\_letters 的副本 reversed，然后调用 reverse() 原地逆序 reversed 中的字符序列。

**第三十六 C++ unique(STL unique)算法详解**

unique() 算法可以在序列中原地移除重复的元素，这就要求被处理的序列必须是正向迭代器所指定的。在移除重复元素后，它会返回一个正向迭代器作为新序列的结束迭代器。可以提供一个函数对象作为可选的第三个参数，这个参数会定义一个用来代替 == 比较元素的方法。

例如：

**std::vector<string> words {"one", "two", "two", "three", "two", "two", "two"};**

**auto end\_iter = std::unique(std::begin(words), std::end(words));**

**std::copy(std::begin(words), end\_iter, std::ostream\_iterator<string>{std::cout, " "});**

**std::cout << std::endl;**

**这样会通过覆盖来消除 words 中的连续元素。输出为：**

**one two three two**

当然，没有元素会从输入序列中移除;算法并没有方法去移除元素，因为它并不知道它们的具体上下文。整个序列仍然存在。但是，无法保证新末尾之后的元素的状态；如果在上面的代码中用 std::end(words) 代替 end\_iter 来输出结果，得到的输出如下:

one two three two two two

相同个数的元素仍然存在，但新的结束迭代器指向的元素为空字符串；最后两个元素还和之前一样。在你的系统上，可能会有不同的结果。因为这个，在执行 unique() 后，最好按如下方式截断序列：

**auto end\_iter = std::unique(std::begin(words), std::end(words));**

**words.erase(end\_iter, std::end(words));**

**std::copy (std::begin (words) , std::end (words) , std::ostream iterator<string> {std::cout, " "});**

**std::cout << std::endl;**

容器的成员函数 erase() 会移除新的结束迭代器之后的所有元素，因此 end(words) 会返回 end\_iter。  
 当然，可以将 unique() 运用到字符串中的字符上：

**string text {"There's no air in spaaaaaace!"};**

**text.erase(std::unique(std::begin(text), std::end(text),[](char ch1, char ch2) { return ch1 = ' '&& ch1 = ch2; }), std::end(text));**

**std::cout << text << std::endl; // Outputs: There's no air in spaaaaaace!**

这里使用 unique() 会移除字符串 text 中的连续重复的空格。这段代码会用 unique() 返回的迭代器作为 text 成员函数 erase() 的第一个参数，而且它会指向被移除的第一个字符。erase() 的第二个参数是 text 的结束迭代器，因此在没有重复元素的新字符串之后的所有字符都会被移除。

**第三十七 C++ rotate(STL rotate)算法详解**

rotate() 算法会从左边选择序列的元素。它的工作机制如图 1 所示。
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图 1 rotate()算法的工作方式([点此查看大图](http://c.biancheng.net/uploads/allimg/180920/2-1P92010401J32.jpg" \t "http://c.biancheng.net/view/_blank))  
为了理解如何旋转序列，可以将序列中的元素想象成手镯上的珠子。rotate() 操作会导致一个新元素成为开始迭代器所指向的第一个元素。在旋转之后，最后一个元素会在新的第一个元素之前。  
 rotate() 的第一个参数是这个序列的开始迭代器；第二个参数是指向新的第一个元素的迭代器，它必定在序列之内。第三个参数是这个序列的结束迭代器。图 1 中的示例说明在容器 ns 上的旋转操作使值为 4 的元素成为新的第一个元素，最后一个元素的值为 3。元素的圆形序列会被维持，因此可以有效地旋转元素环，直到新的第一个元素成为序列的开始。这个算法会返回一个迭代器，它指向原始的第一个元素所在的新位置。例如：

**std::vector<string> words { "one", "two", "three", "four", "five","six", "seven", "eight"};**

**auto iter = std::rotate(std::begin(words), std::begin(words)+3, std::end(words));**

**std::copy(std::begin(words), std::end(words),std::ostream\_iterator<string> {std::cout, " "});**

**std::cout << std::endl << "First element before rotation: " << \*iter << std::endl;**

这段代码对 words 中的所有元素进行了旋转。执行这段代码会生成如下内容：

**four five six seven eight one two three  
First element before rotation: one**

**输出说明 "four" 成为新的第一个元素，而且 rotate() 返回的迭代器指向之前的第一个元素"one"。**  
当然，不需要对容器中的全部元素进行旋转。例如：

**std::vector<string> words { "one", "two", "three", "four", "five","six", "seven", "eight", "nine", "ten"};**

**auto start = std::find(std:rbegin(words), std::end(words), "two");**

**auto end\_iter = std::find(std::begin(words), std::end(words), "eight");**

**auto iter = std::rotate(start, std::find(std::begin(words), std::end (words), "five") , end\_iter);**

**std::copy(std::begin(words), std::end(words), std::ostream\_iterator<string>{std::cout, " "});**

**std::cout << std::endl << "First element before rotation: " << \*iter << std::endl;**

这里用 find() 算法分别获取了和"two"、"eight"匹配的元素的迭代器。它们定义了被旋转的序列，这个序列是容器元素的子集。这个序列会被旋转为使"five"成为第一个元素，输出说明它是按预期工作的：

one five six seven two three four eight nine ten  
First element before rotation: two

**第三十八 C++ rotate\_copy（STL rotate\_copy）算法详解**

rotate\_copy() 算法会在新序列中生成一个序列的旋转副本，并保持原序列不变。rotate\_copy() 的前 3 个参数和 copy() 是相同的；第 4 个参数是一个输出迭代器，它指向目的序列的第一个元素。这个算法会返回一个目的序列的输出迭代器，它指向最后一个被复制元素的下一个位置。例如：

**std::vector<string> words {"one", "two", "three", "four", "five","six", "seven", "eight", "nine"，"ten"};**

**auto start = std::find(std::begin(words), std::end(words), "two");**

**auto end\_iter = std::find (std::begin(words) , std::end (words) ,"eight");**

**std::vector<string> words\_copy;**

**std::rotate\_copy(start, std::find(std::begin(words), std::end(words),"five") , end\_iter, std::back\_inserter (words\_copy));**

**std::copy(std::begin(words\_copy), std::end(words\_copy),std::ostream\_iterator<string> {std::cout, " "});**

**std::cout << std::endl;**

这段代码会对 word 中从 "two" 到 "seven" 的元素生成一个旋转副本。通过使用 back\_insert\_iterator 将复制的元素追加到 words\_copy 容器中，back\_insert\_iterator 会调用 words\_copy 容器的成员函数 push\_back() 来插入每个元素。这段代码产生的输出如下：

five six seven two three four

这里 rotate\_copy() 返回的迭代器是 words\_copy 中元素的结束迭代器。在这段代码中，并没有保存和使用它，但它却很有用。例如：

**std::vector<string> words {"one”，"two", "three", "four", "five","six", "seven", "eight", "nine", "ten"};**

**auto start = std::find (std::begin(words) , std::end(words) ,"two");**

**auto end\_iter = std::find(std::begin(words) , std::end(words),"eight"); std::vector<string> words\_copy {20}; // vector with 20 default elements**

**auto end\_copy\_iter = std::rotate\_copy(start,std::find(std::begin(words), std::end(words), "five"), end\_iter, std::begin(words\_copy));**

**std::copy (std::begin (words\_copy),end\_copy\_iter, std::ostream\_iterator<string>{std::cout," "});**

**std::cout << std::endl;**

生成的 words\_copy 容器默认有 20 个元素。rotate\_copy() 算法现在会将现有元素的旋转序列保存到 words\_copy 中。在输出时，这个算法返回的迭代器可以用来确定 words\_copy 的尾部边界；如果没有它，就必须通过源序列的元素个数来计算出尾部边界。

**第三十九 C++ move(STL move)函数使用详解**

move() 算法会将它的前两个输入迭代器参数指定的序列移到第三个参数定义的目的序列的开始位置，第三个参数必须是输出迭代器。这个算法返回的迭代器指向最后一个被移动到目的序列的元素的下一个位置。  
 这是一个移动操作，因此无法保证在进行这个操作之后，输入序列仍然保持不变；源元素仍然会存在，但它们的值可能不再相同了，因此在移动之后，就不应该再使用它们。如果源序列可以被替换或破坏，就可以选择使用 move() 算法。如果不想扰乱源序列，可以使用 copy() 算法。下面是一个展示如何使用它的示例：

*std*::*vector*<int> srce{ 1, 2, 3, 4 };

*std*::*deque*<int> dest{ 5, 6, 7, 8 };

*std*::move(*std*::*begin*(srce), *std*::*end*(srce), *std*::*back\_inserter*(dest));

这里会将 data 的最后 6 个元素移到容器的开头。它能够正常工作是因为目的地址在源序列之外。在移动之后，无法保证最后两个元素的值。这里它们虽然被移除了，但同样可以将它们重置为已知的值一一例如 0。  
 最后一行中的注释展示了输出结果。当然也可以用 rotate() 算法来代替 move() 移动元素，在这种情况下，我们肯定知道最后两个元素的值。  
 如果一个移动操作的目的地址位于源序列之内，move() 就无法正常工作，这意味着移动需要从序列的右边开始。原因是一些元素在移动之前会被重写，但 move\_backward() 可以正常工作。它的前两个参数指定了被移动的序列，第三个参数是目的地址的结束迭代器。例如：

*std*::*vector*<int> data{ 1, 2, 3, 4, 5, 6, 7, 8 };

*std*::move(*std*::*begin*(data) + 2, *std*::*end*(data), *std*::*begin*(data));

data.erase(*std*::*end*(data) - 2, *std*::*end*(data)); // Erase moved elements

*std*::copy(*std*::*begin*(data), *std*::*end*(data), *std*::*ostream\_iterator*<int> {*std*::*cout*, " "});

*std*::*cout* << *std*::*endl*;

// 3, 4, 5, 6, 7, 8这里使用 deque 容器只

是为了换个容器使用。将前 6 个元素向右移动两个位置。在移动操作后，值无法得到保证的元素会被重置为 0。最后一行展示了这个操作的结果

**第四十 C++ swap\_ranges(STL swap\_ranges)函数使用详解**

可以用 swap\_ranges() 算法来交换两个序列。这个算法需要 3 个正向迭代器作为参数。前两个参数分别是第一个序列的开始和结束迭代器，第三个参数是第二个序列的开始迭代器。显然，这两个序列的长度必须相同。这个算法会返回一个迭代器，它指向第二个序列的最后一个被交换元素的下一个位置。例如：

using Name = std::*pair*<*string*, *string*>; // First and second name

std::*vector*<Name> people{ Name{"Al", "Bedo" }, Name { "Ann", "Ounce"}, Name{"Jo"，"King"} };

std::*list*<Name> folks{ Name{"Stan", "Down"}, Name{"Dan","Druff"},Name {"Bea", "Gone"} };

std::swap\_ranges(std::*begin*(people), std::*begin*(people) + 2, ++std::*begin*(folks));

std::for\_each(std::*begin*(people), std::*end*(people), [](const Name& name) {std: : *cout* << '"' << name.*first* << " " << name.*second* << "\" "; });

std::*cout* << std::*endl*; // "Dan Druff" "Bea Gone" "Jo King"

std::for\_each(std::*begin*(folks), std::*end*(folks), [](const Name& name) {std::*cout* << '"' << name.*first* << " " << name.*second* << "\" "; });

std::*cout* << std::*endl*;// "Stan Down" "Al Bedo" "Ann Ounce"

这里使用 vector 和 list 容器来保存 pair<string,string> 类型的元素，pair<string,string> 用来表示名称。swap\_ranges() 算法被用来交换 people 的前两个元素和 folks 的后两个元素。这里并没有为了将 pair 对象写入流而重载 operator<<() 函数，因此 copy() 无法用输出流迭代器来列出容器的内容。为了生成输出，选择使用 for\_each() 算法将 lambda 表达式运用到容器的每个元素上。这个 lambda 表达式只会将传给它的 Name 元素的成员变量写入标准输出流。注释展示了执行这段代码后输出的结果：  
定义在 utility 头文件中的 swap() 算法的重载函数的模板原型为：

**template<typename T1, typename T2> void swap(std::pair<T1,T2> left, std::pair<T1,T2> right);**

这段代码会对 pair<T1,T2> 对象进行交换，在前面的代码段中也可以用 swap\_ranges() 来交换元素。  
 用来交换两个 T 类型对象的 swap() 模板也被定义在 utility 头文件中。除了 pair 对象的重载之外，utility 文件头中也有可以交换任何类型的容器对象的模板的重载。也就是说，可以交换两个 list<T> 容器或者两个 set<T> 容器但不能是一个 list<T> 和 vector<T>，也不能是一个 list<T1> 和一个 list<T2>。  
 另一个 swap() 模板的重载可以交换两个相同类型的数组。也有其他几个 swap() 的重载，它们可以用来交换其他类型的对象，包含元组和智能[指针](http://c.biancheng.net/c/80/" \t "http://c.biancheng.net/view/_blank)类型，正如本章前面所述。iter\_swap() 算法有一些不同，它会交换两个正向迭代器所指向的元素。

**第四十一 C++ remove、remove\_copy、remove\_if和remove\_copy\_if函数使用详解**

如果不知道具体的场景，即元素保存在什么样的容器中，是不能从序列中移除元素的。因此，“移除元素的”算法也无法做到这一点，它们只会重写被选择的元素或者忽略复制的元素。移除操作不会改变被“移除”元素的序列的元素个数。  
  
有 4 种移除算法：

（1）remove() 可以从它的前两个正向迭代器参数指定的序列中移除和第三个参数相等的对象。基本上每个元素都是通过用它后面的元素覆盖它来实现移除的。它会返回一个指向新的最后一个元素之后的位置的迭代器。

（2）remove\_copy() 可以将前两个正向迭代器参数指定的序列中的元素复制到第三个参数指定的目的序列中，并忽略和第 4 个参数相等的元素。它返回一个指向最后一个被复制到目的序列的元素的后一个位置的迭代器。序列不能是重叠的。

（3）remove\_if() 可以从前两个正向迭代器指定的序列中移除能够使作为第三个参数的谓词返回 true 的元素。

（4）4remove\_copy\_if() 可以将前两个正向迭代器参数指定的序列中，能够使作为第 4 个参数的谓词返回 true 的元素，复制到第三个参数指定的目的序列中。它返回一个指向最后一个被复制到目的序列的元素的后一个位置的迭代器。序列不能是重叠的。

可以按如下方式使用 remove():

*std*::*deque*<double> samples{ 1.5, 2.6, 0.0, 3.1, 0.0, 0.0, 4.1, 0.0, 6.7, 0.0 };

samples.erase(*std*::*remove*(*std*::*begin*(samples), *std*::*end*(samples), 0.0), *std*::*end*(samples));

*std*::copy(*std*::*begin*(samples), *std*::*end*(samples), *std*::*ostream* iterator <double> {*std*::*cout*, " "});

*std*::*cout* << *std*::*endl*;

// 1.5 2.6 3.1 4.1 6.7

sample 中不应包含为 0 的物理测量值。remove() 算法会通过左移其他元素来覆盖它们，通过这种方式就可以消除杂乱分布的 0。remove() 返回的迭代器指向通过这个操作得到的新序列的尾部，所以可以用它作为被删除序列的开始迭代器来调用 samples 的成员函数 erase()。注释说明容器中的元素没有被改变。  
 如果想保留原始序列，并生成一个移除选定元素之后的副本，可以使用 remove\_copy()。 例如：

*std*::*deque*<double> samples{ 1.5, 2.6, 0.0, 3.1, 0.0, 0.0, 4.1, 0.0, 6.7, 0.0 }; *std*::*vector*<double> edited\_samples;

*std*::remove\_copy(*std*::*begin*(samples), *std*::*end*(samples), *std*::*back\_inserter*(edited\_samples), 0.0);

samples 容器中的非零元素会被复制到 edited\_samples 容器中，edited\_samples 正好是一个 vector 容器。通过 back\_insert\_iterator 对象将这些元素添加到 edited\_samples，因此这个容器只包含从 sample 中复制的元素。  
 remove\_if() 提供了更强大的能力，它能够从序列中移除和给定值匹配的元素。谓词会决定一个元素是否被移除；它接受序列中的一个元素为参数，并返回一个布尔值。例如：

using Name = *std*::*pair*<*string*, *string*>； // First and second name

*std*::*set*<Name> blacklist{ Name {"Al", "Bedo"}, Name {"Ann", "Ounce"}, Name {"Jo","King"} };

*std*::*deque*<Name> candidates{ Name{"Stan", "Down"}, Name {"Al", "Bedo"}, Name {"Dan", "Druff"},Name {"Di", "Gress"}, Name {"Ann", "Ounce"}, Name {"Bea", "Gone"} }; candidates.erase(*std*::*remove\_if*(*std*::*begin*(candidates), *std*::*end*(candidates), [&blacklist](const Name& name) { return blacklist.*count*(name); }), *std*::*end*(candidates)); *std*::for\_each(*std*::*begin*(candidates), *std*::*end*(candidates), [](const Name& name) {*std*::*cout* << '"' << name.*first* << " " << name.*second* << "\" "; });

*std*::*cout* << *std*::*endl*; // "Stan Down" "Dan Druff" "Di Gress" "Bea Gone"

这段代码用来模拟候选人申请成为倶乐部会员。那些众所周知的不安分人士的姓名被保存在 blacklist 中，它是一个集合。当前申请成为会员的候选人被保存在 candidates 容器中，它是一个 deque 容器。用 remove\_if() 算法来保证不会有 blacklist 中的姓名通过甄选过程。这里的谓词是一个以引用的方式捕获 blacklist 容器的 lambda 表达式。当参数在容器中存在时，set 容器的成员函数 count() 会返回 1。谓词返回的值会被隐式转换为布尔值，因此对于每一个出现在 blacklist 中的候选人，谓词都会返回 true，然后会将它们从 candidates 中移除。注释中显示了通过甄选的候选人。  
remove\_copy\_if() 之于 *remove\_copy*()，就像 *remove\_if*() 之于 remove。下面展示它是如何工作的：

*std*::*set*<Name> blacklist{ Name {"Al", "Bedo"}, Name {"Ann", "Ounce"}, Name {"Jo", ,"King" } };

*std*::*deque*<Name> candidates{ Name {"Stan", "Down"}, Name { "Al", "Bedo"},Name {"Dan", "Druff"}, Name {"Di", "Gress"}, Name {"Ann", "Ounce"},Name {"Bea", "Gone"} };

*std*::*deque*<Name> validated;

*std*::remove\_copy\_if(*std*::*begin*(candidates), *std*::*end*(candidates), *std*::*back* inserter(validated), [&blacklist](const Name& name) { return blacklist.*count*(name); });

这段代码实现了和前一段代码同样的功能，除了结果被保存在 validated 容器中和没有修改 candidates 容器之外。

**第四十二 C++ fill和fill\_n函数用法详解**

fill() 和 fill\_n() 算法提供了一种为元素序列填入给定值的简单方式，fill() 会填充整个序列； fill\_n() 则以给定的迭代器为起始位置，为指定个数的元素设置值。下面展示了 fill() 的用法：

*std*::*vector*<*string*> data{ 12 }; // Container has 12 elements

*std*::fill(*std*::*begin*(data), *std*::*end*(data), "none"); // Set all elements to "none"

fill 的前两个参数是定义序列的正向迭代器，第三个参数是赋给每个元素的值。当然这个序列并不一定要代表容器的全部元素。例如：

*std*::*deque*<int> values(13); //Container has 13 elements

int n{ 2 }; // Initial element value

const int step{ 7 }; // Element value increment

const *size\_t* count{ 3 }; // Number of elements with given value

auto iter = *std*::*begin*(values);

while (true)

{

auto t0\_end = *std*::*distance*(iter, *std*::*end*(values)); // Number of elements remaining

if (to\_end < count) //In case no. of elements not a multiple of count

{

*std*::*fill*(iter, iter + to\_end, n); // Just fill remaining elements and end the loop

break;

}

else

{

*std*::*fill*(iter, *std*::*end*(values), n); // Fill next count elements

}

iter = *std*::*next*(iter, count); // Increment iter

n += step;

}

上面创建了具有 13 个元素的 value 容器。在这种情况下，必须用圆括号将值传给构造函数；使用花括号会生成一个有单个元素的容器，单个元素的值为 13。在循环中，fill() 算法会将 values 赋值给 count 个元素。以 iter 作为容器的开始迭代器，如果还有足够的元素剩下，每次遍历中，它会被加上 count，因此它会指向下个序列的第一个元素。执行这段代码会将 values 中的元素设置为：

2 2 2 9 9 9 16 16 16 23 23 23 30

fill\_n() 的参数分别是指向被修改序列的第一个元素的正向迭代器、被修改元素的个数以及要被设置的值。distance() 和 next() 函数定义在 iterator 头文件中。前者必须使用输入迭代器，而后者需要使用正向迭代器。

**第四十三 C++（STL）generate和generate\_n函数用法详解**

你已经知道可以用for\_each()算法将一个函数对象应用到序列中的每一个元素上。函数对象的参数是for\_each()的前两个参数所指定序列中元素的引用，因此它可以直接修改被保存的值。generate()算法和它有些不同，它的前两个参数是指定范围的正向迭代器，第三个参数是用来定义下面这种形式的函数的函数对象：

*T* fun (); // T is a type that can be assigned to an element in the range

无法在函数内访问序列元素的值。generate() 算法只会保存函数为序列中每个元素所返回的值，而且 genemte() 没有任何返回值。为了使这个算法更有用，可以将生成的不同的值赋给无参数函数中的不同元素。也可以用一个可以捕获一个或多个外部变量的函数对象作为 generate() 的第三个参数。例如：

*string* chars(30, ' ');// 30 space characters

char ch{ 'a' };

int incr{};

*std*::generate(*std*::*begin*(chars), *std*::*end*(chars), [ch, &incr]

{

incr += 3;

return ch + (incr % 26); })；

*std*::*cout* << chars << *std*: : *endl*;

// chars is: dgjmpsvybehknqtwzcfiloruxadgjm

变量 chars 被初始化为了个有 30 个空格的字符串。作为 generate() 的第三个参数的 lambda 表达式的返回值会被治存到 chars 的连续字符中。lambda 表达式以值的方式捕获 ch，以引用的方式捕获 incr，因此会在 lambda 的主体中对后者进行修改。lambda 表达式会返回 ch 加上 incr 后得到的字符，增加的值是 26 的模，因此返回的值总是在 'a' 到 'z' 之间，给定的起始值为 'a'。这个操作的结果会在注释中展示出来。可以对 lambda 表达式做一些修改， 使它可以用于任何大写或小写字母，但只生成保存在 ch 中的这种类型的字母。  
 generate\_n() 和 generate() 的工作方式是相似的。不同之处是，它的第一个参数仍然是序列的开始迭代器，第二个参数是由第三个参数设置的元素的个数。为了避免程序崩溃，这个序列必须至少有第二个参数定义的元素个数。例如：

*string* chars(30, ' '); // 30 space characters

char ch{ 'a' } / int incr{};

*std*::generate\_n(*std*::*begin*(chars), chars.*size*() / 2, [ch, &incr]

{

incr += 3;

return ch + (incr % 26);

})；

这里，chars 中只有一半的元素会被算法设为新的值，剩下的一半仍然为空格。

**第四十四 C++ transform(STL transform)函数用法详解**

transform() 可以将函数应用到序列的元素上，并将这个函数返回的值保存到另一个序列中，它返回的迭代器指向输出序列所保存的最后一个元素的下一个位置。  
 这个算法有一个版本和 for\_each() 相似，可以将一个一元函数应用到元素序列上来改变它们的值，但这里有很大的区别。for\_each() 中使用的函数的返回类型必须为 void，而且可以通过这个函数的引用参数来修改输入序列中的值；而 transform() 的二元函数必须返回一个值，并且也能够将应用函数后得到的结果保存到另一个序列中。  
 不仅如此，输出序列中的元素类型可以和输入序列中的元素类型不同。对于 for\_each()，函数总是会被应用序列的元素上，但对于 transform()，这一点无法保证。  
 第二个版本的 transform() 允许将二元函数应用到两个序列相应的元素上，但先来看一下如何将一元函数应用到序列上。在这个算法的这个版本中，它的前两个参数是定义输入序列的输入迭代器，第 3 个参数是目的位置的第一个元素的输出迭代器，第 4 个参数是一个二元函数。这个函数必须接受来自输入序列的一个元素为参数，并且必须返回一个可以保存在输出序列中的值。例如：

std::*vector*<double> deg\_C{ 21.0, 30.5, 0.0, 3.2, 100.0 };

std::*vector*<double> deg\_F(deg\_C.*size*());

std::transform(std::*begin*(deg\_C), std::*end*(deg\_C), std:*rbegin*(deg\_F), [](double temp) { return 32.0 + 9.0 \* temp / 5.0; });

//Result 69.8 86.9 32 37.76 212

这个 transform() 算法会将 deg\_C 容器中的摄氏温度转换为华氏温度，并将这个结果保存到 deg\_F 容器中。为了保存全部结果，生成的 deg\_F 需要一定个数的元素。因此第三个参数是 deg\_F 的开始迭代器。通过用 back\_insert\_iterator 作为 transform() 的第三个参数，可以将结果保存到空的容器中：

*std*::*vector*<double> deg\_F; // Empty container

*std*::transform(*std*::*begin*(deg\_C), *std*::*end*(deg\_C), *std*::*back\_inserter*(deg\_F), [](double temp) { return 32.0 + 9.0 \* temp / 5.0; });

// Result 69.8 86.9 32 37.76 212

用 back\_insert\_iterator 在 deg\_F 中生成保存了操作结果的元素；结果是相同的。第三个参数可以是指向输入容器的元素的迭代器。例如：

*std*::*vector*<double> temps{ 21.0, 30.5, 0.0, 3.2, 100.0 }; // In Centigrade

*std*::transform(*std*::*begin*(temps), *std*::*end*(temps), *std*::*begin*(temps), [](double temp) { return 32.0 + 9.0 \* temp / 5.0; });

// Result 69.8 86.9 32 37.76 212

这里将 temp 容器中的值从摄氏温度转换成了华氏温度。第三个参数是输入序列的开始迭代器，应用第 4 个参数指定的函数的结果会被存回它所运用的元素上。  
  
下面的代码展示了目的序列和输入序列是不同类型的情况：

*std*::*vector*<*string*> words{ "one", "two", "three", "four","five" };

*std*::*vector*<*size\_t*> hash\_values;

*std*::transform(*std*::*begin*(words), *std*::*end*(words), *std*::*back\_inserter*(hash\_values), *std*::*hash*<*string*>()); // string hashing function

*std*::copy(*std*::*begin*(hash\_values), *std*::*end*(hash\_values), *std*::*ostream\_iterator*<*size\_t*> {*std*::*cout*, " "});

*std*::*cout* << *std*::*endl*;

输入序列包含 string 对象，并且应用到元素的函数是一个定义在 string 头文件中的标准的哈希函数对象。这个哈希函数会返回 size\_t 类型的哈希值，并且会用定义在 iterator 头文件中的辅助函数 back\_inserter() 返回的 back\_insert\_iterator 将这些值保存到 hash\_values 容器中。在笔者的系统上，这段代码产生的输出如下：

**3123124719 3190065193 2290484163 795473317 2931049365**

你的系统可能会产生不同的输出。注意，因为目的序列是由 back\_insert\_iterator 对象指定的，这里 transform() 算法会返回一个 back\_insert\_iterator<vector<size\_T>> 类型的迭代器，因此不能在 copy() 算法中用它作为输入序列的结束迭代器。为了充分利用 transform() 返回的迭代器，这段代码可以这样写：

std::vector<string> words {"one", "two", "three", "four", "five"}; std::vector<size\_t> hash\_values(words.size());

auto end\_iter = std::transform(std::begin(words),std::end(words), std::begin(hash\_values), std::hash<string>()); // string hashing function

std::copy(std::begin(hash\_values) , end\_iter, std::ostream iterator<size t>{std::cout," "});

std::cout << std::endl;

现在，transform() 返回的是 hash\_values 容器中元素序列的结束迭代器。  
  
可以在 transform() 所运用的函数中为元素序列调用一个算法。下面举例说明：

std::deque<string> names {"S[tan](http://c.biancheng.net/ref/tan.html" \t "http://c.biancheng.net/view/_blank) Laurel", "Oliver Hardy", "Harold Lloyd"};

std::transform(std::begin(names), std::end(names), std::begin(names),[](string& s) { std::transform(std::begin(s), std::end(s), std::begin(s), ::[toupper](http://c.biancheng.net/ref/toupper.html" \t "http://c.biancheng.net/view/_blank));return s;})；

std::copy(std::begin(names), std::end(names), std::ostream iterator<string>{std::cout," "});

std::cout << std::endl;

transform() 算法会将 lambda 定义的函数应用到 names 容器中的元素上。这个 lambda 表达式会调用 transform()，将定义在 cctype 头文件中的 toupper() 函数应用到传给它的字符串的每个字符上。它会将 names 中的每个元素都转换为大写，因此输出为：

STAN LAUREL OLIVER HARDY HAROLD LLOYD

当然，也有其他更简单的方式可以得到相同的结果。  
  
应用二元函数的这个版本的 transform() 含有 5 个参数：

前两个参数是第一个输入序列的输入迭代器。

第3个参数是第二个输入序列的开始迭代器，显然，这个序列必须至少包含和第一个输入序列同样多的元素。

第4个参数是一个序列的输出迭代器，它所指向的是用来保存应用函数后得到的结果的序列的开始迭代器。

第5个参数是一个函数对象，它定义了一个接受两个参数的函数，这个函数接受来自两个输入序列中的元素作为参数，返回一个可以保存在输出序列中的值。

让我们来思考一个关于几何计算的简单示例。一条折线是由点之间连续的线组成的。折线可以表示为一个 Point 对象的 vector，折线线段是加入连续点的线。如果最后一个点和前一个点相同，折线就是闭合的一个多边形。
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图 1 一条表示六边形的折线  
Point 被定义为一个类型别名，图 1 展示了一个示例：

u[sin](http://c.biancheng.net/ref/sin.html" \t "http://c.biancheng.net/view/_blank)g Point = std::pair<double, double>; // pair<x,y> defines a point

这里有 7 个点，因此图 1 中的六边形对象有 6 个折线段。因为第一个点和最后一个 点是相同的，这 6 条线段实际上组成了一个多边形——六边形。可以用 transform() 算法来 计算这些线段的长度：

*std*::*vector*<*Point*> hexagon{ {1,2}, {2,1}, {3,1}, {4,2}, {3,3}, {2,3}, {1,2} };

*std*::*vector*<double> segments; // Stores lengths of segments

*std*::transform(*std*::*begin*(hexagon), *std*::*end*(hexagon) — 1, *std*::*begin*(hexagon) + 1, *std*::*back\_inserter*(segments), [](const *Points* p1, const *Points* p2) {return *st* *d*::*sqrt*((p1.*first* - p2.*first*) \* (p1.*first* - p2.*first*) + (p1.*second* - p2.*second*) \* (p1.*second* - p2.*second*)); });

transform() 的第一个输入序列包含六边形中从第一个到倒数第二个 Point 对象。第二个输入序列是从第二个 Point 对象开始的，因此这个二元函数调用的连续参数为点 1 和 2、点 2 和 3、点 3 和 4，依此类推，直到输入序列的最后两个点 6 和 7。图 1 展示了计算 (x1,y1) 和 (x2,y2) 两点之前距离的公式，作为 transform() 最后一个参数的 lambda 表达式实现的就是这个公式。线段的长度是由 lambda 表达式计算的，它们会被保存在 segments 容器中。我们可以用两种以上的算法来输出线段的长度和这个六边形的周长。例如：

std::cout << "Segment lengths: ";

std::copy(std::begin(segments), std::end(segments),std::ostream\_iterator<double> {std::cout," "});

std::cout << std::endl;

std::cout << "Hexagon perimeter: "<< std::accumulate(std::begin(segments), std::end(segments), 0.0) << std::endl;

这里使用 copy() 算法来输出线段的长度。accumulate() 函数可以求出 segments 中元素值之和，从而得到周长。

**第四十五 C++ replace,replace\_if和replace\_copy函数用法详解**

replace() 算法会用新的值来替换和给定值相匹配的元素。它的前两个参数是被处理序列的正向迭代器，第 3 个参数是被替换的值，第 4 个参数是新的值。下面展示了它的用法:

*std*::*deque*<int> data{ 10, -5, 12, -6, 10, 8, -7, 10, 11 };

*std*::replace(*std*::*begin*(data), *std*::*end*(data), 10, 99);

// Result: 99 -5 12 -6 99 8 -7 99 11

这里，data 容器中和 10 匹配的全部元素都会被 99 替代。  
 replace\_if() 会将使谓词返回 true 的元素替换为新的值。它的第 3 个参数是一个谓词，第 4 个参数是新的值。参数的类型一般是元素类型的 const 引用；const 不是强制性的，但谓词不应该改变元素。下面是一个使用 replace\_if() 的示例：

*string* password{ "This is a good choice !" };

*std*::replace\_if(*std*::*begin*(password), *std*::*end*(password), [](char ch) {return *std*::*isspace*(ch); }, '\_');

//Result:This\_is\_a\_good\_choice!

这个谓词会为任何是空格字符的元素返回 true，因此这里的空格都会被下划线代替。  
 replace\_copy() 算法和 replace() 做的事是一样的，但它的结果会被保存到另一个序列中，而不会改变原始序列。它的前两个参数是输入序列的正向迭代器，第 3 个参数是输入序列的开始迭代器，最后两个参数分别是要被替换的值和替换值。例如：

*std*::*vector*<*string*> words{ "one","none", "two", "three", "none", "four" };

*std*::*vector*<*string*> new\_words;

*std*::replace\_copy(*std*::*begin*(words), *std*::*end*(words), *std*::*back\_inserter*(new\_words), *string*{ "none" }, *string*{ "0" });

// Result:"one", "0", "two","three","0","four"

在执行这段代码后，new\_words 会包含注释中的 string 元素。  
可以在序列中有选择地替换元素的最后一个算法是 replace\_copy\_if()，它和 replace\_if() 算法是相同的，但它的结果会被保存到另一个序列中。它的前两个参数是输入序列的迭代器，第 3 个参数是输出序列的开始迭代器，最后两个参数分别是谓词和替换值。例如：

*std*::*deque*<int> data{ 10, -5, 12, -6, 10, 8, -7, 10，11 }; *std*::*vector*<int> data\_copy;

*std*::replace\_copy\_if(*std*::*begin*(data), *std*::*end*(data), *std*::*back\_inserter*(data\_copy), [](int value) {return value == 10; }, 99);

// Result:99 -5 12 -6 99 8 -7 99 11

data\_copy 是一个 vector 容器，这里使用它只是为了说明输出容器可以和输入容器不同。这段代码执行后，它会包含注释中所示的元素。