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# 复习

ES6中的新特点：

let：新增的关键字，用于定义遵循ES6规范的变量。

不可以重复定义

没有声明提升

块级作用域

不会挂载到window身上

for循环中可以记住当时的值

const：新增的关键字，用于定义遵循ES6规范的常量。

不可以重复定义

没有声明提升

块级作用域

不会挂载到window身上

不可以通过=修改对象的值 如果保存的是引用类型则可以通过.语法或者方括号语法进行属性的增加、修改，通过delete关键字，进行属性的删除。

对象的新方法：

Object.is: 用于判定两者是否全等

Object.assign: 用于将第二个参数及后面的每一个参数（每个参数都是对象）所拥有的属性和方法赋予第一个参数。

属于浅复制

字符串：

多行字符串：通过``键定义

字符串模板：${} 括号内是一个JS执行环境，可以使用JS环境中的任何内容以及语法

startsWith：判定一个字符串的指定位置是否是另一个字符串开头

endsWith：判定一个字符串的指定位置是否是另一个字符串结尾

includes：判定一个字符串的指定位置往后是否包含另一个字符串

repeat：将一个字符串复制一定的次数。并返回新的复制后的字符串。

数组：

Array.of：定义数组 每一个参数都是成员

Array.from: 将类数组对象转化为数组

类数组对象：必须具备数字下标与length属性

find：用于模糊查询一个数组中的符合某个特点的成员

参数是一个函数。

该函数返回一个布尔值。该函数会执行数组.length次。每一次如果返回的是false，则继续下一次，如果是true，则中止。并且find方法会返回此时循环到的成员

findIndex:用于模糊查询一个数组中的符合某个特点的成员的索引

参数是一个函数。

该函数返回一个布尔值。该函数会执行数组.length次。每一次如果返回的是false，则继续下一次，如果是true，则中止。并且find方法会返回此时循环到的成员的索引。

copyWithin：用于数组的内部复制

三个参数：

pos： 粘贴的开始位置（包含）

start： 复制的开始位置（包含）

end： 复制的结束位置（不包含）

Symbol：ES6中新增的数据类型。表示一个独一无二的符号。

获取值的方式： Symbol() 参数只有语义的作用

该Symbol类型主要用于解决对象的属性无法重复的问题。

Proxy：代理对象

接收两个参数：

第一个是目标对象

第二个是处理规则对象

get方法：在通过代理对象访问属性时，会执行

参数：

第一个是 目标对象

第二个是 属性名

第三个是 代理对象自己

set方法：在通过代理对象设置属性时，会执行

参数：

第一个是 目标对象

第二个是 属性名

第三个是 属性值

第四个是 代理对象自己

返回值：代理对象

解构语法：

解构对象： let {prop1, prop2, prop3} = obj;

等价代码：

let prop1 = obj.prop1;

let prop2 = obj.prop2;

let prop3 = obj.prop3;

解构数组： let [a, b, c] = arr;

等价代码：

let a = arr[0];

let b = arr[1];

let c = arr[2];

注：解构对象的时候，等号左侧的变量名，顺序无关，属性名称相关。解构数组的时候，等号左侧的变量名，顺序相关。

拓展语法：...语法

获取剩余参数：在定义函数的时候，可以在形参列表中通过...args 获取剩余的所有参数。它之前的参数形参与实参一一对应。

解构数组：在解构数组的时候，如果只想要获取前几个，剩余的数组成员要放入一个新的数组。则可以： let [a, b, ...c] = arr;

等价于：

let a = arr[0];

let b = arr[1];

let c = arr.slice(2);

传递参数：

console.log(arr); => 在控制台中输出的是这个数组

console.log(...arr); => 在控制台中输出的是这个数组的每一个成员

Number的静态方法：

Number.isNaN: 判定一个数字是否是NaN 如果不是数字，则返回false

Number.isFinite: 判定一个数字是否是有限的 如果不是数字，则返回false

Number.isInteger: 判定一个数字是否是整数 如果不是数字，则返回false

箭头函数：

ES6中新增的一种新的函数的定义方式。

语法： () => {}

特点：

this只有在定义函数、声明函数的时候确定。

规则：在定义、声明函数时，所在的作用域中的this。

一旦确定之后，再也无法改变。

函数中添加了一个特点，在定义函数的时候，可以给形参一个默认值。

语法：function fun(形参 = 默认值， 形参1 = 默认值1) {}

# 一、箭头函数

## 1.1 无法作为构造函数

因为ES6中，已经增加了class关键字，所以不需要再使用构造函数去模拟了。而且箭头函数中的this它不变。

demo:

|  |
| --- |
| 1. // 定义一个箭头函数 2. let arrowFun = () => { 3. } 4. new arrowFun(); |

输出：

|  |
| --- |
|  |

## 1.2 省略写法

ES6将代码的省略做到了极致。

规则：

1 如果形参中只有一个参数，则可以省略圆括号

2 如果函数体中只有一条代码而且还是返回值，则可以省略{}和return

demo:

|  |
| --- |
| 1. let fun = a => a + 2; 2. console.log(fun(1)); |

输出结果：

|  |
| --- |
|  |

## 1.3 arguments

箭头函数中，取消了arguments 改为使用拓展语法代替

demo:

|  |
| --- |
| 1. // 箭头函数中，取消了arguments 改为使用拓展语法代替 2. let arrowFun = () => { 3. console.log(arguments); 4. } 5. // 调用 6. arrowFun(); |

报错：

|  |
| --- |
|  |

# 数组的迭代器方法

ES6中，新增了迭代器接口。

## 2.1 keys方法

该方法用于获取数组的所有的keys 也就是下标、索引

demo1: 获取迭代器对象

|  |
| --- |
| 1. // 定义数组 2. let arr = ["a", "b", "c", "d", "e"]; 3. // 调用keys方法 返回迭代器对象 4. let iterator = arr.keys(); 5. console.log(iterator); |

输出1：

|  |
| --- |
|  |

demo2: 迭代器对象调用一次next

|  |
| --- |
| 1. // 每一次迭代器对象调用next方法 都会返回一次结果 2. let result1 = iterator.next(); 3. console.log(result1); |

输出2：

|  |
| --- |
|  |

本次的输出结果是一个对象，对象中有value属性，就是我们这一次得到的结果。对象中有done属性，表示迭代是否完成。false表示未完成，就可以继续。如果true，表示已经完成。

demo3: 代码多次调用next

|  |
| --- |
| 1. let result1 = iterator.next(); 2. console.log(result1); 3. console.log(iterator.next()); 4. console.log(iterator.next()); 5. console.log(iterator.next()); 6. console.log(iterator.next()); 7. console.log(iterator.next()); 8. console.log(iterator.next()); 9. console.log(iterator.next()); |

输出3：

|  |
| --- |
|  |

## 2.2 values方法

该方法与keys方法的使用方式一致，区别：

keys方法的迭代器对象调用了next之后返回的对象中的value是下标

values方法的迭代器对象调用了next之后返回的对象中的value是成员

demo:

|  |
| --- |
| 1. // 定义数组 2. let arr = ["a", "b", "c", "d", "e"]; 3. // 调用values方法 返回迭代器对象 4. let iterator = arr.values(); 5. // 每一次迭代器对象调用next方法 都会返回一次结果 6. let result1 = iterator.next(); 7. console.log(result1); 8. console.log(iterator.next()); 9. console.log(iterator.next()); 10. console.log(iterator.next()); 11. console.log(iterator.next()); 12. console.log(iterator.next()); 13. console.log(iterator.next()); 14. console.log(iterator.next()); |

输出：

|  |
| --- |
|  |

## 2.3 entries方法

该方法与keys方法、values方法的使用方式一致，区别：

keys方法的迭代器对象调用了next之后返回的对象中的value是下标

values方法的迭代器对象调用了next之后返回的对象中的value是成员

entries方法的迭代器对象调用了next之后返回的对象中的value是长度为2的数组

第一个成员是数组的下标

第二个成员是数组的成员

demo:

|  |
| --- |
| 1. // 定义数组 2. let arr = ["a", "b", "c", "d", "e"]; 3. // 调用entries方法 返回迭代器对象 4. let iterator = arr.entries(); 5. // 每一次迭代器对象调用next方法 都会返回一次结果 6. let result1 = iterator.next(); 7. console.log(result1); 8. console.log(iterator.next()); 9. console.log(iterator.next()); 10. console.log(iterator.next()); 11. console.log(iterator.next()); 12. console.log(iterator.next()); 13. console.log(iterator.next()); 14. console.log(iterator.next()); |

输出：

|  |
| --- |
|  |

# 迭代器

什么叫做迭代器？

定义：给定一种方式，能够顺序的遍历结构内部的数据，同时又不暴露内部结构的方式。

ES6中就定义了一个迭代器接口，并且已经给部分数据结构实现了该迭代器。比如数组。

使用方式：

通常是在数据结构的对象的原型上，定义该迭代器接口的获取方式。在调用了该原型方法之后，会返回迭代器对象。

迭代器对象的使用方式是统一的： iterator.next()

得到的结果的结构也是统一的： {value: xxx, done: boolean}

# for……of循环

该循环是用于循环迭代器、或者实现了迭代器接口的数据结构的。

举例：

调用了数组的keys、values、entries方法之后，得到一个迭代器对象：iterator

for (let i of iterator) {

i: 返回的对象value属性和done属性中的value的值

}

数组是数据结构，数组实现了迭代器接口：所以我们可以通过for of直接迭代数组

let arr = [1, 2, 3, 4, 5, 6];

for (let i of arr) {

i: 成员

}

对象也是数据结构，但是没有实现迭代器接口：所以我们不可以通过for of直接迭代对象

let obj = {};

for (var i of obj) {}

报错：obj is not iterable

demo1: 迭代迭代器接口对象

|  |
| --- |
| 1. // 定义数组 2. let arr = ["a", "b", "c", "d", "e"]; 3. // 调用entries方法 返回迭代器对象 4. let iterator = arr.entries(); 5. // 每一次都手工调用iterator的next 太过繁琐 6. // 所以 ES6提供了for of循环 7. for (let i of iterator) { 8. console.log(i); 9. } |

输出：

|  |
| --- |
|  |

demo2: 迭代实现了迭代器接口的数据结构

|  |
| --- |
| 1. // 直接迭代arr 2. for (let i of arr) { 3. console.log(i); 4. } |

输出2：

|  |
| --- |
|  |

demo3: 迭代一个没有实现迭代器接口的数据结构

|  |
| --- |
| 1. // 定义对象 2. let obj = { 3. a: 1, 4. b: 2, 5. c: 3 6. } 7. // 尝试for of迭代obj 8. for (let i of obj) { 9. } |

输出3：报错

|  |
| --- |
|  |

# 五、新的数据结构

## 5.1 Set

Set是一个新的数据结构，可以认为是一个内容不可重复的数组。

注：初始化的时候，一定要new Set

否则：![](data:image/png;base64,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)

demo:

|  |
| --- |
| 1. // 定义新的数据结构 2. let s = new Set([1, 2, 3, 4, 5, 6, 6, 6, 6, 6]); 3. console.log(s); |

输出：

|  |
| --- |
|  |

方法：

add：参数是任意类型的值

作用：将Set容器内，增加一个新的成员。

注：一定不可以添加已有的。如果添加的是已有的成员，添加失败。

delete：参数是任意类型的值

作用：将Set容器内，移除一个指定的成员。 如果该成员存在，则移除。

forEach：参数是函数 ES5中的迭代器方法

作用：根据Set成员的个数，执行函数多次。每一次的函数的参数是Set的某一个成员

函数的三个参数：Set的value、Set的key、Set自身

has：参数是任意的值

作用：判定参数是否已经存在于Set内部

clear: 没有参数。

作用：清空Set内部的所有内容。

## 5.2 WeakSet

WeakSet是一个与Set相关的数据结构。

与Set的区别：

1 每一个成员只能是引用类型

2 WeakSet不影响垃圾回收机制

WeakSet所使用的成员，不会导致标记数值的变化。

demo: WeakSet的成员，会被垃圾回收机制清理掉。

|  |
| --- |
| 1. let ws = new WeakSet([{}, {}]); |

输出：

|  |
| --- |
| 1. Feige图片20190710113508 |

非引用类型成员会报错：

|  |
| --- |
| 1. let ws = new WeakSet([1, 2, 3]); |

报错：

|  |
| --- |
|  |

## 5.3 Map

Map是一个超对象。与对象有关。

普通对象的key只能是字符串。

Map对象的key可以是任意类型的值。可以是字符串、是数字、布尔值、undefined、null、symbol、引用类型值。

初始化：

|  |
| --- |
| 1. let map = new Map(); |

输出map:

|  |
| --- |
|  |

set方法：

接收两个参数

第一个参数是超对象的key。值是任意的。

第二个参数是超对象的value。值也是任意的。

get方法：

接收一个参数

第一个参数是超对象的key。值是任意的

返回值：

该参数key对应的value。

其余方法：

与Set一致。

## 5.4 WeakMap

这是一个弱Map。

与WeakSet一致，WeakSet成员只可以是引用类型。

WeakMap的key，只可以是引用类型。

初始化：

|  |
| --- |
| 1. // 初始化 2. let wm = new WeakMap(); 3. wm.set("a", "1"); |

报错：![](data:image/png;base64,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)

与WeakSet一致，WeakSet不会影响到垃圾回收机制的判定。

WeakMap也不会。

|  |
| --- |
|  |

## 5.5 垃圾回收机制

垃圾：内存中没有用的内容，叫做垃圾。比如定义了一个变量，却从来没有使用。

引用计数：

当开辟一个内存地址时，会根据应用它的具体成员的多少来计算数值。当数值不为0时，依旧被使用。当数值为0时，会被清除掉。

标记清除：

进场和出场：整体内存有一个范围，当开辟一个地址时，如果有变量引用，则视为“进场”。如果变量、元素不再引用，则视为“出场”。

引用计数存在一个问题：如果一个元素身上有事件函数，则当把该元素移除时，元素引用函数，函数引用元素。互相引用，导致数字都不为0.无法被移除。所以委托模式，为了解决这个问题，就不给可能被移除的元素自身添加事件。

## 5.6 setInterval与setTimeout

这两个函数，都是用来开启异步代码。

setInterval的参数函数会按照一定的时间间隔执行。

setTimeout的参数函数到时间之后只执行一次。

返回值：

都是数字。

返回值表示的含义是当前的定时器、延时器在浏览器中的编号。

该数字只有在你想要关闭对应的定时器、延时器时才有用。

注：编号是有顺序可循的，所以可以自己猜要关闭哪个。不推荐。推荐的方式还是使用变量来保存这个编号。

# 下午复习

箭头函数：

this的指向规则：当定义这个箭头函数的时候的作用域中的this。就是该箭头函数的this。箭头函数中的this在箭头函数调用的时候是无论如何也不会发生变化的。

不能作为构造函数

获取参数要通过...语法

省略写法：

如果参数只有一个，则可以省略圆括号

如果函数体中只有一条代码并且还是返回值，则可以省略{} 与return关键字

arguments已经不能再使用。

数组的迭代器方法：

keys、values、entries。

这三个方法都会返回迭代器对象。

迭代器对象每调用一次next方法，就会返回一次数据。

格式： {

value：本次要的数据

done: 是否迭代完毕

}

keys的value是数字的下标、索引

values的value是成员值

entries的value是数组:[索引, 成员]

迭代器：

定义：给定一种方式，该方式可以顺序的遍历结构的内部数据，同时又不暴露内部的结构。

for……of循环：

专门用来循环迭代器的语法。

ex: for (let i of iterator) {i: next返回的对象的value属性值}

新的数据结构：

Set：去重数组

Map：超对象 对象的key和value都可以是任意类型

WeakSet：弱Set。特点1：成员只可以是引用类型。特点2：不会影响到垃圾回收机制的判定

WeakMap：弱Map。特点1：对象的key只能是引用类型。特点2：不会影响到垃圾回收机制的判定

垃圾回收机制：

垃圾：内存中已经没有用，但是还占用内存的内容都是垃圾。

第一种：

标记清除 现代高级浏览器使用

划分了内存的有效范围。如果变量保存的地址、或者dom元素。在该范围内，就视为有用。如果地址不再被变量保存，或者是dom元素下树的同时没有被变量保存。此时就视为无用。

第二种：

引用计数 某8使用

针对一个地址的被引用次数而计算它是否有用。

问题：循环引用。 A引用B、同时B也引用A。

setInterval、setTimeout：

它们都是开启一个异步代码。

其实是将函数交给了浏览器，让浏览器等待一段时间之后，将函数推入JS执行队列。

浏览器会返回一个该定时器、延时器的"句柄". 句柄可以理解为“引用”、“钥匙”

想要关闭定时器、延时器的时候，可以通过该“句柄”去关闭。（clearInterval(句柄)、clearTimeout(句柄)）

注：句柄其实是有一定的规律可循的。每开一个延时器、定时器，都会返回一个数字，该数字会累加。所以有经验的程序员可以不通过变量保存句柄。而直接清除指定的定时器、延时器。

但是还是推荐使用变量。

# 六、Promise

Promise是一个构造函数。ES6中新增的。

作用：为了解决异步代码的编程问题。将代码的书写风格，从回调套回调，变为从上到下。

回想一下：Node相册项目中，我们使用的大量的异步编程风格：回调套回调。

这样的话，会导致代码不容易维护。而且代码是横向发展。

所以，为了解决这些问题，ES6中，出现了Promise。

## 6.1 体验Promise

### 6.1.2 在没有Promise的时候发送ajax

|  |
| --- |
| 1. // 发送ajax 2. $.get("/ajax1", function(data) { 3. console.log("第一个ajax发送结束"); 4. // 发送第二个ajax 5. $.get("/ajax2", data, function(data) { 6. console.log("第二个ajax发送结束"); 7. }, "json"); 8. }, "json"); |

红色嵌套了蓝色部分。

这就属于回调函数：又叫做回调地狱。

### 6.1.3 在使用Promise的时候发送ajax

|  |
| --- |
| // 定义第一个任务  let task1 = function() {  return new Promise(function(resolve, reject) {  $.get("/ajax1", function(data) {  resolve(data);  });  });  }   1. // 定义第二个任务 2. let task2 = function(data) { 3. return new Promise(function(resolve, reject) { 4. $.get("/ajax2", data, function(data) { 5. resolve(data); 6. }); 7. }); 8. } 9. // 开始执行 10. let p = task1(); 11. p.then(function(data) { 12. console.log("第一次任务结束"); 13. return task2(data); 14. }) 15. .then(function(data) { 16. console.log("第二次任务结束") 17. }); |

两条代码已经拆分开。谁也不干扰谁。从上往下书写代码。

## 6.2 Promise

Promise是一个构造函数。

接收一个函数A作为参数，通常情况下，会在该函数内发送异步请求。

函数A有两个形参：resolve、reject。这两个形参也是函数。

我们会根据异步的成功还是失败来决定调用resolve还是reject

当调用resolve的时候，会将Promise实例的状态变为resolved。

当调用reject的时候，会将Promise实例的状态变为rejected。

返回值：一个Promise的实例。

第一步：

|  |
| --- |
| // 初始化一个Promise实例  let p = new Promise(function(resolve, reject) {  resolve：函数，当执行的时候会将p的状态变为resolved  reject：函数，当执行的时候会将p的状态变为rejected  }); |

第二步：查看p对象

|  |
| --- |
| 1. // 初始化一个Promise实例 2. let p = new Promise(function(resolve, reject) { 4. }); 5. console.log(p); |

输出：在FireFox浏览器中

|  |
| --- |
|  |

我们观察到：

state属性是pending

有几个原型上的方法：意味着必须要通过实例去调用

catch：用于定义当状态变为rejected时的处理函数

finally：用于定义不管当状态变为什么的时候的处理函数。

then：用于定义当状态变为resolved和状态变为rejected时的处理函数。（接收两个函数作为参数）

此时，我们将Promise的参数中的resolve执行：

|  |
| --- |
| let p = new Promise(function(resolve, reject) {  resolve();  });  console.log(p); |

此时，p的状态变为了: fulfilled 也就是resolved

|  |
| --- |
|  |

再重新将reject执行：

|  |
| --- |
| let p = new Promise(function(resolve, reject) {  // resolve();   1. reject(); 2. }); |

此时，p的状态变为了rejected 并且还报错了。

|  |
| --- |
|  |

报错的原因：因为没有设置resolved时的处理函数。

总结：

Promise接收一个函数作为参数，通常会在该函数体内发送异步请求。并在异步请求结束之后，调用resolve或者reject。

此时Promise实例的状态也会随之变化。

## 6.3 处理函数

当Promise的状态发生变化的时候，我们应当进行后续的逻辑上的代码处理。

“成功时，怎么办？失败时，怎么办？”

Promise的实例上有一个then方法，就是用来处理这个问题的。

promise.then(successCallback, failCallback);

successCallback: 当状态变为resolved时，执行的回调函数

failCallback: 当状态变为rejected时，执行的回调函数

注：promise实例的状态通常跟异步请求的执行结果挂钩

第一种情况：

异步请求成功 => resolve()

异步请求失败 => reject()

但是也可以第二种情况：

异步请求成功 => reject()

异步请求失败 => resolve()

但是没人会执行第二种情况

绑定函数：

|  |
| --- |
| let p = new Promise(function(resolve, reject) {  resolve();  // reject();  });  p.then(function() {  console.log("成功了");  }, function() {  console.log("失败了");  }); |

成功时，也就是resolve()

|  |
| --- |
|  |

失败时，也就是reject()

|  |
| --- |
|  |

如果不执行resolve也不执行reject，则永远不会执行任何代码。

总结：

Promise实例的状态：

只可能  
 pending => resolved/fulfilled

或

pending => rejected

一旦确定状态，则不可能逆向，也不可能改变。

## 6.4 标准的处理异步的方式

这里我们使用setTimeout来模拟异步。

|  |
| --- |
| let p = new Promise(function(resolve, reject) {  // 异步调用  setTimeout(function() {  resolve();  // reject();  }, 3000);  });   1. p.then(function() { 2. console.log("成功了"); 3. }, function() { 4. console.log("失败了") 5. }); |
|  |

## 6.5 传递参数

代码是从异步的回调中抽离到p.then方法的参数函数中了。

但是作用域也变了。从参数函数中，根据作用域是无法得到异步请求回来的数据的。

demo:

|  |
| --- |
| 1. // 第五步 传递参数   let p = new Promise(function(resolve, reject) {  // 发送异步请求  $.ajax({  url: "/ajax1",  dataType: "json",  success: function(data) {  // 判定返回的json数据中的错误代码来决定本次的请求成功还是失败  if (!data.error) {  // 成功  resolve(1, 2, 3, 4, 5);  } else {  // 失败  reject();  }  }  });  });  // 监听状态变化  p.then(function(data) {  console.log(arguments);  // 当前作用域下能够访问的数据 包含自身作用域中定义的内容和全局作用域中的内容  // 访问不到success回调函数中的数据  // 答：作用域已经无法帮助我们获取数据，但是传递参数可以。  // 当reslove函数执行的时候可以传递一个参数。而且仅此一个。  console.log("成功");  }, function() {  console.log("失败");  }); |

输出结果：

|  |
| --- |
|  |

再看reject：

|  |
| --- |
| 1. let p = new Promise(function(resolve, reject) { 2. // 发送异步请求 3. $.ajax({ 4. url: "/ajax1", 5. dataType: "json", 6. success: function(data) { 7. // 判定返回的json数据中的错误代码来决定本次的请求成功还是失败 8. if (!data.error) { 9. // 成功 10. // resolve(1, 2, 3, 4, 5); 11. // 刻意调用失败 12. reject("a", "b", "c", "d"); 13. } else { 14. // 失败 15. // reject(); 16. } 17. } 18. }); 19. }); 20. // 监听状态变化 21. p.then(function(data) { 22. }, function(data) { 23. console.log(data); 24. console.log("失败"); 25. }); |

输出结果：

|  |
| --- |
|  |

结论：

resolve和reject都可以接收一个参数。分别传递给成功处理函数与失败处理函数。

## 6.6 then的连续调用与传递参数

连续调用：

我们可以针对一个Promise实例调用多次then方法。绑定多个处理函数。

demo:

|  |
| --- |
| let p = new Promise(function(resolve, reject) {  $.ajax({  url: "/ajax1",  dataType: "json",  success: function(data) {  // 成功  resolve("A");  }  })  });  // 监听p的状态变化  p.then(function() {  console.log("成功1处理函数");  }, function() {  console.log("失败1处理函数");  })  .then(function() {  console.log("成功2处理函数");  }, function() {  console.log("失败2处理函数");  })  .then(function() {  console.log("成功3处理函数");  }, function() {  console.log("失败3处理函数");  }) |

针对一个Promise实例，绑定了三次then方法。分别绑定了三个“成功处理函数”与“失败处理函数”。

成功时：

|  |
| --- |
|  |

失败时：

|  |
| --- |
|  |

问题：当失败时怎么会调用成功时的处理函数？

解答：

因为第一个then监听的函数执行的时候，p的状态还没有发生变化。所以真的是根据p对象的状态而决定调用哪个处理函数。而当第二个、第三个then监听的函数执行的时候，p的状态已经发生了变化。所以此时只有第一个函数生效。因为它们已经不再监听p的状态的变化了。

结论：

**当针对一个Promise的实例绑定多组处理函数时，只有第一组处理函数，会根据Promise实例的状态而发生变化，后面的每一组，只有第一个函数会执行。**

传递参数：

|  |
| --- |
| let p = new Promise(function(resolve, reject) {  $.ajax({  url: "/ajax1",  dataType: "json",  success: function(data) {  // 成功  // resolve("A");  // 失败  reject("B");  }  })  });  // 监听p的状态变化  p.then(function(data) {  console.log("成功1处理函数", data);  }, function(data) {  console.log("失败1处理函数", data);  })  .then(function(data) {  console.log("成功2处理函数", data);  }, function(data) {  console.log("失败2处理函数", data);  })  .then(function(data) {  console.log("成功3处理函数", data);  }, function(data) {  console.log("失败3处理函数", data);  }) |

此时，只有第一个处理函数会接收到reject传递的参数： 后面的每一个处理函数都没有接收到数据

|  |
| --- |
|  |

因为这种情况下，后面的函数想要获取参数，必须由前一个函数返回

|  |
| --- |
| // 监听p的状态变化  p.then(function(data) {  console.log("成功1处理函数", data);  }, function(data) {  console.log("失败1处理函数", data); // B 这个是reject传递的  return "C";  })  .then(function(data) {  console.log("成功2处理函数", data); // C 这个是前一个处理函数的返回值  return "D";  }, function(data) {  console.log("失败2处理函数", data);  })  .then(function(data) {  console.log("成功3处理函数", data); // D 这个是前一个处理函数的返回值  }, function(data) {  console.log("失败3处理函数", data);  }) |

结论：

**当针对一个Promise实例进行多个函数的处理时，第一个函数的参数，是resolve或者reject传递的。**

**后续的函数中的参数，是由前一个处理函数的return决定的。**

## 6.7 then的连续调用---多个Promise实例

demo

|  |
| --- |
| // 定义一个Promise实例  function task1() {  return new Promise(function(resolve, reject) {  $.get("/ajax1", function(data) {  // 根据返回结果 决定调用resolve reject  resolve();  }, "json");  });  }  function task2() {  return new Promise(function(resolve, reject) {  $.get("/ajax2", function(data) {  // 根据返回结果 决定调用resolve reject  resolve("second");  }, "json");  });  }  let p = task1();  // 监听p的状态变化  p.then(function() {  // 如果成功 我们要发送第二个请求 如果像下面这样书写代码 则又嵌套 所以Promise中规定  // 如果多个Promise连续调用 则在第一个的处理函数中 返回第二个新的Promise实例  // 则后续的then监听的就不再是第一个Promise 而是这个新的Promise实例 后续的then中又会根据第二个Promise  // 的状态变化而决定执行哪个函数  /\*  let p1 = task2();  p1.then()  \*/  console.log("第一个成功返回，发送第二个");  // 正确的写法  return task2();  }, function() {  })  // 下面这个then监听的是task2的返回的Promise实例  .then(function(data) {  console.log("第二个成功", data);  }, function(data) {  console.log("第二个失败", data);  }) |

执行顺序：

1 定义task1

2 定义task2

3 执行task1

返回了一个Promise实例 同时发送/ajax1接口的请求

4 执行完task1 继续向下执行 p变量接收到task1返回的Promise实例 执行then方法 执行第二个then方法

5 所有可执行代码执行完毕

等待第一个接口请求回来 当回来的时候 resolve 所以第一个then方法中的代码执行

return task2();

注：因为返回的是一个新的Promise实例，所以第二个then方法不再监听第一个Promise。改为监听第二个Promise。会根据新Promise的状态而决定执行哪个处理函数

6 task2执行 所以第二个请求/ajax2接口的请求发出去 所有的可执行代码又执行完毕。等待请求回来。

请求回来之后 resolve("second"); 执行

第二个then方法中的第一个参数函数执行。

第二个then方法中的第一个函数接收的数据是新Promise执行resolve() 传递的参数

第二个then方法中的第二个函数接收的数据是新Promise执行reject() 传递的参数

## 6.8 catch

Promise实例的原型上有catch方法。该方法的作用是统一处理所有的前面的Promise实例的rejected状态。并且还可以捕获异常。

注：它只会执行一次。并且会中止后续Promise实例的执行。谁失败，就处理谁。

demo1 : 处理第一个Promise的错误

|  |
| --- |
| 1. function task1() { 2. return new Promise(function(resolve, reject) { 3. // throw new Error("123"); 4. $.get("/ajax1", function(data) { 5. reject("第一个失败"); 6. }, "json"); 7. }); 8. } 9. function task2() { 10. return new Promise(function(resolve, reject) { 11. $.get("/ajax2", function(data) { 12. // 根据返回结果 决定调用resolve reject 13. resolve("second"); 14. // reject("third"); 15. }, "json"); 16. }); 17. } 18. // 初始化第一个任务 19. let p = task1(); 20. // 监听第一个任务 21. p.then(function() { // 此时 每一个Promise实例只需要处理成功的情况 22. // 第一个成功 23. console.log("第一个成功"); 24. return task2(); 25. }) 26. .then(function() { // 此时 每一个Promise实例只需要处理成功的情况 27. // 第二个成功 28. console.log("第二个成功"); 29. }) 30. .catch(function(data) { // 所有的失败的情况都由catch来处理 31. console.log(p); 32. console.log("失败了", data); 33. }); 34. console.log("执行到底"); |

执行结果：

|  |
| --- |
|  |

demo2: 处理第二个失败的情况

|  |
| --- |
| 1. function task1() { 2. return new Promise(function(resolve, reject) { 3. // throw new Error("123"); 4. $.get("/ajax1", function(data) { 5. resolve("第一个成功"); 6. }, "json"); 7. }); 8. } 9. function task2() { 10. return new Promise(function(resolve, reject) { 11. $.get("/ajax2", function(data) { 12. // 根据返回结果 决定调用resolve reject 13. reject("第二个失败"); 14. }, "json"); 15. }); 16. }   // 初始化第一个任务  let p = task1();  // 监听第一个任务  p.then(function() {  // 第一个成功  console.log("第一个成功");  return task2();  })  .then(function() {  // 第二个成功  console.log("第二个成功");  })  .catch(function(data) {  console.log("失败了", data);  });  console.log("执行到底"); |

执行结果：

|  |
| --- |
|  |

demo3: 处理异常

注：它只可以处理Promise所接收的函数中的同步代码的异常

demo3.1 无法处理Promise之外的代码中的异常

|  |
| --- |
| function task1() {  throw new Error("123"); // 这里不属于Promise  return new Promise(function(resolve, reject) {  $.get("/ajax1", function(data) {  resolve("第一个成功");  }, "json");  });  }  function task2() {  return new Promise(function(resolve, reject) {  $.get("/ajax2", function(data) {  // 根据返回结果 决定调用resolve reject  reject("第二个失败");  }, "json");  });  }  // 初始化第一个任务  let p = task1();  // 监听第一个任务  p.then(function() {  // 第一个成功  console.log("第一个成功");  return task2();  })  .then(function() {  // 第二个成功  console.log("第二个成功");  })  .catch(function(data) {  console.log("失败了", data);  });  console.log("执行到底"); |

所以异常被抛给控制台，导致代码无法继续执行

|  |
| --- |
|  |

demo3.2 处理属于Promise的同步代码中的异常

|  |
| --- |
| function task1() {  return new Promise(function(resolve, reject) {  throw new Error("123"); // 这里属于Promise 也是同步代码  $.get("/ajax1", function(data) {  resolve("第一个成功");  }, "json");  });  }   1. function task2() { 2. return new Promise(function(resolve, reject) { 3. $.get("/ajax2", function(data) { 4. // 根据返回结果 决定调用resolve reject 5. reject("第二个失败"); 6. }, "json"); 7. }); 8. } 9. // 初始化第一个任务 10. let p = task1(); 11. // 监听第一个任务 12. p.then(function() { 13. // 第一个成功 14. console.log("第一个成功"); 15. return task2(); 16. }) 17. .then(function() { 18. // 第二个成功 19. console.log("第二个成功"); 20. }) 21. .catch(function(data) { 22. console.log("失败了", data); 23. console.log("虽然失败了，但是还是执行到我了"); 24. }); 25. console.log("执行到底"); |

处理结果：

|  |
| --- |
|  |

demo3.3 无法处理属于Promise的异步代码

|  |
| --- |
| function task1() {  return new Promise(function(resolve, reject) {  $.get("/ajax1", function(data) {  throw new Error("123"); // 这里虽然属于Promise范围内，但是是回调函数中。属于异步，所以catch无法处理  resolve("第一个成功");  }, "json");  });  }   1. function task2() { 2. return new Promise(function(resolve, reject) { 3. $.get("/ajax2", function(data) { 4. // 根据返回结果 决定调用resolve reject 5. reject("第二个失败"); 6. }, "json"); 7. }); 8. } 9. // 初始化第一个任务 10. let p = task1(); 11. // 监听第一个任务 12. p.then(function() { 13. // 第一个成功 14. console.log("第一个成功"); 15. return task2(); 16. }) 17. .then(function() { 18. // 第二个成功 19. console.log("第二个成功"); 20. }) 21. .catch(function(data) { 22. console.log("失败了", data); 23. console.log("虽然失败了，但是还是执行到我了"); 24. }); 25. console.log("执行到底"); |

执行结果：

|  |
| --- |
|  |

## 6.9 finally

finally是Promise原型上的方法。它表示无论如何也要执行的代码。

它接收一个函数作为参数，该函数无论Promise实例的状态如何变化，都会执行。该参数函数没有参数。

demo1: 成功时候的执行

|  |
| --- |
| 1. // 第九步   function task1() {  return new Promise(function(resolve, reject) {  $.get("/ajax1", function(data) {  resolve("第一个成功");  }, "json");  });  }  function task2() {  return new Promise(function(resolve, reject) {  $.get("/ajax2", function(data) {  // 根据返回结果 决定调用resolve reject  resolve("第二个成功");  }, "json");  });  }  // 初始化第一个任务  let p = task1();  // 监听第一个任务  p.then(function() {  // 第一个成功  console.log("第一个成功");  return task2();  })  .then(function() {  // 第二个成功  console.log("第二个成功");  })  .catch(function(data) {  console.log("失败了", data);  console.log("虽然失败了，但是还是执行到我了");  })  .finally(function() {  console.log("最终还是执行了我", arguments);  });  console.log("执行到底"); |

执行结果：

|  |
| --- |
|  |

demo2: 失败时候的执行

|  |
| --- |
| function task1() {  return new Promise(function(resolve, reject) {  $.get("/ajax1", function(data) {  // resolve("第一个成功");  reject("第一个失败");  }, "json");  });  }  function task2() {  return new Promise(function(resolve, reject) {  $.get("/ajax2", function(data) {  // 根据返回结果 决定调用resolve reject  resolve("第二个成功");  }, "json");  });  }  // 初始化第一个任务  let p = task1();  // 监听第一个任务  p.then(function() {  // 第一个成功  console.log("第一个成功");  return task2();  })  .then(function() {  // 第二个成功  console.log("第二个成功");  })  .catch(function(data) {  console.log("失败了", data);  console.log("虽然失败了，但是还是执行到我了");  })  .finally(function() {  console.log("最终还是执行了我", arguments);  });  console.log("执行到底"); |

执行结果：

|  |
| --- |
|  |

demo3: 抛异常时的执行

如果catch没有捕获到该异常，则无法执行finally。

如果catch捕获到异常，等价于rejected。则可以执行finally

## 6.10 补充

then、catch、finally方法随时可以添加。不论Promise实例的状态。不必一定在状态发生变化之前绑定。一般不这么干。
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